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Test Wars: A Comparative Study of SBST,
Symbolic Execution, and LLM-Based Approaches
to Unit Test Generation

Azat Abdullin
JetBrains Research, TU Delft
Amsterdam, The Netherlands
azat.abdullin @jetbrains.com

Abstract—Generating tests automatically is a key and ongoing
area of focus in software engineering research. The emergence
of Large Language Models (LLMs) has opened up new op-
portunities, given their ability to perform a wide spectrum
of tasks. However, the effectiveness of LLM-based approaches
compared to traditional techniques such as search-based software
testing (SBST) and symbolic execution remains uncertain. In this
paper, we perform an extensive study of automatic test generation
approaches based on three tools: EvoSuite for SBST, Kex
for symbolic execution, and TestSpark for LLM-based test
generation. We evaluate tools’ performance on the GitBug Java
dataset and compare them using various execution-based and
feature-based metrics. Our results show that while LLM-based
test generation is promising, it falls behind traditional methods
w.r.t. coverage. However, it significantly outperforms them in
mutation scores, suggesting that LLLMs provide a deeper semantic
understanding of code. LLM-based approach performed worse
than SBST and symbolic execution-based approaches w.r.t. fault
detection capabilities. Additionally, our feature-based analysis
shows that all tools are affected by the complexity and internal
dependencies of the class under test (CUT), with LLM-based
approaches being especially sensitive to the CUT size.

Index Terms—automatic test generation, symbolic execution,
concolic testing, large language models, search-based software
testing

I. INTRODUCTION

Software quality assurance is a critical aspect of the soft-
ware development process, as errors in the software may
lead to fatal consequences. Software testing remains one of
the most widespread software quality assurance methods [3],
manual testing being the most popular type of software
testing [8]. Yet, automated solutions are beneficial since
manual testing is a complex and time-consuming task [54].
As a result, researchers have proposed various methods for
generating test cases automatically: search-based software
testing (SBST) [17], [33], symbolic execution [10], concolic
testing [2], etc. These techniques have advanced significantly,
achieving high code coverage [24], leading to fewer smells
than manually written test cases [40], and detecting unknown
bugs [18]. Adoption of automated test generation tools in
industry is still limited, despite these advancements [28].

Large Language Models (LLMs) offer new possibilities
in software engineering, showing effectiveness in tasks like

979-8-3315-0814-2/25/$31.00 © 2025 |IEEE 221

Pouria Derakhshanfar
JetBrains Research
Amsterdam, The Netherlands
pouria.derakhshanfar @jetbrains.com

Annibale Panichella
TU Delft

Delft, The Netherlands

a.panichella@tudelft.nl

code completion [22], code understanding [37], and code
generation [59]. More recently, LLMs have been applied to
automatic test case generation [49], leveraging their ability
to understand natural language and code context. However,
LLMs face challenges such as limited context windows and
hallucinations [61]. While some empirical studies suggest that
LLMs are useful for test generation, they often fall short
compared to traditional approaches like SBST, particularly
when handling large classes [57].

We identify three critical limitations in existing comparisons
between LLM-based and traditional approaches. Limitation
1: Benchmark and data contamination. Existing LLM-based
approaches [9], [12], [21], [58], [57], [62] have been evaluated
on datasets like Defects4] [21], [26] or popular GitHub
projects [9], [12], which are part of the LLMs (pre)training
data, introducing risks of data leakage [30], [47]. Therefore,
the evaluation should be conducted using projects from differ-
ent sources [47] or commits and defects discovered and fixed
after the release date of the LLMs [30]. Recent works [55],
[57] partially tackle this issue using the SF110 dataset or its
extensions. However, this dataset has been extensively used to
compare and improve SBST tools such as EvoSuite, thus
introducing a potential positive bias towards them.

Limitation 2: No comparison with symbolic execution.
SBST approaches are efficient and effective [27], [35] but they
are not the only stat-of-the-art technique for generating unit
tests. Symbolic execution is the first technique ever used in
the literature to generate test inputs [45]. These techniques use
constraint solvers to generate inputs that satisfy the conditions
in the code. Still, they might struggle to satisfy conditions and
large classes due to the path explosion problem [6]. Existing
studies with LLMs did not consider these techniques.

Limitation 3: Lack of statistical analysis and repetitions.
Existing studies do not fully account for the non-determinism
of LLMs, which may produce different outputs when queried
with the same prompt, or traditional test generation ap-
proaches. This issue is seldom acknowledged [57] but is yet
to be addressed. In fact, LLMs have been executed only once
(one seed/session), not following existing guidelines on how
to assess randomized tools [4], [47] statistically.
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In this paper, we conduct an extensive comparative study
that addresses the three limitations discussed above. We com-
pare three cutting-edge tools for unit test generation, namely
EvoSuite (SBST tool), Kex (symbolic execution tool),
and TestSpark. The latter tool has been configured with
different LLMs: ChatGPT-4, ChatGPT-40, Llama Medium,
Code Llama 70b as we investigate the difference in perfor-
mance between alternative LLMs when given with the same
prompt and source code information. We use GitBug Java as
the benchmark, a dataset of recent Java commits and bugs
published in 2024. This dataset is designed to address data
leakage issues and has not been used in prior SBST studies.

We assess each tool’s performance based on execution
metrics (e.g., code coverage) and feature-based metrics (e.g.,
complexity of the class under test). Finally, we run each
tool ten times with different seeds (and independent sessions
for TestSpark) and base our analysis on sound statistical
analysis as suggested in the literature [4], [47]. Our study has
two primary goals: (1) to compare the performance of LLMs,
SBST, and symbolic execution in generating unit tests, and
(2) to analyze the strengths and weaknesses of each approach,
which could inform the development of hybrid techniques.

Overall, our results suggest that ChatGPT-40 has
the best potential in automatic test generation among
all LLMs. However, according to statistical tests,
TestSpark—-ChatGPT-4o still performed worse than
traditional methods. We further provide insights into the
characteristics of the program under tests that seem to impact
the performance of the different tools, shedding light on their
advantages and disadvantages.

Our main contributions can be summarized as follows:

o Open source extendable automatic test generation assess-

ment pipeline'.

o An extensive analysis of three automatic test genera-
tion techniques — SBST, symbolic execution-based, and
LLM-based — in terms of achieved compilation rate,
coverage, and mutation score of generated tests.

o A co-factor analysis between the automatic test genera-
tion techniques performance and the features of the code
under test: complexity, size, language features, etc.

This paper is organized as follows. Section II gives an
overview of the prior work in our area. The design and
implementations of the presented test generation pipeline are
described in Section III. Section IV describes all the details of
the experimental setup, while V presents the evaluation results.
Finally, Section VI discusses the most exciting results found
during the evaluation, and Section VII discusses potential
threats to validity, while Section VIII concludes the paper.

II. RELATED WORK

A. Traditional Test Generation Approaches

Search-based software testing (SBST) [35] is one of the
most popular and effective automatic test generation methods.
The main idea of SBST is to use meta-heuristic optimization

Thttps://github.com/plan-research/tga-pipeline

methods like genetic algorithms to generate test cases/suites.
EvoSuite [17] and Pynguin [33] are two of the most popular
SBST tools developed for Java and Python, respectively. They
have won the SBFT/SBST unit test competitions for several
years [16], [19], [25], [41].

Symbolic execution [7] is a software analysis technique that
abstractly executes the target program while substituting the
input values with symbolic variables. Automatic test genera-
tion is one of the main applications of symbolic execution.
Concolic testing [52] is a technique that tries to solve some of
the problems of symbolic execution by combining it with con-
crete execution. Concolic testing has been proven to be very
effective in automatic test generation by tools like Klee [10],
Kex [2], UtBot [23], etc.

Both SBST and symbolic execution have proven to be
effective and reliable test generation approaches throughout
the years [43]. This work focuses on Java test generation and
includes evaluation of both EvoSuite and Kex.

B. LLM-Based Test Generation Approaches

TestSpark [48], ChatUniTest [13] and TestPilot [50] are
examples of LLM-based test generation tools. TestPilot is
a standalone tool for JavaScript programs, while TestSpark
and ChatUniTest work with Java and provide IntelliJ IDEA
plugins for better user experience. These tools are similar in
their approach to test generation, which mainly consists of
three steps: (1) prompt collection, (2) LLM request, and (3) a
feedback loop that tries to improve the initial LLM response.

SymPrompt [46] introduces an LL.M-based test generation
that focuses on generating tests at the method level rather than
for classes. It uses code-aware prompts to target specific paths
within the method under test. While effective, this approach
requires more time and incurs additional LLM requests, mak-
ing it slower than other LLM-based tools. Similarly, AthenaT-
est [58] generates tests for individual (focal) methods. It does
not include a feedback loop for the LLM, and it has been
evaluated using Java static methods. We note that method-
level tools have limited applicability for more complex, object-
oriented scenarios involving inheritance and stateful classes.

AID [32] is a LLM-based approach that targets bug de-
tection. This approach focuses on test generation for coding
problems and stands out because it uses program specification
as a part of LLM prompt and requests LLM to provide a test
input generator script instead of the actual tests. This approach
has shown promising results; however, it focuses on a specific
use case, not general-purpose unit test generation.

Our study focuses on unit test generation in the “traditional”
setting [25], where all the competitors have the same limited
time budget and generate class-level tests. In that setting,
LLM-based tools like TestSpark and ChatUniTest are the
most suitable. We consider TestSpark for our evaluation
since it can support various LLMs, such as ChatGPT, which
is very common for many LLM-based test generation ap-
proaches [9], [12], [55]. Additionally, the tool can set a strict
time window, automatically compile the generated tests, and
integrate a feedback loop that can refine the responses of LLM.
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Furthermore, since TestSpark utilizes IntelliJ] IDEA in
headless mode, all the context collection and code inspection
features available in this IDE can be employed for prompt
generation using the command line interface. As a result, we
can enhance the context provided for prompt generation in our
evaluation process.

C. Hybrid Test Generation Approaches

A group of approaches also combines LLM-based test
generation with traditional automatic test generation methods.
CodaMosa [31] is one of the first successful attempts that
combined EvoSuite with LLMs. The core idea of CodaMosa
is to fall back to LLM-based test generation when the search-
based approach reaches its coverage plateau. CoverUp [44] is
an extension of CodaMosa that improves the LLM feedback
cycle by enhancing it with coverage information. However,
our paper mainly focuses on studying the strengths and
weaknesses of individual approaches, which can serve as the
foundation for developing future hybrid strategies. Therefore,
we exclude hybrid approaches from our work. Based on our
findings, as future work, we plan to design new strategies to
combine different tribes of Al for unit test generation and then
use the existing hybrid test generation approaches as baselines.

D. Existing Comparative Studies

Recent attempts to perform a comparative study of LLM-
based test generation with traditional approaches have been
presented in the literature [57], [55], [21], [62]. These studies
focus on evaluating the test-generating capabilities of Chat-
GPT 3.5 in comparison with EvoSuite. Tang et al. [57]
also highlight the strengths and weaknesses of these two
approaches. However, the studies above have clear limitations,
which are also discussed in the introduction:

o All studies related to ChatGPT focus on version 3.5,
which more recent versions have replaced. Besides, they
do not compare different potential LLMs to use.

o These studies evaluate LLMs using either the SF10 [38],
Defects-4j [26] datasets, or popular projects from GitHub.
Recent studies highlight that Defects-4j and many exist-
ing GitHub projects are an integral part of the model
(pre)training dataset, leading to data leakage [30], [47].
Instead, SF110 has been extensively used to assess and
improve SBST tools like EvoSuite, introducing a po-
tential bias toward this latter category of approaches.

o Previous studies compare only LLM-based (mostly
ChatGPT-3.5) and SBST approaches.

E. Overview

Overall, we can conclude that a significant body of work is
already on applying LLMs in automatic test generation. Our
work, however, aims to address several limitations and focus
on aspects that are not covered by the existing body of work:

o A study comparing the performance of different LLMs in
the context of automatic test generation on a large-scale
real-world benchmark with recent commits and changes
published after the release date of used LLMs.

Benchmarks

CuT
; ‘ Runner b—»:

CcuT

Analysis

compilation
rate

coverage

statistical
tests

Tool

Fig. 1: Overview of the pipeline

e A comparison of the LLM-based test generation with
search-based and symbolic execution-based methods.

« Analysis of strengths and weaknesses each test generation
approaches regarding features of code under test.

III. TEST GENERATION ASSESSMENT PIPELINE

We have implemented a test generation pipeline to conduct
an extensive study on the quality of automatic test generation
for various methods. Figure 1 shows the overview of the
pipeline architecture. The pipeline consists of four main parts:
(1) benchmarks, (2) runner, (3) tools, and (4) analysis. The
benchmark module provides a list of projects under test (PUT)
in JSON format. Each PUT description includes:

e Name of the PUT;

e Version of PUT (commit hash);

« Path to the root of the project;

« Path to the sources directory;

« Path to the binaries directory;

« Full classpath;

o Name of the class under test (CUT).

The runner handles interaction with the tools and saves the
results of their work, which includes:

o A path to the test sources directory;

o A list of fully qualified test names;

o A list of additional utility classes used by tests (optional);

o A list of test dependencies (e.g. JUnit, Mockito, etc.).

Each tool has a separate adapter interface that manages
the interaction with the pipeline: process start, time limit,
output handling, and result parsing. Currently, all the tools
are executed as external CLI processes so that their execution
doesn’t affect the pipeline’s core process. For extensibility,
an adapter interface is the only requirement needed to add
a new test case generation tool to our pipeline. The result of
executing the runner is the test suite generated by the tool. The
analysis module is executed as a post-processing. It extracts all
the necessary metrics from the tools’ outputs: compilation rate,
coverage, mutation score, and test execution results. Then, it
merges the tool’s results with the pre-computed information
about each benchmark (will be covered more in Section IV)
and produces a CSV file with the final report. The pipeline
is deployed as a swarm of Docker containers, cooperating via
Docker Compose, making it easy to run in parallel.

A. Dataset

GitBug Java [56] is a reproducible benchmark of recent
Java bugs published in 2024. It contains 199 bugs committed
in 2023 extracted from 55 open-source repositories. This
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relatively new dataset has not been included in the training
set for modern LLMs, which allows us to conduct more reli-
able experiments. GitBug Java provides extensive information
about each bug. In our study, we considered the following
information: (1) project name, (2) repository URL, (3) commit
hash of the buggy version, (4) commit hash of the patched
version, and (5) bug patch. Unfortunately, GitBug Java does
not provide explicit information about the buggy class that can
be used as an automatic test generation target. Hence, for each
bug, we extract information about the modified classes from
the provided bug patch and manually analyze the source code
to select one of them as a target (in case of any conflicts).

All of the projects from GitBug Java dataset were compiled
using JDK 11, as it is the latest version of Java supported by
EvoSuite. However, some of the projects from the dataset
require newer versions of Java. After excluding these cases,
our final dataset contains 136 bugs from 24 open-source
repositories. The dataset includes projects of various sizes
ranging from 8,000 to 300,000 source lines of code (SLOC)
and CUTs of various complexity (25-2,500 SLOC) with the
average cyclomatic complexity score of ~ 66.

B. Tools

The core of our study is comparing test generation abilities
of three main automatic test generation approaches: SBST,
symbolic execution-based, and LLM-based. Therefore, our
pipeline integrates tools from each of these categories. For
SBST, we have selected EvoSuite [17] as it is the most
well-known and proven automatic test generation tool for Java.
It has shown the best results in recent editions of SBFT
Java Tool Competition [25], [19], [41]. Kex [2] is selected
as a tool that implements symbolic execution-based approach
to automatic test generation, as it is the only tool using
this technique that participated in the latest SBFT Java Tool
Competition [25] and has shown good results in terms of
coverage. For the LLM-based test generation approach, we
have selected TestSpark [48]. There are several reasons
behind this choice:

o Despite being an IntelliJ] IDEA plugin, it can be easily
executed in the command line by running the IDE in
headless mode.

e TestSpark supports multiple LLM models that can
be easily interchanged (fully integrated with three LLM
platforms: OpenAl, HuggingFace, and JetBrains internal
Al Assistant platform).

e TestSpark uses the powerful code inspection of IntelliJ
IDEA even in the headless mode, which brings flexibility
to include different contexts in the prompt.

C. Analysis

1) Execution-based metrics: These metrics are based on the
compilation and execution of produced tests.

Compilation rate. The compilation rate allows us to under-
stand the tool’s reliability for automatic test generation. This
metric is especially important for LLM-based tools because
they often struggle with producing correct code [57]. However,

most tools produce a test suite as a single source code file
containing all the tests, and if there is even one syntax error,
the whole test suite will not be correct. To handle these
scenarios, we have extracted each test method into a separate
source file. This allows us to record the compilation rate on
a more granular level and also allows us to use correctly
generated test methods for further analysis.

Code coverage. Coverage is one of the most used mea-
surements of test suite quality [41]. We collected information
about line, branch, and instruction coverage for each project
using the JaCoCo [1] library.

Mutation score. Mutation testing [42] is a stronger test
suite quality metric. Mutation score measures the “strength”
of a test suite and characterizes its bug-discovering abilities.
We use the PIT mutation testing system in the pipeline [14].

Failure reproduction. As the GitBug Java dataset contains
a set of bugs, our pipeline evaluates the capabilities of these
approaches in generating tests that can capture real-world
bugs. For each entry in the dataset, we generate tests for
the buggy version of the project. After, we execute tests on
both buggy and patched versions of the PUT to record the
differences. If there are any, it means that the tool can generate
tests that are affected by the bug.

2) Code feature metrics: The quality of automatically
generated tests is heavily dependent on the used approach
and the code under test itself. Therefore, we perform static
analysis on the CUTs in the benchmarks to extract information
about distinct code features that may affect the quality of test
generation. Based on that information, we can identify the
strengths and weaknesses of our tools and approaches. For
each CUT, we have collected the following information.

Number of dependencies. We define a dependency of CUT
as an import used inside that CUT. Dependencies are cate-
gorized into internal, standard library, and external. Internal
dependencies belong to the same project as CUT; standard
libraries are built-in libraries in Java; external dependencies
are third-party libraries not part of the previous two categories.

Comments and Java docs. Unlike the traditional automatic
test generation approaches, LLM-based approaches use the
source code of the CUT as the main input. Source code
often includes additional contextual information in the form of
comments and Java docs. These features can provide additional
information about the program to LLM and thus affect the
resulting tests. Additionally, we are interested not only in the
presence of these features but also in the language that they
are written in, as the initial instinct suggests that LLMs should
perform best in the English language.

Condition types. Branching points usually add a lot of
complexity to the program. However, not every branching
point is equal in its complexity. Therefore, we are interested
to know what types of conditions have the most impact on the
quality of generated tests. We have analyzed the source code
of each CUT in the dataset and extracted the information about
types and sources of variables in conditions.
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IV. EXPERIMENTAL SETUP
A. Tool Setup

To address the nondeterministic nature of test generation
algorithms used in this study, we repeated each execution
10 times as suggested by existing guidelines [4]. We also
highlight that we applied the same methodology using multiple
seeds and different sessions also for LLM-based approaches,
addressing Limitation 3 discussed in Section I.

We also need to define a time budget for our experiments as
it can significantly influence the quality of generated tests [40].
In our case, we set the time budget to 120 seconds, sufficient
for the test generation tools to produce meaningful tests while
remaining small enough to reflect practical, everyday-use
scenarios (i.e., developers’ need to receive quick feedback).
Furthermore, this time limit aligns with the standards used in
automatic test generation competitions like SBFT [25], [19],
where 120 seconds is one of the main categories.

However, most of the LLM-based approaches, including
TestSpark, are not designed to work within the time budget.
LLM-based approaches cannot modify their test generation
tactic regarding time limitations, as they depend on LLM’s
performance: the model either successfully produces a com-
pilable test or not. However, our preliminary experiments
demonstrate that, on average, TestSpark takes about 2-
3 minutes on each CUT, which we consider comparable to
Kex’s and EvoSuite’s time budget.

Each tool we use in our experiments has many parameters
that can affect its test-generation capabilities. Hence, we
use each tool’s default (suggested) parameters as the default
parameter values commonly used in the literature give rea-
sonably acceptable results [5] without incurring the additional
computational cost required for parameter tuning.

We are using Kex version 0.0.8% in the concolic mode,
and the only parameter we change is turning off built-in
coverage computation. As for EvoSuite, we are using
version 1.2.03. Additionally, we are running EvoSuite with
DynaMOSA [39] algorithm and with disabled runtime depen-
dencies. We use DynaMOSA [39] since it has been shown to
outperform other evolutionary algorithms [11], and was the
default configuration in the SBFT competitions [19], [25].

LLM-based test generation introduces two more major
variables into the experiment setup: (1) model selection and (2)
prompt engineering. These variables introduce the following
questions into LLM-based test generation setup:

o What model to choose?

o What information to include in the prompt?

o How to balance the prompt so it fits into the model’s
context?

As mentioned previously, TestSpark allows seamless
switching between different LLMs. In this work, we selected
the following models for the experiments: (1) ChatGPT-4, (2)
ChatGPT-40, (3) Llama Medium, and (4) Code Llama 70b.

Zhttps://github.com/vorpal-research/kex/releases/tag/0.0.8
3https://github.com/EvoSuite/evosuite/releases/tag/v1.2.0

Generate unit tests in Java for S$NAME to achieve
100% line coverage for this class.

Dont use @Before and @After test methods.

Make tests as atomic as possible.

All tests should be for JUnit 4.

In case of mocking, use Mockito.
mocking for all tests.

Name all methods according to the template -
[MethodUnderTest] [Scenario]Test, and use only
English letters.

The source code of class under test is as follows:

$CODE

SMETHODS

SPOLYMORPHISM

But, do not use

Fig. 2: Default prompt used for LLM-based test generation

This selection includes the most popular LLMs today, and
one code-specific model that will allow us to compare its
performance to general-purpose ones.

Listing 2 shows the default prompt used by TestSpark.
Initially, it includes the source code of the CUT ($CODE),
signatures of the methods accessible during the test genera-
tion (SMETHODS), and information about polymorphic rela-
tions (SPOLYMORPHISM). However, if the prompt turns out
too big for the used model, Test Spark iteratively reduces
its size by removing additional context information.

We are using the latest version of TestSpark that is
available in its repository at the time of evaluation®.

B. Research Questions

The goal of our experiments is to answer the following
research questions.

o RQq: What is the best LLM to use for automatic unit test

generation?

e RQ: How do LLM-based automatic test generation
approaches compare to traditional approaches on a large
scale?

o RQs3: What is the correlation between various qualities
of code under test and the performance of different test
generation techniques?

To address RQ;, we focus on the execution-based met-
rics: compilation rate, line and branch coverage, and muta-
tion score. TestSpark is executed with each model under
test (ChatGPT-4, ChatGPT-40, Llama Medium, Code Llama
70b) on the GitBug Java. The performances are evaluated by
analyzing the distributions of the results (metrics discussed in
Section V) over different runs using boxplots and descriptive
statistics (median and mean). Additionally, we perform sound
statistical analysis using the Mann-Whitney U test [36] for
the statistical significance, as it has already been used by
prior work [25]. We further complement our analysis with the
Vargha Delaney /112 measure [60] for effect size. These statis-
tical tests are computed pairwise for tools for each CUT. We
use p-value threshold of 0.05 to define significant differences
and “small”, “medium” and “large” magnitudes [60] of the
12112 statistics to determine the winner between the two tools
in the comparison on each CUT.

“https://github.com/JetBrains-Research/TestSpark/tree/e6adea
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in TestSpark

RQ, is addressed using all the same metrics mentioned
for RQ;. This time, we are comparing the results of Kex,
EvoSuite, and the best performing LLM resulting from
RQ; (which is TestSpark—-ChatGPT-40 as shown in
Section V) on the GitBug Java dataset. We also used the
same statistical test for this research question. In addition
to the previously mentioned metrics, we also focus on the
fault reproduction capabilities of the different approaches in
this experiment. We execute the generated test suite on two
versions of the project: the original buggy one and the patched
one. Differences in the results between these two executions
means that the tool was able to capture the fault in the buggy
version of the project.

RQj3 is addressed by performing correlation analysis [20]
between tool’s performance and features of the CUT. CUT
features are divided into two main categories:

« Correlation between coverage metrics and code specific
features of CUT. Code specific features include cyclo-
matic complexity, number of dependencies, presence of
comments and Java Docs, and SLOC.

o Correlation between coverage metrics and branch con-
dition types in the CUT. Branch conditions are divided
into the following categories: primitives, null oper-
ations, switch conditions, type checks, static/global
method/variable operations, string and regex operations,
collections, and others.

Analyzing the correlation between listed features of CUT
and the tool’s performance on a large-scale benchmark of real-
world projects allows us to better understand the strengths and
weaknesses of the tools in different use cases. We use Spear-
man’s rank correlation coefficient for correlation analysis [51]
as our data do not follow a normal distribution according to
the Shapiro-Wilk test [53].

V. EVALUATION AND RESULTS

A. RQ;: What is the Best LLM to Use for Automatic Unit Test
Generation?

Figure 3 shows the average compilation rate, line, and
branch coverage for four models: ChatGPT-40, ChatGPT-4,
Llama Medium and Code Llama 70b. According to these
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Fig. 4: Comparison of different automatic test generation tools

results, ChatGPT-40 shows the best results on the benchmark,
achieving an average 57.97% compilation rate, 38.13% line
coverage, and 24.63% branch coverage. Other models show
worse results, achieving an average of less than 7% compila-
tion rate and 5% line coverage.

ChatGPT-4, Llama Medium and Code Llama 70b performed
much worse than ChatGPT-4o0. This is due to the context
limitations of the latter models: while ChatGPT-40 has a 128k
tokens context size, the others vary between 4-8k. Due to this,
there are various instances where non-ChatGPT-40 models
failed even with the smallest possible prompt size (i.e., only
CUT source code). For example, out of 1360 total runs of
ChatGPT-4, 1229 failed with the context size error.

In addition to the boxplots, pairwise comparison of the
different LLMs using statistical tests confirms the statistical
superiority of ChatGPT-40 on every measured metric. Out of
136 % 3 x 4 = 1632 comparisons with other models, there are
only two cases when ChatGPT-40 achieves statistically lower
performance metrics than another model.

Due to these limitations, we conclude that ChatGPT-4o0 is
the best viable option for automated test generation on real-
world projects among the models investigated in this study.
Therefore, we consider only ChatGPT-40 in the remainder of
our study and further experiments.

B. RQ,: How Do LLM-Based Automatic Test Generation
Approaches Compare to Traditional Approaches on a Large
Scale?

Figure 4 shows the comparison of three tools —
EvoSuite, Kex and TestSpark with ChatGPT-40
model (TestSpark—-ChatGPT-4o0 from now on) — in
terms of compilation rate, line and branch coverage, mutation
score and failure reproduction rate.

These graphs give us multiple insights into the perfor-
mance of these tools. First, Kex has the best average com-
pilation rate (99.99%) out of all three tools. Even though
symbolic execution-based tools have full access to the class-
path of the CUT, due to some implementation issues, Kex
produced several uncompilable test cases. EvoSuite is
not far from Kex with a 97.30% compilation rate, also
caused by small implementation issues within this tool.
TestSpark-ChatGPT-40, as mentioned previously, has a
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significantly lower compilation rate (57.97%) highlighting the
unstable nature of LLM-based test generation.

In terms of coverage metrics, we can see that all three
tools are close in terms of average line and branch coverage:
46.44% and 34.91% for EvoSuite, 38.60% and 24.72% for
Kex, 38.13% and 24.63% for TestSpark-ChatGPT-4o.
Although, EvoSuite is slightly better, especially regard-
ing average branch coverage. However, we can see that
Kex 1is significantly better in terms of median branch
coverage (18.61% versus 4-6% of EvoSuite and
TestSpark-ChatGPT-40). Additionally, we can see that
Kex performs more consistently than the other two tools.

W.r.t. mutation score, EvoSuite achieves the best average
score (30.56%), while TestSpark-ChatGPT-40 was the
best in terms of median score (6.32%). While the mutation
scores of EvoSuite and TestSpark—-ChatGPT-40 are
comparable to each other, Kex’s performance in this metric is
noticeably worse as it sometimes generates wrong oracles.

All the tools performed poorly in terms of
failure reproduction of original GitBug Java bugs.
TestSpark—-ChatGPT-40 did not reproduce any bug.
EvoSuite and Kex reproduced 5.88% and 7.35% of bugs,
respectively. Statistical tests show that Kex performed better
on 8 benchmarks, EvoSuite performed better on 6, and
both tools tied on two benchmarks.

Additionally, for each CUT-metric pair, we conduct
three statistical tests: EvoSuite vs. Kex, EvoSuite
VS. TestSpark—-ChatGPT-4o, and Kex VS.
TestSpark—-ChatGPT-4o0. The winner between the
two tools is determined based on p-value and effect size,
with each tool earning 1 point for winning a statistical test.
The tool(s) with the highest final scores for each CUT-
metric pair are considered the winners. Figure 5 visualizes
these comparisons with Venn diagrams, categorizing
each CUT based on the winning tool(s) in terms of line
coverage (5a), branch coverage (5b), and mutation score (5c).
We can see that EvoSuite performed best in terms
of line and branch coverage, closely followed by Kex.
TestSpark—-ChatGPT-4o falls behind in both metrics,
but it performs noticeably better on the mutation score
comparison, closely followed by EvoSuite. Kex shows the
worst performance on the mutation score.

In summary, we conclude that the tools are compa-
rable regarding coverage-based metrics. EvoSuite and
Kex excel more at line and branch coverage, while
TestSpark—-ChatGPT-40 shows better results in mu-
tation score. W.t. to fault detection capability, the
test generated by EvoSuite and Kex outperformed
TestSpark—-ChatGPT-4o, which failed to detect any fault.

C. RQj;: What is the Correlation between Various Qualities
of Code Under Test and the Performance of Different Test
Generation Techniques?

Figure 6 presents the results of the correlation analysis
between the coverage-based metrics of the tools and the
code-specific features of the CUT. We used Spearman’s rank

correlation coefficient to measure the strength and direction
of these relationships. Correlations were classified as weak
(0.00-0.30), moderate (0.31-0.60), or strong (0.61-1.00), with
the sign indicating positive or negative correlations. These cut-
off values follow the suggested classification guidelines [15].

We notice that all tools are significantly impacted by three
features: the cyclomatic complexity of the CUT, the number
of its internal dependencies, and SLOC. However, while the
coverage of all the tools is affected approximately similarly by
cyclomatic complexity, there is more variation in correlation
with the number of dependencies and with SLOC. Kex shows
the lowest correlation with these features, EvoSuite shows
a higher correlation with the number of internal dependencies,
and TestSpark-ChatGPT-40 shows a strong correlation
with both the numbers of dependencies and SLOC.

Surprisingly, all the tools show a weak correlation between
their coverage performance and the number of Java standard
library dependencies in the CUT, even though these are some
of the most common dependencies in Java. Additionally, we
can see that EvoSuite and Kex have a strong negative
correlation with the number of external dependencies of the
project, while TestSpark-ChatGPT-40 shows a weak
correlation (i.e., lower than 30%).

Additionally, TestSpark-ChatGPT-40 shows a weak
correlation with the presence of comments and Java Docs
in the source code: comments seem to slightly worsen the
test generation capabilities of ChatGPT-40 (-0.17), while Java
Docs seems to have a weak positive correlation with the
coverage-related metrics (0.1). Kex and EvoSuite do not
correlate with these features. This result is expected since
both tools work on the bytecode level (which does not include
comments and Java Docs) and cannot access source code.

Figure 7 shows a correlation analysis between coverage-
based metrics of the tools and branch types of the CUT. Over-
all, all the tools show almost no positive correlation with any of
the branch types. According to Figure 7a, EvoSuite shows
a negative correlation with several branch types. However, the
switch conditions, static methods, and standard library calls
negatively correlate to its performance. Additionally, we can
see that coverage and mutation score achieved by EvoSuite
positively correlates with the number of type checks in the
CUT. It is worth noticing that the presence of null checks
has a moderate negative correlation with line coverage and
mutation score. Null checks are a well-known issue in SBST
as they constitute the so-called flag problem [34], [35]: an
object is either null or not, and the existing heuristics (namely
approach level [34] and branch distance [29]) do not provide
any guidance toward satisfying these checks.

Figure 7b shows Kex’s correlation analysis regarding cover-
age metrics. As EvoSuite, Kex’s performance has a strong
negative correlation with the number of switch statements and
static calls in the CUT. Unlike EvoSuite, Kex is much
less affected by null checks, string operations, and standard
library calls. Additionally, Kex shows a negative correlation
with the number of primitive type conditions and collections
in CUT. Moreover, we see that Kex has a strong positive
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Fig. 6: Correlation analysis of tool performance and code-specific features

correlation with the number of type conditions in the CUT.
Figure 7b presents the results of the correlation analy-
sis of TestSpark—-ChatGPT-40’s performance. Overall,
TestSpark—ChatGPT-40 shows a much higher negative
correlation with most branch types encountered in the CUT.

VI. DISCUSSION

Regarding RQ);, the evaluation results give a definitive an-
swer: ChatGPT-4o is the best LLM (among the ones we tested)
for application in automatic test generation. As mentioned
before, the main factor that played a role in this experiment
is the context size of the model. Real-world programs are too
big and too complex for the smaller LLMs. Manual analysis
of CUTs that were unaffected by context size limitations
further shows that the smaller models perform slightly worse
than ChatGPT-4o0. The three projects traccar (commit
074dc016d2), cbor-java (commit b010e8c62b) and
semverd4j (commit 48ffbfdlf6) are stand out as clear
instances of the observed difference in performance.

RQ; has no single definitive answer. Kex and EvoSuite
show very comparable performance on the line and branch
coverage metrics, while TestSpark-ChatGPT-4o0 falls
behind. However, Test Spark—ChatGPT-40 shows a better
median (but not mean) mutation score than the other two
tools. This seems to suggest ChatGPT-40 might have a better
understanding of the expected behavior of CUT and, therefore,

potentially generate better oracles. However, this observation
holds only for ChatGPT-40 while the other LLMs struggle to
generate compilable test cases.

Finally, all tools struggle with fault detection capability.
However, TestSpark—-ChatGPT-40 could not detect any
fault in our experiments’ runs. While the other two tools were
able to seldom expose some faults in the benchmark.

Evaluation results demonstrate that each approach has a
set of use cases where it outperforms others. Thus, the best
possible automatic test generation tool should incorporate all
these approaches to achieve better results. Our Venn diagrams
highlight this complementarity.

As an example, the Venn diagrams (figure 5) demonstrate
that EvoSuite and Kex have a very small intersection across
all three metrics, meaning that these two tools (and, therefore,
approaches) excel at different CUTs. Moreover, Kex has an
even smaller intersection with both tools in the mutation
scores, meaning that, even though it generates worse oracles
in general, in some cases, its oracles are unique in comparison
with EvoSuite and TestSpark—-ChatGPT—-4o.

Manual analysis. We manually analyzed the subset of 32
benchmarks that demonstrated significant differences in tool
performances. Although it is hard to generalize beyond our
benchmark and dataset, we can provide valuable insights:

e EvoSuite and TestSpark—-ChatGPT-40
are very effective at generating tests for string-
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processing CUTs. For example, benchmark jsoup
(commit e1880ad73e) is a URL builder class;
EvoSuite and TestSpark-ChatGPT-40 are
able to generate valid URL strings in their tests.
However, when it comes to more complex and non-
standard formats, TestSpark-ChatGPT-4o0 can
outperform EvoSuite (e.g., the semver4j commit
48£fbfd1£6).

TestSpark—-ChatGPT-40 is often let down by the
compilation errors of the generated tests. Benchmarks like
Simple-DSL (commit 81182e58bd) and traccar
(commit 28440b7726) show that when all the tests
compile, TestSpark-ChatGPT-40 can achieve on
par or even better coverage than Kex and EvoSuite.
EvoSuite and TestSpark—-ChatGPT-40 use
mocking when working with interfaces and standard
library classes. Kex only uses mocks when working
with abstract classes. Benchmarks like dataframe-ec
(commit 1109752c4e) and traccar (commit
596036dc33) show how mocking allows EvoSuite
and TestSpark—-ChatGPT-40 outperform Kex.

Our manual analysis confirmed that TestSpark with
ChatGPT-40 generates more and better oracles in
many cases. For example, on traccar (commit
596036dc33), both EvoSuite and Kex failed to
generate oracles for some of their tests.

Kex often outperforms other tools on a very com-
plex CUTs with the complex arguments. Bench-
marks like graphgl-java-annotations (commit
6d9d7a79de), jsoup (b6f652cef6), and frigga
(commit 6b520bbb2e) highlight that. Additionally,
Kex outperforms other tools on benchmarks that con-
tain some bit-level operations and conditions (e.g.
traccar-2be2a4558a).

Our results suggest that the 120-second time limit
is not always enough for the intensive approach of
Kex. Benchmarks java-solutions-7a73ea56d0
and cbor-java-b010e8c62b are instances that led
us to this conclusion.

Correlation analysis. Feature-based correlation analysis also

highlights several insights into automatic test generation tools’
performance. First, each tool demonstrates moderate depen-
dency on the CUTs SLOC and computational complexity.
Interestingly, Test Spark—-ChatGPT-40 is more dependent
on the SLOC than Kex and EvoSuite, meaning that LLM-
based models are better for smaller classes not only because
of the context limitations. Secondly, the correlation analysis
demonstrates that all the tools have a moderate correlation
with the number of internal and external dependencies of CUT.
TestSpark-ChatGPT-4o0 is more affected by internal de-
pendencies, meaning that it is hard for LLM-based methods
to work with closely interconnected projects. EvoSuite and
Kex are expectedly more affected by the number of external
dependencies, as their number heavily affects the complexity
of the analysis.

We also focus on evaluating how the additional information
within the code (like comments and Java Docs) can affect
the LLMs performance. We do not see any strong correlation
between these features and the tool’s performance, but still,
we can see that comments in code have a weak negative
correlation (-0.17), and Java Docs demonstrate a weak positive
correlation (0.1). Additionally, it is worth noting that 135
of 136 projects used the English language in the code for
variable and class names, comments, docs, etc. In additional
experiments, where we translated the CUTs to Spanish using
ChatGPT-40, no significant performance variations were ob-
served across different languages. Due to space constraints,
further details of this analysis are not included in the paper.

Branch type-based correlation analysis of the tool’s results
also demonstrates some interesting results. Firstly, all tools
demonstrate a negative correlation with almost all branching
types, meaning that, expectedly, any branch complicates things
for the test generation. Secondly, all tools demonstrate a
moderate negative correlation with the number of primitive
and switch conditions in the CUT. Although it is unexpected
at first, manual analysis of the results shows that it is mainly
because of the following:

« Sheer number of such conditions; especially switch cases
usually contain many branching points;
o The source of the variables in these conditions: in many
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cases, these variables are products of some complicated
operations (e.g., file reads, collection interactions, etc.).

Third, we can see that Test Spark—ChatGPT-40 shows
a moderate negative correlation with most branch types except
strings and type checks. Manual analysis results confirm that
trend: LLM-based test generation shows promising results with
string processing CUTs and struggles more with the others.

Finally, only Kex and EvoSuite show a weak positive
correlation with the number of type checks in the code. It
is the only condition type that positively correlates with any
tool’s performance. While not obvious, this fact can be easily
explained. Type checks are usually relatively easy for these
tools (especially for Kex), as they are easily satisfiable and
do not have a lot of options. At the same time, type checks
provide the tool with additional contextual information and
simplify the further generation.

VII. THREATS TO VALIDITY

In this section, we acknowledge the threats that may affect
the validity of our experimental results.

Internal threats: We ensured the correctness of every
implementation step and manually analyzed the portions of the
result to ensure their correctness. However, it is still possible
that our implementation contains some bugs and issues.

Additionally, the difference in the time budget handling
for LLM-based and traditional test generation approaches can
introduce threats to the validity of our results. It is hard
to compare these approaches fairly because of their unique
features. Our experiment results suggest that the time budget
handling did not substantially affect the quality of our results.

External threats: LLMs introduces many data-related
threats to the computer science research. Data leakage is one
of the most important ones. Because of the nature of LLM
training, modern LLMs have been exposed to many open-
source software projects during the training process. Thus,
they may demonstrate significant differences in test generation
quality on the projects they have seen during (pre)training and
those they have not seen. Even though GitBug Java dataset was
published later than the alleged training time of all the LLMs
used in our experiments, the projects used in GitBug Java were
still available for LLMs for (pre)training.

Another potential threat is the dataset itself. It contains a
lot of different projects and bugs; however, it may not be
representative enough. Moreover, the GitBug Java dataset has
a small imbalance in the project distribution. Out of the 136
bugs used in our evaluation, 29 were related to jsoup project,
and 70 were related to traccar project.

Conclusion threats: A potential threat to validity is re-
lated to the non-determinism of LLMs, EvoSuite, and Kex.
To address this potential threat (and the limitation of existing
comparative studies involving LLMs), we run each tool ten
times of each CUT in our benchmark. Besides, for LLMs,
we use different/separate sessions for promoting/queries to
ensure that the model did not learn from past interactions and
prompts. For our analysis, we compare the results based on
the median and mean results achieved w.r.t. well-established

test quality metrics (i.e., coverage, mutation score, and fault
detection capability) and relied on sound statistical analysis,
following existing guideliens [4], [47]. More specifically,
we have used non-parametric tests that do not make any
assumption on the data distributions being compared, namely
the Mann-Whitney U Tests (or the Wilcoxon rank sum test),
the Vargha-Delaney Ay statistics, and the Spearman’s rank
correlation coefficient.

VIII. CONCLUSION

In this paper, we present the results of our extensive eval-
uation of three automatic test generation approaches: SBST,
symbolic execution, and LLM-based test generation. We evalu-
ated three tools that implement the aforementioned approaches
— EvoSuite, Kex, and TestSpark respectively — on
the bugs from GitBug Java dataset with the main focus of
highlighting the strengths and weaknesses of each approach.

Our evaluation results demonstrate that LLM-based test
generation approaches are very heavily reliant on the context
size of the LLM: 4-8k context size is not big enough for real-
world applications. The best performing LLM out of the four
tested is ChatGPT-4o.

EvoSuite and Kex perform very close in terms of
coverage-based metrics like line and branch coverage, while
TestSpark—-ChatGPT-4o falls slightly behind. However,
the LLM-based approach shows a noticeable improvement in
the mutation score, suggesting that LLMs are more capable of
deeper code understanding. Our evaluation also revealed that
LLM-based performed worse than traditional approaches in
terms of fault detection capabilities and failed to reproduce
anything. Manual analysis results additionally highlighted
some of the differences in tool performances.

We plan to create a new multi-approach test generation tool
in future work. Our evaluation results suggest that we can find
the best approach for each CUT and combine the strengths of
different approaches.

IX. DATA AVAILABILITY

The reproduction package with the dataset collection scripts
and the results presented in the evaluation is available at https:
//doi.org/10.5281/zenodo.13862019.
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