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ABSTRACT

Big data, the large-scale collection and analysis of data, has become ubiquitous in the modern, digital society.
Within the big data landscape, graphs are widely used to study collections of entities and the complex rela-
tionships that connect them. The analysis of graphs has applications in social networks, logistics, finance,
bioinformatics, and many other domains. With the rapidly increasing amounts of data being collected, ana-
lyzing large-scale graphs has become a necessity. To address this need, many dedicated graph analysis frame-
works have been developed in recent years. However, their performance is poorly understood.

In this thesis, our goal is to improve insight into the performance of graph analysis frameworks. We design
the Graphalytics ecosystem, a set of complementary systems for understanding the performance of graph
analysis frameworks, with a focus on two key components. First, we design, implement, and evaluate Graph-
alytics, a comprehensive benchmark for graph analysis frameworks that facilitates the comparison of perfor-
mance between these frameworks. Second, we design, implement, and evaluate GradelO, a system for au-
tomated, in-depth performance analysis of graph analysis frameworks. Through experimental evaluation of
the Graphalytics ecosystem, we gain insight into the performance of six modern graph analysis frameworks.
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INTRODUCTION

The problem and approach proposed in this thesis appear in the context of big data. Big data, the large-scale
collection and analysis of data, has rapidly become ubiquitous in the modern, digital society. It helps us find
information through search engines, lets us connect and communicate via social media, and recommends
to us products or movies we may be interested in. Big data increasingly also powers business processes,
from fraud detection and market prediction, to understanding and optimizing user experiences. Advances
in big data analysis systems are also enabling data-driven scientific discoveries throughout many disciplines,
commonly referred to as the fourth paradigm of science [1]. The diversity and number of big data applications
has also led to significant investments; in 2016 alone, startups in big data received $14.6 billion in venture
capital [2], and IDC forecasts double-digit annual growth in big data and businesses analytics revenue, up to
$210 billion in 2020 [3].

This thesis focuses on the important data-class of graph data, i.e., information about collections of enti-
ties and the complex and often arbitrary relationships that connect them. The theory of graphs has been
studied since Euler formulated the famous Seven Bridges of Konigsberg problem in 1736. However, the
widespread application of graph analysis for scientific and commercial purposes is a more recent phenomenon
driven by the increased availability of both data and computational resources. Graph analysis techniques can
provide insight into the web of relationships, e.g., by identifying tight-knit communities of entities, by rank-
ing the importance of entities in a graph, or by determining how pairs of entities are (indirectly) related. The
analysis of graphs can be applied in many applications, including social network analysis [4-6], computer
network security [7], bioinformatics [8, 9], and power grid operations [10]. Our own survey in 2018 [11] cov-
ers tens of applications in 11 application domains. Recent developments include successful startups in graph
data management (Neo4j [12]), and the inclusion of graph analysis techniques in data processing stacks, both
community-driven (GraphX on Spark [13, 14]) and industrial (Oracle Big Data Spatial and Graph [15] and Cray
Graph Engine [16]). Serving as further evidence for the timeliness of graph analysis research, we observe in
the academic community an increase in venues for graph data management and graph analysis. Several ded-
icated workshops have been organized, e.g., GRADES since 2013 [17], NDA since 2016 [18], and HPGDMP in
2016 [19]. Graph research is also prevalent in major data management conferences; at SIGMOD 2017 [20] and
VLDB 2017 [21] there were more sessions on graphs than on any other topic.

We focus in particular on the problem of understanding the performance of graph analysis systems. Due
to the rapidly increasing amounts of data being collected, there is a growing demand for analyzing large
graphs. To support this need, graph analysis algorithms have been designed to run in parallel and distributed
environments. Many techniques have been developed for structuring and optimizing parallel and distributed
data processing applications. These techniques exploit a variety of properties typical to such applications, in-
cluding highly regular computation, predictable communication patterns and strong locality properties. In
contrast, graph analysis applications typically are data-driven and unstructured, have poor data locality, have
irregular computation patterns', and are predominantly bound by data access instead of computation [22].
To address these properties, tens of dedicated graph analysis systems have been developed since 2010 [23],
many inspired by Google’s Pregel [24]. Although many developers of such systems claim that they outper-
form state-of-the-art, performance comparisons between systems are not standardized, are rarely compre-
hensive [25], and, as several studies have shown [25-27], are potentially biased.

1Research on graph analysis is frequently published in the Workshop on Irregular Applications: Architectures and Algorithms (IA3).



2 1. INTRODUCTION
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Figure 1.1: Architecture of a typical large-scale graph analysis platform.

1.1. A PRIMER ON GRAPH ANALYSIS SYSTEMS

A modern large-scale graph analysis system comprises a stack of inter-operating components. Figure 1.1
depicts a typical architecture for such a system. The architecture includes a front-end that allows users to
program their graph analysis applications, runtime engines that execute the user-defined program, resource
management that shares resources between applications in a cluster, and the underlying (hardware) infras-
tructure. Although the depicted architecture is representative for many graph analysis systems, not all com-
ponents in the front-end and back-end are present in each system (e.g., some systems do not interface with a
high-level language [28, 29]). Furthermore, some components are conceptually distinct, but are implemented
together (e.g., the runtime of Giraph [30] includes both an execution and a network engine).

Key to understanding the execution of a graph analysis application, and therefore to understanding the
performance of a graph analysis system, are the programming model and the execution engine. The program
model of a system dictates how users can interface with the system and express their application. Most par-
allel and distributed graph analysis systems use a high-level programming abstraction [23], that is, they hide
data partitioning and communication mechanisms from the user [31]. Frequently used programming mod-
els [31] include vertex-centric processing [24], Scatter-Gather [32], Gatter-Apply-Scatter [28], and subgraph-
centric processing [33]. A user builds their graph analysis application by implementing a small set of func-
tions (hooks) for their specific algorithm (e.g., in the Scatter-Gather model, users implement a scatter and a
gather function).

An execution engine takes a user program written for a supported programming model and executes it.
Responsibilities of the execution engine include loading and partitioning the input data, communication and
synchronization between machines, ensuring fault-tolerant execution, and calling functions provided by the
user when appropriate (as defined by the programming model). This has important implications for how
users understand performance; much of a job’s execution takes places in the execution engine, outside of the
user’s control and. Also, most execution engines use an iterative, synchronous execution model [31], which
potentially introduces a variety of performance issues, including synchronization overhead and imbalanced
execution.

1.2. PROBLEM STATEMENT

Our goal is to improve insight into the performance of graph analysis systems, for both users and developers.
We identify two distinct but related problems in state-of-the-art practices for studying performance. First,
there is an increasing need for systematically comparing the performance of graph analysis platforms, to help
users select a platform that will efficiently perform the types of analysis specific to their needs. As new graph
analysis platforms are being designed [23], their authors typically evaluate a platform’s performance through
experimental evaluation and comparison against other state-of-the-art platforms [25]. However, experiments
performed by different authors are rarely comparable, due to differences in the datasets they use, the graph
algorithms they run, their environment, etc. Dangerously for the community, the de facto standard at the
start of this work, Graph500 [34], focuses on a single algorithm and dataset type, which threatens to bias the
community efforts on problems that have limited coverage of real-world applications. A standardized process
for evaluating and comparing graph analysis platforms is needed.
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Second, there is an increasing need to find good configuration parameters (tuning), and to identify perfor-
mance issues that systems designers and engineers can address (re-designing). As graph analysis platforms
evolve and their complexity increases, their performance becomes more difficult to understand. Many exist-
ing performance analysis tools for parallel computation [35-37] focus on low-level analysis and are tailored
to traditional high-performance computing (HPC) applications. These applications are typically built on top
of alimited set of communication and synchronization primitives (e.g., those provided by MPI or OpenMP).
In contrast, many graph analysis platforms provide a powerful API that hides the internal complexity [31], so
users will be unable to interpret low-level performance analysis. Further, this type of analysis may be pro-
hibitively expensive in the amount of data collected for large-scale distributed systems. A novel approach is
needed to provide insight into the performance of graph analysis systems that can be used by both users and
developers.

1.3. MAIN RESEARCH QUESTIONS

To facilitate the comparison and analysis of the performance of graph analysis platforms, we address in this
work the following research questions:

1. RQ1: How to systematically yet efficiently compare the performance of graph analytics frameworks?
The performance of a graph analytics framework is an important factor in selecting the right framework
for a given use case. Thus, performance comparison is of particular importance to potential users of
graph analytics frameworks. A method for systematic comparison is also important for developers of
frameworks to provide fair and insightful comparison against state-of-the-art. We explicitly include the
requirement for an approach that is both systematic, i.e., it produces representative results covering a
wide range of possible applications, and efficient, i.e., it aims to minimize the time and effort required
to compare a set of frameworks.

2. RQ2: How to automatically analyze performance in the execution of graph analytics workloads? An-
alyzing the performance of graph analytics workloads is critical to identifying the limitations of a plat-
form, understanding the impact of design choices or optimizations on performance, and ultimately
improving performance. This affects both developers and users of graph analytics frameworks. De-
velopers may want to identify components and processes in their framework that could be optimized
to achieve large performance gains for common workloads. Users may want to learn how they should
change their algorithms or tune their setup to get faster response times for their use cases. An auto-
mated approach is needed to help both developers and users analyze the often overwhelming volume
of performance data that can be collected for large-scale systems.

3. RQ3: How to validate the designed approaches through prototypes? To understand how well our
approaches for understanding the performance of graph analysis platforms work, we use real-world
experimentation through prototypes. Answering this question requires the design of experiments that
validate the chosen approaches in practice and, where possible, validate individual aspects of an ap-
proach. It also requires (sometimes painstaking) engineering effort in deploying and using different
graph analysis systems, many of which have not been designed and engineered for production use. In
this situation, science and engineering meet as part of computer science methodology.

1.4. APPROACH

Guided by the first two research questions, we identify two main dimensions in understanding the perfor-
mance of graph analysis platforms: breadth and depth. The breadth dimension characterizes the variety and
number of workloads and systems for which performance is inspected or compared. The depth dimension
characterizes the depth of the performance data that is collected and analyzed. Within the breadth-depth
spectrum, we have designed a set of complementary systems which we collectively refer to as the Graphalyt-
ics ecosystem. Figure 1.2 depicts the four main components of the Graphalytics ecosystem and their relative
placement along the breadth and depth dimensions. This thesis makes key contributions to two of these
components, Graphalytics and Gradel0.

Addressing RQ1, we design Graphalytics, a benchmark for graph analytics frameworks with a focus on
breadth. Included in the design of Graphalytics are its architecture, the specification of benchmark elements
(i.e., the workloads), the benchmark process (i.e., the metrics), and a renewal process.
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Global Competition [39] e
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Figure 1.2: The Graphalytics ecosystem defined along two dimensions of understanding performance: breadth and depth. We present in
this thesis Graphalytics (Chapter 3) and Gradel0 (Chapter 4).

Next, to address RQ2 we design Gradel0, a system for automated, in-depth performance analysis of graph
analytics workloads. We present novel approaches for modeling the execution of a graph analysis job, re-
source attribution, bottleneck detection, and performance issue identification.

Finally, we implement Graphalytics and Gradel0 and evaluate both through real-world experiments to
address RQ3. We use the Graphalytics benchmark to compare the performance of six state-of-the-art graph
analytics frameworks, including three community-driven and three industry-driven frameworks. We evaluate
GradelO0 by assessing for two of its main components how a variety of mechanisms and possibilities for tuning
impact the outcome of Gradel0’s analysis. We also use GradelO to analyze the performance of two widely
used graph analysis frameworks and a subset of the Graphalytics workload. All experiments are performed
on the DAS-5 [40], a distributed supercomputer that is representative of a typical environment for big data
analytics.

1.5. MAIN CONTRIBUTIONS
The main contributions of this thesis are:

1. (Conceptual) The first contribution is the design of Graphalytics, a benchmark for graph analytics
frameworks. We propose for Graphalytics a new process for selecting relevant workloads (algorithms
and datasets) and a renewal process to systematically update the benchmark as real-world usage of
graph analysis evolves. We further introduce a comprehensive set of metrics and corresponding ex-
periments for comparing the performance of graph analysis platforms. This contribution has resulted
in two publications: M. Capota, T. Hegeman, et al., Graphalytics: A big data benchmark for graph-
processing platforms, in GRADES (2015) and A. Ioesup, T. Hegeman, et al., LDBC Graphalytics: A
Benchmark for Large-Scale Graph Analysis on Parallel and Distributed Platforms, in PVLDB 9(13)
(2016).

2. (Conceptual) The second contribution is the design of Gradel0, a system for automatically identifying
performance bottlenecks and performance issues in graph analysis jobs. We propose for Grade10 novel
processes and mechanisms for modeling the execution of a graph analysis job, resource attribution,
bottleneck detection, and performance issue identification.

3. (Experimental) The third contribution is the comparison of six state-of-the-art graph analysis platforms
using Graphalytics, including three community-driven and three industry-driven systems. We analyze
their performance using a variety of metrics and experiments focusing on baseline performance, scal-
ability, and robustness.

4. (Experimental) The fourth contribution is the experimental validation of the processes and mecha-
nisms included in Gradel0. Furthermore, we use GradelO to analyze the performance of two widely
used graph analysis platforms, for a variety of workloads.

5. (Software Artifact) We have developed the Graphalytics benchmark as free open source software, avail-
able on GitHub [41]. The implementations of Graphalytics drivers for the platforms we tested are also
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available as FOSS in the @Large Research organization on GitHub [42], except where prohibited by li-
censes.

6. (Software Artifact) We have released the source code of Gradel0 as a research prototype on GitHub [43].

7. (Standardization) LDBC Graphalytics is now the de facto standard benchmark for industry and academia
working in the databases and middleware communities. In contrast, Graph500, a subset of Graphalyt-
ics, remains the de facto standard for industry and academia working in the HPC community.

1.6. GUIDELINES FOR READING
The remainder of this thesis is structure as follows. In Chapter 2 we discuss background information and
related work on performance comparison for graph analysis systems, and on performance analysis for graph
analysis systems and, more generally, for parallel and distributed systems. We present the design of LDBC
Graphalytics in Chapter 3, and the design of Gradel0 in Chapter 4. In Chapter 5 we evaluate experimentally
LDBC Graphalytics and Gradel0. Finally, in Chapter 6 we conclude and present directions for future work.
To readers who are interested in learning about performance benchmarking using LDBC Graphalytics,
we recommend reading Section 2.1, Chapter 3, Chapter 5 (except Sections 5.2.4 and 5.5) and Chapter 6. To
readers who are interested in learning about in-depth performance analysis using Gradel0, we recommend
reading Section 2.2, Chapter 4, Chapter 5 (except Sections 5.2.3 and 5.4) and Chapter 6. Finally, to readers
who are interested in learning more about the Graphalytics ecosystem, we recommend visiting https://
graphalytics.org/docs for alist of our publications and presentations.


https://graphalytics.org/docs
https://graphalytics.org/docs




BACKGROUND

In this chapter we discuss related work on understanding the performance of graph analysis systems. In
Section 2.1 we survey existing benchmarks and experimental performance studies for graph analysis systems.
In Section 2.2 we discuss existing approaches for performance analysis of parallel and distributed systems.

2.1. BENCHMARKS FOR GRAPH ANALYSIS SYSTEMS

To understand the requirements of a comprehensive benchmark for graph analysis systems, we compare
in this section existing benchmark proposals and experimental performance studies, and we identify their
shortcomings.

Table 2.1 summarizes and compares Graphalytics (presented in Chapter 3) with previous studies and
benchmarks for graph analysis systems. As Table 2.1 indicates, Graphalytics covers a wider range of graph
analysis systems than existing approaches. Furthermore, it is the first to include a two-stage data- and
expertise-driven workload selection process. In contrast, the state-of-the-art selection process is guided by
personal experience or not explained, and the workloads used by many studies consist of a narrow selection
of (classes of) datasets and algorithms. Graphalytics further includes two novel contributions in its renewal
process and evaluation of the robustness of graph analysis systems.

While there have been a few related benchmark proposals (marked “B”), these either do not focuson graph
analysis, or are much narrower in scope (e.g., only BES for Graph500). There have been comparable studies
(marked “S”) but these have not attempted to define—let alone maintain—a benchmark, its specification,
software, testing tools and practices, or results. Graphalytics is not only industry-backed but also has indus-
trial strength, through its detailed execution process, its metrics that characterize robustness in addition to
scalability, and a renewal process that promises longevity.

Previous studies typically tested the open-source platforms Giraph [30], GraphX [14], and PowerGraph [28],
but our contribution here is that vendors (Oracle, Intel, IBM) in our evaluation have themselves tuned and
tested their implementations for PGX [55], GraphMat [29] and OpenG [53]. We are aware that the database
community has started to realize that with some enhancements, RDBMS technology could also be a con-
tender in this area [56, 57], and we hope that such systems will soon get tested with Graphalytics.

Graphalytics complements the many existing efforts focusing on graph databases, such as LinkedBench [58],
XGDBench [59], and LDBC Social Network Benchmark [60]; efforts focusing on RDF graph processing, such
as LUBM [61], the Berlin SPARQL Benchmark [62], SP?Bench [63], and WatDiv [64] (targeting also graph
databases); and community efforts such as the TPC benchmarks. Whereas all these prior efforts are in-
teractive database query benchmarks, Graphalytics focuses on algorithmic graph analysis and on different
platforms which are not necessarily database systems, whose distributed and highly parallel aspects lead to
different design trade-offs.

2.2. PERFORMANCE ANALYSIS OF PARALLEL AND DISTRIBUTED SYSTEMS

Performance analysis has become increasingly challenging due to the complexity of modern hardware and
software. The introduction of mechanisms such as parallelism, caching, and asynchronous execution has
led to significant performance improvements, but has also made performance unpredictable and hard to
understand. Performance of large-scale parallel and distributed systems is especially difficult to analyze;

7
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Table 2.1: Summary of related work. (Acronyms: Reference type: S, study, B, benchmark. Target system, structure: D, distributed system; P, parallel system; MC, single-node multi-core
system; GPU, using GPUs. Input: 0, no parameters; S, parameters define scale; E, parameters define edge properties; +, parameters define other graph properties, e.g., clustering
coefficient. Datasets/Algorithms: Rnd, reason for selection not explained; Exp, selection guided by expertise; 1-stage, data-driven selection; 2-stage, 2-stage data- and expertise-driven

process. Scalability tests: W, weak, S, strong, V, vertical, H, horizontal.)

Reference Target System Design Includes tests for... Other Distinguishing
Type | Name [Publication] Structure Programming Input Data. Algo. Scalable? | Renewal | Scalability | Robustness | Features
B CloudSuite [44], D/MC 1 class (PowerGraph) S Rnd(3) Exp(1) — No No No Micro-architecture
latest graph elements
S Montresor et al. [45] D/MC 3 classes 0 Rnd(7) Exp(1) — No No No Distribution model
B HPC-SGAB P — S Exp(RMAT) Exp(1+) — No No No HPC architecture
B Graph500 P/MC/GPU — S Exp(RMAT) Exp(1) — No No No HPC architecture, industry support
B WGB [47] D — SE+ Exp(RTG) Exp(several) 1B Edges No No No Query type
S Own work, prior to Graphalytics [25, 48, D/MC/GPU 10 classes S Exp(6,RMAT) 1-stage(5 classes) — No W/S/VIH No Distributed and other platforms, Scalability
S Han et al. [2 D 1 class(Pregel) 0 Exp(5)+Rnd(1) Exp(4) — No W/S/V/IH No Pregel-like features
B MMWMHWMMW_S@: Hw_ I D/MC 1 class (Hadoop) S Rnd(7) Rnd(2) — No Strong No —
S Satish et al. D/MC 6 classes S Exp(6)+Rnd(1) Exp(4) — No Weak No Optimized code, classes of distributed platforms
S Luetal. D 4 classes S Exp(5¢/7)+Rnd(1) Exp(5¢/7) — No Strong No Effects of individual techniques
B P/MC/GPU 1 class (System G) S Exp(5) Exp(10) — No No No Memory sub-system, System G-like features
S Cherkasova et al. [54] MC 1 class(Galois) 0 Rnd(2) Exp(5) — No No No Memory sub-system, Galois-like features
B LDBC Graphalytics (this work) D/MC/GPU 10+ classes SE+ | 2-stage(10,RMAT,LDBC) | 2-stage(6 classes) | 1B Edges Yes W/S/VIH Yes Distributed and other platforms, industry support
Legend: S - Study, B - Benchmark; D - distributed system, P - parallel system, MC - single-node multi-core system, GPU - using GPUs.
Input: 0 - no parameters; S - parameters to define scale; E - parameters to define edge properties; + - parameters to define other graph properties, e.g., clustering coefficient.
Data[sets]/Algo[rithms]: Rnd - reason for selection not explained; Exp - selection seems guided by personal expertise; 1-stage - data-driven selection; 2-stage - 2-stage data-driven and expertise-driven process.
Can test scalability? Weak/Strong/Vertical/Horizontal.
“—" - feature not available or unclear from publication(s).
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communication between independent machines creates new challenges in understanding the order of events
in the system, correlating performance characteristics across machines, identifying bottlenecks, etc.

In response to these new challenges, performance engineering has introduced tens of new techniques
since the seminal work by Connie Smith [65] and Raj Jain [66]. Approaches have been proposed for analyzing
the performance of a variety of distributed systems, although none have specifically focused on graph anal-
ysis systems. We discuss in this section several prominent (classes of) approaches and their applicability to
understanding the performance of graph analysis systems.

2.2.1. PERFORMANCE MODELING AND PREDICTION

Performance models are used to estimate or predict the performance of an application for a given workload
and setup, without having to run the application. A performance model defines how the expected or peak
performance of an application depends on a set of input parameters describing the execution environment
(e.g., CPU speed, network topology) and the workload or application (e.g., input size, computation inten-
sity, communication patterns). Performance predictions may be derived from a model and its parameters
through analytical or stochastic techniques, or though simulation. The outcome may be used to determine
the bottlenecks of an application for different workloads, evaluate which configuration of a system is likely to
yield the best performance, etc.

Models are commonly used in the high performance computing (HPC) community to study parallel com-
putations, e.g., MPI-based applications. Several abstract models of parallel computing, such as LogP [67] and
various derivatives [68-70], have been developed to reason about and predict the performance of message-
passing applications. These models are specifically tailored to the message-passing model and the highly
regular execution of most HPC applications. The roofline model [71] provides insight into the performance
of floating-point programs by computing the theoretical peak performance given the memory and compute
bandwidth of the system and the operational intensity of the program. However, the roofline model does
not consider network communication, which is an integral component in the performance of graph analysis
systems.

More recently, several performance models have been developed by the big data community, in particular
for MapReduce systems [72-74]. However, unlike most HPC performance models, the models for MapReduce
systems require either a lot of parameters or a set of highly specific parameters to provide accurate predic-
tions. As stated by Culler et al. [67], “[...] a model must strike a balance between detail and simplicity in order
to reveal important bottlenecks without making analysis of interesting problems intractable.” Performance
models for big data systems have not yet struck such a balance. Likewise, we expect that any accurate perfor-
mance model for graph analysis systems requires many parameters to capture the irregularity of both graph
data and algorithms (e.g., the distribution of edges, communication patterns that vary over time). Thus, such
models would be difficult to define and tune, yet provide only limited insight.

2.2.2. EMPIRICAL PERFORMANCE ANALYSIS

A widely used approach for understanding the performance of an application is to observe how it performs
in practice. This approach of empirical performance analysis consists of collecting a variety of metrics at
runtime that describe the performance of an application. Typical metrics include application-level metrics,
such as throughput or latency, and system-level metrics, such as the time spent per function, number and
volume of messages sent, or time spent on synchronization. In this section we present several (classes of)
empirical performance analysis techniques.

2.2.2.1. SAMPLING PROFILERS AND TRACING
Two techniques for collecting performance metrics are sampling and tracing. Although sampling and tracing
are distinct approaches, they are often provided by the same tool, e.g., TAU [35], Vampir [36], Paraver [37], and
Dimemas [75]. Sampling is the act of periodically capturing the state of an application’s execution, e.g., the
call stack of each thread, and the values of various hardware and software counters. The collected samples
are used to build a statistical profile of an application, i.e., an estimation of how much time is spent in each
function. Sampling can be performed with little overhead, but the generated profiles lack chronological data
and can not distinguish outliers (e.g., individual function calls that take exceptionally long). Thus, aggregate
profiles would provide limited insight into the irregularity of graph analysis workloads.

In contrast, a trace captures individual performance events and does not aggregate at runtime. Captured
events may included the start and end of each function and system call, the size and type of every message
sent, etc. A trace allows for accurate reconstruction of how an application performed throughout its execu-
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tion. However, the overhead of tracing is significant due to the amount of data that is collected and stored.
Although we envision use cases for tracing in understanding the performance of graph analysis systems, low-
overhead approaches are desired.

Common to both profiling and tracing is their strong ties to the source code of the application being an-
alyzed; performance metrics are typically captured per function or per instruction. This approach is tailored
towards HPC applications in which a user explicitly invokes functions from MPI or other libraries. Many big
data applications are built on high-level abstractions and are structured differently; the big data runtime dic-
tates the control flow and invokes user code as needed. For example, a user of Pregel only provides a vertex
program whereas the runtime loads the graph, exchanges message between machines, ensures fault-tolerant
execution, and calls the user’s program where appropriate. Consequently, a sizable fraction of the execution
time of a graph analysis job is spent in parts of the runtime that the user has not explicitly invoked. For users
this means that when a profiler or tracing tool points out bottlenecks in the runtime, they will likely need
extensive knowledge about the system’s internals to understand why the bottleneck exists or how to solve it.

2.2.2.2. DEDICATED TECHNIQUES FOR BIG DATA SYSTEMS

In response to the many differences between modern big data systems and traditional HPC applications,
the performance engineering and big data communities have developed new approaches for the empirical
analysis of big data systems.

Closest to our work are approaches that broadly address the identification of bottlenecks in big data sys-
tems. Ousterhout et al. [76] propose blocked time analysis as an approach to estimating the impact of disk
and network usage on task durations in Apache Spark. Their estimations are based on task speedups that
would be attained with an infinitely fast disk or network and a simulation of the Spark scheduler with the re-
duced task runtimes to compute the overall makespan. Otus [77] uses resource attribution to map utilization
data captured per process to high-level entities in a MapReduce job (map tasks, reduce tasks, data node, etc.).
This allows resource utilization in a shared MapReduce cluster to be traced back to individual jobs or users.
Unlike the big data systems addressed by these works, most graph analysis systems do not use a task-based
execution model, so we can not apply existing techniques directly. We do, however, incorporate some aspects
in our approach.

Many other approaches apply statistical or machine learning methods to identify performance anomalies.
BDTune [78] combines a correlation-based approach to detect anomalies and a threshold-based approach to
identify straggler tasks and workload imbalance in task-based big data systems. Similarly, Sonata [79] uses
correlation-based performance analysis for MapReduce. It correlates (straggler) tasks with resource utiliza-
tion in a MapReduce job to identify bottlenecks. Marcu et al. [80] correlate the execution plans of Spark and
Flink with resource usage to understand performance differences between the platforms. Qi et al. [81] build
a decision tree to identify straggler tasks in MapReduce using a large set of metrics, including stage dura-
tions, data skew, and resource utilization. Common to these approaches is the goal of identifying outliers
and identifying their bottlenecks. In contrast, we focus in our approach on understanding the bottlenecks
of all components in the system, because we want to provide insight into the performance of graph analysis
systems at any point in its execution, not just when outliers are detected.

Other approaches focus on guiding the manual analysis of performance data. For example, HiTune [82]
models big data applications as dataflow graphs with computation vertices and communication edges. By
depicting task durations and system utilization over time, HiTune helps users manually diagnose a variety
of performance issues in dataflow systems. Dias et al. [83] manually inspect the performance of Spark jobs
with respect to four dimensions (data layout, task placement, parallelism, load balancing) to understand how
various aspects of a job can non-trivially impact performance. As stated by RQ2 (Section 1.3), an automated
approach for analyzing the performance of graph analysis is desired.

2.2.2.3. PERFORMANCE ANOMALY DETECTION AND BOTTLENECK IDENTIFICATION

Another class of performance analysis techniques focuses on performance anomaly detection and bottleneck
identification (PADBI). We base our study of PADBI systems on a recent survey [84] on the challenges of and
approaches for PADBI. The goal of PADBI systems is to detect unexpected or unwanted changes in perfor-
mance (anomalies) and their causes (bottlenecks). The field of PADBI focuses on analyzing performance as
expressed by key performance indicators (KP]), i.e., metrics represent the performance of a system over time.
Commonly used KPIs include response time and throughput. The PADBI community studies primarily the
performance of systems that continuously perform the same or similar tasks. Examples of such systems in-
clude web applications responding to a stream of user requests, databases processing queries, and file servers
transferring data to and from clients.
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Graph analysis systems are fundamentally different from the systems studied by the PADBI community;
their workloads are highly irregular. Approaches for anomaly detection are based on the notion of “expected
behavior” [84], that is, the expected evolution of the key performance indicator over time. In this context,
anomalies are defined as deviations from the expected behavior. For graph analysis systems, deviations in
performance are the expected behavior due to the irregularity inherent in graph data and algorithms.

Based on this difference, we argue that using PADBI to study the performance of a graph analysis system
across many jobs is not insightful. As shown in our experimental evaluation of graph analysis systems using
Graphalytics (Section 5.4), changes in the workload (algorithms and datasets) of a graph analysis system result
in significant differences in execution time, that is, there is no relation between the durations of independent
jobs. Thus, analyzing the throughput or response time of graph analysis jobs over time for anomalies yields
little to no insight into the performance of the system executing those jobs.

Similarly, applying PADBI techniques within an individual graph analysis job is not likely to be insightful.
A prerequisite to apply anomaly detection is the definition of a KPI and its expected behavior over time.
Currently, there is no known metric that accurately describes the performance of a graph analysis job over
time. Typical metrics based on data processed over time are insufficient, because they do not account for
the irregular computation and communication patterns of graph analysis. Furthermore, a typical job consist
of multiple distinct subtasks (e.g., loading, processing, and writing results) with potentially incomparable
performance metrics, so anomaly detection would be restricted to individual subtasks of a job.
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We address in this chapter our first research question: How to systematically yet efficiently compare the
performance of graph analysis frameworks? Our approach is a benchmark for graph analysis, LDBC Graph-
alytics, which provides a broad understanding of the performance of graph analysis workloads. Graphalytics
tests a graph analysis framework, consisting of a software platform and underlying hardware system. Graph-
alytics models holistic graph analysis workloads, such as computing global statistics and clustering, which
run on the entire dataset on behalf of a single user. The position of the Graphalytics benchmark within the
Graphalytics ecosystem is depicted in Figure 3.1.

The work presented in this chapter has been published [49, 85] and is the result of a collaborative effort
with partners from both academia and industry, organized through LDBC [86]. My conceptual contributions
span many aspects of Graphalytics, most notably in architecture design, workload selection, and experiment
design. Furthermore, I was the technical lead from the inception of the Graphalytics project until the publi-
cation of [85]. Absent in this chapter are the integration of Granula [38] and Datagen [60] into Graphalytics,
for which my contributions were minor.

The remainder of this chapter is structured as follows. The requirements are laid out in Section 3.1. We
introduce the architecture of Graphalytics in Section 3.2. The benchmark specification is presented in Sec-
tion 3.3, which defines the benchmark elements, and Section 3.4, which describes the benchmark process.
Finally, we present a process for periodically renewing the Graphalytics benchmark in 3.5.

13
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3.1. REQUIREMENTS
A benchmark is always the result of a number of design choices, responding to a set of requirements. In this
section we discuss the main requirements addressed by LDBC Graphalytics:

(R1) Target platforms and systems: benchmarks must support any graph analysis platform operating on any
hardware system. For platforms, we do not distinguish between programming models and support different
models, including vertex-centric, gather-apply-scatter, and sparse matrix operations. For systems, we target
the following environments: distributed systems, multi-core single-node systems, many-core GPU systems,
hybrid CPU-GPU systems, and distributed hybrid systems. Without R1, a benchmark could not service the
diverse industrial following of LDBC.

(R2) Diverse, representative benchmark elements: data model and workload selection must be represen-
tative and have good coverage of real-world practice. In particular, the workload selection must not only
include datasets or algorithms because experts believe they cover known system bottlenecks (e.g., they can
stress real-world systems), but also because they can be shown to be representative of the current and near-
future practice. Without representativeness, a benchmark could bias work on platforms and systems towards
goals that are simply not useful for improving current practice. Without coverage, a benchmark could push
the LDBC community into pursuing cases that are currently interesting for the industry, but not address what
could become impassable bottlenecks in the near-future.

(R3) Diverse, representative process: the set of experiments conducted by the benchmark automatically
must be broad, covering the main bottlenecks of the target systems. In particular, the target systems are
known to raise various scalability issues, and also, because of deployment in real-world clusters, be prone
to various kinds of failures, exhibit performance variability, and overall have various robustness problems.
The process must also include possibility to validate the algorithm output, thus making sure the processing is
done correctly. Without R3, a benchmark could test very few of the diverse capabilities of the target platforms
and systems, and benchmarking results could not be trusted.

(R4) Include a renewal process: unlike many other benchmarks, benchmarks in this area must include a re-
newal process, that is, not only a mechanism to scale up or otherwise change the workload to keep up with
increasingly more powerful systems (e.g., the scale parameters of Graph500), but also a process to automati-
cally configure the mechanism, and a way to characterize the reasonable characteristics of the workload for
an average platform running on an average system. Without R4, a benchmark could become less relevant for
the systems of the future.

(R5) Modern software engineering: benchmarks must include a modern software architecture and run a
modern software-engineering process. They must make it possible to support R1, provide easy ways to add
new platforms and systems to test, and allow practitioners to easily access the benchmark and compare their
platforms and systems against those of others. Without R5, a benchmark could easily become unmaintain-
able or unusable.

3.2. ARCHITECTURE
The Graphalytics architecture, depicted in Figure 3.2, consists of a number of components, including the
system under test and the testing system.

As input for the benchmark, the Graphalytics team provides a benchmark description (1). This descrip-
tion includes definitions of the algorithms, the datasets, and the algorithm parameters for each graph (e.g.,
the root for BFS or number of iterations for PR). In addition, the system customer, developer, or operator can
configure the benchmark (2). The benchmark user may select a subset of the Graphalytics workload to run,
or they may tune components of the system under test for a particular execution of the benchmark.

The workload of Graphalytics is executed on a specific graph analysis platform (3), as provided by the
user. This platform is deployed on user-provided infrastructure, e.g., on machines in a self-owned cluster or
on virtual machines leased from IaaS clouds. The graph analysis platform and the infrastructure it runs on
form the system under test (4). The graph analysis platform may optionally include policies to automatically
tune the system under test for different parts of the benchmark workload.

At the core of the testing system are the Graphalytics harness services (5). The harness processes the
benchmark description and configuration, and orchestrates the benchmarking process. Two components of
the workload, datasets (6) and algorithm implementations (i.e., driver code (10)), must be provided by the
benchmark user. Datasets can be obtained through public workload archives, or generated using a workload
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Figure 3.2: Graphalytics architecture, overview.

generator, such as LDBC Datagen. Reference drivers can be provided by platform vendors or obtained from
public repository. The Graphalytics team also offers the drivers for a number of platforms (7).

A platform can be integrated with the Graphalytics harness through a platform-specific driver (10). The
driver must implement a well-defined API consisting of several operations, including uploading a graph to the
system under test (this may include pre-processing to transform the provided dataset into a format compati-
ble with the target platform), executing an algorithm with a specific set of parameters on an uploaded graph,
and returning the output of an algorithm to the harness for validation. Additionally, the driver may provide a
detailed performance model of the platform to enable detailed performance analysis using Granula [38].

The final component of the testing system is responsible for monitoring and logging (8) the system under
test, and storing the obtained information in a results database (9). Optionally, raw monitoring information
is gathered using Granula, and can be analyzed after each run or offline to extract rich information about the
performance of the system under test (11). Finally, the results are validated, the SLA is checked and the results
are stored in a repository to track benchmark results across platforms.

To address the requirement for modern software engineering practices (R5), all components of the Graph-
alytics architecture provided by the Graphalytics team are developed online as open source software. To
maintain the quality of the Graphalytics software, continuous integration is used and contributions are peer-
reviewed by the Graphalytics maintainers. Through its development process, Graphalytics also invites col-
laboration with platform vendors, as evidenced by the contributions already made to Graphalytics drivers.

3.3. SPECIFICATION OF BENCHMARK ELEMENTS

Addressing requirement R2, the key benchmarking elements in Graphalytics are the data model, the workload
selection process, and the resulting algorithms and datasets.

3.3.1. DATA MODEL

The Graphalytics benchmark uses a typical data model for graphs; a graph consists of a collection of vertices,
each identified by a unique integer, and a collection of edges, each consisting of a pair of vertex identifiers.
Graphalytics supports both directed and undirected graphs. Edges in directed graphs are identified by an
ordered pair (i.e., the source and destination of the edge). Edges in undirected graphs consist of unordered
pairs. Every edge must be unique and connect two distinct vertices. Optionally, vertices and edges have
properties, such as timestamps, labels, or weights.

To accommodate requirement R2, Graphalytics does not impose any requirement on the semantics of
graphs. That is, any dataset that can be represented as a graph can be used in the Graphalytics benchmark if
it is representative of real-world graph-analysis workloads.
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Table 3.1: Results of surveys of graph algorithms.

Graph Class (selected candidates) # %
Statistics (PR, LCC) 24 17.0%
Traversal (BFS) 69 48.9%
Unweighted Components (WCC, CDLP) 20 14.2%
Graph Evolution 6 4.2%
Other 22 15.6%
Distances/Paths (SSSP) 17 34%
Clustering 7 14%
Weighted Partitioning 5 10%
Routing 5 10%
Other 16 32%

Table 3.2: Mapping of dataset scale ranges to labels (“T-shirt sizes”) in Graphalytics.

Scale <7 [7,75) [758) [8,85) [859 [995 =95
Label 2XS XS S M L XL 2XL

3.3.2. TWO-STAGE WORKLOAD SELECTION PROCESS

To achieve both workload representativeness and workload coverage, we used a two-stage selection process
to select the workload for Graphalytics. The first stage identifies classes of algorithms and datasets that are
representative for real-world usage of graph analysis platforms. In the second stage, algorithms and datasets
are selected from the most common classes such that the resulting selection is diverse, i.e., the algorithms
cover a variety of computation and communication patterns, and the datasets cover a range of sizes and a
variety of graph characteristics.

3.3.3. SELECTED ALGORITHMS

Addressing R1, according to which Graphalytics should allow different platforms to compete, the definition
of the algorithms of Graphalytics is abstract. For each algorithm, we define its processing task and provide
a reference implementation and reference output. Correctness of a platform implementation is defined as
output equivalence to the provided reference implementation.

To select algorithms which cover real-world workloads for graph analysis platform, we have conducted
two comprehensive surveys of graph analysis articles published in ten representative conferences on databases,
high-performance computing, and distributed systems (e.g., VLDB, SIGMOD, SC, PPoPP). The first survey
(conducted for our previous paper [25]) focused only on unweighted graphs and resulted in 124 articles. The
second survey (conducted for this paper) focused only on weighted graphs and resulted in 44 articles. Ta-
ble 3.1 summarizes the results from these surveys. Because one article may contain multiple algorithms, the
number of algorithms exceeds the number of articles. In general, we found that a large variety of graph anal-
ysis algorithms are used in practice. We have categorized these algorithms into several classes, based on their
functionality, and quantified their presence in literature.

Based on the results of these surveys, with expert advice from LDBC TUC we have selected the follow-
ing five core algorithm for unweighted graphs, and a single core algorithm for weighted graphs, which we
consider to be representative for graph analysis in general:

Breadth-first search (BFS): For every vertex, determines the minimum number of hops required to reach the
vertex from a given source vertex.

PageRank (PR) [87]: Measures the rank (“popularity”) of each vertex by propagating influence between ver-
tices using edges.

Weakly connected components (WCC): Determines the weakly connected component each vertex belongs
to.

Community detection using label propagation (CDLP): Finds “communities” in the graph, i.e., non-overlap-
ping densely connected clusters that are weakly connected to each other. We select for community detection
the label propagation algorithm [88], modified slightly to be both parallel and deterministic.
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Table 3.3: Real-world datasets used by Graphalytics.

ID Name V| |E| Scale Domain
R1(2XS) wiki-talk [89] 239M  5.02M 6.9 Knowledge
R2(XS) kgs [90] 0.83M 17.9M 7.3  Gaming
R3(XS) cit-patents [89] 3.77M  16.5M 7.3 Knowledge
R4(S) dota-league [90] 0.06M 50.9M 7.7 Gaming
R5(XL) com-friendster [89] 65.6M  1.81B 9.3 Social
R6(XL)  twitter_mpi [91] 52.6M 1.97B 9.3 Social

Table 3.4: Synthetic datasets used by Graphalytics.

ID Name |V |[E| Scale

D100(M) datagen-100 1.67M 102M 8.0
D100’ (M) datagen-100-cc0.05 1.67M  103M 8.0
D100”(M)  datagen-100-cc0.15 1.67M 103M 8.0

D300(L) datagen-300 435M 304M 8.5
D1000(XL) datagen-1000 12.8M 1.01B 9.0
G22(S) graph500-22 240M  64.2M 7.8
G23(M) graph500-23 461M 129M 8.1
G24(M) graph500-24 8.87M 260M 8.4
G25(L) graph500-25 171M  524M 8.7
G26(XL) graph500-26 32.8M 1.05B 9.0

Local clustering coefficient (LCC): Computes the degree of clustering for each vertex, i.e., the ratio between
the number of triangles a vertex closes with its neighbors to the maximum number of triangles it could close.

Single-source shortest paths (SSSP): Determines the length of the shortest paths from a given source vertex
to all other vertices in graphs with double-precision floating-point weights.

Appendix A lists the definition of each algorithm in the Graphalytics workload.

3.3.4. SELECTED DATASETS

Graphalytics uses both graphs from real-world applications and synthetic graphs which are generated using
data generators. Table 3.3 summarizes the six selected real-world graphs. By including real-world graphs
from a variety of domains, Graphalytics covers users from different communities. Our two-stage selection
process led to the inclusion of graphs from the knowledge, gaming, and social network domains. Within the
selected domains, graphs were chosen for their variety in sizes, densities, and characteristics.

The real-world graphs in Graphalytics are complemented by two synthetic dataset generators, to enable
performance comparison between different graph scales. The synthetic dataset generators are selected to
cover two commonly used graphs: power-law graphs generated by Graph500, and social network graphs gen-
erated using LDBC Datagen. The graphs generated for the experiments are listed in Table 3.4.

To facilitate performance comparisons across datasets, we define the scale of a graph in Graphalytics as
a function of the number of vertices (|V|) and the number of edges (| E|) in a graph: s(V, E) =log;,(IV| +|El),
rounded to one decimal place. To give its users an intuition of what the scale of a graph means in practice,
Graphalytics groups dataset scales into classes. We group scales in classes spanning 0.5 scale units, e.g., graphs
in scale from 7.0 to 7.5 belong to the same class. The classes are labelled according to the familiar system of
“T-shirt sizes”: small (S), medium (M), and large (L), with extra (X) prepended to indicate smaller and larger
classes to make extremes such as 2XS and 3XL possible.

The reference point is class L, which is intuitively defined by the Graphalytics team to be the largest class
such that the BFS algorithm completes within an hour on any graph from that class in the Graphalytics bench-
mark using a state-of-the-art graph analysis platform on a single common-off-the-shelf machine. The result-
ing classes used by Graphalytics are summarized in Table 3.2.
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3.4. PROCESS

Addressing R3, the goal of the Graphalytics benchmark is to objectively compare different graph analysis
platforms, facilitating the process of finding their strengths and weaknesses, and understanding how the
performance of a platform is affected by aspects such as dataset, algorithm, and environment. To achieve this,
the benchmark consists of a number of different experiments. In this section, we introduce these experiments,
which we detail and conduct in Chapter 5.

The baseline experiments measure how well a platform performs for different workloads on a single ma-
chine. The core metric for measuring the performance of platforms is run-time. Graphalytics breaks down
the total run-time into several components:

* Upload time: Time required to preprocess and convert the graph into a suitable format for a platform.

* Makespan: Time required to execute an algorithm, from the start of a job until termination.

* Processing time (7),,,.): Time required to execute an actual algorithm as reported by the Graphalytics
performance monitoring tool, Granula, or self-reported by the system under test. This does not include
platform-specific overhead, such as allocating resources, loading the graph from the file system, or
graph partitioning.

In our experiments we focus on T, as a primary indication of the performance of a platform. We com-

plement this metric with two user-level throughput metrics:

¢ Edges per second (EPS): Number of edges in a graph divided by T}, in seconds. EPS is used in other
benchmarks, such as Graph500.

 Edges and vertices per second (EVPS): Number of edges plus number of vertices (i.e., 10%¢4le see Sec-
tion 3.3.4), divided by Tproc in seconds. EVPS is closely related to the scale of a graph, as defined by
Graphalytics.

To investigate how well a platform performs when scaling the amount of available resources, the size of
the input, or both, Graphalytics includes scalability experiments. We distinguish between two orthogonal
types of scalability: strong vs. weak scalability, and horizontal vs. vertical scalability. The first category de-
termines whether the size of the dataset is increased when increasing the amount of resources. For strong
scaling, the dataset is kept constant, whereas for weak scaling, the dataset is scaled. The second category de-
termine how the amount of resources is increased. For horizontal scaling, resources are added as additional
computing machines, whereas for vertical scaling the added resources are cores within a single machine.
Graphalytics expresses scalability using a single metric:

¢ Speedup (S): The ratio between T, for scaled and baseline resources. We define the baseline for each
platform and workload as the minimum amount of resources needed by the platform to successfully
complete the workload.

Finally, Graphalytics assesses the robustness of graph analysis platforms using two metrics:

* Stress-test limit: The scale and label of the smallest dataset defined by Graphalytics that the system
cannot process.

* Performance variability: The coefficient of variation (CV) of the processing time, i.e., the ratio between
the standard deviation and the mean of the repeatedly measured performance. The main advantage of
this metric is its independence of the scale of the results.

For all experiments, Graphalytics defines a service-level agreement (SLA): generate the output for a given
algorithm and dataset with a makespan of up to 1 hour. A job breaks this SLA, and thus does not complete
successfully, if its makespan exceeds 1 hour or if it crashes (e.g., due to insufficient resources).

After each job, its output is validated by comparing it against the reference output. The output does
not have to be exactly identical, but is must be equivalent under an algorithm-specific comparison rule (for
example, for PageRank we allow a 0.01% error).

3.5. RENEWAL PROCESS

Addressing requirement R4, we include in Graphalytics a renewal process which leads to a new version of
the benchmark every two years. This renewal process updates the workload of the benchmark to keep it
relevant for increasingly powerful systems and developments in the graph analysis community. This results
in a benchmark which is future-proof. Renewing the benchmark means renewing the algorithms as well as
the datasets. For every new version of Graphalytics, we follow the same two-stage workload selection process
as presented in Section 3.3.2.

The algorithms of Graphalytics have been selected based on their representativeness. However, over time,
graph algorithms might lose or gain popularity in the community. For example, community detection is an
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active field of graph research nowadays, even though our label propagation algorithm [88] was only intro-
duced less than a decade ago. To ensure that algorithms stay relevant, for every version of the benchmark, we
will select a new set of core algorithms using the same process as presented in Section 3.3.3. We will perform a
new comprehensive survey on graph analysis in practice to determine new algorithm classes and select new
algorithms from these classes using expert advice from LDBC TUC. If a new algorithm is found to be relevant
which was not part of the set of core algorithms, it will be added. If an older core algorithm is found to be no
longer relevant, it is marked as obsolete and will be removed from the specification in the next version.

The datasets of Graphalytics have been selected based on their variety in size, domain, and characteris-
tics [25, 89]. Using the same process as described for algorithms, the Graphalytics team will introduce addi-
tional real-world datasets and synthetic dataset generators as they become relevant to the community. This
may include graphs from new application domains if they are not yet represented by similar graphs from
other domains. In addition, with every new version of the specification the notion of a "large" graph is reeval-
uated. In particular, class L is redefined as the largest class of graphs such that at a state-of-the-art platform
can complete the BFS algorithm within one hour on all graphs in class L using a single common-off-the-shelf
machine. The selection of platforms used to determine class L is limited to platforms implementing Grapha-
lytics that are available to the Graphalytics team when the new specification is formalized.
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We address in this chapter our second research question: How to automatically analyze performance in
the execution of graph analytics workloads? Our approach is the design of Gradel0, a system for analyzing
in-depth the performance of individual graph analysis jobs. As its key conceptual contribution, Gradel0
combines a model of a graph analysis job’s execution with resource usage metrics to automatically identify
bottlenecks and a variety of performance issues. The position of Grade10 within the Graphalytics ecosystem
is depicted in Figure 4.1.

The remainder of this chapter is structured as follows. The requirements are laid out in Section 4.1. The
architecture of GradelO is described in Section 4.2. The data and information sources available to Gradel0
are presented in Section 4.3. Finally, Section 4.4 describes Gradel0’s performance analysis process.

4.1. REQUIREMENTS
In this section, we discuss the main requirements addressed by Gradel0.

(R1) Identify performance bottlenecks: the system must be able to identify bottlenecks on a variety of phys-
ical and virtual resources. A performance bottleneck refers to a period of time during the execution of
a system in which a particular resource (either hardware or software) is used to its capacity. The pres-
ence of a bottleneck implies that the performance of the system during that period of time is limited by
the corresponding resource. Thus, identifying bottlenecks is key to understanding the performance of
a system. Furthermore, bottlenecks should be determined for individual phases in the execution of a
job (as defined by an expert), because bottlenecks are expected to vary throughout a job (e.g., aloading
step may be disk-bound and processing may be CPU-bound). Without R1, Grade10 could not provide
insight into the components and resources that limit a graph processing system’s performance.

21
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Figure 4.2: The GradelO architecture. GradelO takes as input performance metrics and system logs, interprets the input through an
expert-defined execution and resource models, analyzes the results, and presents a set of identified performance bottlenecks and per-
formance issues back to the user.

(R2) Identify performance issues: the system must be able to identify several classes of performance issues
that typically occur in graph-processing systems. Performance bottlenecks are not a necessary, nor
sufficient, condition for performance issues to occur. For example, in a well-optimized HPC applica-
tion a high CPU load is an expected bottleneck and not necessarily indicative of a performance issue.
However, in the same HPC application the lack of a bottleneck in a given process may indicate that the
process is waiting for external input (e.g., waiting to receive data from other processes), which can be
considered a performance issue. Other common performance issues may not be caused by bottlenecks
at all (e.g., workload imbalance). Without R2, Gradel0 could not provide insight into many factors that
are known to cause poor performance in graph analysis systems.

(R3) Work platform- and workload-independently: the bottleneck and performance issue identification pro-
cess should not be tailored to any specific graph analysis platform or workload. However, the focus of
this work is on parallel and distributed graph analysis platforms. Without R3, Gradel0 could not be
used to study the performance of the large variety of available graph analysis systems.

(R4) Present results at variable levels of abstraction, for both experts and common users: the system should
provide insight for both expert and non-expert users by presenting performance results at variable lev-
els of abstraction. That is, non-expert users should be able to extract high-level observations on the
system’s performance without knowledge of the system’s internals. Conversely, expert users should be
able to analyze in-depth individual stages of execution, bottlenecks, etc. Without R4, Gradel0 could
not give both system developers and average users of graph analysis systems insight into performance.

(R5) Ensure a good trade-off between the depth of results and the time to get meaningful results, through
an incremental process: the performance analysis process should facilitate an incremental workflow.
A user should be able to derive high-level bottlenecks and performance issues with minimal effort and
data collected. To obtain more in-depth results, an expert user should be able to extend the analysis
process to focus on particular platform components of interest. Without R5, Grade10 could not be used
without significant up-front investment in tuning the analysis process.

4,2, ARCHITECTURE

To address the requirements, our conceptual contribution is the design of an architecture for deep analysis
of graph analysis platforms. Figure 4.2 depicts our Gradel0 architecture, including the system under test and
the Gradel0 system. Table 4.1 summarizes the components of the Gradel0 architecture, and lists the contri-
bution of each component to the fulfillment of Grade10’s requirements. In the remainder of this section, we
present each component in more detail and discuss their individual contributions.
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Table 4.1: Overview of the components in the Gradel0 architecture (Figure 4.2) and their contribution to the fulfillment of Gradel0’s
requirements (Section 4.1). Legend: Key, component is necessary for Grade10 to address a requirement; Helper, component is designed
to contribute toward fulfilling a requirement, but is not considered (one of) the most important component(s); No, component does not
specifically address a requirement.

Component R1 R2 R3 R4 R5
(1) System Under Test No No Key No No
(2) Workload No No Key No No
(3) Monitoring & Logging No No Key No No
(4) Execution Model Key Key Key Key Key
(5) Resource Model Key Helper Key No Key
(6) Data Collection Helper Helper Helper Helper No
(7) Resource Attribution Key Helper Helper Key No
(8) Bottleneck Identification Key Key Helper Key No
(9) Performance Issue Identification ~No Key Helper Key No
(10) Result Presentation No No No Key Helper

As input to Gradel0’s performance analysis process, the user provides the system under test (SUT) and
the workload it needs to process. The system under test (component 1 in Figure 4.2) encompasses all compo-
nents in the typical architecture for graph analysis systems (Section 1.1), including graph-processing frame-
work and the infrastructure it runs on. The workload (2) can either be provided by Graphalytics for a com-
prehensive analysis of typical graph-processing workloads, or, in general, be defined by the user to analyze a
particular workload of interest. During workload execution, the SUT records performance data through mon-
itoring and logging (3), pre-configured to deliver a good trade-off between sampling accuracy and volume of
data collection. This requires instrumentation of both the graph-processing platform and the infrastructure,
which is typically provided by the platform vendor. With the combined use of components 1 — 3, Gradel0
can obtain performance data for, and analyze the performance of, a wide range of workloads and platforms,
satisfying R3.

In addition to monitoring and logging data, Gradel0’s performance analysis process requires two mod-
els of the system under test: an execution model and a resource model. The execution model (4) breaks
down the execution of a workload into a set of execution phases, as described in Section 4.3.1. The resource
model (5) describes the set of hardware and software resources that are monitored as the system under test
is processing its workload. Section 4.3.2 provides a detailed definition of the resource model. Because both
the execution and resource models embed much expert knowledge, Gradel0 requires an expert of the graph-
processing platform under test to develop or at least consult in the design process leading to these models.
The explicit definition of execution and resource models is key to Gradel0’s ability to analyze performance
at variable levels of granularity (R4), and to Gradel0’s ability to support an incremental workflow for perfor-
mance analysis (R5). Furthermore, Gradel0 can analyze the performance of many different classes of graph
analysis platforms (R3), because, unlike existing performance analysis tools, it is not limited to supporting
one (implicit) execution model.

The monitoring and logging data, the execution model, and the resource model are combined in Grade10’s
data collection component (6). As described in Section 4.4.1, this component combines performance data
from the various inputs to create a structured representation for further analysis. This component is neces-
sary in any approach that collects and analyzes data from multiple sources, e.g., in any performance analysis
tool for distributed systems. In our approach, this component is challenging because it combines an abstract
view of a job’s execution (i.e., the execution and resource models) with concrete data collected during the
job’s execution (e.g., resource usage data).

Gradel0 processes the collected performance data in three stages. First, the resource attribution compo-
nent (7) attributes resource utilization data to execution phases as described in Section 4.4.2. The challenging
resource attribution process is key to Gradel0’s ability to analyze the performance of individual execution
phases at variable levels of granularity (R4). Existing approaches instead either collect resource utilization
data per component of the SUT, which requires additional instrumentation and produces large volumes of
data; use resource correlation instead of attribution, which can not reveal which components caused the
observed resource utilization; or avoid the problem altogether by not providing performance analysis for
individual low-level components. Next, the bottleneck identification component (8) analyzes every execu-
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tion phase to determine which resources it bottlenecked on (R1), as described in Section 4.4.3. Finally, the
performance issue identification component (9) is used to identify possible performance issues based on bot-
tlenecks and other performance data (R2), as described in Section 4.4.4. While many existing performance
analysis tools are designed to identify a mix of bottlenecks and performance issues, Gradel0 proposes a con-
ceptual distinction between the two types of performance characteristics. To this end, Grade10 proposes two
systematic approaches, based on Gradel0’s hierarchical execution model, that can be tuned to identify many
different bottlenecks and performance issues.

The bottlenecks and performance issues identified by Gradel0 are fed into the final component for result
presentation (10). This component is responsible for selecting a limited set of results, e.g., the most significant
issues, as described in Section 4.4.5. The final results are presented to the user to inform them of any perfor-
mance bottlenecks or issues that may have occurred during the execution of their workload. Additionally, the
results may be used by a platform expert to refine the execution and resource models.

4.3, INPUT

In this section, we describe the input to Gradel0’s performance analysis pipeline. The input includes an
execution model describing the phases of a graph processing job (Section 4.3.1), a resource model describing
the physical and virtual resources available to and used by the job (Section 4.3.2), and monitoring and logging
data collected during the execution of the job (Section 4.3.3).

4.3.1. EXECUTION MODEL

A key component of the Gradel0 approach to bottleneck and performance issue identification is an execu-
tion model describing a job running on the graph-processing platform being analyzed. The purpose of the
model is to provide a detailed description of the different phases of execution that constitute a job running
on the platform. Without knowledge of the internals of a platform, performance analysis requires a black-box
approach, i.e., observing performance metrics for the complete duration of a particular workload execution,
and deriving possible bottlenecks from these observations. However, this does not take into consideration
that different bottlenecks may occur at different levels — staggered, or worse, simultaneously — throughout
a single execution, e.g., I/O can become the bottleneck when loading a graph and network can become the
bottleneck when distributing messages in a distributed graph analysis system. By defining the phases of exe-
cution in a model, Grade10 is able to identify bottlenecks and performance issues in individual phases (sat-
isfying R4). Furthermore, the use of a user-defined execution model allows GradelO to analyze jobs for any
platform with a well-defined model (R3).

A phase-based execution model matches well the typical design of a modern graph analysis system (Sec-
tion 1.1). Many graph analysis systems use well-defined programming and execution models that naturally
divide the execution of a job into phases, e.g., loading the input graph, and executing a user-defined algo-
rithm iteratively (in distinct steps). Furthermore, most systems use a synchronous execution model which
imposes hard barriers between different phases of execution.

Our approach is inspired by the Granula performance model [38], to whose development we have con-
tributed. In Granula, a performance model consists of a hierarchy of operations and describes the execution
of a specific job. Every operation is characterized by an actor performing a given mission, e.g., the actor
“worker-1”" performs “superstep-1”. An operation can have multiple sub-operations to provide a more fine-
grained definition of the process of achieving the parent operation’s mission. Additionally, an operation has
an arbitrary set of information associated with it to describe the operation’s performance characteristics,
typically including the start and end time of the operation. GradelO extends this previous work in three
non-trivial and impactful ways. First, Gradel0 facilitates comparison across jobs by explicitly distinguishing
between an execution model describing a specific job (Section 4.3.1.1) and an execution model specification
describing any job (Section 4.3.1.2). This distinction also allows GradelO to differentiate between phases of
the same and of different types in its performance analysis. Second, Gradel0 explicitly models repeatabil-
ity, sequential or concurrent, to support automated analysis of performance issues concerning parallelism.
For example, imbalanced execution times of parallel phases may be indicative of poor workload distribution
across machines in a distributed graph analysis system, whereas imbalance across sequential iterations is
typically a result of algorithm design (e.g., the amount of computation required per iteration is irregular, in
particular for traversal algorithms). Third, Gradel0 explicitly models precedence constraints, which enables
detailed analysis of the combined impact of performance issues caused by different phases.
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Figure 4.3: Example of an execution model for an example job (a) and the corresponding execution model specification for graph-
processing platform (b). Nodes represent phase types or phases in subfigure (a) or (b), respectively, with a name and additional prop-
erties in square brackets. Vertical connections represent a parent-child relation between the top and bottom phase (type). Horizontal
dashed connections represent dependencies between two phase types and point from the dependency to the dependent phase type.

4.3.1.1. DEFINITION OF A GRADE10 EXECUTION MODEL

A Gradel0 execution model comprises a hierarchy of execution phases. The root of the hierarchy is a sin-
gle phase representing the entire execution of a job. To increase the granularity of Gradel0’s performance
analysis, the root phase may be recursively split into subphases, through parent-child relationships. Each
(sub)phase must have a unique name and is annotated with the start and end time of the phase’s execution.
The Gradel0 execution model distinguishes between phases without children (leaf phases) and phases with
at least one child (composite phases).

A core design principle for Gradel0 execution models is the equivalence of a composite phase and its
subphases. Each phase in a Grade10 execution model represents an individual, often conceptual, task in the
completion of a job. In the design of a Gradel0 execution model, a parent-child relationship indicates that
the task represented by the parent phase can be decomposed into a set of subtasks, each represented by a
subphase (child). Thus, the completion of all subphases with the same parent is equivalent to the completion
of their parent phase. This equivalence ensures that an execution model can be extended at any time by
splitting a phase into an equivalent set of subphases (R5), and it ensures, combined with further steps in
the GradelO’s performance analysis process, that subsequent analysis of the performance of the individual
subphases results in meaningful conclusions about the performance of the parent phase (R4).

Figure 4.3a depicts an example of a Gradel0 execution model for a generic graph-processing job. The
GPJob phase is the root of the model and represents a single graph-processing job. The task of executing a
graph-processing job can be split into three (conceptual) subtasks: (1) loading the input graph, (2) processing
the graph using a user-defined algorithm, and (3) storing the result. Similarly, the GPJob phase in Figure 4.3a
is split into three subphases: Load, Process, and Store. The Process phase may be the most interesting phase
to a user trying to understand the performance of their graph analysis job, so we further split that phases
into multiple Superstep subphases, one for each superstep (iteration) in the job. Any phase may be further
split into subphases until the appropriate level of depth is reached (i.e., a trade-off is made between the effort
of modeling and instrumenting the SUT, and the extra insight gained from higher-granularity performance
analysis).

4.3.1.2. DEFINITION OF A GRADE10 EXECUTION MODEL SPECIFICATION

The workload of a graph analysis system is typically comprises multiple, seemingly independent, jobs. To
facilitate analysis for the execution of a single job and comparison across multiple jobs, Gradel0 uses an
execution model specification of a platform to define the fypes of phases present in any job executed by the
platform. Mirroring the organization of phases in a Gradel0 execution model, phase types in an execution
model specification are organized hierarchically. Conceptually, the execution model specification can be
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Figure 4.4: Example of a resource model for an example job (a) and the corresponding resource model specification for a generic graph-
processing platform (b). Nodes represent resources in (a) and resource types in (b). A resource (type) with an associated metric (type) is
marked with a “B” or “C” for a blocking or consumable metric, respectively.

seen as a blueprint for execution models; it specifies which (sub)phases can be present in an execution model,
how many instances of the same type of phase can occur, in what order phases are executed, etc.

An execution model specification includes several elements that help expert users define this “blueprint”.
Precedence constraints may be added between sibling phase types to indicate the execution order of phases
with the same parent. Additionally, phase types (except the root) may be annotated to indicate that they
are repeatable, i.e., they can be executed multiple times during one execution of their parent. These exe-
cutions may be sequential with implicit precedence constraints between phases, or concurrent without any
constraints.

Figure 4.3b depicts an example specification of an execution model, for some generic graph-processing
platform. The specification dictates that any job on the modeled platform consists of a GPJobroot phase. This
root phase must have three subphases: Load, Process, and Store, which are executed in that order, as indicated
by the precedence constraints (dashed connections). The Process phase may consist of any number of Super-
step subphases executed in sequence, and each Superstep may consist of any number of WorkerStep executed
concurrently. Finally, each WorkerStep consists of four subphases executed in three stages, as dictated by
the precedence constraints: (1) Prepare, (2) Compute and Communicate concurrently, and (3) Synchronize.
The execution model depicted in Figure 4.3a matches our example specification, so that execution model is
considered to be a valid instance of the specification depicted in Figure 4.3b.

It is rarely the case that all the possible uses of a model can be anticipated. Some models need refinement
to achieve better accuracy. Others are pruned to prevent too large volumes of data acquired to calibrate
the model. Yet other models are developed concurrently, often with small variations, because none of the
individual models can be generalized to encompass the others. Such problems may be alleviated with the
features provided by Gradel0. In particular, the specification of an execution model may be refined by an
expert over time, by adding subphase types to model a particular phase type of interest in more detail, thus
leading to an incremental process (R5).

4.3.2. RESOURCE MODEL
To organize resource usage data and attribute it to execution phases, Gradel0 proposes a resource model
and corresponding specification that describe the set of monitored resources and their associated metrics. In
particular, Gradel0 defines the resource model specification as a tree of resource types. Each resource type may
have one associated metric type, which describes how the usage of a resource of the given type is measured
(e.g., the unit of measurement, the resource class as defined in Section 4.3.2.1, a description to be displayed to
users). Similarly to an execution model specification, a resource model specification can easily be extended
to include new metric or resource types to deepen the analysis (R5).

An example of a resource model specification is depicted in Figure 4.4b. The root of the resource model
specification represents the system-under-test, including both hardware and software components. Child
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nodes represent resource types that are a logical subset of their parent. In the example, the system-under-test
includes hardware (a Cluster) and software (a GPPlatform). The Cluster consists of zero or more Machines,
each equipped with a CPU and zero or more Network resources (i.e., network interfaces). The GPPlatform
consists of zero or more Workers, each with access to a software-defined MessageQueue. The resources and
metrics monitored for a single job are represented in a resource model, as depicted in Figure 4.4a.

The resource model introduced by GradelO is flexible, in that it can support many different resource
classes and types. We now detail the resource classes (Section 4.3.2.1) and resource types (Section 4.3.2.2)
currently considered in GradelO, in turn.

4.3.2.1. RESOURCE CLASSES

Gradel0 supports two classes of resources and associated metrics. A consumable resource is a resource that
can be utilized over time to perform a task. For example, the usage of a network interface (resource) may be
measured by the volume of incoming traffic per second (metric). Conversely, a blocking resource prevents a
process from performing its task if the resource is not available. For example, the usage of a lock (resource)
may be measured by the time it is held or the time processes spend waiting for the lock to become available
(metric).

Consumable metrics' are characterized by measuring units (e.g., cycles, bytes) that become available over
time and can be consumed to perform a task. They have a limited capacity during a unit of time (i.e., a maxi-
mum rate of consumption), but the total capacity over time scales linearly in the amount of time, without lim-
itations. For example, the cycles of a CPU are consumable; CPU cycles can be used at a limited rate, the CPU’s
clock rate, to perform computation. Other examples of consumable metrics include inbound/outbound net-
work bandwidth or disk reads/writes expressed in bytes per second. An assumption made by Grade10 is that
consumable metrics are linear, i.e., doubling the rate of consumption for performing a task should halve the
duration of the task, provided the task does not require other resources. Similarly, if two concurrent pro-
cesses each have a non-zero rate of consumption, their total rate of consumption should equal the sum of
their individual rates.

Blocking metrics' describe resources that a process is either waiting for or not at any given moment. While
waiting for a blocking resource, a process does not consume any consumable resources and thus cannot com-
plete its task. For example, while a process is waiting to acquire a lock, it cannot continue. The corresponding
metric is a binary value indicating whether a resource is blocked or in use during a given period of time.

The restriction to consumable and blocking resources facilitates the identification of performance bottle-
necks. Anytime a consumable resource is utilized to its capacity, the process utilizing this resource is bottle-
necked; the process can only be sped up if the capacity of the resource is increased (equal consumption at a
higher rate) or if the demand for the resource is increased (lower consumption at an equal rate). Likewise, if
a process is spending all of its time waiting for a blocking resource, this resource is a bottleneck; the process
can only be sped up by reducing the amount of time spent waiting.

4.3.2.2. EXAMPLE RESOURCE TYPES

Although Gradel0’s performance analysis focuses on two classes of resources, consumable and blocking,
many resources can be modeled to fit this restriction and to enable Gradel0 to identify them as bottlenecks
in the system-under-test. Examples of common resources that can be either directly represented or (partially)
modeled as a consumable or blocking resource include:

CPU, disk, network utilization: These resources can be directly represented as consumable resources.

Memory utilization: Unlike other hardware resources that are typically monitored by performance engi-
neers (e.g., CPU, network), memory is not considered a consumable resource. Memory utilization does
not represent a rate of consumption, but rather how much memory is in use at a given moment. How-
ever, there are multiple sources of bottlenecks in memory management which can still be analyzed by
GradelO. For example, high memory utilization may manifest in a process blocking on garbage collec-
tion activity, on frequent swapping events, or on slow memory allocations. The waiting time for such
resources can be represented as a blocking resource, which may be identified as the bottleneck of a
process.

1The terms “consumable metric” and “blocking metric” refer to metrics describing the usage of a consumable or blocking resource,
respectively. They are not meant to imply that the metrics themselves are consumable or blocking.
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Locks: Locks translate naturally to a blocking resource: a process is either waiting for a lock or not. How-
ever, this simplification prevents the detection of some performance issues caused by locks that can be
identified with specialized tools. For example, Gradel0 does not consider which process has acquired
a lock to identify the source of starvation. Despite the lack of specialized analysis, Gradel0’s approach
to analyzing blocking resources may still be valuable to users, because (the absence of) a significant
bottleneck on a lock may guide the decision to invest time in more detailed analysis.

Queues: Queues can berepresented as a pair of blocking resources: one for consumers that are waiting for an
empty queue to start filling up, and one for producers that are waiting for a full queue to clear. Similar to
locks, this simplification results in a loss of information, such as the depth or throughput of the queue,
or the time individual elements spend in the queue. However, by using Gradel0 to analyze bottlenecks
caused by waiting on a full or empty queue, the user can decide if further analysis of the queue’s usage
might result in a significant performance improvement.

Gradel0 already supports many of the important resources and metrics that have appeared in our multi-
year discussion with the community about the performance of graph analysis systems. We have not yet in-
vestigated how Gradel0 can be used with low-level hardware performance counters to study the impact of
cache misses, branch mispredictions, etc. These counters are primarily used to analyze the performance of
systems that are already well-optimized.

4.3.3. MONITORING AND LOGGING

To analyze the performance of a graph-processing platform executing a workload, information must be gath-
ered from various sources during and about the execution. In particular, for every metric in the job’s resource
model (Section 4.3.2) measurements of the resource’s usage over time must be collected, and for every exe-
cution phase in the job’s execution model (Section 4.3.1) the start and end time must be collected. Although
Gradel0 does not impose any restrictions on the methods used for collecting this data, a typical collection
process combines monitoring, e.g., periodic measurement of the usage of aresource, and logging, e.g., storing
the start and end time of an execution phase as it completes.

4.4. THE GRADE10Q PROCESS AND KEY ALGORITHMS

In this section, we describe Gradel0’s internal performance analysis processes: data collection (Section 4.4.1),
resource attribution (Section 4.4.2), bottleneck identification (Section 4.4.3), performance issue identification
(Section 4.4.4), and result presentation (Section 4.4.5).

4.4.1. DATA COLLECTION AND REPRESENTATION

The first step in Gradel0’s performance analysis pipeline is data collection. GradelO collects information
about a job’s execution from various sources and combines this information to form a unified, comprehensive
dataset detailing the execution of a job. Relevant information includes the execution and resource model
specifications for the platform on which the job ran, logs listing the start and end time of each execution
phase, and usage data for each metric.

Many aspects of the data collection process are technical or have platform-specific solutions, e.g., how to
parse logging and monitoring data?, how to derive a hierarchical execution model from “flat” logs? Although
we necessarily address such challenges to make Gradel0 a useful instrument, we focus in the remainder of
this section on conceptual challenges. We address two conceptual challenges: how to combine timestamped
data with different sources or precision, and how to unify the execution and resource model?

4.4.1.1. COMBINING TIMESTAMPED DATA

Data describing the execution of a job is frequently timestamped. Timestamps mark the start or end of a
phase, the moment the usage of a resource was measured, etc. To simplify analysis of timestamped per-
formance data, Gradel0 assumes that time is discrete, that is, the execution time of a job is divided into a
number of time slices of fixed duration. The state of the SUT is assumed to be static during a time slice; for
the duration of a given time slice each execution phase is either active or not, and resource usage is constant.
Under this assumption, the system’s state may transition, e.g., a phase may start or end, or resource usage
may change, only between two time slices. Tweaking the duration of a time slice enables users to make a
trade-off between the granularity of Grade10’s analysis and the CPU and memory requirements of Gradel0.
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Figure 4.5: An example mapping from the execution model depicted in Figure 4.3a to the resource model depicted in Figure 4.4a.

Further, to facilitate analysis of performance data from multiple sources, Grade10 assumes that all times-
tamps attached to performance data are derived from a shared clock. In practice, this assumption rarely holds
for distributed (graph analysis) systems. Each machine in such a system has its own clock and these clocks
are typically synchronized to within a standardized error bound. However, the impact of this assumption is
limited to analysis steps that directly compare timestamped data across machine boundaries. For example,
when attributing resources that are shared between machines (does not occur in our experiments) or when
aggregating bottlenecks identified on different machines (does occur in our experiments). Overall, we believe
the impact of this assumption to be minor; new approaches at Google and in high frequency trading [92, 93]
emphasize that the accuracy of this synchronization can improve beyond a thousandth (1/1,000) of a second,
and well toward a millionth (1/1,000,000) of a second.

4.4.1.2. MAPPING EXECUTION PHASES TO RESOURCES

In a distributed system, not all processes have access to the same resources. For example, a process running
on one machine can not utilize the CPU of another machine. In Gradel0’s execution and resource models,
this translates to certain execution phases (e.g., phases representing individual processes) having access to
a subset of the resources described in the resource model (e.g., the physical resources available on one ma-
chine). To represent this restriction, GradelO creates a mapping from the execution model to the resource
model to indicate for every phase in the execution model which resources it can use.

To perform this step, Gradel0 requires a user of the system to select a function which assigns each ex-
ecution phase to the one or more resources it had access to during its execution. Similar to execution and
resource model specifications, the mapping function is typically written once by an expert user (i.e., a devel-
oper of the SUT) and provided to users. Mapping an execution phase to a set of resources indicates that for
the execution of that phase no resources were used outside the specified set. The restriction of an execution
phase to a set of resources also applies to all subphases; any phase has access to a subset of the resources its
parent has access to. An example mapping from execution phases to resources is depicted in Figure 4.5. The
left and right tree in the figure represent an execution model and resource model, respectively. Two Work-
erStep phases are each mapped to two groups of resources: the resource for the physical machine on which
the corresponding worker was executed, the resource representing the worker itself, and the subresources of
both.
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4.4.2, RESOURCE ATTRIBUTION

To determine bottlenecks in individual execution phases, Gradel0 requires knowledge of the resources being
utilized by each phase at any given point in time during a job’s execution. This is trivial to determine if only
one phase is active at a time; in this situation, the active phase must be responsible for all resource usage
observed at that time. However, in the presence of concurrent phases, which is common practice for graph
analysis systems, it may not be apparent how much of the total usage of a resource was caused by each phase.
Similarly, if resource usage data is captured at low granularity, multiple phases may be active during a single
measurement interval, making it unclear how much each phase contributed to the total observed resource
usage.

To address this complex problem, Gradel0 uses a process of resource attribution to determine the con-
tribution of each phase to the usage of each resource. The resource attribution process uses as inputs a job’s
execution model, resource model, and phase-resource mapping. It is guided by attribution rules selected by
the user. The process consists of two steps to attribute blocking and consumable resources, respectively.

Throughout the process, Gradel0 assumes that only leaf phases use resources. The resource usage of a
composite phase is defined as the sum of the resource usage of each of its subphases. This matches the de-
sign of a Gradel0 execution model; a composite phases is split into a set of subphases that, when combined,
represent the same task in the execution of a graph analysis job. If the resource attribution process included
both composite and leaf phases, all resource usage observed while a leaf phase was executing would be at-
tributed to the leaf phase and its parent, thus attributing usage multiple times for the execution of the same
task.

4.4.2.1. ATTRIBUTION RULES

GradelO uses attribution rules, which are based on simple logical filters and operators, to allow users to con-
figure the attribution process. By default, Gradel0 assumes every phase with access to some resource, as
defined by the phase-resource mapping (see Section 4.4.1.2), uses an equal share of the resource. In practice,
this assumption does not hold; if a compute-intensive phase and a communication-intensive phase occur
simultaneously, it is likely that the former contributes significantly more to any observed CPU usage. Simi-
larly, the compute-intensive phase may not use any network or storage resources, even though it has access
to them. Such platform-specific knowledge of the (expected) resource usage of each phase is encoded in
GradelO0 using attribution rules. An attribution rule must be provided for every combination of a phase type
and a resource type.

GradelO uses different sets of rules for blocking resources vs. consumable resources. For blocking re-

sources Gradel0 currently supports two kinds of attribution rules:

* None: The None rule indicates that a phase does not block on a resource type, even if it has access to
resources of the given type.

* Full (default): The Full rule indicates that a phase blocks on any resource of the given type it has access
to.

GradelO also currently supports three kinds of attribution rules for consumable resources:

* None: The None rule assigns none of the usage of the given resource to the given execution phase. This
rule may be used when the phase is known to not use the given type of resource.

* Greedy: The Greedy rule is used for phases that are expected to use a resource intensively. The Greedy
rule has one parameter, the cap, that sets a limit on how much of a resource the phase can use. Grade10
divides the observed usage of a resource at any given moment over eligible phases with the Greedy rule
proportional to their cap.

¢ Sink (default): The Sink rule is used for phases that use a given resource but do not fit the Greedy rule.
If the usage of a resource can not be fully attributed to Greedy phases, the remainder is divided equally
over all eligible phases with the Sink rule.

4.4.2.2. STEP 1: ATTRIBUTING BLOCKING RESOURCES

Blocking resources, such as locks and queues, are frequently causes of transient bottlenecks. They are also
frequently residing in software, and thus not easy to observe through typical resource monitoring tools. Thus,
they pose important challenges to understanding system bottlenecks.

The first step of the resource attribution process is attributing the usage of blocking resources to individ-
ual execution phases. The usage of a blocking resource is defined by a binary metric; at any point in time
the resource is either blocked or available. Similarly, a graph analysis phase is either waiting for a blocking
resource, and in this case the blocking resource acts as a completely blocked bottleneck, or it is not, and in
this case the blocking resource does not act as a bottleneck.
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curves provide a bound for the values considered by the sampling method. The shaded areas indicates for every time slice the values
actually generated by the sampling method.

GradelO uses a straightforward algorithm for the attribution of blocking resource usage to phases: for
every time slice during a phase’s execution, the phase is waiting whenever a triplet of conditions are met:
(1) a blocking resource is blocked, (2) the phase has access to the given resource, and (3) the Full attribution
rule is selected for the given phase-resource combination.

4.4.2.3. STEP 2.1: IDENTIFYING ACTIVE EXECUTION PHASES

The first step of the resource attribution process for consumable resources is identifying the active execution-
phases. That is, the first step determines, for every time slice during a job’s execution, which phases were
active and could be considered as consuming resources. GradelO uses two criteria to determine when a
phase is active: (1) a phase can only use resources after it starts and before it ends, and (2) a phase can only
use consumable resources when it is not waiting on a blocking resource.

The set of active phases during a given time slice is used in the second and third steps of the resource
attribution process, to determine which phases could be responsible for the observed usage of a resource.
Figure 4.6 depicts an example of the combined blocking resource attribution and active phase detection steps.
Figure 4.6a depicts at the top the lifetimes of each of the 5 phases included in the example, some of which
are concurrent. At the bottom, the figure depicts the usage data of a blocking resource. The configuration
of the Gradel0 resource attribution process, that is, the attribution rule selected for each phase, is presented
in Figure 4.6b. Finally, Figure 4.6c depicts the result of attributing the blocking resource to the phases in the
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Algorithm 1 Phase-aware upsampling method for resource usage metrics.

Input:
T > Set of time slices in measurement period
u > Measured average resource usage
C > Capacity of resource
Lg(1] > Total capacity of active Greedy phases during time slice ¢
Ls(1] > Total number of active Sink phases during time slice ¢
Output:
S[t] > Sampled resource utilization for time slice ¢
1: function UPSAMPLE(T, u, C, Lg, Ls)
2 R—u-|T|
3 Cglt] —min{Lg[t],C}forall te T
4 S, R — GENERATESAMPLES(T, R, Lg, Cg) > Assign first to Greedy phases
5: Cglt] — C—-SgltlforallteT
6 Ss, R — GENERATESAMPLES(T, R, Ls, Cs) > Assign remainder to Sink phases
7 Cplt] — C—Sglt] —Ssltlforallte T
8 Sp, R — GENERATESAMPLES(T, R,1,Cp) > Assign remainder to background noise
9 return Sg + Ss+ Sp

10: end function

—

1: function GENERATESAMPLES(T, R, L, C)

122 R <R

13: Lr — Y ercrg>o Ll?] > Lg: Workload of remaining time slices with non-zero capacity
14: S[t] —OforallteT

15:  for t € {t' € T|L[t] >0,CIt] > 0} sorted descending by Lin go

Clr]
. L[t]
16: Slt] hmln{R'-E,C[t]}
17: R — R -S[1]
18: Lr — Lr— L[t]

19: end for
20: return S, R’
21: end function

example. We note that phases G -Ggs, for which the None rule was selected, are marked in the output as active
for their respective lifetimes, that is, the phases are never blocked on the resource in this example. Phase S;
and S, are active during their respective lifetimes, except during the time periods between 3 —4 and between
7 — 10, because the Full rule was selected for them. We finally note that the presence of concurrent phases
has no bearing on the attribution of a blocking resource; at = 3 — 4, two phases are using the same resource
while it is blocked, so both phases are waiting for the resource to become available, regardless of how many
other phases are using the resource.

4.4.2.4. STEP 2.2: SAMPLING CONSUMABLE RESOURCE USAGE METRICS
GradelO requires the total resource usage per time slice as input to the final step in its attribution process.
The duration of a time slice may be much shorter than the time between two measurements of a resource’s
usage (e.g., 1 millisecond vs. 50 milliseconds in our prototype). To convert the input metrics of variable fre-
quencies to the fixed frequency of one value per time slice, Grade10 uses sampling. We focus in particular on
upsampling, i.e., sampling input metrics with measurement intervals longer than one time slice.
Upsampling is a process used primarily in digital signal processing, to increase the sampling rate of a
signal. Increasing the sampling rate is typically done through interpolation, i.e., generating new samples
between existing samples based on the values of surrounding samples. Simple interpolation methods include
constant interpolation (i.e., every new sample is equal to the next/previous/nearest existing sample) and
linear interpolation (i.e., every sample lies on the line segment between the next and previous existing sample
in a time-value graph). An example of applying these methods is depicted in Figure 4.7. In practice, digital



4.4. THE GRADE10 PROCESS AND KEY ALGORITHMS 33

| r r
w 22 T — — s 120 2
o 1] — — 2. 80 =
© Gsq ° X 1
£ G,A S 404 £
RS I I D @
GiA O o 0-
100 T Usage to be assigned: | 100 T | | i 1001
] ] ] ] ] ] ] ] — ]
804 120 | 150 | 60 | 240 | 804 80 | 30 | 20 | 80
—_— 1 1 1 1 1 —_— 1 1 1 1 —_—
S 1 1 1 1 1 S 1 1 1 S
) 60+ 1 1 1 1 ) 60+ 1 1 £ 60
qd’.’ 1 1 1 1 1 % 1 1 1 %
@ 1 1 1 1 1 @ 1 1 1 5]
o 409, i i i i o 407, w40
= 1 1 1 1 1 = 1 =
20 41 1 1 1 1 20 41 204
] ] ] ] ] ]
] ] ] ] ] ]
0+ : : : - 04 . . : 04 . . . :
0 3 6 9 12 0 3 6 9 12 0 3 6 9 12
Timestamp Timestamp Timestamp

(a) Input to the phase-aware sampling (b) Generation of initial samples based (c) Generation of final samples based
method. on Greedy workload. on Sink workload.

Figure 4.8: Step-by-step application of the Gradel0 phase-aware sampling method on the resource usage data presented in Figure 4.7.
(a), Top: Execution phases (rows) and their active periods (line segments). Gaps signify periods of inactivity (i.e., a phase is blocked).
Colors distinguish between Greedy (G1-G3) and Sink (S, Sp) phases. (b), Top: Greedy workload over time, equal to capacity in %. The
capacities of G1-G3 are 40, 40, and 80, respectively. (c), Top right: Sink workload over time, equal to number of active sink phases. (a)-(c),
Bottom: State of samples and remaining usage to be assigned, in % times number of time slices, per measurement period of three time
slices. In the end, plot (c), Bottom depicts a situation where all the resource usage has been attributed, and thus explained by Gradel0.

signal processing applications use a variety of more sophisticated interpolation methods. Gradel0 supports
constant interpolation for upsampling, but also includes a novel sampling method: phase-aware sampling
(detailed in the next section).

4.4.2.5. PHASE-AWARE SAMPLING METHOD

GradelO’s resource attribution process operates under the premise that observed resource usage is caused by
specific phases of a running job. (Gradel0 does not consider background or interfering or otherwise external
resource usage.) The phase-aware sampling method of Gradel0 uses knowledge of the active phases at any
given point in a job’s execution to upsample data about resource usage. In particular, the method estimates
the job workload based on the Greedy and Sink phases active during each time slice. The total observed
resource consumption during an observation period (i.e., the measured average usage times the duration of
the period) is then divided over each time slice, proportional to estimated the workload.

The phase-aware sampling algorithm (Algorithm 1) is applied independently to every measurement pe-
riod of every resource. Included in the algorithm’s input are the Greedy and Sink workload during each time
slice, defined as the total capacity of active Greedy phases and the number of active Sink phases, respectively.
Intuitively, the algorithm assigns resource usage first proportional to the Greedy workload, and second, if
any resource usage remains, equally to Sink phases. This definition derives naturally from the definition of
Greedy and Sink phases (Section 4.4.2.1).

We present Algorithm 1 step-by-step: The algorithm first (lines 2-4) divides the total measured resource
usage over individual time slices proportional to the Greedy workload. Next (lines 5-6), any remaining usage
is divided proportional to the Sink workload. Finally (lines 7-8), the last remaining usage is divided equally
over all time slices, based on the assumption that a constant background workload is present. This ensures
that the total of the generated samples is equal to the observed resource usage. Each of these steps uses a
greedy algorithm (lines 11-21) which processes time slices in descending order of load to capacity ratio (line
15). This ensures that all time slices are assigned an amount of usage proportional to the workload, unless
this exceeds the capacity for that time slice.

The runtime complexity of Algorithm 1 is dominated by the sorting operation in GENERATESAMPLES (line
15) which takes O(Tys x log(Tys)) time, where T}, is the number of time slices per measurement period. For
the analysis of a job, this algorithm is repeated for every resource and every measurement period. Thus,
the total runtime is O(R x M x Ty x log(Th)), where R is the number of resources and M is the number of
measurement periods. This can be further simplified to O(R x T; xlog(Tu)), where T7 is the number of time
slices in the job’s duration. In comparison, the traditional sampling methods presented in Figure 4.7 run in
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Algorithm 2 Resource attribution algorithm applied per metric and time slice.

Input:
s > Sampled resource usage
c > Capacity of resource
Pg > Set of active Greedy phases
Pg > Set of active Sink phases
Gp > Cap of Greedy rule for p € Pg
Output
Ap > Attributed usage of p € Pg U Pg
M, > Available capacity (max. usage) of p € Pg U Pg
1: function ATTRIBUTESAMPLE(S, ¢, Pg, Ps, Gp)
2: G —ZpepcGp
3: forpePgdo
4 Ap —min{sG,/G,Gp,}
5: M, —min{cG,/G,Gp}
6: end for
7: s —s=2pepAp
8: ¢ —s=Zpep My
9: S~ |Ps|
10: for p € Ps do
11: Ap—5'IS
12: M, —c'IS

13: end for
14: return Ay, M, for all p € PgU Ps
15: end function

O(R x Ty) time. We analyze the accuracy of each method, which provides the other side of the trade-off that
users of Grade10 must understand, in Section 5.5.1.3 (in particular, Table 5.11).

We present an exemplary application of the phase-aware sampling method in Figure 4.8. First, Figure 4.8a
depicts the initial state of the algorithm, including the initial values of R and S for each measurement period
(see Algorithm 1). Next, Figure 4.8b depicts the Greedy workload (Lg), the corresponding samples (Si), and
the remaining usage (R). During the first three measurement periods, all generated samples equal the ca-
pacity of active Greedy phases. During the last measurement period, the observed usage (240%, depicted in
Figure 4.8a, Bottom) is less than the capacity of Greedy phases (280% = 120% + 80% + 80%, the sum of the
workload during the last measurement period, depicted in Figure 4.8b, Top), so the samples have smaller
values. The first sample of the last period is further limited by the capacity of the resource to 100%. Finally,
Figure 4.8c depicts the Sink workload (Lg), the corresponding samples (Ss), and no remaining usage. Within
each measurement period the produced samples are proportional to the workload, but the sampled usage per
phase is different across periods, e.g., 26.7% per phase in the first period, and 10% per phase in the second
period. Zero-valued samples are produced for time slices during which the Sink phases were blocked (e.g., at
timestamp 3 —4) or the remaining usage was zero (e.g., at timestamp 10— 12). Because all remaining samples
are equal to zero, the background samples are also equal to zero and their computation is skipped. The sums
of the Greedy and Sink samples are returned as a single sample per time slice, as depicted in Figure 4.7c.

By design, the phase-aware sampling method has three desirable properties.

1. It is consistent with the measured usage. The average of the samples produced for a measurement
periods is equal to the measured average usage.

2. Tt is consistent with the platform workload. The produced samples are proportional to Gradel0’s esti-
mation of the workload, except where limited by the capacity of the resource.

3. It is consistent with the resource attribution rules. Samples are produced for Greedy phases first and
for Sink phases only if the measured usage exceeds the total capacity of Greedy phases during a mea-
surement period.
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Figure 4.9: Step-by-step application of the Gradel0 resource attribution step to the active phases derived in Figure 4.6 and with the
resource-usage samples derived in Figure 4.8.

4.4.2.6. STEP 2.3: ATTRIBUTING CONSUMABLE RESOURCES

The final step of Gradel0’s resource attribution process is attributing sampled resource-usage data to active
phases. For each resource and time slice, Gradel0 divides the sampled usage over the active Greedy and
Sink phases, using Algorithm 2. First (lines 2-4), all Greedy phases are assigned a fraction of the sample
proportional and up to their capacity. The (lines 7-11), Sink phases are each assigned an equal fraction of the
remaining sample. Through lines 5 and 12, Grade10 also attributes to each phase an available capacity for the
resource to indicate how much of the resource a phase could have used. The available capacity is computed
by attributing resource usage samples equal to the capacity of the resource.

The runtime of Algorithm 2 is O(P), where P is the maximum number of phases using a given resource at
any point in time. The total runtime of the final resource attribution step for a job is O(R x T; x P), where R is
the number of resources and T7 is job’s duration in time slices.

Figure 4.9 demonstrates the final resource attribution step for the active phases and sampled resource
usage presented in Figures 4.6 and 4.8, respectively. The example includes several combinations of phases,
attribution rules, and sampled usage that highlight properties of the attribution process. First, Figures 4.9¢
and 4.9d depict the attributed usage and available capacity of Greedy phases, respectively. Timestamps 2 — 6
and 8 — 9 present a typical situation: the attributed usage and available capacity are equal to the capacity of
each phase. At timestamp 9 — 10, the attributed usage and available capacity are equal, but both are smaller
than the capacity of each phase as defined by their respective Greedy rules. That is, phase G, can use up
to 40% of the resource, but due to competing demands of phase G3 only 33.3% is available to (and used by)
G,. Conversely, at timestamp 10 — 12, the attributed usage (70%) is limited by the sampled usage instead of
the capacity (80%). Next, Figures 4.9e and 4.9f depict the final output after processing Sink phases. The total
available capacity is always equal to the resource’s capacity (100%) when at least one Sink phase is active,
because the capacity of Sink phases is only limited by the capacity of the resource. Whenever both S; and S,
are active simultaneously, they have the same attributed usage and available capacity. As a result, the usage
and capacity of Sink phases can fluctuate significantly over time, as the number of active Greedy and Sink
phases varies. This matches our expert view on the real-world performance of graph analytics systems.
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Table 4.2: Overview of functions computed by Gradel0’s process for bottleneck identification.

Sec. Eq. Function Description

443 4.1 RTB(p,Rt) Resource-Type Bottleneck. This function is the output of the bottleneck
identification process. It determines whether a given phase p is bottle-
necked on resource type R during time slice z.

4431 4.2 LRB(p,r1t) Leaf-phase Resource Bottleneck. This function determines whether a
given leaf phase Ip is bottlenecked on resource r during time slice ¢.

4.3  BB(p,rn1t) Blocking-resource Bottleneck. This function determines whether a given
leaf phase Ip is bottlenecked on blocking resource r during time slice t.

44  CB(lp,r11t) Consumable-resource Bottleneck. This function determines whether a
given leaf phase Ip is bottlenecked on consumable resource r during
time slice .

4432 45 LRTB(Ip,R,t) Leaf-phase Resource-Type Bottleneck. This function determines whether
a given leaf phase I p is bottlenecked on resource type R during time slice
L.

4433 4.6 CRTB(cp,R,t) Composite-phase Resource-Type Bottleneck. This function determines
whether a given composite phase cp is bottlenecked on resource type
R during time slice ¢.

47 SRTB(cp,R,t) Subphases Resource-Type Bottlenecks. This function determines for ev-
ery subphase of a given phase cp whether the subphase is bottlenecked
on resource type R during time slice ¢.

A final observation from Figure 4.9¢ is that the sums of the Greedy and Sink phases match the partial
samples produced by the phase-aware sampling method, as depicted in Figure 4.8c. This is a direct result
of the design of the phase-aware sampling method; both the sampling and attribution steps first assign re-
source usage to Greedy phases up to their capacity, and then assign the remainder to Sink phases. A key
difference between the two steps is that the sampling step divides resource usage across time slices, whereas
the resource attribution step divides usage across phases within a single time slice. Furthermore, Gradel0’s
resource attribution process can be configured to use other sampling methods, as demonstrated in our ex-
periments (see Section 5.5.1.3).

4.4.3. BOTTLENECK IDENTIFICATION

GradelO uses the outcome of its resource attribution process to identify bottlenecks (R1), that is, periods of
resource usage equal or close to the resource’s capacity. The bottleneck identification process determines
for every phase, type of resource, and time slice whether a particular phase was bottlenecked on the given
resource type during the given time slice. The output of this process is, for each phase in a job, a list of identi-
fied bottlenecks over time. This data may be visualized to give users insight into when a phase is bottlenecked
and on which resource(s) (Section 4.4.5), or it may be further analyzed by GradelO, e.g., to identify the most
impactful bottlenecks in a job (Section 4.4.4.2).

Gradel0’s process for bottleneck identification is defined through a set of functions, which we present in
this section. Each function determines for a specific combination of inputs whether a bottleneck is detec-
tion (e.g., for a given combination of a phase, a resource, and a time slice). Functions computed for bottle-
neck identification are named with acronyms that reflect whether they compute per resource (R) or resource
type (RT), whether they are specific to leaf phases (L) or to composite phases (C), etc. Table 4.2 presents an
overview of the functions introduced in this section, including their acronyms and short descriptions.

The outcome of the bottleneck identification process is defined by the function RT B (Resource-Type Bot-
tleneck, Equation 4.1). Because this function is defined for all phases in an execution model, it provides both
high-level and low-level insight into the bottlenecks of a job (R4). We explain in the next sections the main
components of function RTB, in turn. To compute LRT B (Section 4.4.3.2), Gradel0 first computes a helper
function, LRB, which characterizes the bottlenecks for leaf-phases, per resource (Section 4.4.3.1). The func-
tion computing the bottlenecks for combined-phases, CRT B (Section 4.4.3.3), does not require a separate
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step.
LRTB(p,R,t) if pisaleafphase, as defined in Equation 4.5
RTB(p,R, 1) = e . . . (4.1)
CRTB(p,R,t) if pisacomposite phase, as defined in Equation 4.6
4.4.3.1. STEP 1: IDENTIFY LEAF PHASE BOTTLENECKS PER RESOURCE

The first step of GradelO’s bottleneck identification process determines for every leaf phase, for every re-
source, and for every time slice whether a phase was bottlenecked on a resource during a time slice. For
blocking resources, we define a bottleneck as a period during which a phase was waiting for the resource to
become available. For consumable resources, bottlenecks occur when a resource’s usage is at least some frac-
tion 6 of its capacity or when the usage attributed to a phase is at least some fraction § of the phase’s available
capacity. The intuitive definition of a bottleneck is obtained for § = 1; whenever a resource’s usage is equal to
its capacity, any phase using that resource can only be sped up by reducing the resource’s usage or increasing
its capacity. Setting a lower threshold leads to a broader definition of bottlenecks (e.g., periods of at least 90%
utilization for = 0.9), but also reduces the sensitivity to small measurement or attribution errors. Although
GradelO allows different thresholds to be set per resource and per resource-phase pair, we use a fixed value
of 6 = 0.95 in our prototype.

A comprehensive definition of when a leaf phase is bottlenecked is given by Equation 4.2 where LRB(Ip, 1, t)
indicates whether leaf phase Ip is bottlenecked on resource r during time slice ¢. Function LRB is undefined
if [ p was not alive during time slice ¢ or if /p cannot use resource r (i.e., [p is not mapped to r or the None at-
tribution rule is configured for /p and r). Functions BB and CB define the conditions for being bottlenecked
on a blocking or consumable resource, respectively. The latter function depends on U, which is either the to-
tal sampled usage of resource r or the usage attributed to phase [ p, on C, which is either resource r’s capacity
or the capacity available to phase /p, and on ¢ as previously defined.

UNDEFINED if [p starts after ¢ or ends before ¢
UNDEFINED if [p cannot use r

LRB(Ilp,r,t) = L . . (4.2)

BB(lp,r,t) ifrisablocking resource, with BB defined below
CB(lp,r,t) ifrisaconsumable resource, with CB defined below
TRUE if r is blocked during time slice ¢

BB(lp,1,t)= . (4.3)
FALSE otherwise
FALSE if I p is waiting for any blocking resource during time slice ¢
TRUE ifU(p,r,t)>0and U(p,r,t)=26(p,r)Cp,r1,t

CBUp,r, 1) = 1 (Ip,r,)>0and U(lp,r, 1) =6(p,r)Clp,r1, 1) 4.4)
TRUE ifU(r, ) =26(r)C(r)
FALSE otherwise

4.4.3.2. STEP 2: IDENTIFY LEAF PHASE BOTTLENECKS PER RESOURCE TYPE

A typical distributed graph-processing platforms targeted by Gradel0 contains several types of resources and
multiple instances of most types. For example, in the resource model presented in Figure 4.4 there are nu-
merous CPU and Network resources across the different machines in the distributed system. For high-level
analysis of bottlenecks, e.g., to identify performance issues (see Section 4.4.4.2), it is often more important to
determine which types of resources a phase is bottlenecked on, instead of which specific instances of those
types. Thus, the second step in Grade10’s bottleneck identification process summarizes the per-resource bot-
tlenecks to identify bottlenecks per resource type. We consider a phase to be bottlenecked on a resource type
whenever it is bottlenecked on at least one resource of that type, as expressed by Equation 4.5.

UNDEFINED if LRB(Ip,r,t) is undefined for all resources r of type R
LRTB(Ip,R,t) =< TRUE if LRB(Ip,r, 1) for any resource r of type R (4.5)
FALSE otherwise
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4.4.3.3. STEP 3: IDENTIFY COMPOSITE PHASE BOTTLENECKS

The final step in Grade10’s bottleneck identification process aims to identify bottlenecks in composite phases.
Because resource usage is only attributed to leaf phases, bottlenecks in a composite phase cannot be identi-
fied directly. Instead, Gradel0 uses a recursive approach that defines bottlenecks in a composite phase as a
function of bottlenecks in its subphases. Equation 4.6 defines whether a composite phase cp is bottlenecked
on resource type R during time slice . The user-specified function P., a bottleneck predicate, combines
subphase-bottleneck pairs to determine if the composite phase should be marked as bottlenecked.

UNDEFINED if cp starts after ¢ or ends before ¢
UNDEFINED if no leaf phase under cp can use a resource of type R
CRTB(cp,R, 1) = ] ! (4.6)
P.(SRTB(cp,R,1)) if SRTB(cp,R,t)# @, with SRTB defined below
FALSE if SRTB(cp,R,t)=¢
SRTB(cp,R,t) ={(p,RTB(p,R, 1)) : p is a subphase of cp, RTB(p, R, t) is defined} 4.7

To demonstrate the functionality of Gradel0’s bottleneck identification process, we provide several prede-
fined bottleneck predicates, as summarized in Table 4.3. Gradel0 includes three basic bottleneck predicates:
ANY, ALL, and MAJORITY. These predicates hold (i.e., indicate that a composite phase is bottlenecked) if any,
all, or the majority of subphases are bottlenecked, respectively. The selected bottleneck predicate greatly
impacts the number, duration, and interpretation of identified bottlenecks. For example, the ANY predicate
will propagate a bottleneck in any leaf phase to the top of the execution model hierarchy and present the
bottleneck as a job-wide bottleneck. This may significantly overstate the importance of the bottleneck. Con-
versely, the ALL predicate fails if a single leaf phase is not bottlenecked and may thus fail to present important
bottlenecks.

More comprehensive bottleneck predicates may use phase- or resource-specific rules or otherwise exploit
domain knowledge to determine when bottlenecks identified in subphases should be considered bottlenecks
in a composite phase. Gradel0 includes one such compound predicate: MAJORITY+ANY. First, this predicate
considers separately bottlenecks in different subphase types; a bottleneck in a subphase is only relevant if it
occurs in the majority of subphases of the same type (using the MAJORITY predicate). Second, the composite
phase is considered to be bottlenecked if at least one type of subphase is bottlenecked (using the ANY predi-
cate). The impact of all four bottleneck predicates on the bottlenecks identified in a real-world job is studied
through experimentation in Section 5.5.2.

4.4.4. PERFORMANCE ISSUE IDENTIFICATION

GradelO’s final process for analyzing graph-processing jobs identifies a variety of performance issues (R2).
Gradel0 proposes a hierarchical, rule-based approach for systematically analyzing the phases of a job and
attributing performance issues to specific phases at any level in the execution model (R4).

GradelO first analyzes leaf phases for potential performance issues. Next, the performance issues iden-
tified for child phases are aggregated at the level of each parent phase, to ultimately determine if and how
these performance issues impact the root phase. Finally, a post-processing step extracts identified perfor-
mance issues and estimates their impact on a phase’s makespan. That is, GradelO first identifies potential
performance issues in a graph analysis job, and later keeps only the actual performance issues. This ap-
proach is motivated by the fact that some performance issues are only revealed by aggregating the results of
many phases (e.g., an individual phase can not be imbalanced, but at higher levels of the hierarchy it may be
revealed that there is an imbalance in duration across many phases of the same type). User-defined analysis

Table 4.3: Predefined bottleneck predicates included in Gradel0 for identifying bottlenecks in composite phases.

Name Description
ANY A composite phase is bottlenecked when at least one of its subphases is bottlenecked.
ALL A composite phase is bottlenecked when all of its subphases are bottlenecked.

MAJORITY A composite phase is bottlenecked when at least half of its subphases are bottlenecked.
MAJ+ANY A composite phase is bottlenecked when at least half of all subphases of the same type are
bottlenecked, for at least of type of subphase.
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Algorithm 3 Framework for hierarchical performance issue identification. Functions ANALYZELEAF, ANA-
LYZECOMPOSITE, and EXTRACTISSUES are specific to identifying a particular kind of performance issue and
are used to analyze leaf phases, analyze composite phases, and extract performance issues from analysis re-
sults, respectively.

Input:

p > Root of job’s execution model
Output:

I > Identified performance issues

1: function IDENTIFYPERFORMANCEISSUES(p)

2 I—1]

3 for (p’, r) € ANALYZEPHASEHIERARCHY(p) do

4 append all issues returned by EXTRACTISSUES(p’, ) to I
5 end for

6 return |

7: end function

8: function ANALYZEPHASEHIERARCHY(p)
9:  if pisaleaf phase then

10: return {(p, ANALYZELEAF(p))}

11:  else

12: R — Usep.subphases ANALYZEPHASEHIERARCHY(S) > Recurse over subphases
13: sR—{(p',r)eR| p' € p.subphases} > Extract records of subphases
14: r — (p, ANALYZECOMPOSITE(p, SR)) > Analyze composite phase using subphase results
15: return RU {r}

16: end if

17: end function

rules specify for a particular kind of performance issue how it can be identified for a given leaf or composite
phase using the execution model, resource model, resource attribution output, and/or identified bottlenecks
as inputs.

Algorithm 3 formalizes the Gradel0 approach for performance issue identification. The algorithm con-
sists of two main steps and uses three user-defined functions (i.e., an analysis rule, provided by the user, that
can identify a particular kind of performance issue). First (line 3, 8-17), the algorithm recursively analyzes
the hierarchy of phases (i.e., the execution model) that represents a job, to extract potential performance is-
sues (referred to as records). The base case of the recursion (lines 9-10) is the analysis of a leaf phase; a leaf
phase has no further subphases, so the algorithm invokes the user-defined ANALYZELEAF function to extract
potential performance issues for a given leaf phase. The recursive case (lines 12-15), for a given composite
phase, first recursively analyzes the (indirect) subphases of the composite phase, then extracts all records
pertaining to (direct) subphases of the composite phase, and finally passes those records to a user-defined
function (ANALYZECOMPOSITE) to identify potential performance issues in the composite phase, based on
issues identified for subphases. The second step of Algorithm 3 (lines 4-6) extracts and outputs actual per-
formance issues, from the records produced for all execution phases, using the user-defined EXTRACTISSUES
function.

GradelO’s prototype includes two analysis rules (i.e., implementations of the ANALYZELEAF, ANALYZE-
CoMmPOSITE, and EXTRACTISSUES functions) for identifying performance issues related to phase imbalance
and resource bottlenecks. We detail each of these rules, and algorithms that enforce them, in Section 4.4.4.1
for phase imbalance and Section 4.4.4.2 for resource bottlenecks. Additional rules can be added by expert
users by implementing ANALYZELEAF, ANALYZECOMPOSITE, and EXTRACTISSUES functions that identify a
specific kind of performance issue. We expect many kinds of performance issues that could be identified by
Gradel0 to be generic (i.e., not specific to one particular graph analysis platform), so their implementations
could be shared within the community and reused across systems (satisfying R3).
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Figure 4.10: Identification of phase imbalance for an example phase, Superstep, and its subphases. The Superstep consists of three
concurrent WorkerStep subphases. Each WorkerStep consists of two concurrent Compute subphases.

4.4.4.1. ANALYSIS RULE FOR IDENTIFYING PHASE IMBALANCE ISSUES

Workload imbalance is a common source of performance issues in data-processing systems with synchronous
execution models. A single process taking much longer than others to complete its task, e.g., because its
workload is much higher, will cause all other processes to wait at the next synchronization barrier. Thus,
the makespan of the job increases while most system resources are idling. Graph analysis platforms are par-
ticularly vulnerable to imbalance, because many (distributed) graph analysis platforms use a synchronous,
iterative execution model [23], and because real-world graphs and graph algorithms are highly irregular.

Gradel0 is capable of identifying performance issues caused by imbalance through analysis of synchronous
phases and of the distribution of their durations. Our approach consists of computing the actual and the op-
timal makespan for the execution of a set of phases of the same type (e.g., all Compute phases in a job or in a
single Superstep). We define the makespan of a set of phases to be the time between the start of the first phase
and the end of the last, executing each phase in sequence or concurrently as defined by the execution model
specification. The difference between the actual, observed makespan and the optimal, computed makespan
is considered to be the estimated impact of imbalance for a set of phases, i.e., by how much the makespan
could have been reduced if there were no imbalance. This estimation is optimistic; it disregards the presence
of other types of phases in the system, the impact of other performance issues, etc.

Algorithm 4 implements the computation of actual and optimal makespan, using Gradel0’s hierarchical
performance analysis framework, and identifies for any phase (the target phase) which types of subphases are
imbalanced. The actual makespan of a set of phases is computed as the maximum duration if the phases ran
concurrently, and the sum of durations if the phases ran sequentially. The optimal makespan is conservatively
computed as the mean duration of concurrent phases, and the sum of sequential phases. These definitions
are based on the assumption that the total workload of a set of concurrent phases is fixed for a given job, so the
optimal makespan is achieved by dividing the workload evenly across phases. Imbalance in sequential phases
is not considered; redistributing workload for sequential phases does not typically reduce the makespan of a
job.

The complexity of Algorithm 4 is O(P x P*) where P is the number of phases in a job and P* is the number
of phase types. This upper bound can be obtained by determining the maximum number of records that
can be produced (complexity O(P x P*)) and the amount of work performed per issue (complexity O(1)).
The output of Algorithm 4 includes for every phase one record per (indirect) subphase type, so O(P x P*)
records overall. For a leaf phase (lines 1-3), one record is produced in constant time, so O(1) work per record.
For a composite phase (lines 4-25), the amount of work depends on the number of records produced by its
subphases. The nested for loops (lines 6-9) effectively partition the list of input records sR into one list R’
per subphase type, which takes linear time in the number of input records. The inner loop (lines 10-21) takes
O(|R']) time, so the total duration is linear in the number of input records and constant per record. Thus,
the work performed by ANALYZECOMPOSITE is O(1) per record. The final step, EXTRACTISSUES, also takes
constant time per record.

Figure 4.10 depicts an example application of Gradel0’s approach to detecting phase imbalance. The ex-
ample in Figure 4.10a consists of a single Superstep phase comprising three WorkerStep phases. The Worker-
Stepstake 8.5, 6.5, and 6 seconds, respectively. These phases are executed concurrently, so the actual duration
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Algorithm 4 Algorithm for identifying performance issues caused by phase duration imbalance using
GradelO’s hierarchical performance analysis framework (see Algorithm 3). For every phase p and every (in-
direct) subphase type rt (and the type of p), the algorithm produces a record containing the actual and op-
timal makespan of all phases of type r¢ under p. Records with an actual makespan exceeding the optimal
makespan are presented to the user to indicate phase imbalance issues.

1: function ANALYZELEAF(p)
2. return [{type=p.type,actMakespan = p.duration,optMakespan = p.duration}|
3: end function

4: function ANALYZECOMPOSITE(p, SR)
5 ROut — [{type= p.type, actMakespan = p.duration,optMakespan = p.duration}|
6: for st e p.subphaseTypes do > For each subphase type
7 R — concatenate lists of records [R | (s, R) € SR, s.type = st]
8 for ree{r.rype|reR}do > For each phase type with st as ancestor (and st itself)
9 R' —[reR|rtype=rt| > Extract imbalance record(s) for phases of type r ¢
10: if |[R'| =1 then > If one record is found, imbalance does not change
11: append R'[1] to ROut
12: else > Otherwise, determine imbalance across phases of type r ¢
13: if st is sequentially repeatable then
14: am <Y ,cg r.actMakespan
15: om—) ,cp r.optMakespan
16: else
17: am —maX,cp r.actMakespan
18: om <Y ,cp r.optMakespan/ |R'|
19: end if
20: append record {type =rt,actMakespan = am,optMakespan = om} to ROut
21: end if
22: end for

23: end for
24: return ROut
25: end function

26: function EXTRACTISSUES(p, R)

27 I—1]

28: forreR,ractMakespan>r.optMakespan do

29: A —r.actMakespan—r.optMakespan

30: append issue {rargetPhase = p,imbalancedPhaseType = r.type,estimatedImpact = A} to I
31: end for

32: return /

33: end function

of the Superstep is 8.5 seconds, compared to 7 seconds if the WorkerSteps were balanced. The computed im-
pact of phase imbalance is 1.5 seconds, or = 18% (1.5/8.5). Figure 4.10b extends the example by analyzing
the imbalance of the Compute phases that make up each WorkerStep. The actual duration of the Superstep
remains 8.5 seconds, but the optimal duration would be = 6.1 seconds. Thus, the observed impact of imbal-
ance is = 28%. Because each WorkerStep takes as long as its longest subphase, some of the effects of workload
imbalance are “hidden”. By computing imbalance recursively, Gradel0 is able to reveal imbalance in all layers
of an execution model.

4.4.4.2. ANALYSIS RULE FOR IDENTIFYING RESOURCE BOTTLENECK ISSUES

The second kind of performance issue currently identified by Gradel0 is the presence of bottlenecks on hard-
ware and software resources. Similar to the approach used to identify phase imbalance issues, Gradel0 esti-
mates the time spent bottlenecked on a given resource for each phase, based on the bottlenecks identified in
subphases. Algorithm 5 formalizes our approach using the hierarchical performance analysis framework.
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Algorithm 5 Algorithm for identifying performance issues caused by bottlenecks using Grade10’s hierarchical
performance analysis framework (see Algorithm 3). For every phase p and every resource type r ¢ used by p,
the algorithm produces a record containing the estimated time p (or its subphases) spent bottlenecked on
any resource of type rt. Records with a non-zero time spent bottlenecked on a resource are presented to the
user as performance issues.

1:
2
3
4:
5
6
7

8:

10:
11:
12:
13:
14:
15:
16:
17:
18:
19:
20:
21:
22:
23:
24:
25:
26:
27:
28:
29:
30:
31:
32:

33:
34:
35:
36:
37:
38:
39:

40:
41:
42:
43:
44:
45:
46:
47:

function ANALYZELEAF(p)
ROut — ]
for each resource type rf used by p do
append record {source=rt,impact = (time p is bottlenecked on r 1)} to ROut
end for
return ROut

: end function

function ANALYZECOMPOSITE(p, SR)
SIR— @
for st € p.subphaseTypes do
R — concatenate lists of records [R | (s, R) € sR, s.type = st]
for srce {r.source|r € R}do
R —[reR|rsource=src]
if |[R'| =1 then
i — R'[1]l.impact
else if st is sequentially repeatable then
i—Y,er rLimpact
else
i —Y,er rimpact! |R'|
end if
add record {subphaseType = st,source = src,impact = i} to stR
end for
end for
ROut <]
for srce{r.source|re stR}do
R<—[restR|r.source=src]
G — CONSTRUCTDAG(p, R)
i — length of longest path in G by sum of node weights (“critical path” for possible optimization)
append record {source = src,impact = i} to ROut
end for
return ROut
end function

function EXTRACTISSUES(p, R)
I—1]
forre R, rimpact>0do
append issue {targetPhase = p, source = r.source,estimatedImpact = r.impact} to I
end for
return /
end function

function CONSTRUCTDAG(p, R)

V — all subphase types of p

w(w)—0forallveV > Default vertex weight of 0

for v € V with arecord r € R such that r.subphaseType = v do

w(v) — rimpact

end for

E—{(x,y)| x,y€V,x precedes y} > Add edges to each subphase type from all preceding types
end function
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First (lines 10-23), for each composite phase, bottleneck durations are combined per subphase type by sum-
ming the durations for sequential phases of the same type and averaging concurrent phases. Next (lines
25-32), the durations of subphase types are combined by identifying the sequence of subphase types (i.e.,
subphase types that must execute sequentially due to precedence constraints) with the longest total bottle-
neck duration. The estimated bottleneck duration represents an upper bound on the reduction in makespan
that may be achieved by eliminating all bottlenecks on a given resource. Furthermore, it represents optimistic
estimation of the fraction of a phase’s total duration that can be attributed to the usage of a specific resource.

The complexity of Algorithm 5 is O(P x (P*)? x R*) where P is the number of phases in a job, P* is the
number of phase types, and R* is the number of resource types. This upper bound can be obtained by de-
termining the maximum number of records that can be produced (complexity O(P x R*)) and the amount
of work performed per issue (complexity O((P*)?)). The output of Algorithm 5 includes for every phase one
record per resource type, so O(P x R*) records overall. For a leaf phase (lines 1-7), each record is produced in
O(1) time, assuming bottlenecks have already been identified. For a composite phase (lines 8-34), there are
two steps to consider. The first step is a nested loop (lines 9-23) which partitions the list of input records per
subphase type and resource type. Its runtime is O(1) per input record. The second step loops over resource
types and produces O(R*) records. Per record the algorithm creates a DAG of phase types with O(P*) nodes
and O((P*)?) edges. The creation of the DAG and the identification of the longest path take O((P*)?) time.
Thus, Algorithm 5 requires O((P*)?) work per record.

Gradel0’s approach for identifying resource bottleneck issues is inspired by the blocked time analysis
methodology by Ousterhout et al. [76], which has been applied to understand the performance of Apache
Spark [13, 94], a big data analytics platform. Blocked time analysis first computes for each task how much
faster it could complete if it never blocked on network or disk. The “optimized” task runtimes are then used
to compute the job’s reduced runtime by simulating how Spark would have scheduled the shorter tasks.

There are several key differences between GradelO and previous work on blocked time analysis. First,
Ousterhout et al. instrument Spark to log when and how long each task blocks on network or disk, whereas
GradelO derives this information automatically using its bottleneck identification process, and without the
code intrusions of the method proposed by Ousterhout et al. GradelO’s approach also analyzes other re-
sources that may be present in a job’s resource model, in particular, the software resources that are likely
to block in Spark and in all other Java-based environments (e.g., due to the Java Garbage Collector starting
its process, outside the control of the user). Second, in contrast to the implicit execution model of one job
with multiple tasks used in [76], Gradel0 supports arbitrarily complex, hierarchical, explicit models. Simi-
larly to the blocked time analysis method, Gradel0 aims to estimate the impact of removing bottlenecks on
subphases (tasks) on the duration of the parent phase (job). However, Gradel0’s estimations are expected
to be less accurate, primarily due to the added complexity of Gradel0 execution models (e.g., precedence
constraints) and phenomena that are not currently modeled (e.g., speeding up computation on only one
machine may lead to longer wait times and no overall improvement in the job completion time). More accu-
rate estimation of the impact of bottlenecks on composite phases may improve Gradel0’s analysis of related
performance issues.

4.4.5. RESULT PRESENTATION

The final step in Gradel0’s performance analysis pipeline is presenting the outcome of the analysis to users.
GradelO’s result presentation is phase-centric. Users may select any phase in a job to retrieve performance
data specific to that phase. This allows users of varying levels of expertise to obtain either a high-level
overview of a job’s performance (for phases near the root of the hierarchy) or analyze in-depth the perfor-
mance of deeply-nested phases (R4). Performance data presented at each phase includes performance issues
ranked by estimated impact, a timeline of bottlenecks during the phase’s execution, a breakdown of bottle-
necks per resource and per subphase, and the resource usage and capacity attributed to the phase (for leaf
phases only).

Gradel0 currently includes a novel visualization method for bottlenecks. Figure 4.11 depicts an example
report of the bottlenecks Gradel0 has identified for one phase in a graph analysis job, the farget phase. The
report consists of multiple plots, each depicting identified bottlenecks over time. The plots are grouped into
three sections: an overview of the bottlenecks identified for the target phase, a breakdown of the identified
bottlenecks by resource, and an overview of the bottlenecks identified for each subphase of the target phase.

Each section in a bottleneck identification report can, with minor experience in reading such a report,
quickly reveal various details of the bottlenecks identified for a phase. From the top section, users can learn
how much time a phase is bottlenecked on any resource (non-white shaded area) vs. not bottlenecked at all
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(white shaded area). They can also learn which bottlenecks often occur simultaneously (e.g., in Figure 4.11,
the message queue, garbage collector, and CPU resources are frequently bottlenecked simultaneously around
t = 16000 ms). From the middle section, users can learn for a particular resource when it is a bottleneck. This
information is somewhat obscured in the top plot, due to the fluctuations in vertical space assigned to a
resource. From the bottom section, users can learn which subphases contributed to a particular bottleneck,
therefore guiding the user’s analysis to the lower-level components that contributed to a bottleneck.
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Figure 4.11: Example report produced by Gradel0’s bottleneck identification process for one phase in a graph analysis job. The visual-
ization consists of three groups of plots. The horizontal axes represent time and are aligned for all plots. (Top) Overview of bottlenecks in
the phase for which this report was generated. (Middle) Breakdown of the identified bottlenecks by resource. Functions as a legend for
the resources and their corresponding colors. (Bottom) Overview of bottlenecks for each subphase of the phase depicted in the top plot.
(Top & Bottom) The white shaded areas indicate a lack of bottlenecks. Shaded areas of other colors indicate the presence of a bottleneck
on the resource corresponding to that color. The dark gray rectangle delineates the start and end of a phase.
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We address in this chapter our third research question: How to validate the designed approaches through
prototypes? Our approach is the implementation of Graphalytics and Gradel0 as prototypes, and the design
and analysis of real-world experiments to validate our approaches in practice. We compare six modern graph
analysis platforms using the Graphalytics benchmark to demonstrate the insight it provides into the perfor-
mance of those platforms. We use Gradel0 to further analyze the performance of two platforms in-depth,
and we manually validate Gradel0’s internal processes with real-world data.

The remainder of this chapter is structured as follows. In Section 5.1, we discuss the prototype implemen-
tations. We present the experimental setup and design in Section 5.2. We discuss how we ensure the validity
of our results in Section 5.3. Finally, we present and discuss the results of our experiments for Graphalytics in
Section 5.4, and for Gradel0 in Section 5.5.

5.1. PROTOTYPE IMPLEMENTATION

For our experiments, we have implemented prototypes of Graphalytics and Gradel0. Graphalytics has been
developed using modern software development practices, including open-source development through Git-
Hub [41], continuous integration through Jenkins, and source code quality analysis through SonarQube. We
have implemented Graphalytics using the Java programming language to ensure portability across the many
environments in which the Graphalytics benchmark may be used. For the implementation of each platform
driver, we have used Java to interface with the Graphalytics benchmark harness, and the native language of
the given graph analysis platform to implement the algorithms included in the benchmark. Since the publica-
tion of our work on Graphalytics[85], our prototype has been deployed in multiple environments and several
users have reportedly implemented drivers for their own systems to benchmark them using Graphalytics. In
particular, the PGX product team of Oracle and the Graphmat product team of Intel are using Graphalytics in
their product development processes.

GradelO has been developed internally as a research prototype. We have implemented all features pre-
sented in Chapter 4 in the Kotlin programming language. Additionally, we have designed prototype execution
models for two graph processing platforms, Giraph and PowerGraph (introduced in Section 5.2), and instru-
mented the platforms, using their respective built-in logging facilities, to enable analysis of their performance
using Gradel0. To collect resource usage data during our experiments, we have implemented a lightweight
custom monitoring tool in C on top of Linux’s procfs.

5.2. EXPERIMENTAL SETUP AND DESIGN

In this section, we describe the experimental setup and design for our Graphalytics and GradelO experi-
ments. The goals of the experiments with Graphalytics and GradelO0 are different, alongside the dimensions
each of these instruments favors (see Section 1.4). For Graphalytics, we focus on broad benchmarking ex-
periments, where comparing systems is the key goal of the experiment. For Grade10, we focus on two kinds
of experiments: validation experiments, where validating the internal processes of Gradel0 is the key goal of
the experiment, and on deep custom-benchmarking experiments, where exploring the performance issues
of a single system is the key goal of the experiment. For each experiment, the experimental setup includes:

47
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a selection of graph analysis platforms, and the design of the experiment itself (goals, metrics, workload as
algorithms and datasets, and deployment environment).

5.2.1. SELECTED GRAPH-PROCESSING PLATFORMS

A major contribution of this work is the evaluation and comparison of graph analysis platforms whose devel-
opment is industry-driven, and of other, community-driven, platforms. This is a contribution, because it is
rare to be able to compare industry-driven efforts — typically, companies refuse to contribute to the evalua-
tion process, and in many cases the leading companies refuse through clauses in the terms of use the right to
publish performance results from commercial products. We evaluate and compare in this work six different
graph analysis platforms, three community-driven (C) and three industry-driven (1), see Table 5.1. These plat-
forms are based on six different programming models, spanning an important design space for real-world
graph analysis.

The platforms can be categorized into two classes: distributed (D) and non-distributed (S) platforms. Dis-
tributed platforms use when analyzing graphs multiple machines connected using a network, whereas non-
distributed platforms can only use a single machine. Distributed systems suffer from a performance penalty
because of network communication, but can scale to handle graphs that do not fit into the memory of a single
machine. Non-distributed systems cannot scale as well because of the limited amount of resources of a single
machine.

* Apache Giraph [30] uses an iterative vertex-centric programming model similarly to Google’s Pregel.

Giraph is open source and built on top of Apache Hadoop’s MapReduce.

* Apache GraphX [14] is an extension of Apache Spark, a general platform for big data processing. GraphX
extends Spark with graphs based on Spark’s Resilient Distributed Datasets (RDDs).

* PowerGraph [28], developed by Carnegie Mellon University, is designed for real-world graphs which
have a skewed power-law degree distribution. PowerGraph uses a programming model known as Gather-
Apply-Scatter (GAS).

* GraphMat [29, 95], developed by Intel, maps Pregel-like vertex programs to high-performance sparse
matrix operations, a well-developed area of HPC. GraphMat supports two different backends which
need to be selected manually: a single-machine shared-memory backend [29] and a distributed MPI-
based backend [95].

* OpenG [53] consists of handwritten implementations for many graph algorithms. OpenG is used by
GraphBIG, a benchmarking effort initiated by Georgia Tech and inspired by IBM System G.

* PGX [96], developed by Oracle, is designed to analyze large scale graphs on modern hardware systems.
PGX has two different runtimes: a single-machine shared memory runtime implemented in Java and
a distributed runtime [55] implemented in C++. Both runtimes share the same user facing API and are
part of the Oracle Big Data Spatial and Graph product [15].

5.2.2. ENVIRONMENT
We perform our experiments on the DAS-5 [40] (Distributed ASCII Supercomputer), a supercomputer con-
sisting of 6 clusters with over 200 dual 8-core compute nodes. DAS-5 is funded by a number of organizations
and universities from the Netherlands and is actively used as a tool for computer science research in the
Netherlands. We use individual clusters for our experiments and we test all platforms on the same hardware.
The hardware specifications of the machines in DAS-5 are listed in Table 5.2.

The environment we use in our experiments is representative of the environments used in practice for big
data analytics; we use common-off-the-shelf hardware, which matches the setups reported by industry, e.g.,

Table 5.1: Selected graph-processing platforms. Acronyms: C, community-driven; I, industry-driven; D, distributed; S, non-distributed.

Type Name Vendor Language Model Version

C,D Giraph [30] Apache Java Pregel 1.1.0 (Graphalytics) / 1.2.0 (Gradel0)
C,D GraphX [14] Apache Scala Spark 1.6.0

CD PowerGraph [28] CMU C++ GAS 2.2

I,S/D GraphMat [29, 95] Intel C++ SpMV May 16

IS OpengG [53] G.Tech C++ Native code May 16

I,S/D PGX[55,96] Oracle Java/C++  Push-pull May '16
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Table 5.2: Hardware specifications.
Component Specification
CPU 2 x Intel Xeon E5-2630 @ 2.40 GHz
Cores 16 (32 threads with Hyper-Threading)
Memory 64 GiB
Disk 2x4TB
Network 1 Gbit/s Ethernet, FDR InfiniBand
Table 5.3: Experiments used for Graphalytics benchmarks.
Category Sec.  Experiment Algorithms Datasets #nodes #threads Metric
Baseline 5.4.1 Dataset variety BFS, PR All,uptoL 1 - Tproc, E(V)PS
5.4.2  Algorithm variety  All R4(S), D300(L) 1 - Tproc
5.4.3  Vertical BFS, PR D300(L) 1-32 Tproc, S
Scalability = 5.4.4 Strong/Horizontal BFS, PR D1000(XL) 1-16 - Tproc
5.4.5 Weak/Horizontal = BFS, PR G22(S)-26(XL) 1-16 - Tproc
Robustness 5.4.6  Stress test BES All 1 - SLA
5.4.7  Variability BFS D300(L), D1000(XL) 1,16 - Ccv

Table 5.4: Design of Gradel0 experiments. Acronyms: Platform: G, Giraph; P, PowerGraph. Jobs: 1, PageRank on Datagen-300; All, all
combinations of algorithm (BFS, CDLP, PR, WCC) and dataset (Datagen-1000, Graph500-26). Nodes: W, workers, O, other.

Category Sec. Experiment Platforms #nodes Jobs
5.5.1.1 Attribution Rules G 1I0W+30 1
Resource Attribution 5.5.1.2  Blocking Events G 10W+30 1
5.5.1.3 Sampling Method G/P 10W+3/10 1
Bottleneck Identification 5.5.2.1 Predicates G 1I0W+30 1
Performance Issue 5.5.3.1 Bottlenecks G/P 1I0W+3/10 All
Identification 5.5.3.2 Phase Imbalance G/P 1I0W+3/10 All

by Google [24] and Facebook [4]. Furthermore, our environment is comparable to the setups used in many
recent performance comparisons in the community [14, 27, 28, 52]

5.2.3. DESIGN OF GRAPHALYTICS EXPERIMENTS

Graphalytics conducts automatically the complex set of experiments summarized in Table 5.3. The experi-
ments are divided into three categories: baseline, scalability, and robustness (all introduced in Section 3.4).
Each category consists of a number of experiments, for which Table 5.3 lists the parameters used for the
benchmarks (algorithm, dataset, number of machines, and number of threads) and the metrics used to quan-
tify the results. We run the Graphalytics benchmark for all six platforms described in Section 5.2.1.

For GraphMat and PGX, we report single-machine results using the single-machine backend, and hori-
zontal scalability results using the distributed backend. For the single-machine horizontal scalability exper-
iments we report results for both backends. Processing times reported for PGX shared memory exclude its
integrated warm up procedure. Cold processing times are additionally reported in our technical report [97].

5.2.4. DESIGN OF GRADE10 EXPERIMENTS

The experiments we use to assess GradelO0 are listed in Table 5.4. We design the experiments to demonstrate
GradelO’s performance analysis components and to evaluate the impact of tuning Gradel0 on the accuracy
and/or correctness of each component. As described in the table, we present results for Giraph for all exper-
iments and for PowerGraph wherever adding a second platform provides additional insight in Grade10’s op-
eration. All resource attribution and bottleneck identification experiments use results from the same job(s):
running PageRank on Datagen-300 with the platform(s) listed for the experiment. This job was arbitrarily
chosen, but is small enough to allow manual inspection of Grade10’s intermediate results (e.g., resource attri-
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bution data) to validate the outcome. Applying Gradel0 to a broad range of platforms and workloads to study
their performance in-depth is outside the scope of this work, but we present in Section 5.5.3 preliminary re-
sults of using the full Gradel0 analysis pipeline to identify performance issues in Giraph and PowerGraph for
a variety of jobs. The execution and resource model specifications used to analyze Giraph and PowerGraph
are presented in Appendix B.

All experiments use the same hardware setup: 10 machines as workers in the DAS-5 (described in Sec-
tion 5.2.2). For Giraph, we use 3 additional machines for (1) Hadoop master processes, Zookeeper, and the
Graphalytics benchmark harness; (2) the MapReduce application master; and (3) the Giraph application mas-
ter. For PowerGraph, we use 1 additional machine for the Graphalytics benchmark harness. We use a custom
light-weight monitoring tool to capture CPU and network utilization directly from Linux’s procfs at high fre-
quency (20 Hz).

5.3. VALIDATION OF RESULTS

Reproducibility of experiments in distributed systems is an open challenge [98]. To ensure validity of our
results, we used a combination of approaches: (1) Where possible, we use manual verification, e.g., to confirm
through small example inputs that the output of an algorithm implementation is correct. (2) We frequently
engage with the Graphalytics team (through bi-weekly meetings) and the graph processing community (e.g.,
at GRADES workshops and meet-ups organized by LDBC) to present preliminary results and ensure that our
results match the expectations of the community. (3) The developers of the industry-driven platforms listed
in Section 5.2.1 are directly involved in tuning, running, and validating experiments involving their systems.
(4) Last, Graphalytics validates the outcomes of the algorithms using a trusted code-base for workloads that
are infeasible to verify manually.

5.4. GRAPHALYTICS EXPERIMENTS

In this section, we use the Graphalytics benchmark to compare the performance of six graph analysis plat-
forms. The experiments used for this comparison are summarized in Table 5.3. Key findings:

1. The performance of graph analysis systems is highly variable across datasets, algorithms, and plat-
forms.

2. The workload (i.e., algorithm and dataset) impacts the performance of graph analysis platforms non-
trivially; a platform performing well compared to others on one dataset and algorithm does not guar-
antee that it will perform well on other datasets or algorithms.

3. None of the tested platforms achieve (near) optimal vertical or horizontal scalability.

4. Performance variability is low across all platforms.

5.4.1. DATASET VARIETY
For this experiment, Graphalytics reports the processing time of all platforms executing BFS and PageRank
on a variety of datasets using a single node. Key findings:

* GraphMat and PGX significantly outperform their competitors in most cases.

* PowerGraph and OpenG are roughly an order of magnitude slower than the fastest platforms.

* Giraph and GraphX are consistently two orders of magnitude slower than the fastest platforms.

* Across datasets, all platforms show significant variability in performance normalized by input size.

The workload consists of two selected algorithms and all datasets up to class L. We present the processing
time (Tproc) in Figure 5.1, and the processed edges per second (EPS) and processed edges plus vertices per
second (EVPS) in Figure 5.2. The vertical axis in both figures lists datasets, ordered by scale (results for missing
datasets are available in our technical report [97]).

Figure 5.1 depicts the processing time of BFS and PageRank for all platforms on a variety of datasets.
For both algorithms, GraphMat and PGX are consistently fast, although PGX has significantly better perfor-
mance on BFS. Giraph and GraphX are the slowest platforms and both are two orders of magnitude slower
than GraphMat and PGX for most datasets. Finally, OpenG and PowerGraph are generally slower than both
PGX and GraphMat, but still significantly faster than Giraph and GraphX. A notable exception is OpenG’s per-
formance for BFS on dataset R3(XS). The BFS on this graph covers approximately 10% of the vertices in the
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Figure 5.1: Dataset variety: Tproc for BFS and PR. Figure 5.2: Dataset variety: EPS and EVPS for BES.

graph, so OpenG’s queue-based BFS implementation results in a large performance gain over platforms that
process all vertices using an iterative algorithm.

To better understand the sensitivity of the tested platforms to the datasets, we present normalized pro-
cessing times for the BFS algorithm in Figure 5.2. The left and right subfigures depict EPS and EVPS, respec-
tively. Ideally, a platform’s performance should be proportional to graph size, thus the normalized perfor-
mance should be constant. As evident from the figure, all platforms show signs of dataset sensitivity, as EPS
and EVPS vary between datasets.

Besides Tproc, it is also interesting to look at the makespan (i.e., time spent on the complete job for one
algorithm). This includes platform-specific overhead such as resource allocation and graph loading. Table 5.5
lists the makespan, T,,¢, and their ratio for BFS on D300(L). The percentages show that the overhead varies
widely for the different platforms and ranges from 66% to over 99% of the makespan. However, we note that
the platforms have not been tuned to minimize this overhead and in many cases it could be significantly
reduced by optimizing the configuration. In addition, we observe that the majority of the runtime for all
platforms is spent in loading the input graph, indicating that algorithms could be executed in succession
with little overhead.

5.4.2. ALGORITHM VARIETY
The second set of baseline experiments focuses on the algorithm variety in the Graphalytics benchmark, and
on how the performance gap between platforms varies between workloads. Key findings:
* Relative performance between platforms is similar for BFS, WCC, PR, and SSSP.
* LCCis significantly more demanding than the other algorithms, Giraph and GraphX are unable to com-
plete it without breaking the SLA.
* GraphX is unable to complete CDLP. The performance gap for the remaining platforms for CDLP is
smaller than for the other algorithms.
Figure 5.3 depicts Ty, for the core algorithms in Graphalytics on two graphs with edge weights: R4(S),
the largest real-world graph in Graphalytics with edge-weights; and D300(L). BFS, WCC, PR, and SSSP all

Table 5.5: Tproc and makespan for BFS on D300(L).

Time Giraph GraphX P’Graph G'Mat(S) OpenG PGX(S)
Makespan 277.9s  278.4s 216.5s 23.3s 5.7s 143 s
Tyroc 23.4s 97.9s 2.1s 03s 19s 0.05s

Ratio 8.4% 35.2% 1.0% 1.3% 33.3% 0.3%
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show similar results. PGX and GraphMat are the fastest platforms. Giraph, GraphX and PowerGraph are much
slower, with GraphX showing the worst performance, especially on D300(L). OpenG’s performance is close to
that of PGX and GraphMat on WCC, and up to an order of magnitude worse for BFS, PR, and SSSP. CDLP
requires more complex computation which results in longer processing times for all platforms, reducing the
performance impact of the chosen platform, especially on smaller graphs like R4(S). GraphX is unable to
complete CDLP on both graphs. LCC is also very demanding; Giraph and GraphX break the SLA for both
graphs. The complexity of the LCC algorithm depends on the degrees of vertices, so longer processing times
are expected on dense graphs. Because of the high density of R4(S), processing times are larger on this graph
than on D300(L), despite it being an order of magnitude smaller.

5.4.3. VERTICAL SCALABILITY
To analyze the effect of adding additional resources in a single machine, we use Graphalytics to run the BFS
and PageRank algorithms on D300(L) with 1 up to 32 threads on a single machine. Key findings:

¢ All platforms benefit from using additional cores, but only PowerGraph exceeds a speedup of 10 on 16

cores.

* Most platforms experience minor or no performance gains from Hyper-Threading.

Figure 5.4 depicts the processing time for this experiment. The majority of tested platforms show increas-
ing performance as threads are added up to 16, the number of cores. Adding additional threads up to 32, the
number of threads with hardware support through Hyper-Threading, does not appear to improve the perfor-
mance of GraphX, GraphMat, or PGX. PowerGraph benefits most from the additional 16 threads; it achieves
an additional 1.5x speedup on BFS. The maximum speedup obtained by each platform is summarized in
Table 5.6. Overall, PowerGraph scales best with a maximum speedup of 12.5.

5.4.4. STRONG HORIZONTAL SCALABILITY

We use Graphalytics to run BFS and PR for all distributed platforms on D1000(XL) while increasing the num-
ber of machines from 1 to 16 in powers of 2 to measure strong scalability. Key findings:

Table 5.6: Vertical scalability: speedup on D300(L) for 1-32 threads on 1 machine.)

Alg. Giraph GraphX P’Graph G'Mat(S) OpenG PGX(S)

BFS 5.6 4.6 12.5 7.2 6.9 9.5
PR 8.5 3.1 10.5 11.2 6.3 7.7
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* PGX and GraphMat show a reasonable speedup.

* Giraph’s performance degrades significantly when switching from 1 machine to 2 machines, but im-

proves significantly with additional resources.

* PowerGraph and GraphX scale poorly; GraphX shows no performance increase past 4 machines.

The processing times for this experiment are depicted in Figure 5.5. Ideally, T, halves when the amount
of resources (i.e., the number of machines) is doubled given a constant workload. Giraph suffers a large per-
formance hit when switching from 1 machine to a distributed setup with 2 machines. For PR, this results in an
SLA failure on 2 machines, even though it succeeds on 1 machine. At least 4-8 machines are required for Gi-
raph to improve in performance over the single-machine setup. GraphX also scales poorly for the given work-
load. It requires 2 machines to complete BFS, and 4 machines to complete PR. GraphX achieves a speedup of
1.9 using 8 times as many resources on BES, and a speedup of 1.2 with 4 times as many resources on PR. Pow-
erGraph is able to process the D1000(XL) graph on any number of nodes, but scales poorly for both BFS and
PR. Both PGX and GraphMat show significant speedup. However, for PR both platforms show super-linear
speedup when using 2 machines, possibly due to resource limitations on a single machine. In our environ-
ment, GraphMat crashed on 4 machines due to an unresolved issue in the used MPI implementation.

For comparison, results for the single-machine backends are included. Distributed GraphMat on two
machines performs on-par with the single-machine backend. PGX shared memory was unable to complete
either algorithm due to memory limitations.
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5.4.5. WEAK HORIZONTAL SCALABILITY

To measure weak scalability, Graphalytics runs BFS and PR for all distributed platforms on Graph500 G22(S)
through G26(XL) while increasing the number of machines from 1 to 16 in powers of 2. The amount of work
per machine is approximately constant, as each graph in the series generated using Graph500 is twice as large
as the previous graph. As the workload per machine is constant, T}, is ideally constant. Key findings:

* None of the tested platforms achieve optimal weak scalability.

* Giraph’s performance degrades significantly on 2 machines, but scales well from 4 to 16 machines.

* GraphX and PowerGraph scale poorly, whereas GraphMat scales best.

In Figure 5.6, GraphX and PowerGraph show increasing processing times as the number of machines in-
creases, peaking at a maximum slowdown (i.e., inverse of speedup) of 15.5 and 8.2, respectively. Similar to
the strong scalability experiments, Giraph’s performance is worst with two machines and shows a slowdown
of 15.5 on PR. Performance improves slightly as more machines are added, for a slowdown of 4.7 with 16
machines on PR. GraphMat shows the best scalability with a maximum slowdown of 2.1. Although PGX out-
performs GraphMat on a single machine, GraphMat’s better scalability allows it outperform PGX when using
2 or more machines.

5.4.6. STRESS TEST

To test the maximum processing capacity of each platform, we use Graphalytics to run the BFS algorithm on
all datasets, and report the scale of the smallest dataset that breaks the SLA (Section 3.4) on a single machine.
Key findings:

* GraphX and PGX fail to process the largest class L graph on a single machine.

* Most platforms fail on a Graph500 graph, but succeed on a Datagen graph of comparable scale. This

indicates sensitivity to graph characteristics other than graph size.

* PowerGraph and OpenG can process the largest graphs on a single machine, up to scale 9.0.

Table 5.7 lists the smallest graph, by scale, for which each platform fails to complete. The results show
that both GraphX and PGX are unable to complete the BFS algorithm on Graph500 scale 25, a class L graph.
PGX is specifically optimized for machines with large amount of cores and memory, and thus exceeds the
memory capacity of our machines. Like GraphX and PGX, Giraph and GraphMat fail on a Graph500 graph.
Both platforms successfully process D1000 with scale 9.0, but fail on G26 of the same scale. This suggests that
characteristics of the graphs affect the performance of graph analysis platforms, an issue not revealed by the
Graph500 benchmark. Finally, PowerGraph and OpenG fail to complete BES on the Friendster graph, a scale
9.3 graph and among the largest graphs currently used by Graphalytics.

Table 5.7: Stress Test: the smallest dataset that failed to complete BFS successfully on one machine.

Platform  Giraph GraphX P’graph G'Mat(S) OpenG PGX(S)

Dataset G26(XL)  G25(L) R5(XL) G26(XL) R5XL) G25(L)
Scale 9.0 8.7 9.3 9.0 9.3 8.7
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Table 5.8: Variablity: Tproc mean and coefficient of variation. BFS on 1 (S) and 16 (D) nodes, n = 10.

Giraph GraphX P’graph G'Mat OpenG PGX

S Mean 22.3s 101.5s 2.1s 0.4s 2.0s 49ms
CV 5.0% 2.6% 1.5% 13.6% 5.8% 8.6%

D Mean 36.4s 326.9s 6.6s 0.4s - 0.6s
(6\% 8.0% 4.3% 3.3% 4.2% - 28.5%

5.4.7. VARIABILITY
To test the variability in performance of each platform, Graphalytics runs BFS 10 times on D300(L) with 1
machine for all platforms, and on D1000(XL) with 16 machines for the distributed platforms.

* Most platforms have a CV of at most 10%, i.e., their standard deviation is at most 10% of the mean Tpqc.

* GraphMat (S) and PGX show higher than average variability. However, due to their much smaller mean,

the absolute variability is small.

The mean and CV for T} are reported in Table 5.8. In both S and D configurations, PowerGraph shows
the least variability in performance. GraphX has similarly low variability, but due to its significantly longer
mean processing time it can deviate by tens of seconds between runs. Conversely, GraphMat and PGX show
much larger variability between runs, but in absolute values their deviation is limited to tens of milliseconds.

5.5. GRADE10 REAL-WORLD EXPERIMENTS

In this section, we evaluate individually Gradel0’s three performance analysis steps: resource attribution,
bottleneck identification, and performance issue identification.
Key findings from our real-world experiments:

1. Overall, the automated resource attribution process of Grade10, when equipped with all its features and
tuned incrementally by an expert to a reasonable execution model, can match closely manual expert-
level analysis of resource utilization in distributed graph-processing platforms. Grade10 automates this
complex and tedious task.

2. The Gradel0 mechanism, based on predicates, to identify and combine bottlenecks at different levels
of the system offers fine-grained control to the expert analyst. By defining custom predicates, users can
control when bottlenecks in low-level system components are flagged as a problem by Gradel0, and
gain new insights.

3. GradelO’s performance issue identification process is able to identify a diverse set of performance is-
sues, which differ across the different graph analysis systems we have tested.

5.5.1. RESOURCE ATTRIBUTION

The accuracy of Gradel0’s resource attribution depends on the configuration of the resource attribution pro-

cess, and the quality of the execution and resource models. In this section, we vary three inputs to Grade10’s

resource attribution algorithm to demonstrate and quantify their impact on accuracy: the use of attribution

rules, the inclusion of blocking resources in the resource model, and the resource usage sampling technique.
Key findings from our real-world experiments with the Gradel0 resource attribution process:

1. All three rules used by Gradel0’s resource attribution process are contributing to increase the accuracy
of the process. This suggests a reason why non-expert users have such a difficult time understanding
the reasons that lead to performance bottlenecks.

2. By modeling blocking resources, GradelO0 is able to discover previously ignored performance bottle-
necks.

3. By using its phase-aware sampling method, Gradel0 can better approximate the real utilization of re-
sources, but it is more sensitive to inaccuracies in the execution model (manually created by experts).
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(a) Configuration G/S/N: using the full set of Greedy, Sink,  (b) Configuration S/N: using only the Sink and None attri-
and None attribution rules. bution rules.

Figure 5.7: Outcome of Gradel0’s resource attribution process for an exemplary Compute phase. Top subplots: CPU usage (shaded area)
and available CPU capacity (curve), over time. Dashed horizontal line indicates the total number of compute threads. Bottom subplots:
presence of bottlenecks (shaded if present), over time. The top and bottom sub-plots use the same horizontal axis, that is, the time axes
are aligned.

5.5.1.1. IMPACT OF ATTRIBUTION RULES ON ACCURACY

We compare the outcome of Gradel0’s resource attribution process when using all resource attribution rules
(G/S/N, defined in Section 4.4.2) and when excluding the Greedy rule (S/N). To this end, we first present se-
lected results from one Compute phase of a Giraph job running PageRank on Datagen-300. Figure 5.7 depicts
the attributed CPU usage, the available CPU capacity, and the derived CPU bottlenecks for this phase. The
Giraph job is configured to use 22 threads, which leads to a limit of 22 cores being used at any time by a
Compute phase as indicated by a dashed line in the figure. Throughout the phase, compute threads fill up a
message queue and frequently have to wait when the message queue is full. As the number of messages in
the queue drops below some threshold, all waiting compute threads resume their tasks until they fill up the
message queue again or complete. This results in the bursty CPU usage observed in the figure.

We first show that Gradel0 can achieve high accuracy when using all of its attribution rules (that is, G, S,
and N). If all resource attribution rules are used (see Figure 5.7a), the CPU capacity available for computation
is correctly limited to 22 cores. The available capacity frequently drops below 22 cores to match the logical
limit of 1 core per active thread. The CPU usage attributed to all active threads is close or equal to the available
capacity for most of the Compute phase’s duration: for 99.6% of the time during which at least one thread was
active, a CPU bottleneck was detected (i.e., attributed usage was at least 95% of the available capacity).

In Figure 5.7b, we analyze the same Compute phase using only the Sink and None rules by replacing all
Greedy rules with Sinks. Because the Sink rule does not impose a limit on the resource capacity available to a
phase, the assigned capacity and attributed usage frequently exceed the logical limit of 22 cores. In addition,
the available capacity consistently exceeds the limit of 1 core per active thread by a factor of 1.4 - 16. As a
result, CPU bottlenecks are detected during a smaller portion of the Compute phase: only 20.2% of the time
during which at least one thread was active.

Using any other subset of attribution rules (not depicted here) results in similar inaccuracies. For exam-
ple, we observe that excluding the None rule results in a non-zero fraction of network utilization being at-
tributed to Compute phases. This is reflected in an overestimation of network utilization for Compute phases
and an underestimation for Communicate phases. When excluding the Sink rule, we observe either overesti-
mation (when replacing Sink rules with Greedy rules) or underestimation (when replacing with None rules).
We conclude that Gradel0 achieves the highest accuracy when using all of its attribution rules.

To quantify the inaccuracy caused by excluding the Greedy rule, we systematically compare the attributed
CPU usage for all Compute phases in the same Giraph job as summarized in Table 5.9. For this class of dis-
tributed systems, it remains an open research challenge to find the ground truth (baseline). We use in this
work the G/S/N configuration as a baseline, that is, we consider for every sample that the usage and available



5.5. GRADE10 REAL-WORLD EXPERIMENTS 57

capacity computed though the combined G/S/N rules represent the correct values. When comparing with
another method, any value different from the baseline is analyzed as either underestimation or overestima-
tion. We compare the CPU usage attributed by the S/N configuration with the baseline (Table 5.9a). S/N
overestimates CPU usage for 60.6% of samples. When overestimating, S/N attributes an additional 9.40 core-
ms on average, a significant increase compared to the average value attributed by the baseline, which is only
6.04 core-ms. Underestimations occur for only 3.9% of samples, resulting in a net overestimation consistent
with the results presented in Figure 5.7. In total, S/N attributes 1526 core-seconds of CPU usage to Compute
phases, a 94% increase over the 787 core-seconds attributed by the baseline.

Additionally, we define over- and underestimation events as contiguous sequences of over- and underesti-
mated samples, respectively, and summarize them by duration (Table 5.9b) and area (duration times average
magnitude, Table 5.9¢). The frequency and magnitude of over- and underestimation events we have observed
require further investigation to fully understand. This investigation falls outside the scope of this work.

5.5.1.2. IMPACT OF MODELING BLOCKING EVENTS ON ACCURACY

We compare the impact on the accuracy of Gradel0’s resource attribution process of modeling blocking re-
sources (Gradel0) vs. not modeling such resources (other performance tools in this space). We first present
results from the Compute phase presented in Section 5.5.1.1 and the Communicate phase executed in par-
allel on the same machine. Figure 5.8 depicts the outcome of attributing CPU usage to both phases, for two
configurations: a Giraph model including garbage collection and message queues as blocking resources (la-
beled B and presented in Figures 5.8a and 5.8c¢, for the Compute and Communicate phases, respectively), and
a Giraph model without blocking resources (NB/No Blocking, Figures 5.8b and 5.8d, for the Compute and
Communicate phases, respectively).

We first show that Gradel0 achieves higher accuracy by modeling blocking phases. When blocking re-
sources are modeled, the CPU capacity available for computation frequently drops below the limit of 22 as
threads are blocked on full message queues or a garbage collection event. Without blocking resources, the
available CPU capacity remains at 22 cores until the first threads finish. This results in frequent overestima-
tion of CPU usage in configuration NB as the attributed usage exceeds the logical limit of 1 core per active
thread. The presence or absence of blocking resources for one phase can also impact concurrent phases.
When compute threads block on full message queues, the CPU capacity that is not used for computation be-
comes available for the Communication phase, a phase that is modeled as a Sink. Conversely, when garbage
collection events occur, both computation and communication block and neither phase has access to the
CPU. When blocking resources are not modeled, communication is limited to 10 cores (i.e., 32 cores present
on the host minus 22 cores reserved for computation) until the first compute threads finish. CPU usage
attributed to communication is significantly lower for configuration NB, due to the overestimation of CPU
usage for computation: 8.3 vs. 2.2 cores for Giraph models with/without blocking resources, respectively.

We also show that not modeling blocking resources results in both false positives and false negatives in
GradelO’s subsequent bottleneck identification step. For example, in Figure 5.8b around 950 — 1250 ms, no
compute threads are active due to a garbage collection event, but Gradel0 falsely attributes a CPU bottleneck

Table 5.9: Analysis of over- and underestimation of CPU usage across Compute phase instances when using the Sink and None resource
attribution rules. Total samples = 130,289, total CPU usage in baseline = 787,216.7 core-ms, time per sample = 1 ms.

(a) Magnitude of over- and underestimated resource usage samples in core-ms.

N Sum Mean SD CV  Min Q1 Med. Q3 Max
Over 78,999 742,937.03 940 5.76 061 0.00 4.81 861 13.38 21.67
Under 5,089 4,181.00 0.82 0.88 1.07 0.00 032 064 096 8.54

(b) Duration of over- and underestimated resource usage events.

N Sum Mean SD CV  Min Q1 Med. Q3 Max
Over 1,053 78,999 75.02 11494 1.53 17.00 36.00 68.00 852
Under 112 5089 45.44 37.61 0.83 1 15.00 48.50 58.25 211

(c) Area of over- and underestimated resource usage events.

—

N Sum  Mean SD CV  Min Q1 Med. Q3 Max
Over 1,053 742,937.03 705.54 1,061.55 150 0.32 132.85 345.15 694.46 6,937.11
Under 112 4,181.00  37.33 28.83 0.77 0.22 13.06  36.34  53.88 110.99
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Figure 5.8: Outcome of Gradel0’s resource attribution process for an exemplary Compute phase and a concurrent Communicate phase.
Top subplots: CPU usage (shaded area) and available CPU capacity (curve). Bottom subplots: presence of bottlenecks (shaded if
present).

to the Compute phase when the garbage collector is not modeled. A false negative occurs in Figure 5.8b
around 900 ms, when a small number of threads is active, but incorrectly not labeled as bottlenecked on the
CPU. Configuration NB attributes 16 — 20 cores of CPU usage, so Gradel0 does not identify a bottleneck even
though only 7 threads were active.

To quantify the inaccuracy caused by not modeling blocking resources, we apply the analysis introduced
in Experiment 1; we compare the attributed CPU usage for all Compute and Communicate phases using con-
figuration B as a baseline. Table 5.10 summarizes the over- and underestimation of samples by configura-
tion NB. We observe that in this configuration, Grade10 overestimates CPU usage by Compute phases for the
majority of samples (81.7%). In total, it attributed 176% higher CPU usage when not modeling blocking re-
sources. For Communicate phases, configuration NB underestimates 32.4% of samples overestimates 8.0%.
However, it underestimates by a larger magnitude on average as a result of the significant overestimation for
Compute phases. The overestimated samples are primarily the result of a non-zero attribution of CPU usage
during garbage collection events. We conclude that the inaccuracies observed in Figure 5.8 are validated by
the systematic analysis across many phases.
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Table 5.10: Analysis of over- and underestimation of CPU usage across Compute and Communicate phase instances when not modeling
blocking events. Values in the table depict the number and magnitude in core-ms of over- and underestimated resource usage samples.

(a) Summary of Compute phase instances. Total samples = 130,289, total CPU usage in baseline = 787,216.7 core-ms, time
per sample = 1 ms.

N Sum Mean SD CV  Min Q1 Med. Q3 Max
Over 106,476 1,383,180.53 1299 591 045 0.01 852 13.00 17.42 22.00
Under 653 1,422.54 2.18 266 122 0.00 0.54 1.07 275 19.00

(b) Summary of Communicate phase instances. Total samples = 285,899, total CPU usage in baseline = 1,271,327 core-ms,
time per sample = 1 ms.

N Sum Mean SD CV  Min Q1 Med. Q3 Max
Over 22,748 97,530.58 429 499 1.16 0.02 1.00 1.23 6.05 22.17
Under 92,621 992,065.76 10.71 5.12 0.48 0.02 7.16 11.15 14.46 32.00

5.5.1.3. IMPACT OF SAMPLING METHOD ON ACCURACY

We compare the impact of the resource sampling step on the accuracy of Gradel0’s resource attribution pro-
cess. In particular, we compare two sampling methods: constant interpolation using a left-continuous step
(referred to as traditional) and phase-aware as defined in Section 4.4.2. These sampling methods produce
high-frequency samples (e.g., one per millisecond in our prototype) from low-frequency input metrics (e.g.,
one measurement per 50 milliseconds for our experiments). As such, a ground truth per sample is not avail-
able. To compare the sampling methods, we use instead the average utilization during a measurement as
the baseline, and compare the average of all samples produced by either method with the baseline for each
measurement interval. Next, we apply both sampling methods to downsampled, lower-frequency metrics
and compare the results against the original, higher-frequency baseline to assess how closely each sampling
method approximates the baseline. We downsample the stream of measurements corresponding to a metric
by computing the average of k consecutive measurements, to derive a new stream of measurements with k
times lower frequency.

We first present selected results from the Compute and Communicate phases presented in the experi-
ments of Sections 5.5.1.1 and 5.5.1.2. Figure 5.9 depicts the CPU usage samples produced by both sampling
methods from a baseline input metric measured approximately once per 50ms. The average magnitude of
samples during a single measurement interval is equal to the magnitude of the corresponding measurement
for both methods, so they achieve the same 100% accuracy compared to the baseline. When using the tra-
ditional method, the combined CPU usage of the Compute and Communicate phases remains constant for
extended periods of time because this method outputs samples of equal magnitude throughout a measure-
ment interval. As the CPU load (and attributed usage) for computation decreases, the CPU usage for com-
munication increases, and vice versa. The phase-aware sampling method produces samples that result in the
same varying CPU usage for computation, but a constant CPU usage for communication throughout a mea-
surement interval. As a result, the combined CPU usage can fluctuate significantly within a measurement
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Figure 5.9: CPU usage attributed to a Compute and a Communicate phase using traditional and phase-aware sampling methods. Sample
frequency: 1ms per sample. Measurement frequency: approximately 50ms per measurement.
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Figure 5.10: CPU usage attributed to a PreCompute, a Compute, and a Communicate phase using traditional and phase-aware sampling
methods. Sample frequency: 1ms per sample. Measurement frequency: approximately 800ms per measurement, downsampled by 16x
from the original measurement at 50ms intervals.

interval. Without additional information about the internals of the Communication phase, we assume, as
experts do, that it is unlikely for the CPU usage for communication to increase whenever the CPU usage for
computation decreases proportionally. We conclude that both sampling methods achieve the same accuracy
when averaging samples during a measurement interval, but that the phase-aware sampling likely results in
higher accuracy for individual samples.

In Figure 5.10, we present the CPU usage samples produced by both sampling methods from a derived
metric for three measurements, approximately one per 800ms. The first measurement interval captures the
end of a PreCompute phase and the start of a Compute phase. When using the traditional sampling method,
GradelO initially attributes more CPU usage to both the PreCompute phase and Communicate phase com-
pared to the phase-aware method. It also attributed less CPU usage to the Compute phase. As a result, the
CPU usage for computation is 16.7 cores at all times during the interval, despite 22 CPU-intensive compute
threads being active throughout most of the interval. The phase-aware method produces samples of larger
magnitude when the Compute phase is active and attributes the majority of CPU usage during the first mea-
surement interval to that phase. The second measurement interval includes a garbage collection (GC) event.
The traditional method produces samples of equal magnitude throughout this interval, but the samples cov-
ering the GC event are not attributed to any phase and are thus not depicted. The phase-aware method
assumes there is no CPU load during the GC event, because there are no active phases. Thus, it distributes
the total CPU usage during the interval over a small period and produces samples of larger magnitude be-
fore and after the GC event. In reality, garbage collection not only blocks ongoing phases, but also uses CPU
resources to complete its task. This is not modeled in the prototype execution model for Giraph, so the phase-
aware method makes incorrect assumptions about the CPU load and consequently produces (likely) incor-
rect samples. The third measurement interval mirrors the behavior identified in Figure 5.9. We conclude that:
(1) Gradel0 produces more accurate results using the phase-aware sampling method, but (2) the phase-aware
sampling method is sensitive to incomplete execution models. Concerning point (2), for this use-case, we ex-

Table 5.11: Average relative sampling error produced by two sampling methods for a variety of platform configurations and input metrics.

Measurement Interval

Platform & Model Sampling Method 50ms 100ms 200ms 400ms 800ms 1600ms 3200 ms

Giraph Traditional 0.00% 12.03% 20.43% 31.57% 47.32% 68.52% 82.97%
(not tuned) Phase-Aware 0.03% 15.24% 26.89% 41.26% 58.30% 80.78% 91.02%
Giraph (GC) Traditional 0.00% 12.03% 20.43% 31.57% 47.32% 68.52% 82.97%
(tuned model) Phase-Aware 0.03% 737% 11.91% 18.83% 29.75% 46.37% 56.71%
PowerGraph Traditional 0.00% 32.82% 58.97% 81.95% 94.94% 97.96% 98.71%

(tuned model) Phase-Aware 0.12% 7.36% 11.27% 11.62% 11.87% 13.23% 15.28%
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pect all experts in graph analysis platforms built using Java technology to be aware of the operation of the
Garbage Collector, and tune the Gradel0 model of their system accordingly.

To analyze the accuracy of both sampling methods systematically, we present in Table 5.11 results for a job
running PageRank on Datagen-300 on two platforms (Giraph and PowerGraph) using two sampling methods
and various measurement intervals. For Giraph we present results using two execution models: the proto-
type model (Giraph), and an extension, matching the expected behavior of an expert modeler, that models
garbage collection as a CPU-intensive phase to address the inaccuracies identified in Figure 5.10 (Giraph
(GQ)). For each configuration, CPU metric, and measurement period, we compute the sampling error as ab-
solute difference between the average sample and the baseline. In the table, we present per configuration the
average relative sampling error, i.e., the average error per sample as a percentage of the average sample in the
baseline.

We note that for a measurement interval of 50ms (i.e., the baseline metrics) the traditional sampling
method produces no error by definition; each sample is equal to the baseline measurement. For the same
interval, the phase-aware sampling method produces a small error during the first and last measurement pe-
riod if measurements do not start and end precisely when the job starts and ends. For larger measurement
intervals, the traditional sampling method becomes increasingly more inaccurate up to an average error of
83-99% on inputs with a measurement interval of 3,200ms. The phase-aware sampling method performs
worse than the traditional method on Giraph using the prototype execution model, but it performs better
with the tuned execution model with an error of up to 57%. The remaining error can likely be further reduced
by extending the execution model to model large components of Giraph in more detail, e.g., the Communi-
cate and LoadGraph phases. Investigating this further is outside the scope of this work. For PowerGraph, the
phase-aware sampling method is significantly more accurate: its error is up to 8 times lower than the tradi-
tional method. This result can be attributed to PowerGraph’s more comprehensive Gradel0 model (and the
exclusion of stages that are not modeled at all, such as graph loading). We conclude that with a comprehen-
sive execution model, the phase-aware sampling method significantly outperforms the traditional method.

5.5.2. BOTTLENECK IDENTIFICATION

Gradel0’s process for bottleneck identification, as described in Section 4.4.3, consists of two steps: identify-
ing bottlenecks in leaf phases based on resource utilization, and identifying bottlenecks in composite phases
by deriving them from bottlenecks identified in subphases. The first step uses a simple threshold-based ap-
proach and is not evaluated experimentally in this work. The second step uses a set of predicates selected
by the user to specify how bottlenecks identified in subphases are combined. In this section, we analyze the
impact of the selected predicate on identified bottlenecks.

Key findings from our real-world experiments with the Gradel0 bottleneck identification process:

1. GradelO provides the controls for analysts to define useful predicates. This enables users to tune when
low-level bottlenecks should be flagged by Gradel0 as bottlenecks in higher-level phases.

2. By combining different predicates, e.g., MAJ and ANY, the Gradel0O bottleneck identification process
can reveal nuanced analysis, automatically and in tractable execution time and memory footprint. This
new capability could enable experts to conduct more in-depth analysis of graph processing systems.
We are discussing with the production teams at Oracle and Intel about possible use in their practice.

5.5.2.1. IMPACT OF PREDICATES ON IDENTIFIED BOTTLENECKS

Gradel0’s process for bottleneck identification uses the bottlenecks identified in leaf phases to find bottle-
necks in composite phases. To this end, Gradel0 allows users to select predicates that combine bottlenecks
identified in subphases to determine whether their parent phase is also bottlenecked. The choice of predicate
significantly impacts the bottlenecks that are identified by Grade10 in higher levels of an execution model. To
analyze the impact of predicates on identified bottlenecks and to demonstrate the control Gradel0 provide
to users, we apply the predicates defined in Section 4.4.3 to an exemplary Giraph job.

We present in Figure 5.11 the result of applying Grade10’s predefined bottleneck predicates’ to a list of
bottlenecks obtained from a Giraph job. We observe large differences between the bottlenecks identified by
each predicate. When using the ANY predicate, Gradel0 identifies bottlenecks on at least one resource for
87% of the output phase’s duration, compared to 62% for MAJORITY and 34% for ALL. Because few garbage

1We exclude the combined MAJORITY+ANY predicate from this comparison, because it behaves like MAJORITY for the given input in this
experiment.
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Figure 5.11: Exemplary bottleneck identification result obtained by applying three predicates (output plots) to bottlenecks identified in a
collection of subphases (input plots). The horizontal axis represents time since the start of the output phase. For outputs and inputs, any
area left blank (white) indicates a lack of bottlenecks during a period of time. For inputs, gray shaded areas at the left or right of the plot
indicate time before the start or after the end of the given subphase, respectively. Areas shaded with a different color (i.e., not white and
not gray) indicate the presence of a bottleneck on the resource corresponding to that color at a specific point in time. The vertical axis
does not indicate any property of the bottlenecks identified at a given point in time; when multiple bottlenecks occur simultaneously,
they are depicted by their respective colors and each given an equal share of vertical space in the plot. For example, at time = 2,000 ms
in the top output plot, the output phase is bottlenecked simultaneously on CPU, GC, and Msg. Queue.

collection events overlap in the depicted subphases, the MAJORITY and ALL predicates do not identify any
GC bottlenecks. In contrast, when using the ANY predicate, Gradel0 indicates the composite (output) phase
is bottlenecked on GC bottlenecks during the majority of its duration. GC events can cause significant slow-
down in distributed systems if not coordinated[99, 100]. Thus, using the ANY predicate, Gradel0 can help
detect problematic GC events, especially in the common situation when the GC events are spread out over
time due to a lack of coordination between the distributed machines; this type of event is not under the con-
trol of the developer of the graph analysis system, so it can happen often in practice without a mechanism
to prevent it. Alternatively, users could define a custom predicate that identifies when bottlenecks occur in
several subphases, e.g., using a custom threshold, to be less sensitive to outliers than ANY, yet identify more
bottlenecks than MAJORITY or ALL can.

In Table 5.12, we summarize the result of equipping Grade10 with one of the four different predicates, and
then using GradelO0 to analyze bottlenecks in a Giraph job. We present for several phases the total duration
of the bottlenecks identified by Gradel0, as a percentage of the total duration of those phases. Overall, the
ALL predicate does not identify any bottleneck throughout the Giraph job, whereas the ANY predicate identi-
fies bottlenecks on at least one resource for 43.75% of the job duration. The ANY predicate reveals that CPU,
garbage collection, and message queues each affect at least one component in the platform for 24.91-35.48%
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of time. However, the MAJORITY predicate indicates that only message queue bottlenecks occur simultane-
ously across a large number of components. The main differences between the presented predicates become
apparent across the selected phases.

When combining ComputeThread results to identify bottlenecks in Compute phases, the ALL predicate
identifies few message queue bottlenecks while the other predicates closely match each other. For CPU bot-
tlenecks, the ANY predicate is the outlier; it detects over twice as many bottlenecks as the other predicates.
Results for garbage collection bottlenecks are identical across all predicates for phases up to WorkerSuperstep,
because garbage collection events block all phases on the same machine simultaneously. The ALL, MAJOR-
ITY, and MAJORITY+ANY predicates no longer detect any GC bottlenecks when combining single-machine
WorkerSupersteps to form a distributed Superstep. In contrast, the ANY predicate detects 5.4 times as many
GC bottlenecks by duration, which is consistent with the observations in Figure 5.11. The difference between
MAJORITY and MAJORITY+ANY is most apparent for the WorkerSuperstep phase, which consists primarily of
the Computeand Communicate phases. The MAJORITY predicate identifies a bottleneck if and only if it occurs
in the majority of subphases, which means for this example a bottleneck occurring in both the Compute and
Communicate phases. Consequently, the MAJORITY predicate detects no network bottlenecks and few CPU
bottlenecks in WorkerSupersteps. The MAJORITY+ANY predicate behaves like ANY when combining results
from different phases (as opposed to instances of the same phase), so it propagates both the CPU bottlenecks
of the Compute phase and the network bottlenecks of the Communicate phase.

5.5.3. PERFORMANCE ISSUE IDENTIFICATION

GradelO’s process for the identification of performance issues aims to provide high-level insight into the per-
formance of a single graph-processing job. This scenario is common in practice, for example when the prod-
uct team has to satisfy a specific client, or when the development team tries to focus on a particular limit-case
to improve the system. In this section, we use GradelO to identify the performance issues with the highest
performance impact as experienced by the user, for a variety of jobs across platforms (Giraph and Power-
Graph), algorithms (BFS, CDLP, PR, and WCC, as defined in the Graphalytics benchmark in Section 3.3.3),
and graphs (Datagen-1000 and Graph500-26). Using our GradelO prototype, we detect two types of perfor-

Table 5.12: Average percentage of time, from the total duration of the phase, during which Gradel0 identified a bottleneck on the given
resource, by predicate used to identify the bottleneck. For the ComputeThread and Communicate phases, the star symbol (*) denotes
that the same bottlenecks are identified by each predicate.

Resource

Phase Predicate CPU Net.In Net. Out GC Msg. Queue None
ANY 29.58% 0.54% 0.54% 35.48% 24.91% 56.25%
GiraphJob ALL 0.00% 0.00% 0.00% 0.00% 0.00% 100.00%
p MaAJ 0.07% 0.00% 0.00% 0.01% 18.00% 81.92%
MAJ+ANY 4.45% 0.00% 0.00% 0.01% 18.00% 77.53%
ANY 49.00% 0.45% 0.29% 45.57% 46.66% 40.37%
ALL 0.00% 0.00% 0.00% 0.00% 0.00% 100.00%

Superstep
MaAj 0.13% 0.00% 0.00% 0.00% 33.71% 66.16%
MAJ+ANY 8.34% 0.00% 0.00% 0.00% 33.71% 57.94%
ANY 29.44% 0.04% 0.03% 8.44% 34.97% 53.47%
WorkerSuperste ALL 1.60% 0.00% 0.00% 8.44% 10.35% 81.25%
PEISIED iy 2.66%  0.00%  0.00%  8.44% 31.17%  62.45%
MAJ+ANY 11.52% 0.04% 0.03% 8.44% 31.17% 53.96%
ANY 64.37% 0.00% 0.00% 16.04% 76.73% 0.48%
Compute ALL 17.47% 0.00% 0.00% 16.04% 22.70% 47.38%
p MaAj 24.29% 0.00% 0.00% 16.04% 68.39% 1.65%
MAJ+ANY 24.29% 0.00% 0.00% 16.04% 68.39% 1.65%
ComputeThread * 30.61% 0.00% 0.00% 16.48% 61.87% 0.33%

Communicate * 3.07% 0.04% 0.03% 8.44% 0.00% 88.49%
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Figure 5.12: Optimistic estimation of the impact of various bottlenecks on the processing time of graph analysis jobs spanning 2 plat-
forms, 2 datasets (datagen-1000 and graph600-26 as defined by Graphalytics), and 4 algorithms. The garbage collection (GC) and
message queue (Msg. Queue) bottlenecks are only defined for Giraph in our experiments, but would apply to many other graph analysis
systems.

mance issues: resource bottlenecks and phase imbalance. A more comprehensive study, e.g., running the full
Graphalytics benchmark and identifying more types of performance issues, may provide additional insight
into Giraph’s and PowerGraph’s performance, but is outside the scope of this work’s experimental evaluation
of Gradel0.

Key findings from our real-world experiments with the Gradel0 process for identifying performance is-
sues:

1. Using Gradel0, we found a previously undiscovered synchronization bug in PowerGraph.

2. For most Giraph jobs, waiting for full message queues to be cleared is the largest bottleneck, taking up
to half of its processing time.

3. In contrast to Giraph, PowerGraph’s processing time is dominated by CPU bottlenecks, but the impact
varies significantly between algorithms and graphs.

4. Not only do JVM-based systems perform on average significantly worse than their C++-based commer-
cial and community-driven counterparts (we refer back to the Graphalytics experiments, Section 5.4),
but with Gradel0 we find that GC causes important performance bottlenecks. We also quantify the
contribution of GC to the degradation of performance.

5. The CDLP algorithm causes the largest phase imbalance on both platforms.

6. Phase imbalance in Giraph seems to be largely insensitive to graph and algorithm, with CDLP on
Graph500-26 as a notable outlier.
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Figure 5.13: Optimistic estimation of the impact of imbalance on the processing time of Giraph jobs. The graph depicts only the top 3
phases, by performance impact, for each job.

7. PowerGraph’s phase imbalance is comparable across graphs, but varies significantly between algo-
rithms. In particular, the stages in PowerGraph’s execution that are most imbalanced are different be-
tween algorithms.

5.5.3.1. OPTIMISTIC ANALYSIS OF IMPACT OF BOTTLENECKS ON PROCESSING TIME

We analyze the impact of resource bottlenecks on the processing time of Giraph and PowerGraph jobs. We
compare the identified bottlenecks to gain insight into the specific impact of the platform, the algorithm, and
the dataset on the bottlenecks that occur during a job.

Figure 5.12 depicts the estimated impact of bottlenecks on processing time (i.e., the Execute phase). The
presented estimates are optimistic; they represent by how much the processing time could be reduced if a
bottleneck is eliminated, assuming this would not introduce new bottlenecks on other resources and disre-
garding other existing bottlenecks. For Giraph, message queues becoming or staying full are the most im-
pactful bottleneck for 7 out of 8 jobs, taking an unexpectedly high fraction of the processing time (19-58%).
The next largest bottleneck is garbage collection at 10-30%, followed by CPU bottlenecks at 8-14% (except
for an outlier at 27%). The impact of network-related bottlenecks is below 0.1% for all jobs. The lack of
network-related bottlenecks confirms recent findings by Satish et al. [52], who found that Giraph achieved
poor network utilization in each of their experiments.

Among the Giraph jobs included in this experiment, CDLP on Graph500-26 is a clear outlier. Its CPU bot-
tleneck is almost twice as big as the second-most CPU-bottlenecked job and it is more impactful than the
garbage collector and message queues. A possible cause for this behavior is that Giraph’s CDLP implementa-
tion is more CPU-intensive and is more sensitive to changes in graph topology than other algorithms.

For PowerGraph, which is C++-based so does not include a Garbage Collector the same way as Java-based
systems do, and for which the engineers have tuned the use of communication sockets, as expected CPU
bottlenecks are the only major bottlenecks detected by Gradel0. Their impact varies significantly across jobs
between 20% and 70%. For both graphs, the order of algorithms from least to most impacted by CPU bottle-
necks is consistent: CDLP, BES, PR, and WCC. However, we have not found a clear pattern in the magnitude
of the impact of CPU bottlenecks across graphs and algorithms. Unlike Giraph, PowerGraph experiences a
noticeable bottleneck on network for some jobs, up to 5% and up to 6% for inbound and outbound traffic, re-
spectively. Garbage collection and message queues are not modeled for, and/or are not used by, PowerGraph,
so no bottlenecks were identified for those resources.

5.5.3.2. OPTIMISTIC ANALYSIS OF IMPACT OF PHASE IMBALANCE ON PROCESSING TIME

We analyze the impact of phase imbalance on the processing time of Giraph and PowerGraph jobs. The out-
come of Gradel0’s phase imbalance analysis is not directly comparable between platforms if their execution
models are different. Thus, we present the results for each platform individually.
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Figure 5.14: Optimistic estimation of the impact of imbalance on the processing time of PowerGraph jobs, detailed by phase.
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Figure 5.15: Duration of GatherThread:s in the first superstep of PowerGraph running CDLP on Graph500-26. Outliers, defined as threads
taking at least 10% longer than the median thread duration of a worker, are depicted separately. The min, mean, and max duration of all
threads not labeled as outlier are depicted by the bars and error bounds.

We first present the results for Giraph, depicted in Figure 5.13. For each job, we ordered all subphases of
Execute by impact of their imbalance, and present only the top three most impactful subphases. Imbalance
across ComputeThreads is the most impactful for all jobs, taking 11-16% of processing time for most jobs.
The combination of CDLP and Graph500-26 is again an outlier, with an impact of 37% for ComputeThread
imbalance. Compute and PostCompute are the second and third-most imbalanced phases for all jobs, al-
though their order is different across jobs. We note that imbalance is lower for Compute phases than for their
constituent ComputeThread phases. This effect is explained through a simplified example in Section 4.4.4.1
and Figure 4.10.

Next, we present the results for PowerGraph. PowerGraph's supersteps consist of five stages, each exe-
cuted synchronously across machines and threads. Figure 5.14 depicts the imbalance in each stage, repre-
sented by their corresponding - Thread phase. We observe a clear correlation between the used algorithm and
the impact of phase imbalance on performance. Overall, phase imbalance in PowerGraph is the largest for
the CDLP algorithm, with an impact of over 40% on the total processing time. BFS and WCC cause the least
imbalance, with 15-20%. Furthermore, we observe that the imbalance caused by individual stages differs
significantly between algorithms, but is consistent across graphs. For example, for both CDLP jobs, phase
imbalance is predominantly observed in the Gather stage. BFS and WCC are similar in phase imbalance: the
ExchangeMessages and Apply stages are responsible for the majority of imbalance.

We further investigate the PowerGraph job running CDLP on Graph500-26 to discover the root cause of
the high imbalance indicated in Figure 5.14. Using Gradel0 to analyze the imbalance of individual super-
steps, we identify the first two supersteps as highly imbalanced (44.7% and 37.5% estimated impact, respec-
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tively). We present in Figure 5.15 the duration of GatherThreads, i.e., the imbalanced stage identified in Fig-
ure 5.14, during the first superstep. Overall, the duration of the Gather stage is dominated by one straggler,
on Worker 6. Through manual code inspection, we learned that all Gather threads on one worker iterate over
and process vertices in the local graph partition. Each thread checks periodically if there are any incoming
messages in a shared message queue and processes these messages until the queue is empty. After processing
all local vertices, threads synchronize using a local barrier (this marks the end of the local computation and
is considered the end of the GatherThread in our model), then process any remaining messages in the queue,
and finally synchronize across workers using a global barrier. We observed that stragglers can occur if the
majority of threads (all but one, in our example) have already reached the local barrier when the last active
thread(s) check the message queue. The active thread(s) will then proceed to process all incoming messages
for the remainder of the superstep, while the majority of threads (and CPU cores) idle. This synchroniza-
tion issue has not been reported or fixed previously, despite the significant engineering effort invested in the
PowerGraph platform.






CONCLUSION AND FUTURE WORK

Big data is ubiquitous in the modern, digital society. In this thesis, we have focused on graph data, an im-
portant class of big data. To address society’s growing needs for analyzing large-scale graphs, academia and
industry have developed a variety of graph analysis systems. To compare these systems, but also to learn how
tune and re-design them, and to understand why graph analysis systems perform the way they do, we have
addressed in this thesis two distinct but related challenges in understanding the performance of graph anal-
ysis. Our approach is the design and implementation of the Graphalytics ecosystem, a set of complementary
systems for studying the performance of graph analysis systems, with a focus on both the breadth and the
depth dimensions of understanding performance.

In this chapter, we conclude this thesis by presenting our approaches toward answering the research
questions we posed in Chapter 1, and we discuss directions for future work in extending the Graphalytics
ecosystem and the components presented in this thesis.

6.1. CONCLUSION

In this thesis, we have answered three main research questions through the combined contributions of Graph-
alytics, Gradel0, and their experimental evaluation:

RQ1: How to systematically yet efficiently compare the performance of graph analytics frameworks?

For potentials users of graph analysis, the performance of graph analysis frameworks is an important factor
in selecting the right framework for their needs. A method for systematic comparison is also important for
developers of frameworks to provide fair and insightful comparison against state-of-the-art. Previous best
practices included performance comparisons that were not standardized, rarely comprehensive, and poten-
tially biased. We have designed and implemented LDBC Graphalytics, an industrial-grade benchmark for
large-scale graph analysis (Chapter 3).

The Graphalytics benchmark includes multiple novel contributions. Its workload was designed using a
two-stage selection process that ensures both diversity and representativeness of real-world usage of graph
analysis platforms. Beyond traditional performance metrics, Graphalytics measures scalability and robust-
ness to achieve a more comprehensive comparison of platforms than existing benchmarks. To ensure contin-
ued relevance in the evolving field of graph analysis, Graphalytics defines a process for periodically renewing
the benchmark’s workload.

RQ2: How to automatically analyze performance in the execution of graph analytics workloads?

Analyzing the performance of graph analytics workloads is critical to identifying the limitations of a plat-
form, understanding the impact of design choices or optimizations on performance, and ultimately improv-
ing performance. For users, insight into a platform’s performance may guide tuning efforts to speed up their
application. For system designers and engineers, the identification of key performance issues will help them
redesign or optimize their system to improve performance for many users or customers. To address the needs
of both groups, we have designed and implemented Gradel0, a system for automated bottleneck detection
and performance issues identification (Chapter 4). Part of the Gradel0 system, we have equipped the key
mechanisms with the ability to execute user-defined policies, and have designed various algorithms that can
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act as policies in the Gradel0 system.

Central to GradelO is its hierarchical approach to performance analysis. This approach includes a novel
formalism for defining an execution model, a hierarchical representation of the execution phases of a graph
analysis job. Similarly, Gradel0 uses a resource model to capture the usage of resources, both hardware and
software, for a graph analysis job. Gradel0’s resource attribution process attributes resource usage, as mea-
sured by a traditional cluster monitoring, to individual phases of a job. This process is guided by attribution
rules, selected by an expert user, that define how phases use a given resource. Based on the attributed re-
source usage, Gradel0 identifies bottlenecks for each execution phase. In a final step, Gradel0 identifies a
variety of performance issues, including phase imbalance and impactful bottlenecks.

RQ3: How to validate the designed approaches through prototypes?

We have implemented both Graphalytics and Gradel0 as prototypes (Chapter 5). We have designed for
both systems a set of real-world experiments to validate our approaches in practice, and, for Gradel0, to
validate internal processes. We have used six graph analysis platforms for our experiments, including three
community-driven and three industry-driven.

We have validated Graphalytics by using our benchmark to compare six graph analysis platforms. The
vendor of each industry-driven platform has implemented and tuned the algorithms in the Graphalytics
benchmark for their platform. Using the Graphalytics instrument as a key element of our experimental
study, we have found that the performance of graph analysis platforms depends non-trivially of the work-
load, thereby validating Graphalytics’s workload selection that covers many algorithms and datasets.

We have instrumented two graph analysis platforms, Giraph and PowerGraph, to enable analysis of their
performance using Gradel0, and to collect real-world performance data to validate Gradel0’s internal pro-
cesses. We have found that Gradel0’s resource attribution process, when reasonably tuned by an expert user,
can match closely manual expert-level analysis. Also, we have found that Gradel0’s predicate-based bottle-
neck identification process can identify bottlenecks at any level in an execution model’s hierarchy, and offers
expert users flexibility to define which bottlenecks in low-level components are relevant. Finally, we have
used Gradel0’s performance issue identification process to analyze two graph analysis platforms, for a vari-
ety of workloads. We find that Gradel0 is able to identify a diverse set of issues affecting common, modern
graph analysis systems, including a previously undiscovered synchronization bug.

6.2. FUTURE WORK

The LDBC Graphalytics benchmark, Gradel0, and the surrounding Graphalytics ecosystem are part of the on-
going Graphalytics project. We propose in this section future research directions for the Graphalytics project,
first for LDBC Graphalytics and Gradel0 individually, and finally for the Graphalytics ecosystem at large.

6.2.1. LDBC GRAPHALYTICS
We propose for LDBC Graphalytics three directions for future work:

1) Extending the Graphalytics workload to include workflows.

A workload in LDBC Graphalytics consists of executing one algorithm on one dataset. In practice, users
of graph analysis typically use more than one algorithm to analyze the same dataset [11]. Moreover,
the output of one algorithm (e.g., WCC to select the largest connect component) may be used as the
input of another algorithm. By including workflows to represent such usage patterns of graph analysis
systems, Graphalytics may provide more comprehensive comparisons between systems.

2) New metrics for scalability and elasticity.

Although Graphalytics includes metrics to quantify the scalability of systems, these do not yet consider
the complexity of some modern architectures. For example, in a heterogeneous system (e.g., using both
CPUs and GPUs), it may be possible to independently scale the various resources. Similarly, in a tradi-
tional distributed system, using twice as many machines in the same cluster may not result in twice as
much network throughput, and thus may skew scalability results. Finally, we note that current scala-
bility metrics do not consider elasticity, i.e., graph analysis platforms that obtain or release resources at
runtime as needed.
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3) Applying the renewal process.

As new applications of graph analysis arise and new platforms are developed, there is a reasonable
expectation that the workloads seen in practice change over time. To ensure the continued relevance of
Graphalytics, the algorithms and datasets included in the benchmark should be updated through the
renewal process.

6.2.2. GRADEIO

We propose for Gradel0 the following directions for future work:

1) Extending the execution model formalism to include common non-trivial interactions between phases.

The process of modeling two graph analysis systems has revealed several types of interactions and de-
pendencies between phases that can not be explicitly expressed in Gradel0. For example, a phase
waiting for a lock to be released is considered by Gradel0 to be bottlenecked on that lock. In this sce-
nario, there is an implicit dependency from the phase requesting the lock on the phase holding the lock.
However, Gradel0 does not have a notion of which other phase is holding the lock, so it cannot express
or analyze this relationship. A second example is the existence of (conceptual) phases whose duration
is defined by another phase. For example, the communication phase of a job lasts at least until the end
of a corresponding compute phase, because the former cannot complete until no new messages can be
sent by the latter. A comprehensive study of different graph analysis systems may reveal more patterns
that can not currently be expressed as a Grade10 execution model.

2) Generalizing the resource attribution rules.

The Greedy and Sink attribution rules allow for a two-tier division of phases; those that are expected to
use much of a resource, and those that may use any amount. A generalization of this approach could
assign to each (type of) phase a priority and attribute resource usage in order of decreasing priority.
Although this allows for strictly more control over the attribution process, it also risks the creation of
complex rule sets that may not match reality.

3) Selecting the resource attribution rules automatically.

As demonstrated in the experimental evaluation of Gradel0 (see Section 5.5.1.3), the accuracy of a given
configuration of the resource attribution process can be determined experimentally. This process could
be applied to a variety of jobs to automatically select the resource attribution rules and corresponding
weights that lead to the highest accuracy.

4) Identifying causes of bottlenecks.

GradelO can be extended to distinguish between resource bottlenecks with different causes. For ex-
ample, a phase may be bottlenecked on the CPU because it is performs CPU-intensive operations
(resource saturation), or because of the presence of many concurrent phases (resource contention).
Another scenario may find all phases in the system are bottlenecked on the CPU at the same. This may
be the result of all CPUs in the system being fully utilized (resource provisioning), or of imbalance in
the system (resource allocation). Distinguishing between these causes may help identify the root cause
of a performance bottleneck.

5) Extending bottleneck predicates to enable more complex rules.

Abottleneck predicate in Grade10 determines whether a composite phase is bottlenecked on a resource
at a given point in time. Its input consists of the bottleneck status (a boolean value) of each of its sub-
phases at the same point in time. This approach could be extended to allow for more complex predi-
cates. For example, converting the bottleneck status from a binary value to a fraction allows for more
nuanced predicates. Furthermore, allowing predicates to use historical data would allow for dithering
techniques or smoothing functions.

6) Improving the impact estimation techniques used for performance issue identification.

Gradel0’s predefined performance issue identification rules compute an optimistic estimate of the im-
pact of an identified issue. Alternative methods for estimating impact may improve accuracy, e.g., by
simulating how long a job might have taken if the issue were resolved (an approach used in blocked
time analysis [76] for analyzing the performance of Spark jobs).
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7) Facilitating the comparison of performance between two jobs with a similar execution model.

Currently, Gradel0 only analyzes individual jobs and does not compare performance across jobs. When
the execution model of two jobs is similar (e.g., because they were run on the same platform), a direct
comparison of identified bottlenecks and performance issues may provide insight into the causes of
any observed performance differences. In our experiments, we conducted such a comparison manu-
ally, but an automated approach would require additional investigation (e.g., how to treat minor differ-
ences, such as different numbers of workers or iterations between jobs).

6.2.3. GRAPHALYTICS ECOSYSTEM
We propose several directions for future work that combine multiple components in the Graphalytics ecosys-

tem:

1)

2)

Integration into the development cycle of a graph analysis platform.

We envision developers of graph analysis platforms using a combination of the Graphalytics bench-
mark and Gradel0 in performance regression testing. By design, Graphalytics provides a workload that
is representative for a wide range of graph analysis applications. Periodically running the benchmark
and comparing against earlier versions of the same platform may reveal performance regressions. Fur-
thermore, Gradel0 can be used to compare performance issues to help isolate the cause of a regression.

Studying how algorithms and datasets impact performance.

We have shown using Graphalytics that both the algorithm and dataset have significant impact on the
performance of a graph analysis job. Using Gradel0, we can further study how the different algorithms
and datasets included in Graphalytics affect different execution phases in a graph analysis platform.
This approach may reveal new bottlenecks and inspire future research into improving the performance
of graph analysis platforms.



DEFINITION OF ALGORITHMS IN LDBC
GRAPHALYTICS

This chapter contains pseudo-code for the algorithms included in LDBC Graphalytics, as described in Sec-
tion 3.3.3. In the following sections, a graph G consists of a set of vertices V and a set of edges E. For undi-
rected graphs, each edge is bidirectional, so if (u,v) € E then (v,u) € E. Each vertex has a set of outgoing
neighbors Ny, (v) = {u inV|(v,u) inE} and a set of incoming neighbors N;, (v) = {u inV|(u,v) inE}.

A.1. BREADTH-FIRST SEARCH (BFS)

input: graph G = (V, E), vertex root
output: array depth storing vertex depths

1: forallve Vdo

2: depth[v] — oo

3: end for

4: Q — CREATE_QUEUE()

5: Q.PUSH(root)

6: depthlroot] —0

7: while Q.s1zZE >0 do

8: v — Q.POP-FRONT()

9: forall u€ Ny, (v) do
10: if depthlu] = co then
11: depthlu] —depth(v]+1
12: Q.PUSH-BACK(u)
13: end if
14: end for
15: end while
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A.2. PAGERANK (PR)

10:
11:
12:
13:
14:
15:

1
2
3
4
5:
6
7
8
9

input: graph G = (V, E), integer max_iterations
output: array rank storing PageRank values

: forall ve V do
. ranklv] < ﬁ
: end for
: fori=1,...,max_iterations do
dangling_sum—0
forall ve V do
if INyy,:(v)| = 0 then
dangling_sum — dangling_sum+rank[v]
end if
end for
forall ve V do )
new_rank(v] — (1 - d)ﬁ + d(zuEN,-n(u) |§Vaarxl4]:([5)]l dungl‘l‘l;lg,sum)
end for
rank — new_rank
end for

A.3. WEAKLY CONNECTED COMPONENTS (WCC)

._.
=4

11:
12:
13:
14:

L PN DD RN

input: graph G = (V, E)
output: array comp storing component labels

: forall ve V do

comp(v] < v

: end for

repeat
converged — true
forall ve V do
for all u € N;;,(v) U Nyy:(v) do
if comp[v] > comp|u] then
comp(v] < comp[u]
converged — false
end if
end for
end for
until converged




A.4. COMMUNITY DETECTION USING LABEL-PROPAGATION (CDLP) 75

A.4. COMMUNITY DETECTION USING LABEL-PROPAGATION (CDLP)

input: graph G = (V, E), integer max_iterations
output: array [abels storing vertex communities

1: forall ve V do

2 labels[v] — v

3: end for

4: fori=1,...,max_iterations do

5: forall ve V do

6: C — CREATE_HISTOGRAM/()

7: for all u € N;;,,(v) do

8: C.ADD((labels[u)]))

9: end for
10: forall u€ N,,;(v) do
11: C.ADD((labels[u]))
12: end for
13: freq — C.GET_MAXIMUM_FREQUENCY() > Find maximum frequency of labels.
14: candidates — C.GET_LABELS_FOR_FREQUENCY(freq) > Find labels with max. frequency.
15: new_labels[v] — MIN(candidates) > Select smallest label
16: end for
17: labels — new_labels
18: end for

A.5. LOCAL CLUSTERING COEFFICIENT (LCC)

input: graph G = (V, E)
output: array /cc storing LCC values
1: forallve Vdo

2 d — |Njn(v) U Noy: (V)]

3: if d = 2 then

4: t<—0

5: for all u € N;;,(v) U Ny, (v) do

6: for all w € N;;,(v) U Ny, (v) do

7: if (1, w) € E then > Check if edge (u, w) exists
8: t—t+1 > Found triangle v —u — w
9: end if
10: end for
11: end for
12: lec[v] < m
13: else
14: Icc[v] <0 > No triangles possible

15: end if
16: end for
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A.6. SINGLE-SOURCE SHORTEST PATHS (SSSP)

i e e =
aose e

© ® NS TR W N

input: graph G = (V, E), vertex root, edge weights weight.

output: array dist storing distances

: forall ve V do

dist[v] <« oo

: end for

: H < CREATE_HEAP()
: H.INSERT(root, 0)

: dist[root] <0

: while H.s1zZE > 0 do

v — H.DELETE_MINIMUM()
for all we N,,;(v) do
if dist{w] > distlv] + weight[v, w] then
distlw] — dist[v]+ weight[v, w]
H.INSERT(w, dist[w])
end if
end for

: end while

> Find vertex v in H such that dist[v] is minimal.




GRADE10 MODELS

B.1. SPECIFICATION OF A GIRAPH EXECUTION MODEL

GiraphJob

I
[ [ [ |

Setup + -~ LoadGraph - -~ Execute | -~ Cleanup

|

Superstep
[Sequential repeatable, key=superstep]

|

WorkerSuperstep
[Concurrent repeatable, key=worker]

I
[ [ [ |

Communicate PreCompute - -» Compute - -~ PostCompute

|

ComputeThread
[Concurrent repeatable, key=thread]

Y

Figure B.1: Execution model specification for Giraph as used in the experimental evaluation of Gradel0 (Section 5.5).
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B.2. SPECIFICATION OF A GIRAPH RESOURCE MODEL

SystemUnderTest
I

I ]
Cluster Giraph
Machine Worker

[Many, key=hostname] [Many, key=id]
I
]
Cpu Network ComputeThread
[Many, key=interface] [Many, key=thread]

—— \

Inbouncg> Outbounc%> GarbageCol]ng> WaitOnMessageQueueé>
C C B B

Figure B.2: Resource model specification for Giraph as used in the experimental evaluation of Gradel0 (Section 5.5).

B.3. SPECIFICATION OF A POWERGRAPH EXECUTION MODEL

PowerGraphJob

|

Execute

|

Superstep
[Sequential repeatable, key=superstep]

I
[ [ [ [ [ |

ExchangeMessages -~ ReceiveMessages -~ CountActiveVertices |~ Gather -~ Apply |-~ Scatter

A A b

where |Step| represents Step
A WorkerStep

[Concurrent repeatable, key=worker]

I
[ |

StepCommunication StepThread

[Concurrent repeatable, key=thread]

Figure B.3: Execution model specification for PowerGraph as used in the experimental evaluation of Gradel0 (Section 5.5). Each Super-
step consists of six consecutive steps, five of which are further split into WorkerSteps (where “Step” is replaced with the name of the step,
e.g., Gather is split into WorkerGathers). Each WorkerStep is further split into one StepCommunication and multiple StepThread phases
(e.g., WorkerGather into GatherCommunication and GatherThreads). Loading the input graph and writing the result of an algorithm are
not modeled in the Gradel0 prototype model for PowerGraph.
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Figure B.4: Resource model specification for PowerGraph as used in the experimental evaluation of Gradel0 (Section 5.5).
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