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Abstract
The continued increase in the number of satellites in low Earth orbit has led to a growing threat of
collisions between space objects. On-orbit servicing and active debris removal missions can alleviate
this threat by extending the lifetime of active satellites and deorbiting inactive ones, but this requires
advanced guidance and control algorithms for the rendezvous phase. Recently, various control poli-
cies based on machine learning have been proposed to leverage the advantages of neural networks.
One notable technique that has shown much potential in asteroid and planetary landing scenarios is
reinforcement meta-learning. This technique consists of training recurrent neural networks in uncertain
scenarios in order to develop highly robust control policies that can adapt to unknown conditions in
real-time. The goal of this thesis was to apply the meta-learning technique to a rendezvous scenario.

Thus, throughout this project a recurrent neural network was trained via reinforcementmeta-learning
to generate a control policy that can perform the final approach maneuver of a chaser spacecraft to-
wards a rotating target. A feedforward network was also trained for comparison. The learning algo-
rithm used to train the policy is the Proximal Policy Optimization algorithm, which is a modern actor-critic
method that has shown good performance in several continuous control settings. A virtual environment
was developed in Python to simulate the rendezvous scenario and collect data to train the policy.

Before beginning with the training process, the hyperparameters of the model were tuned to ensure
a smooth and efficient learning process. The three components that required tuning were the learning
algorithm, the architecture of the neural networks, and the reward function. Each of these components
was tuned in turn, primarily through trial and error. This process required the learning algorithm to
be executed multiple times, using a different combination of hyperparameters on each iteration. By
repeating this process over a large search space, suitable hyperparameters were found for the learning
algorithm and the neural networks. The hyperparameters were chosen to maximize the amount of
reward achieved by the policy while maintaining a reasonable training runtime. The reward function
was split into several components to guide the policy towards its objective, thereby improving the speed
at which the policy learns. Each of the components of the reward function represented some partial
goal that the controller had to accomplish. Tuning the relative weight of these components was a
challenging process since it often leads to trade-offs between different policy behaviors. Once the
tuning process was completed, a sensitivity study was performed to ensure that the model can be
used for different kinds of rendezvous trajectories. The sensitivity analysis was performed by training
the model on different scenarios, including different orbit altitudes, different distances from the target,
different target sizes, and different target rotation speeds. The results of this study showed that the
model could be applied to most of these scenarios without the need for any major changes.

After completing the tuning and the sensitivity analysis, the recurrent and the feedforward policies
were each trained on a partially observable environment, and their performance was evaluated using
a Monte Carlo simulation for a total of one thousand trajectories. The results showed that the recurrent
policy was able to learn how to infer hidden information from the environment, which led it to have a
much better performance than the feedforward policy. However, the recurrent policy was not without
its limitations, since it could not always generate collision-free trajectories, especially when the target
rotated at a faster rate. Overall, this thesis showed that reinforcement meta-learning can be a valuable
tool for executing complex rendezvous maneuvers, which may be useful now that active debris removal
missions are becoming a reality. Furthermore, this thesis also presented a description of how the
model was designed and tuned, so that other machine learning practitioners may apply the technique
to different scenarios.
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1
Introduction

This thesis explores the feasibility of using machine learning with recurrent neural networks to con-
trol the rendezvous of a servicing spacecraft with a tumbling target, which is a common scenario for
proposed on-orbit servicing missions or active debris removal missions. In this chapter, section 1.1
provides context and motivation to explain why this research is relevant. Section 1.2 then presents the
research questions to be answered and the methodology employed. Lastly, section 1.3 gives a brief
overview of the structure of the report.

1.1. Motivation
One of the most significant hazards for current and future spaceflight operations is the growing amount
of non-functional artificial objects in orbit around Earth, also known as space debris. Since the beginning
of the space age, many kinds of space debris have been created, ranging from items as small as flecks
of paint to large structures such as inoperative satellites and used launcher stages. These objects can
remain in space for long periods of time, depending on their orbits. Some space debris in low Earth orbit
may remain in space for hundreds of years before deorbiting, while objects in higher orbits may remain
in space practically forever [1]. Over the years, enough space debris has been generated to cause
a significant risk of collisions in orbit. Active satellites must perform collision avoidance maneuvers
to prevent impacts that can cause catastrophic failure of their mission, while collisions between two
pieces of debris are also concerning, as the high-speed impact can break up the objects into hundreds
of pieces, creating even more space debris. It has been theorized that a chain reaction of colliding
space debris could form a belt of debris around Earth that would make it impossible to perform space
operations in the affected regions [2].

There have been many attempts to mitigate these risks. International guidelines have been pub-
lished to limit the creation of new space debris via the safe design, operation, and disposal of space
vehicles. Meanwhile, programs such as the Space Surveillance Network have made huge efforts to
track the existing space debris so that collision events can be predicted and avoided. But despite these
efforts, the hazard posed by space debris still persists, and collisions cannot always be prevented. In
2019, the active satellite Iridium-33 unexpectedly collided with the inactive Kosmos-2251, leading to a
sharp increase in the amount of space debris from the break-up of both vehicles. The European Space
Agency (ESA) has estimated that these collisions will keep occurring, and that the amount of space
debris will grow drastically if the current launch trends continue [3].

In light of these facts, moremeasures are required to limit the growth of space debris. Two promising
avenues are on-orbit servicing and active debris removal. The goal of on-orbit servicing is to extend the
effective lifetime of space vehicles by approaching them with a servicer spacecraft to perform repairs
or maintenance operations while in orbit. Extending the lifetime of existing satellites could reduce
the number of new space launches, thereby limiting the creation of new space debris. Alternatively,
active debris removal could mitigate the threat of existing space debris by capturing objects in orbit
and decommissioning them, either by deorbiting them or placing them in a graveyard orbit. Several
demonstration missions have been performed to prove the feasibility of these types of missions. In
the past, the ETS-VII and Orbital Express missions demonstrated some key technologies such as

1



2 1. Introduction

autonomous rendezvous and docking [4]. More recently, the ELSA-d mission by Astroscale tested an
on-orbit capture in 2021, and in the coming years ESA’s ClearSpace1 mission intends to be the first to
deorbit a real piece of space debris.

One feature that these types of missions have in common is that they require one spacecraft to
rendezvous with another object in space. A rendezvous trajectory can be highly complex and risky due
to the close proximity between the vehicles. The trajectory could be even more difficult to achieve if
the target vehicle is not actively controlled, as is the case for space debris. An inactive target would
rotate freely, so the service spacecraft would need to match the target’s rotational motion in order to
capture it. Thus, one of the technical challenges of this type of trajectory is to have a guidance and
control system that is precise and responsive enough to autonomously direct the servicing spacecraft
towards its objective in a safe manner. In order to achieve this goal, most modern algorithms rely on
robust control theory or optimal control theory [5]. Robust control theory is focused on handling distur-
bances and uncertainties, whereas optimal control theory focuses on optimizing the performance of the
system, albeit at the cost of a higher computational load. Recently, machine learning has emerged as
an alternative approach to generate guidance and control policies for all sorts of autonomous vehicles,
including self-driving cars [6], unmanned aerial vehicles [7], and spacecraft [8]. Much of the success
of machine learning has come through the use of artificial neural networks. The main benefit of this
approach is that neural networks can approximate highly complex functions with little computational ef-
fort, which allows them to output results for a wide range of inputs in real-time. Thus, machine learning
can be used to develop advanced control policies that offer the same performance as optimal control,
while also maintaining an acceptable computational burden on a spacecraft’s onboard computer. Fur-
thermore, different training methods and neural network architectures can be applied to further improve
the performance and the adaptability of the control policies.

The primary methods for developing neural network policies are supervised learning and reinforce-
ment learning. With enough training, these neural network policies can generate the optimal guidance
signal or the optimal control command to execute a spacecraft’s desired trajectory [9]. Training the net-
works requires a significant computational effort, but once the training is completed the neural networks
can generate outputs at a very fast rate. This makes them suitable for either open-loop or closed-loop
control applications, as shown in several studies [10, 11]. The supervised learning method trains a
neural network using examples of optimal trajectories, so that the network learns to imitate the exam-
ples and extrapolate the optimal behavior to new scenarios. Meanwhile, reinforcement learning models
use a training environment to gather experience and progressively improve their performance via trial
and error. Both of these training methods have shown good performance in simulations of various ren-
dezvous scenarios, including docking [12] and capture [13] missions. A comparative study [14] found
that supervised learning models can generate trajectories that are moderately more fuel-efficient than
those generated by reinforcement learning models. However, reinforcement learning tends to generate
more robust control policies thanks to a wider exploration of the state space, while supervised learning
is more prone to overfitting the training data.

The most common type of neural network used to create control policies is the multi-layered feed-
forward network. The appeal of these networks is that despite their simplicity they can theoretically ap-
proximate any continuous function [15], which makes them suitable for most applications. Other types
of networks have also been employed for specific purposes. For instance, convolutional neural net-
works are often utilized for feature detection on images, and recurrent neural networks are exceptional
at processing long sequences of inputs. Recently, recurrent neural networks have been trained via re-
inforcement learning to develop adaptive policies [16]. This method has been labeled as reinforcement
meta-learning, and it can produce guidance and control policies that adapt to novel environments even
after the training has been completed. Reinforcement meta-learning has been successfully applied to
asteroid hovering [17] and planetary landing [18] scenarios. In these works, the policy only received a
partial observation of its environment, but the recurrent network allows the policy to remember previous
observations, which enables it to detect unobserved information, such as actuator failures, unknown
gravitational environments, and external disturbances.

In summary, rendezvous trajectories for active debris removal or on-orbit servicing missions require
advanced guidance and control policies to successfully capture their target. The recent advances in
machine learning applied to this field show much potential. Through the use of deep learning, many
guidance and control policies have been developed using both supervised and reinforcement learning.
The reinforcement meta-learning technique seems particularly promising, as it has shown the ability
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to create highly adaptive policies for a variety of scenarios. The following section of this chapter will
present the research plan to employ reinforcement meta-learning for a rendezvous scenario.

1.2. Research framework
The goal of this project is to evaluate how the reinforcement meta-learning technique can be of use in a
rendezvous scenario. As described in the previous section, reinforcement meta-learning has recently
been used to develop adaptive control policies for various spacecraft landing and hovering scenarios,
but not yet for rendezvous scenarios. One of the rendezvous maneuvers that is most critical for an
active debris removal mission is the final approach trajectory, where the service spacecraft must reach a
position adjacent to its target so that the capture operationmay take place. This maneuver is particularly
challenging when the target is rotating because the service vehicle must follow the rotational motion
of the target before it can proceed with its capture. Thus, a reinforcement meta-learning model will
be trained to approach a randomly rotating target, and its performance will be compared to that of
a non-meta-learning model. The difference between the performance of these models will show the
advantages or disadvantages of using reinforcement meta-learning in a rendezvous scenario.

1.2.1. Research questions
Based on the research objective, the main question that this project will try to answer is the following:

How does reinforcement meta-learning affect the performance of a neural network control
policy during a final approach trajectory to a rotating target?

The main rationale behind this main question is to determine if there are any advantages to using
reinforcement meta-learning on a rendezvous scenario. If there are no advantages, then it will be
necessary to determine why. Three sub-questions stem from the main question. These sub-questions
will assess the main performance characteristics of the controller:

1. Does the reinforcement meta-learning policy achieve collision-free trajectories?

2. How is the fuel efficiency of the policy affected by reinforcement meta-learning?

3. How well does the policy operate with only partial observations of the scenario?

The first sub-question focuses on the safety of the trajectory. During a final approach maneuver, the
main concern is avoiding a collision between the vehicles, and this can be especially challenging when
the target is rotating. Thus, a key performance indicator of the policy will be how often it leads to
collisions, if ever. The second sub-question will assess the efficiency of the policy in terms of its fuel
consumption. On-board fuel is limited, and its use will determine the effective lifetime of the mission.
In the case of a multi-debris removal mission, the fuel efficiency will determine the number of debris
objects that can be removed before the fuel is depleted. Hence, it is highly desirable to develop a control
policy that can achieve fuel-efficient trajectories. Lastly, the third sub-question will aim to discover how
adaptable the policy is when it only has incomplete information of its scenario.

1.2.2. Methodology
A virtual environment will be developed in Python to simulate the rendezvous scenario. The policies
will be trained and evaluated in this environment. The two main components of the environment are
the dynamics model and the reward function. The dynamics model describes how the system changes
based on the actions of the policy. It will be assumed that the target is rotating freely, and the chaser
has full control over its own position and attitude relative to the target. The motion of the chaser will
be modeled with the Clohessy-Wiltshire equations [19], which are commonly used to represent the
relative motion between two vehicles in a circular orbit. The attitude and rotation rate of the vehicles
will be modeled assuming rigid body dynamics and using the quaternion kinematics equations [20].
A reward function will be formulated by drawing inspiration from other rendezvous studies that used
reinforcement learning controllers for rendezvous [21, 14, 12]. In these studies, the reward function
is composed of several terms to encourage different behaviors. For example, in order to encourage
collision avoidance, a penalty is given when the chaser enters a keep-out zone, and another penalty is
given for using fuel so that the agent learns to be fuel-efficient.
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The reinforcement learning algorithm chosen for this project is the Proximal Policy Optimization
(PPO) algorithm, which has shown good performance on continuous control tasks [22] and is also more
stable than other policy gradient algorithms. Meta-learning will be implemented into the PPO algorithm
by applying a recurrent layer to the neural network policy. The policy is then trained in an uncertain
environment where the target spacecraft can be rotating in any direction, and the policy does not have
full knowledge of this rotation. This technique leverages the ability of recurrent neural networks to
detect temporal relationships between sequences of inputs, allowing the policy to deduce the missing
information from the observations. The technique was inspired by the work of Wang et al [23], and has
been previously proposed for landing scenarios [18] and asteroid intercept scenarios [24].

For this project, the learning algorithm will not be developed from scratch. Instead, the PPO algo-
rithm implemented in the Stable Baselines 3 [25] repository will be used. This open-source repository
contains a library of advanced and reliable reinforcement learning algorithms. It is an ongoing project
by the German Aerospace Center’s Institute of Robotics and Mechatronics [26], and it is regularly up-
dated by an active community of developers. Furthermore, the PPO algorithm implemented on Stable
Baselines 3 is compatible with recurrent neural networks, which will be necessary to implement meta-
learning. The neural networks will be generated using the PyTorch [27] deep learning framework, which
provides the building blocks to create custom neural networks, and save or load the model.

Once the virtual environment and the learning algorithm have been set up, the tuning process will
begin. This is a critical step to optimize the algorithm’s learning process and the policies’ performance.
Three features need to be tuned: the structure of the neural networks, the hyperparameters of the
PPO algorithm, and the reward function. Tuning the size of the neural networks is important because
a network that is too large can lead to very long training times, and a network that is too small can limit
the network’s ability to generate a good control policy. The ideal size of a network can vary depending
on the dimensionality of the model, hence many researchers [28, 29] follow a trial and error process
to find the network size that leads to the smallest loss after a given amount of training steps. Similarly,
the hyperparameters of the learning algorithm are also often tuned via trial and error. A simple version
of the model will be trained several times with different combinations of these parameters, and the
configuration that leads to the highest reward will be chosen to train the final model. As previously
mentioned, the reward function will consist of several terms that either penalize unwanted behaviors
or reward desired behaviors. Each of these terms will have to be tuned across many simulations to
optimize the performance of the policy. Researchers have reported that this can be a lengthy process
[30] since it requires many iterations and some amount of intuition. The approach used during this
project will be to start from a simple reward function, and then gradually add more complexity to it until
the performance is satisfactory.

After the model has been tuned, it will be trained on a range of scenarios with varying initial condi-
tions for the chaser and the target. The performance of the policies will then be evaluated by performing
a Monte Carlo simulation with randomized initial conditions. This is the most widely used method for
testing neural network controllers, such as the ones developed by Gaudet et al [31] and LaFarge et al
[32]. The outcome of the Monte Carlo simulation will be a large set of trajectories. These trajectories
will be analyzed to determine how often the controller can achieve a successful rendezvous, and how
efficient it is at performing the rendezvous. It is expected that the meta-learning algorithm will make the
controller adaptive enough to deal with many different scenarios, but there will most likely still be some
instances in which the controller fails. If so, it will be necessary to identify the conditions that lead to
failure in order to determine the operational limits of the controller.

The model will be created in Python, a general-purpose programming language that is widely used
in the machine learning community. Python has many open-source libraries designed for scientific
computing, which will be useful when creating the dynamics model. In particular, NumPy [33] and
SciPy [34] will be used to perform matrix algebra and numerical integration. Python will also be used
to plot the trajectories generated by the policy. Simple 2D plots will be generated with the Matplotlib
[35] library, which is the default library for making plots in Python. However, Matplotlib does not fully
support 3D graphics, so the Plotly [36] and Vpython [37] libraries will be used to make 3D plots and
animations of the trajectories.

Training neural networks can be a slow process, therefore the DelftBlue supercomputer will be
used to run the experiments throughout this project. DelftBlue is the most recent addition to the Delft
High Performance Computing Center (DHPC) [38], which provides hardware and software solutions
for researchers and students to run complex analyses and simulations.
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1.3. Report structure
The remainder of the report is structured into 7 chapters. Chapter 2 delves deeper into the topics of
rendezvous trajectories and machine learning. The purpose of this chapter is to provide background
information that is relevant to understand the rest of the thesis. Chapter 3 describes the model scenario
that was developed to gather the data that is used to train and evaluate the controller. This includes a
detailed description of the mission scenario, the dynamics model, and an explanation of how the envi-
ronment was implemented in Python. Chapter 4 examines the learning algorithm that was employed
to train the controller. Specifically, it covers the practical details of the PPO algorithm, as well as the
architecture of the recurrent and feedforward policies, and the design of the reward function that the
learning algorithm uses to learn the desired behaviors. Before training the policies, the hyperparame-
ters of the model were tuned to improve the training process. Chapter 5 explains how this tuning was
performed, and chapter 6 shows the results of a sensitivity analysis that was performed to assess the
applicability of the learning algorithm to different scenarios. Chapter 7 describes how the controller was
trained and evaluated with a Monte Carlo simulation, and it presents the results of the trained policies.
Finally, chapter 8 concludes the report with a summary of the results and recommendations for future
work.





2
Background

Two important topics of this thesis are rendezvous and machine learning. Rendezvous is a key element
of on-orbit servicing missions, and machine learning is a broad subject with several different sub-fields.
This chapter provides theoretical background information that will assist the reader in understanding
the following chapters. Section 2.1 covers the main features of rendezvous trajectories, the reference
frames used for relative navigation, and the dynamics and kinematics models that describe the mo-
tion of the vehicles in orbit. Section 2.2 presents several machine learning concepts significant to this
project. It outlines the two branches of machine learning that have been most relevant for the develop-
ment of control policies: supervised learning and reinforcement learning. This section of the chapter
also explains the benefits of using deep learning and different network architectures such as recurrent
neural networks. Another prominent branch of machine learning is unsupervised learning, but it is not
discussed in this work because it is mainly used for finding patterns in datasets, not for training control
policies.

2.1. Rendezvous
In the context of space missions, rendezvous is the process of bringing two spacecraft or other objects
close to each other in space. The close proximity between the two vehicles can be used to transfer
personnel and cargo, or to perform inspections or repairs. Hence, rendezvous is an essential part of
on-orbit servicing missions and active debris removal missions. In order to perform a rendezvous, at
least one of the two spacecraft needs to be actively controlled to change its position and velocity relative
to the other spacecraft. The vehicle that is being controlled is referred to as the chaser, while the other
vehicle is referred to as the target.

2.1.1. Phases
A rendezvous trajectory is a sequential process involving several steps. The specific maneuvers per-
formed during a rendezvous can vary from mission to mission, but the whole operation can be gener-
alized into four different phases. Fehse [39] described the phases as follows:

• Phasing: The goal of this phase is to adjust the orbit of the chaser in order to reduce the phase
angle between the two vehicles. Phasing ends with the acquisition of an initial aim point or entry
gate, which is usually a few tens of kilometers from the target.

• Far-range rendezvous: This phase is also referred to as homing in other texts. Its purpose is to
reduce the approach velocity while also reducing the distance to the target to a few kilometers.
Relative navigation is often initiated during this phase.

• Close-range rendezvous: This phase is usually divided into two sub-phases, although in some
cases it is not possible to make a clear distinction between the two. First, during the closing sub-
phase the distance to the target is further reduced, and the chaser aligns itself with the approach
corridor. Then, during the final approach the chaser advances towards the target along the ap-
proach corridor. This phase ends when the chaser achieves the conditions required to initiate the
mating phase. The final approach is the maneuver that will be simulated in this project.

7
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• Mating: In this phase, the mating interfaces of the chaser interact with the mating interfaces of
the target, and a structural connection is established between the two vehicles, either by docking
or capture. The mating operation itself is outside the scope of this study, but it is worth noting
that the mating conditions will depend on the type of mating mechanism used. For instance, to
achieve docking, the chaser must move toward the target along the docking axis at a low speed.
And to achieve a capture with robotic manipulators, the chaser must cancel its motion relative to
the target to allow the robotic manipulators to grasp the capture point(s).

Additional maneuvers may be necessary depending on the mission. For example, if the properties of
the target are not known ahead of time, then an extra phase may need to be added to characterize the
target. During this characterization phase, the chaser would observe the target to identify properties
such as suitable capture points. The rotational rate of the target can also introduce further complications
to the final approach. A target capable of maintaining a stable attitude can be approached relatively
easily in a straight-line motion. But if the target is rotating then the orientation of the approach corridor
will change over time, and a straight-line approach may not be possible. Pieces of space debris seldom
have a functioning attitude control system, so it is necessary to prepare for this scenario if an active
debris removal mission is ever to be achieved.

2.1.2. Dynamics
During the early stages of rendezvous - when the distance between the vehicles is still large - naviga-
tion is generally expressed in absolute measurements, based on an Earth-centered reference frame,
such as the Earth-centered inertial frame. However, as the rendezvous progresses and the vehicles
come closer together, it becomes more convenient to express the motion of one vehicle relative to the
other, using relative navigation. To this end, a Local-vertical-local-horizontal (LVLH) reference frame is
defined with its origin located on the center of mass of the target. The x-axis of this reference frame
is pointed in the outward radial direction of the orbit, the y-axis is pointed tangential to the orbit in the
direction of motion, and the z-axis is pointed in the direction perpendicular to the plane of the orbit,
completing the right-hand reference frame. A diagram of the LVLH reference frame can be seen in
Figure 2.1a, where the 𝑧𝐿𝑉𝐿𝐻 axis is pointing out of the page. Using the LVLH frame, the motion of
the chaser can be described relative to the target. A dynamics model that employs the LVLH frame
is the Clohessy-Wiltshire (CW) model [19]. This model is derived from Kepler’s and Newton’s laws,
and it uses linearized dynamics to represent the 3D position and velocity of the chaser over time. The
CW equations of motion are shown in equation 2.1, where 𝑥, 𝑦 & 𝑧 are the LVLH coordinates of the
chaser, and 𝑛 is the mean motion of the target’s orbit. It can be seen that the 𝑥 and 𝑦 variables are
coupled, whereas the variable 𝑧 is independent of the other two, indicating that the out-of-plane motion
is decoupled from the in-plane motion.

�̈� = 3𝑛2𝑥 + 2𝑛�̇�
�̈� = −2𝑛�̇�
�̈� = −𝑛2𝑧

(2.1)

For these equations to be valid, it is assumed that the target is in a circular orbit and that the distance
between the chaser and the target is small relative to the radius of the orbit. The accuracy of the CW
model degrades for lengthy trajectories, but for a final approach maneuver the duration of the trajectory
is expected to be short, so the CW model is suitable for this scenario. Overall, the CW model is fairly
simple but still accurate for rendezvous trajectories, and thus it is more widely used than more complex
models such as the Tschauner-Hempel [40] equations. The analytical solution of the CW model is
shown below:

[𝐫
𝐯
]
𝑡0+Δ𝑡

= Φ𝑐𝑤 [
𝐫
𝐯
]
𝑡0

(2.2)

Where 𝐫 is the 3D position of the chaser, 𝐯 is the 3D velocity of the chaser, and Φ𝑐𝑤 is the state-
transition matrix, defined in 2.3. Given an initial position and velocity at 𝑡0, the analytical solution of the
CW equations can be used to compute the position and velocity of the chaser at any forward point in
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time.

Φ𝑐𝑤 =

⎡
⎢
⎢
⎢
⎢
⎢
⎢
⎣

4 − 3 cos(𝑛Δ𝑡) 0 0 1
𝑛 sin(𝑛Δ𝑡)

2
𝑛 [1 − cos(𝑛Δ𝑡)] 0

6[sin(𝑛Δ𝑡) − 𝑛Δ𝑡] 1 0 2
𝑛 [cos(𝑛Δ𝑡) − 1]

1
𝑛 [4 sin(𝑛Δ𝑡) − 3𝑛Δ𝑡] 0

0 0 cos(𝑛Δ𝑡) 0 0 1
𝑛 sin(𝑛Δ𝑡)

3𝑛 sin(𝑛Δ𝑡) 0 0 cos(𝑛Δ𝑡) 2 sin(𝑛Δ𝑡) 0
6𝑛[cos(𝑛Δ𝑡) − 1] 0 0 −2 sin(𝑛Δ𝑡) 4 cos(𝑛Δ𝑡) − 3 0

0 0 −𝑛 sin(𝑛Δ𝑡) 0 0 cos(𝑛Δ𝑡)

⎤
⎥
⎥
⎥
⎥
⎥
⎥
⎦

(2.3)
To express the attitude and rotation rate of the vehicles, two additional reference frames must be

defined: the chaser body (C) and the target body (T) reference frames. These are located on the center
of mass of the chaser and the target, and they remain fixed to the vehicles, hence the orientation of
these reference frames describes the the attitude of the vehicles themselves. The body frames C and
T are shown in Figure 2.1b, with the target spacecraft depicted as a red cube at the origin of the LVLH
frame, and the chaser spacecraft depicted as a blue cube. With these reference frames, the attitude
and rotation rate of each vehicle can be expressed with respect to the LVLH frame.

(a) LVLH reference frame. (b) Chaser and target body reference frames.

Figure 2.1: Reference frames.

The dynamics of the body frames are defined by Euler’s rotation equation for rigid bodies, which
can be seen in equation 2.4. This equation can be used to compute the angular acceleration of a body
as a function of the body’s moment of inertia (𝐈) and the torque acting on the body (𝐌), as shown
in equation 2.5. The rotation rate of the body can then be computed via numerical integration of the
equation.

𝐈�̇� + 𝝎 × 𝐈𝝎 = 𝐌 (2.4)

�̇� = 𝐈−𝟏 [𝐌 − 𝝎 × 𝐈𝝎] (2.5)

The orientation of the reference frames can be expressed with quaternions. Unit quaternions can
represent any rotation in 3D space using only four numbers. This makes themmuchmore compact than
rotation matrices, and thus they are widely used [12, 13, 41]. A quaternion is composed of two parts:
a scalar part consisting of one value (𝑞𝑤), and a vector part consisting of three values (𝑞𝑥 , 𝑞𝑦 𝑞𝑧), as
shown in equation 2.6. It should be noted that some works use a different order, placing the vector part
ahead of the scalar part, but in this work only the scalar-first formulation will be used. The quaternion
represents a rotation of size 𝜃 around a unit vector �̂�. The rotation defined by a quaternion 𝐪 can easily
be applied to any three-dimensional vector 𝐩 as shown in equation 2.7, where 𝐪∗ is the conjugate of
the quaternion 𝐪, the operator ⊗ is the Hamilton product, and 𝐩′ is the rotated vector. During this
operation, the three-dimensional vector 𝐩 is treated as a quaternion with a scalar value of zero and a
vector value of 𝐩.

𝐪 =

⎡
⎢
⎢
⎢
⎢
⎣

𝑞𝑤
𝑞𝑥
𝑞𝑦
𝑞𝑧

⎤
⎥
⎥
⎥
⎥
⎦

=

⎡
⎢
⎢
⎢
⎢
⎣

cos(𝜃/2)
�̂�𝑥 sin(𝜃/2)
�̂�𝑦 sin(𝜃/2)
�̂�𝑧 sin(𝜃/2)

⎤
⎥
⎥
⎥
⎥
⎦

(2.6)
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𝐩′ = 𝐪⊗ 𝐩⊗ 𝐪∗ (2.7)

In a dynamic system the value of a quaternion may change over time, therefore it is often necessary
to know the time-derivative of the quaternion. This time-derivative can be computed via the quaternion
kinematics relation shown in equation 2.8, where𝜔 is the rotation rate of the body frame represented by
the quaternion. This time-derivative can then be integrated to compute the value of the unit quaternion
over time. The derivation for this equation can be found in Appendix A.

�̇� =

⎡
⎢
⎢
⎢
⎢
⎣

�̇�𝑤
�̇�𝑥
�̇�𝑦
�̇�𝑧

⎤
⎥
⎥
⎥
⎥
⎦

= 1
2

⎡
⎢
⎢
⎢
⎢
⎣

0 −𝜔𝑥 −𝜔𝑦 −𝜔𝑧
𝜔𝑥 0 −𝜔𝑧 𝜔𝑦
𝜔𝑦 𝜔𝑧 0 −𝜔𝑥
𝜔𝑧 −𝜔𝑦 𝜔𝑥 0

⎤
⎥
⎥
⎥
⎥
⎦

⎡
⎢
⎢
⎢
⎢
⎣

𝑞𝑤
𝑞𝑥
𝑞𝑦
𝑞𝑧

⎤
⎥
⎥
⎥
⎥
⎦

(2.8)

2.2. Machine learning
Machine learning is a branch of artificial intelligence that focuses on the development of algorithms
and models that can learn from data. These models are not explicitly programmed to complete specific
tasks, but they progressively learn to generate outputs as they process more data. Machine learning
first originated in the mid-twentieth century, and it has seen a rise in popularity in the last couple of
decades thanks to the improvement of computers’ processing capabilities and the emergence of Big
Data [42]. There are several approaches to machine learning. The rest of this chapter will cover the
working principles of supervised learning, reinforcement learning, and deep learning.

2.2.1. Supervised learning
Supervised learning is a type of machine learning in which a model is trained on a labeled dataset of
input-output pairs. As shown in equation 2.9, each sample in a dataset 𝒟 must contain an input and
the corresponding output to that input. The goal of a supervised learning model is to learn a function
that can map an output to the given input. Once the function has been learned, it can be applied to
new, unseen input data to make predictions.

𝒟 = { (𝑥(𝑖), 𝑦(𝑖)) , (𝑥(𝑖𝑖), 𝑦(𝑖𝑖)) , ... , (𝑥(𝑛), 𝑦(𝑛)) } (2.9)

The learned function is sometimes referred to as a hypothesis, since it makes predictions based on
inputs. Such a hypothesis can take many forms depending on the nature of the problem, but is is
generally expressed as a parametrized function. For example, equation 2.10 shows a hypothesis that
outputs either a +1 or a -1, depending on the sign of the dot product of the parameters (𝚯) and the
inputs (𝐱) added to the bias (𝜃0). This hypothesis is a simple example for a linear binary classifier, but
other types of hypotheses can be used to implement more complex mappings such as regression or
multi-class classification.

ℎ(𝐱, 𝚯) = 𝑠𝑖𝑔𝑛 (𝚯𝑇𝐱 + 𝜃0) (2.10)

The purpose of the supervised learning algorithm is to adjust the parameters to find a hypothesis that
matches the labeled inputs to the labeled outputs as closely as possible. To assess the accuracy of a
hypothesis, learning algorithms use loss functions (𝐿) which measure the difference between the output
predicted by the hypothesis and the real output (𝑦). Loss functions can take many forms, such as mean
squared squared error as shown in equation 2.11, cross-entropy loss, and others. The choice of loss
function is an important one, as it can have a significant impact on the outcome of the learning process.

𝐿 = 1
𝑛

𝑛

∑
𝑖=1
[ℎ(𝐱𝑖 , 𝚯) − 𝑦𝑖]

2 (2.11)

To find the optimal parameters for the hypothesis, the learning algorithm tries to minimize the total
losses. This optimization is usually performed by means of gradient descent, where the learning algo-
rithm computes the gradient of the loss function with respect to the parameters of the hypothesis, and
then updates the parameters in the direction of steepest descent, as shown in equation 2.12. Stochas-
tic gradient descent (SGD) is often used as an alternative. SGD operates similarly to gradient descent,
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but it computes the gradient based on a small batch of the samples in the dataset instead of the en-
tire dataset. This approach can improve the convergence time of the algorithm, and can prevent the
algorithm from getting stuck in local optima [43].

𝚯𝑛𝑒𝑤 = 𝚯𝑜𝑙𝑑 − 𝛼∇Θ𝐿 (2.12)

2.2.2. Reinforcement learning
Reinforcement learning is another type of machine learning that does not require a labeled dataset of
input-output pairs. Instead, the data is gathered gradually during training, by having an agent interact
with its environment. As the agent explores more of the environment, it develops a decision-making
policy that dictates which actions to take in each state of the environment to achieve the most positive
outcomes. The reinforcement learning paradigm is very useful for applications such as control systems,
robotics, and game-like scenarios where a goal has to be achieved through a sequential decision-
making process [44].

One of the key elements in reinforcement learning is the Markov Decision Process (MDP). The MDP
is a mathematical framework used to model sequential decision-making problems where two entities
- the agent and the environment - interact with each other. Figure 2.2 depicts how the agent and the
environment interact together. On each time step, the agent selects an action that affects the state of
the environment. The new state of the environment is then passed to the agent along with a scalar
reward, and the agent uses this information to pick the next action. This cycle can continue indefinitely
or until some termination condition is met. A similar framework to the MDP is the Partially Observable
Markov Decision Process (POMDP). A POMDP is a variant of the MDP where the agent does not have
complete knowledge of the state of the environment. Instead of receiving the state on each time step,
the agent receives an observation with limited information, such as an incomplete state, or a noisy
version of the state. This framework is suitable to simulate systems where the exact state is not well
known due to reasons such as lack of sensor data, or biased and noisy measurements.

Figure 2.2: Interaction between agent and environment, from
Sutton & Barto [45]

The role of a reinforcement learning algorithm is to gather data from the MDP and use it to learn a
decision-making policy (𝜋) that will maximize the cumulative reward obtained over time. This cumula-
tive reward is also referred to as return (𝐺), and it is computed as the sum of the rewards achieved by
the agent at each time step, discounted over time. Equation 2.13 shows how the return is computed,
where 𝑅 is the reward at each time step, and 𝛾 is the discount factor. The discount factor is used
to define the relative importance of future rewards and immediate rewards. A low discount factor will
give more importance to immediate rewards, while a discount factor that is close to one will give more
importance to future rewards.

𝐺𝑡 = 𝑅𝑡+1 + 𝛾𝑅𝑡+2 + 𝛾2𝑅𝑡+3 + ... =
∞

∑
𝑘=0

𝛾𝑘𝑅𝑡+𝑘+1 (2.13)

The return is used to compute the value functions. These functions evaluate the quality of a given
policy by keeping track of the expected returns. There are two types of value functions: the state
value function 𝑉𝜋 and the action value function 𝑄𝜋. The formulae for these two functions are shown
in equations 2.14 and 2.15. Intuitively, the state value function is the expected return when starting
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from some given state 𝑠 and following some given policy 𝜋. Similarly, the action value function is the
expected return when starting from state 𝑠, taking some action 𝑎 and following the policy 𝜋.

𝑉𝜋(𝑠) = 𝔼𝜋 [𝐺𝑡 | 𝑆𝑡 = 𝑠] (2.14)

𝑄𝜋(𝑠, 𝑎) = 𝔼𝜋 [𝐺𝑡 | 𝑆𝑡 = 𝑠, 𝐴𝑡 = 𝑎] (2.15)

Some reinforcement learning algorithms focus entirely on learning the optimal value functions. For
instance, the off-policy algorithm Q-learning progressively updates the 𝑄 function until it converges to
the optimal one [46]. Off-policy algorithms learn the optimal policy without using said policy to explore
the environment. This sets them apart from on-policy algorithms, where the agent explores the envi-
ronment using the current estimate of the optimal policy. Other relevant algorithms are policy gradient
methods, which calculate the gradient of the expected reward with respect to a parametrized policy to
perform gradient-based optimization, and also actor-critic methods, which learn both the policy and the
value function.

One of the most modern and widely-used actor-critic methods is the Proximal Policy Optimization
(PPO) algorithm. It was developed by Schulman et al [22] in 2017, and it follows the same basic
behavior as any on-policy algorithm, repeatedly performing the following steps: collect data from the
environment using the current policy 𝜋(𝜽), compute the losses and then update the policy and the value
function via gradient descent. The difference introduced by PPO is in how it computes the loss. The
formula for PPO’s loss function is based on the Trust Region Policy Optimization (TRPO) algorithm,
which tries to limit the size of the policy update in order to prevent large decreases in performance.

The TRPO algorithm optimizes the loss function shown in equation 2.16, subject to a Kullback-
Leibler divergence constraint to avoid excessively large policy updates. PPO on the other hand re-
moves the divergence constraint and instead applies a clipping function to the loss function. The mod-
ified loss function used by the PPO algorithm is shown in equation 2.17, where the term 𝑟𝑡(𝜃) is the
probability ratio between the new policy and the previous policy, as depicted in equation 2.18, and the
term �̂�𝑡 is the estimate of the advantage function. Conceptually, the advantage represents the benefit
of choosing a particular action over the policy’s average performance. Mathematically, the advantage
of taking action 𝑎𝑡 at state 𝑠𝑡 is defined as the difference between the discounted return measured
before and after executing the action, as shown in equation 2.19.

𝐿𝑇𝑅𝑃𝑂(𝜽) = �̂� [ 𝜋𝜃(𝑎𝑡|𝑠𝑡)𝜋𝜃𝑜𝑙𝑑(𝑎𝑡|𝑠𝑡)
�̂�𝑡] (2.16)

𝐿𝐶𝐿𝐼𝑃(𝜽) = �̂� [min (𝑟𝑡(𝜽)�̂�𝑡 , 𝑐𝑙𝑖𝑝(𝑟𝑡(𝜽), 1 − 𝜖, 1 + 𝜖)�̂�𝑡)] (2.17)

𝑟𝑡(𝜽) =
𝜋𝜃(𝑎𝑡|𝑠𝑡)
𝜋𝜃𝑜𝑙𝑑(𝑎𝑡|𝑠𝑡)

(2.18)

�̂�𝑡 = 𝑅𝑡 + 𝛾𝑉(𝑠𝑡+1) − 𝑉(𝑠𝑡) (2.19)

In the clipped loss function, the parameter 𝜖 is the clip range, which essentially determines how
different the new policy is allowed to be from the old policy. The first term inside the min function is
equivalent to the loss of the TRPO algorithm. The second term inside the min function is a modified
version of the TRPO loss, where the probability ratio 𝑟𝑡(𝜽) is clipped within the interval [1 − 𝜖, 1 + 𝜖],
as shown in equation 2.20. Thus, 𝐿𝐶𝐿𝐼𝑃 takes the minimum of the unclipped and the clipped TRPO
loss, effectively setting an upper bound on the TRPO loss function. This effect can be seen in Figure
2.3, which depicts the TRPO loss, the clipped TRPO loss, and the PPO loss (𝐿𝐶𝐿𝐼𝑃) as a function of
the policy ratio 𝑟𝑡(𝜽), for both positive advantages (on the left) and negative advantages (on the right).
By limiting the loss function, the size of the policy update is also limited. Overall, PPO is conceptually
simpler than TRPO, and it has shown a better sample efficiency than TRPO in various continuous
control environments, meaning that it requires fewer samples to learn a suitable policy.

𝑐𝑙𝑖𝑝(𝑟𝑡(𝜽), 1 − 𝜖, 1 + 𝜖) = {
1 + 𝜖, if 𝑟𝑡(𝜽) > 1 + 𝜖
𝑟𝑡(𝜽), if 1 − 𝜖 < 𝑟𝑡(𝜽) < 1 + 𝜖
1 − 𝜖, if 𝑟𝑡(𝜽) < 1 − 𝜖

(2.20)
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Legend:

Figure 2.3: Loss as a function of 𝑟𝑡(𝜃)

2.2.3. Deep learning
Deep learning refers to the use of multi-layer artificial neural networks in machine learning. Artificial
neural networks are composed of multiple interconnected neurons, also called nodes. In this context, a
neuron is simply a function that takes in inputs and produces an output, as shown in figure 2.4a. Each
input is first multiplied by a real-valued parameter 𝜃 and then added to the rest of the inputs along with a
bias term 𝜃0. The result of the weighted sum is then passed through a nonlinear activation function that
produces the output of the neuron. The purpose of the activation function is to introduce nonlinearities
into the model, otherwise the output could only be a linear combination of the input values. Some of the
most commonly used activation functions are the rectified linear unit (ReLU), the sigmoid (𝜎), and the
hyperbolic tangent (Tanh). Equation 2.21 shows the formula for the output of a neuron with parameters
𝚯 and a sigmoid activation function.

𝑦 = 𝜎 (𝚯 ⋅ 𝐱 + 𝜃0) (2.21)

In a neural network the neurons are organized in layers. The first layer is the input layer, the last layer
is the output layer, and any layers in between are called hidden layers. An example of a fully connected
feedforward neural network is shown in figure 2.4b. This network has an input layer with two neurons,
followed by two hidden layers with three neurons each, and finally an output layer with a single neuron.
It is a fully connected neural network because all of the neurons in each layer are connected to all of
the neurons in the adjoining layers. The network is also feedforward because the outputs of each layer
only flow forward into the next layer, without looping back to previous layers.

(a) Structure of a neuron. (b) Fully-connected neural network.

Figure 2.4: ANN architecture.

The combined effect of the successive layers of neurons with nonlinear activation functions makes
artificial neural networks excellent function approximators, and this makes them extremely useful in
machine learning. Recall that the goal of a supervised learning algorithm is to approximate a function
that maps the given inputs to the corresponding outputs. Neural networks are perfectly suited for this
task, as they can approximate virtually any function [15]. All that is required is calculating the gradient
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of the loss function with respect to the parameters of the network (∇Θ𝐿). This can be easily achieved
by means of the backpropagation algorithm. Backpropagation is a gradient-based algorithm that can
efficiently optimize the parameters of a neural network to minimize the losses. The algorithm first
performs a forward pass, where it computes the output of the network to calculate the loss. Then it
executes a backward pass starting from the last layer, making its way back to the first layer. In this
backward pass, the algorithm computes the partial derivatives of the loss function with respect to the
parameters in the network. Once the partial derivatives are known, the parameters can be quickly
updated via gradient descent. The backpropagation algorithm is widely used, as it can be applied to
all kinds of neural networks, regardless of their architecture. This is highly advantageous, since some
architectures can be more suitable for certain applications.

One of the simplest neural network architectures is the multi-layer perceptron (MLP). The MLP is
a fully connected feedforward neural network that is composed of an input layer, one or more hidden
layers, and an output layer. It is frequently used since its structure is fairly simple, and it can be easily
implemented using machine learning frameworks. Despite its simplicity, a multi-layer perceptron with
a single hidden layer can in theory approximate any continuous function [47], although in practice it is
common to use more than one hidden layer. The number of layers and neurons required to achieve ef-
ficient learning depends on the dimensionality of the problem. Many authors tune their neural networks
through a trial and error process to determine the best structure for the network [28, 29, 48]. Preliminary
experiments are performed with varying network sizes, and then the network with the lowers losses or
highest reward is chosen. Other parameters such as the learning rate or activation functions are also
often tuned through a similar process. Li et al [49] and Federici et al [14] successfully used multi-layer
perceptrons to develop control policies for rendezvous scenarios.

Another type of artificial neural network is the convolutional neural network (CNN), which was intro-
duced by Fukushima [50] as amethod for pattern recognition in images. CNNs are a type of feedforward
network that use three basic building blocks: convolutional layers, pooling layers, and fully-connected
layers. The convolutional layers apply a series of filters for the purpose of detecting features in the input
image. Pooling layers are added in between the convolutional layers to reduce the dimensionality of
the CNN’s outputs, and fully-connected layers are then used at the end of the network to compute the
output based on the detected features. CNNs are very efficient at image processing, so there has been
much research to use them for navigation purposes [51, 52]. However, there is not much research into
using these networks for guidance and control purposes. This can be partly attributed to reliability
concerns, since many factors make it challenging to use vision-based systems in space [53], such as
extreme ranges of illumination conditions, and lack of real images to use for training.

One limitation of feedforward architectures such as the MLP and the CNN is that they can only
generate outputs based on the current input they receive. They cannot use previous information to
modify their output. Rumelhart et al [54] developed recurrent neural networks (RNN) to address this
issue. RNNs are neural networks that are especially effective at processing sequences of inputs. They
achieve this by introducing a feedback loop into the network, so that a neuron can receive its own
output as an input during the next time step. The feedback loop allows the network to ”remember” past
data, as the outputs from previous samples can influence current ones. A notable issue with recurrent
neural networks is the vanishing (or exploding) gradient problem, which occurs when the influence of an
input on the network either decays or increases exponentially as it repeatedly cycles over the recurrent
connections.

Long short-term memory (LSTM) networks are a type of recurrent neural network that manages to
solve the vanishing gradient issue [55], making it very useful for remembering long-term dependencies
in a sequence of inputs. Its architecture can be seen in Figure 2.5, where 𝑥𝑡 is the input and ℎ𝑡 is the
output. In a reinforcement learning scenario, 𝑥𝑡 would be the current observation of the state of the
environment. The output ℎ𝑡 of the LSTM is referred to as the hidden state because it is fed backward
to become part of the input to the network. Therefore the full input of the LSTM is a combination of the
current observation (𝑥𝑡) and the previous output (ℎ𝑡−1). One of the key components within the LSTM
is the cell state (𝑐𝑡). It is the element that stores information from previous time steps, allowing the
LSTM to detect the temporal relationships between the inputs.

The rest of the components within the LSTM are the forget gate (𝑓𝑡), the input gate (𝑖𝑡), and the
output gate (𝑜𝑡). Each of these is composed of a fully connected feedforward layer (or two in the case
of the input gate) with its own parameters 𝚯 and activation function, as shown in equations 2.22-2.24.
The purpose of the forget gate and the input gate is to modify the cell state at each time step. The forget
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cell determines what information is removed from the cell state, while the input cell adds information
from the current observation to the cell state, as expressed in equation 2.25. Finally, the output gate
determines what part of the cell state is passed to the output (ℎ𝑡) of the LSTM. This structure is much
more complex than conventional feed forward networks, but it is essentially four neural layers acting
together to update the cell state and output the hidden state. Together, these four layers allow the
LSTM to memorize data from an indefinite amount of previous inputs, making it suitable for tasks that
involve temporal sequences of data, such as trajectory control [56].

Various researchers have leveraged the LSTM to implement reinforcement meta-learning [24]. In
this context, the termmeta-learning is used to emphasize that the neural network policy not only learns
to perform well on a specific task, but also learns to adapt to a wide range of tasks. These tasks are
represented as POMDPs where the policy cannot directly observe the complete state of the system.
For instance, the policy may have to face unknown situations such as different environmental dynamics,
actuator failures, or measurement errors [57]. The LSTM policy can learn to adapt to these uncertain
conditions by detecting the temporal relationships between sequences of inputs. This allows the LSTM
to generate outputs based on all the previous inputs, as opposed to a feedforward network which can
only use the current input to generate an output.

𝑓𝑡 = 𝜎(𝚯𝑓 [
𝑥𝑡
ℎ𝑡−1

]) (2.22)

𝑖𝑡 = 𝜎(𝚯𝑖 [
𝑥𝑡
ℎ𝑡−1

])⊙ tanh(𝚯𝑔 [
𝑥𝑡
ℎ𝑡−1

]) (2.23)

𝑜𝑡 = 𝜎(𝚯𝑜 [
𝑥𝑡
ℎ𝑡−1

]) (2.24)

𝑐𝑡 = 𝑓𝑡⊙ 𝑐𝑡−1 + 𝑖𝑡⊙𝑔𝑡 (2.25)

ℎ𝑡 = 𝑜𝑡⊙ tanh(𝑐𝑡) (2.26)

//

// Legend:

     Element-wise
     multiplication

     Element-wise
     summation

     Concatenation

     Copy

     Time step delay//

Figure 2.5: Structure of a LSTM





3
Modeling

In order to learn via reinforcement learning, the controller needs to gather experience from somewhere.
Ideally, data can be taken from the real world, but that data can be scarce, expensive, or otherwise
difficult to acquire. Such is the case for rendezvous missions. Hence, the training data had to be
gathered from a simulated environment that was developed during this project. This chapter describes
how this environment was modeled to simulate a rendezvous scenario. Section 3.1 describes the
chosen mission scenario, section 3.2 covers the dynamics model for the translational and rotational
motion, section 3.3 explains how the environment must be implemented to interact with the learning
algorithm, and lastly section 3.4 shows the experiments that were performed to verify the dynamics
model.

3.1. Mission scenario
As previously mentioned, the mission scenario is the final approach of a chaser towards a rotating
target. The goal during this scenario is to make a chaser vehicle approach the target without colliding
with it. The chaser is a small spacecraft represented as a uniform-density cube with a length of 1
meter and a mass of 100 kilograms. It is assumed that the chaser is equipped with an attitude and
orbit control system consisting of thrusters and reaction wheels. The thrusters can generate a net
force of ±10 𝑁 along each of the chaser’s three body axes, while the reaction wheels can generate
a net torque of ±0.2 𝑁.𝑚 along the three body axes. The torque and thrust constraints were defined
based on the current state of the art of commercial off-the-shelf components for small spacecraft [58].
Together, these actuators give the chaser full control over its position, velocity, attitude, and rotation
rate. The chaser is also equipped with navigation instruments that measure the state of the chaser
and the target. During the approach trajectory, these navigation instruments must remain pointed at
the target to enable relative navigation.

The target is also represented as a uniform cube, but it also has two long appendages along one
of its axes. These represent solar arrays. In order to prevent collisions between the chaser and the
target, the latter is surrounded by a keep-out zone that the chaser must avoid. The keep-out zone has
a spherical shape with a radius of 5 meters and a conical cut-out that represents an entry corridor. A
visual representation of the scenario can be seen in Figure 3.1, where the chaser is depicted as the
green cube, and the target is depicted as the yellow cube surrounded by the red keep-out zone. In this
figure, the entry corridor is pointed directly at the target, but the target is inactive, so it can rotate freely
and has no means to control its own position or attitude. As the target rotates, the entry corridor rotates
with it. This adds another layer of difficulty to the chaser’s objective, as it can only approach the target
through the entry corridor. Once the chaser is within the entry corridor, it must complete the trajectory
by arriving at a given position near the target where it must achieve the required terminal conditions to
finish the final approach phase. The terminal conditions require the chaser to cancel its motion relative
to the target so that the capture phase can begin. In other words, the chaser must reduce its position,
velocity, attitude, and rotation rate relative to the target. These terminal conditions can be seen in Table
3.1. For a trajectory to be considered successful, the chaser needs to achieve the terminal conditions
without ever colliding with the keep-out zone.

17



18 3. Modeling

Figure 3.1: Mission scenario.

Parameter Condition
Position 𝑟𝑒 < 0.5 m
Velocity 𝑣𝑒 < 0.1 m/s
Attitude 𝜃𝑒 < 5 deg

Rotation rate 𝜔𝑒 < 1 deg/s

Table 3.1: Scenario terminal conditions.

3.2. Dynamics
The dynamics determine how the state 𝐒 of the environment evolves over time. In this scenario, the
state of the environment is defined by the position, velocity, attitude, and rotation rate of the chaser and
the target. Position and velocity are expressed in the LVLH reference frame, which was defined back
in section 2.1 and is suitable for rendezvous scenarios. In this reference frame, the target is located
at the origin, and thus the position of the chaser (𝐫) and the velocity of the chaser (𝐯) are expressed
relative to the target:

𝐫 = [
𝑟𝑥
𝑟𝑦
𝑟𝑧
]

𝐿𝑉𝐿𝐻

, 𝐯 = [
�̇�𝑥
�̇�𝑦
�̇�𝑧
]

𝐿𝑉𝐿𝐻

(3.1)

Meanwhile, the attitude of the vehicles is expressed using unit quaternions. As described in section 2.1,
a unit quaternion is a four-element array that can represent any rotation in three-dimensional space,
and thus can be used to represent the orientation of a reference frame with respect to another reference
frame. In this rendezvous scenario, the quaternion 𝐪𝐶 represents the attitude of the chaser body frame
with respect to the LVLH frame, and similarly 𝐪𝑇 represents the attitude of the target body frame with
respect to the LVLH frame. Lastly, the rotation rates of the chaser and the target body frames relative
to the LVLH frame are expressed with the two vectors 𝝎𝐶 and 𝝎𝑇, respectively. Hence, the full state
vector (𝐒) of the system is as shown in equation 3.2. The six terms in the state vector describe the
following six state variables:

• 𝐫 : Position of the chaser expressed in the LVLH frame

• 𝐯 : Velocity of the chaser expressed in the LVLH frame

• 𝐪𝐶: Attitude of the chaser body frame relative to the LVLH frame
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• 𝝎𝐶: Rotation rate of the chaser body frame relative to the LVLH frame

• 𝐪𝑇: Attitude of the target body frame relative to the LVLH frame

• 𝝎𝑇: Rotation rate of the target body frame relative to the LVLH frame

𝐒 =

⎡
⎢
⎢
⎢
⎢
⎢
⎢
⎣

𝐫
𝐯
𝐪𝐶
𝝎𝐶
𝐪𝑇
𝝎𝑇

⎤
⎥
⎥
⎥
⎥
⎥
⎥
⎦

(3.2)

The control policy can affect the state of the system by directing the actuators to exert a net force
(𝐅𝐶) and torque (𝐌𝐶) on the chaser. The forces and torques act along the three axes of the chaser
body frame, since the actuators are fixed to the body frame. It is assumed that the net force executed
by the control policy causes an instantaneous change in velocity Δ𝑉 on the chaser at the beginning of
the time step. The magnitude of this change in velocity is proportional to the length of the time step Δ𝑡,
and inversely proportional to the mass (𝑚) of the chaser, as shown in equation 3.3. In reality, the Δ𝑉
would occur gradually throughout the time step, but making the Δ𝑉 instantaneous greatly reduces the
computational effort of running the dynamics model, and it only introduces a small error into the model.
This will be verified in a later section of this chapter. Similarly, it is assumed that the net torque causes
an instantaneous change in rotation rate (Δ𝜔), which can be estimated from Euler’s rotation equation,
as shown in equation 3.5.

𝐅𝐶 = [
𝐹𝑥,𝐶
𝐹𝑦,𝐶
𝐹𝑧,𝐶

] , 𝐌𝐶 = [
𝑀𝑥,𝐶
𝑀𝑦,𝐶
𝑀𝑧,𝐶

] (3.3)

Δ𝐕 = 𝐅𝐶
𝑚Δ𝑡 (3.4)

Δ𝝎 = 𝐈−1 [𝐌 − 𝝎 × 𝐈𝝎] Δ𝑡 (3.5)

The position and velocity of the chaser will change over time according to the CW model. The
closed form solution described back in equation 2.2 is used to compute the new position and velocity
on each time step of the trajectory, adding the exerted Δ𝑉 at the start of each time step, as shown in
equation 3.6. It should be noted that the Δ𝑉 vector must be rotated from the chaser body frame to the
LVLH reference frame before being applied to the CW model.

The attitude and rotation rate of the chaser and the target are determined via numerical integration
with a fourth-order Runge-Kutta method (RK4), as shown in equation 3.7. The inputs of the RK4
function are the length of the time step and the current values of attitude and rotation rate, as well as
their derivatives. With the given inputs, the RK4 function computes the new attitude and rotation rate at
the end of the time step. The derivative of the attitude (�̇�) is obtained from the quaternion kinematics
model shown in equation 2.8, and the derivative of the rotation rate (�̇�) is obtained from equation 2.5.
It should be noted that the Δ𝝎 is applied only to the chaser and not to the target, since the target does
not experience any torque.

[𝐫
𝐯
]
𝑡+Δ𝑡

= Φ𝐶𝑊 [
𝐫

𝐯 + Δ𝐕
]
𝑡

(3.6)

[𝐪
𝝎
]
𝑡+Δ𝑡

= 𝑅𝐾4([
𝐪

𝝎 + Δ𝝎
]
𝑡
, [ �̇�
�̇�
]
𝑡
, Δ𝑡) (3.7)
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3.3. Implementation
In order to be compatible with the reinforcement meta-learning framework, the model of the rendezvous
scenario needs to be formulated as a POMDP. The POMDP framework in this case is comparable to
a discrete dynamical system, where the state of the system evolves in discrete time steps in response
to the output of the control policy. The current state of the system is relayed to the control policy in
the form of an observation that contains limited information. The observation is represented as a one-
dimensional array of the state variables, as shown in equation 3.8. This observation contains all the
state variables described in equation 3.2, with the exception of the target’s rotation rate (𝜔𝑇). Such a
partial observation can be representative of scenarios where the onboard capabilities of the chaser are
limited due to factors such as a lack of sensors or instrument failure. Since the control policy cannot
directly observe the target’s rotation rate, it must learn to infer it indirectly via meta-learning.

After receiving an observation, the control policy relays its output to the POMDP in the form of an
action, expressed as a one-dimensional array containing the net forces and torques exerted by the
actuators on the chaser. The values of the observations and the actions are normalized to a range
of [−1, 1] as recommended by the developer guide on SB3 [59]. Normalizing the observations can
improve the convergence rate of the learning algorithm by ensuring that the gradients in the network
have similar magnitudes.

𝑂𝑏𝑠𝑒𝑟𝑣𝑎𝑡𝑖𝑜𝑛 =

⎡
⎢
⎢
⎢
⎢
⎢
⎣

𝐫
𝐯
𝐪𝐶
𝝎𝐶
𝐪𝑇

⎤
⎥
⎥
⎥
⎥
⎥
⎦𝑁𝑜𝑟𝑚.

(3.8)

𝐴𝑐𝑡𝑖𝑜𝑛 = [ 𝐅𝐶
𝐌𝐶
] =

⎡
⎢
⎢
⎢
⎢
⎢
⎢
⎣

𝐹𝑥,𝐶
𝐹𝑦,𝐶
𝐹𝑧,𝐶
𝑀𝑥,𝐶
𝑀𝑦,𝐶
𝑀𝑧,𝐶

⎤
⎥
⎥
⎥
⎥
⎥
⎥
⎦𝑁𝑜𝑟𝑚.

(3.9)

After receiving the action from the control policy, the POMDP updates the state of the system using
the dynamics equations described in section 3.2. The POMDP then outputs a new observation rep-
resenting the new state of the environment. In addition, the POMDP also has to generate a reward
value based on the new state of the environment. Further information on how the reward is generated
can be found in section 4.3. The new observation is once again fed into the control policy, and the
cycle continues. Training is divided into episodes, and each episode represents a single rendezvous
attempt. An episode is ended automatically if a given time limit is reached, or if the chaser strays too
far from its objective. Once an episode ends, the MDP is reset to its initial conditions so that a new
episode may begin.

The functionality described above was implemented in Python, using the OpenAI Gym package [60].
This open-source package is specifically designed to be used with reinforcement learning algorithms.
It provides a framework that allows users to create custom environments in order to train and evaluate
a control policy. A template for such a custom environment can be seen in Appendix B.1.

3.4. Dynamics verification
Several trajectories were tested to verify the correct implementation of the CW model and the rigid
body rotation model. First, the implementation of the CW model was tested on a free drift trajectory.
In this type of trajectory there is no thrust applied to the chaser, so its motion is determined entirely by
the initial conditions. Free drift maneuvers are often executed during the far-range rendezvous phase
in order to save fuel. For this test case, the chaser was initialized at a position that was Δ𝑥 meters
lower than the target’s orbit, and with an initial velocity of 3𝑛Δ𝑥/2 m/s along the 𝑦-direction. According
to the CW model, these initial conditions should cause the chaser to move linearly along the 𝑦-axis at
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a constant velocity [61], and the expected distance traveled after one orbit should be equal to 3𝜋Δ𝑥0.
In addition to these initial conditions, the initial 𝑧-coordinate of the chaser is set to a non-zero value
Δ𝑧. The non-zero 𝑧-coordinate should lead to a periodic motion in the out-of-plane direction, while not
affecting the motion in the in-plane direction. The values for each of the initial conditions can be seen
in equation 3.10. The attitude and rotation rate of the chaser are ignored in this scenario because this
test is only concerned with the position and velocity of the chaser.

𝑛 = 0.00104rad/s, 𝐫0 = [
−Δ𝑥0
Δ𝑦0
Δ𝑧0

] = [
−10 m
0 m
10 m

] , 𝐯0 = [
0

3
2𝑛Δ𝑥0
0

] = [
0 m/s

0.0156 m/s
0 m/s

] (3.10)

Figure 3.2 shows the results after propagating the initial conditions over one full orbit. The plot on
the left displays the 𝑥, 𝑦, and 𝑧 components of the chaser’s position as a function of time, and the
plot on the right shows the components of the chaser’s velocity. As expected, the position along the
𝑦-direction increases linearly while the position along the 𝑥-direction remains constant. After one orbit,
the distance covered in the 𝑦-direction is 94.25 meters, which is equivalent to the expected 3𝜋Δ𝑥0.
Meanwhile, the 𝑧-coordinate displays the expected periodic motion, and it does not affect the motion
in the 𝑥 and 𝑦 directions, proving that the out-of-plane motion is decoupled from the in-plane motion.
The results of this experiment show that the dynamics model of the learning environment behaves as
expected during free drift trajectories.

Figure 3.2: Verification of a free drift trajectory.

Next, the dynamics model was tested on a continuous-thrust trajectory. In this type of trajectory, a thrust
force is constantly acting on the chaser. Trajectories of this kind are commonly used for the close-range
rendezvous phase, where the chaser needs more maneuverability to perform the final approach to the
target. A common example of a continuous thrust maneuver is a straight-line approach along the −𝑦
direction. During this maneuver, the chaser must constantly apply thrust in the −𝑥 direction in order to
maintain a constant velocity and avoid drifting sideways. The magnitude of the required thrust can be
computed as a function of the chaser’s velocity, as shown in equation 3.11, where 𝑚𝑐 is the mass of
the chaser and 𝑣𝑦 is the desired velocity of the chaser along the 𝑦 axis. The initial conditions chosen
for this test can be seen in equation 3.12. Just like in the previous test, the attitude dynamics of the
chaser are ignored. It is simply assumed that the chaser body frame is oriented in the same direction
as the LVLH frame, so that the force 𝐹𝑥 acting on the chaser’s 𝑥 body axis is also acting along the 𝑥
axis of the LVLH frame.

𝐹𝑥 = −2𝑣𝑦𝑚𝑐𝑛 (3.11)

𝑛 = 0.00104 rad/s, 𝐫0 = [
0 m

−120 m
0 m

] , 𝐯0 = [
0 m/s
2 m/s
0 m/s

] , 𝐅 = [
−0.42 N
0 N
0 N

] (3.12)
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Since the chaser starts at a distance of 120 meters from the origin and moves at a constant rate of 2
m/s, it is expected that it will reach the origin after 60 seconds. Thus, the simulated trajectory was run
for 60 seconds to see if the chaser reached the origin of the LVLH reference frame as expected. The
results of this experiment can be seen in Figure 3.3, which displays the 𝑥 and 𝑦 coordinates of three
trajectories. Without applying any thrust, the path of the chaser would quickly drift sideways, as shown
by the blue curve. In theory, if a constant thrust was continuously applied, then the trajectory of the
chaser would be a straight-line arriving precisely at the origin, as shown by the dotted line in the plot.
The result of this experiment did not achieve a straight-line trajectory, since it drifted towards the −𝑥
direction by 6 centimeters. The reason for this drift is that the dynamics model assumes that the thrust
is executed instantly at the beginning of each time step, instead of continuously during the full length
of the time step. For the purposes of this model, a drift of 6 centimeters for a trajectory of 120 meters
is not significant, so the dynamics model is considered to be sufficiently accurate.

Figure 3.3: Verification of a constant thrust trajectory.

Having proven that the implementation of the CW model works as expected, the following step was
to verify the attitude dynamics model. Just like in the previous case, two types of trajectories were
tested: a free drift trajectory and a continuous control trajectory. For the free drift example, a special
case was chosen to demonstrate that the dynamics model follows the intermediate axis theorem. This
theorem dictates that for a body with distinct principal axes of inertia, the rotation around the major and
minor axes of inertia is stable, whereas the rotation around the intermediate axis of inertia is unstable.
Although the effects of the intermediate axis theorem are difficult to observe on Earth, they can be
clearly seen in space, as an object can rotate undisturbed for a longer period of time. If the object is
rotating about its intermediate axis of inertia, it will start wobbling, and its intermediate axis will then
switch direction by 180 degrees, even though there is no torque acting on the object. To simulate this
kind of motion, the dynamics model of the learning environment was initialized with the initial conditions
shown in equation 3.13. The value of the quaternion 𝐪𝑐0 corresponds to a rotation of zero degrees,
indicating that the chaser body frame is initially oriented in the same direction as the LVLH frame. The
moment of inertia 𝐈 was defined so that the chaser’s 𝑦 axis is the intermediate axis of inertia, and
therefore the initial rotation rate of the chaser 𝝎𝑐0 is also around the 𝑦 axis. The position and velocity
of the chaser are irrelevant in this case, so the chaser is assumed to be stationary at the origin of the
LVLH frame.

𝐪𝑐0 =

⎡
⎢
⎢
⎢
⎢
⎣

1
0
0
0

⎤
⎥
⎥
⎥
⎥
⎦

, 𝝎𝑐0 = [
0 deg/s
5 deg/s
0 deg/s

] , 𝐈 = [
0.8 0 0
0 1 0
0 0 1.2

] 16𝑑
2𝑚 =

⎡
⎢
⎢
⎣

80
6 0 0
0 100

3 0
0 0 120

6

⎤
⎥
⎥
⎦
kg.m2 (3.13)

The results of running the dynamics model with these initial conditions can be seen in Figure 3.4.
The orthogonal red, green, and blue arrows represent the 𝑥, 𝑦 & 𝑧 axes of the chaser body frame,
respectively. The translucent arrows indicate the initial attitude of the chaser, while the opaque arrows
indicate its final attitude, and the dotted line displays the motion of the 𝑦 axis. Initially, the chaser
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body frame is aligned with the LVLH frame, rotating around the body 𝑦 axis at a rate of 5 deg/s. But
a wobble appears and grows larger over time, causing the 𝑦 axis to change direction. At the end of
the simulation, the chaser is still rotating at a rate of 5 deg/s, but its 𝑦 axis has flipped around 180
degrees, as predicted by the intermediate axis theorem. If the simulation is run for longer, the 𝑦 axis
begins wobbling again and returns to its original position, and then continues repeating the samemotion
back and forth. The result of this experiment proves that the attitude dynamics model of the learning
environment is accurate enough to replicate complex dynamics effects.

Figure 3.4: Verification of the intermediate axis theorem.

Figure 3.5: Verification of the rotation induced by torque.

Lastly, one final experiment was performed to verify that the attitude of the chaser behaves as
expected when a control torque is applied. The initial conditions for this test can be seen in equation
3.14. The chaser was initialized in a stationary state, and a constant control torque of 0.1 N.m was
applied on the 𝑧 body axis. The expected angular acceleration can be derived from Euler’s rotation
equation as shown in equation 3.15. Given that the principal moments of inertia are equal and the
control torque is constant, the angular acceleration must also be constant. Knowing that the angular
acceleration is constant, the total change in rotational velocity (Δ𝜔𝑧) and the total angular displacement
(Δ𝜃𝑧) can be computed as shown in equations 3.16 and 3.17, respectively. Using these formulas, it can
be determined that after applying the control torque for 32.4 seconds the chaser should have rotated
approximately 180 degrees around the body 𝑧 axis, and its rotation rate should have linearly increased
from zero to 11.2 deg/s. A trajectory was simulated with the dynamics model for this amount of time
to observe if the results matched the expected behavior. The results can be seen in Figure 3.5, where
the plot on the left shows the angular displacement as a function of time, and the plot on the right
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shows the rotation rate as a function of time. The angular displacement obtained from the simulation
is very similar to the expected value, although there is a small difference that grows over time. At the
end of the trajectory this difference has grown to 2.8 deg. The reason for this small error is that the
dynamics model assumes that the control torque causes an instantaneous increase in rotation rate at
the beginning of each time step, instead of a gradual increase throughout the duration of the time step.
This choice was made to reduce the computational effort of running the model. Since the errors caused
by this assumption are small, no changes will be made to the model.

𝐪𝑐0 =

⎡
⎢
⎢
⎢
⎢
⎣

1
0
0
0

⎤
⎥
⎥
⎥
⎥
⎦

, 𝝎𝑐0 = [
0 deg/s
0 deg/s
0 deg/s

] , 𝐈 =
⎡
⎢
⎢
⎣

50
3 0 0
0 50

3 0
0 0 50

3

⎤
⎥
⎥
⎦
kg.m2, 𝐌 = [

0 N.m
0 N.m
0.1 N.m

] (3.14)

�̇�𝑧 =
1
𝐼𝑧𝑧
[𝑀𝑧 − (𝐼𝑦𝑦 − 𝐼𝑥𝑥)𝜔𝑥𝜔𝑦] =

𝑀𝑧
𝐼𝑧𝑧

(3.15)

Δ𝜔𝑧 = 𝜔𝑧0 + �̇�𝑧Δ𝑡 (3.16)

Δ𝜃𝑧 = 𝜃𝑧0 + 𝜔𝑧0Δ𝑡 + �̇�𝑧(Δ𝑡)2 (3.17)



4
Learning Algorithm

The learning algorithm is the element that is responsible for training the controller. During training, the
algorithm collects data from the virtual environment and then uses the data to update the parameters of
the controller, thereby modifying its performance to maximize the cumulative reward. For this project,
the PPO algorithm with recurrent neural networks was chosen. A theoretical overview of the PPO
algorithm was introduced in section 2.2.2. The current chapter presents the practical details of how the
learning algorithm was implemented, and how it interacts with the neural network policy. Section 4.1
explains the processes that are executed when training the algorithm, and how to use them in a Python
script. Section 4.2 then describes the structure of the neural network policies that are responsible for
controlling the spacecraft. Lastly, section 4.3 presents the reward function that the learning algorithm
uses to improve the performance of the controller.

4.1. Algorithm
For this project, the PPO algorithm was chosen to train the control policy. PPO is a modern learning
algorithm that uses a clipped loss function to limit the size of each policy update, making it more stable
than other policy gradient algorithms. It has been shown to perform well on various continuous control
scenarios, and it is also conceptually simpler and more sample efficient than similar algorithms such as
TRPO. The version of PPO used throughout this project is from the Stable Baselines 3 (SB3) library.
This version was chosen because SB3 is a reliable library with ample documentation, making it safe
and easy to use. It also provides an easy interface for modifying hyperparameters, which is useful for
tuning the algorithm.

To train the control policy, the PPO algorithm uses an iterative process. On each iteration, it first
collects data from the environment using its current version of the control policy. In reinforcement
learning, the process of data collection is often referred to as collecting rollouts. Once the data has
been collected, it is separated into mini-batches, and the data from each mini-batch is then used to
compute the clipped loss function 𝐿𝐶𝐿𝐼𝑃. Next, it computes the gradient of the loss function with respect
to the parameters of the policy, and it updates those parameters via gradient descent for a given number
of epochs.

The learning process can last several hours, which is why it is often performed on remote servers
or high-performance systems such as DelftBlue. While the learning algorithm is running, it is useful
to periodically evaluate the performance of the control policy in order to assess how well the training
is progressing. For this purpose, a callback function was introduced into the learning algorithm. The
callback function is executed on every iteration of the training loop, just before the rollouts are collected.
When executed, the callback function runs the current control policy on several episodes, and then
computes the average reward obtained throughout those episodes. The average reward is then logged
onto W&B’s online platform, where the progress of the learning algorithm can be visualized in real-time.
In addition, the current policy is saved if the average reward is higher than on previous evaluations. At
the end of the training process, the callback function will have recorded the progress of the learning
algorithm, and it will also have saved the policy that achieves the best reward on average. The Python
function used by the callback to evaluate the current policy can be seen in Appendix B.2.
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A flowchart of the operations performed by the learning algorithm can be seen in Figure 4.1. The
process begins by setting the step count to zero, and then it repeats the main loop until the step count
reaches the desired number of training steps. At the start of each iteration, the callback function is
used to log the performance of the current policy, and save it if necessary. After the callback has been
executed, the learning algorithm starts collecting rollouts, where the current policy repeatedly interacts
with the environment for a given number of steps. Once the data is collected, the learning algorithm
optimizes the policy to minimize the loss. Then the step count is updated, and then the process repeats
itself. After enough iterations are performed, the policy learns to output the actions that maximize the
cumulative reward over an episode.

No Yes

Figure 4.1: Overview of the learning algorithm.

4.2. Policies
In deep reinforcement learning, the policy consists of one or more neural networks whose parameters
(𝜃) are repeatedly updated during training. Actor-critic methods such as PPO have two networks in
their policy: the actor and the critic. Both the actor and the critic receive observations as inputs, but their
outputs are different. The actor generates the control action that will be applied to the environment,
and the critic outputs the value (𝑉) of the given observation. Hence, the output of the critic is always
a scalar, whereas the output of the actor is an array of six values representing the control forces and
torques. For a feedforward (MLP) policy, the architecture of the neural networks can be defined by
three attributes:

• Number of layers

• Number of neurons per layer

• Activation function

There is no ideal architecture that works for every problem, so a policy can be customized by modifying
these three parameters to better fit the use case. Chapter 5 will explain how a custom policy was
created by tuning the network architecture.



4.3. Reward function 27

To implement reinforcement meta-learning, a recurrent (RNN) policy is necessary. The specific
RNN chosen for this project is the Long Short-Term Memory (LSTM) network. This type of network was
selected because LSTMs are known for being efficient at detecting long-term relationships in sequences
of data. The recurrent policy contains one neural network for the actor and another network for the
critic, much like the non-recurrent policy does. However, in the recurrent policy the networks are more
complex, since they contain a LSTM unit followed by a multilayer perceptron. The structure of the
recurrent networks can be seen in Figure 4.2.

Figure 4.2: Structure of the recurrent policy.

The actor and the critic have the same architecture, but the parameters 𝚯 of the networks evolve
differently as the training progresses. Both networks take the current observation of the environment
as their input. The observation is passed to the LSTM, where it is combined with the previous output of
the LSTM and then passed through the forget gate, the input gate, and the output gate, as described
in section 2.2.3. Next, the output of the LSTM is passed to a multilayer perceptron which produces
the output of the network. In the case of the actor, the multilayer perceptron outputs the next action
that will be applied to the environment, i.e. the thrust and torque exerted on the chaser. And in the
case of the critic, the multilayer perceptron outputs the estimated value of the current observation of
the environment’s state, which is used by the learning algorithm to compute the loss function.

Throughout this project, the recurrent policy was used to implement reinforcement meta-learning,
while the non-recurrent policy was used for comparison. Appendix B.3 shows how to train the recurrent
and non-recurrent policies using SB3.

4.3. Reward function
The reward function determines the behavior of the trained controller. Since the learning algorithm will
try to maximize the cumulative reward, the reward function should encourage the policy to accomplish
the objective of the scenario. In the rendezvous final approach scenario, the ultimate objective is to
make the chaser achieve the terminal conditions required to initiate the capture phase. A logical idea
would then be to give the policy a positive reward when it achieves the terminal conditions, and give
it zero rewards otherwise, as shown in equation 4.1, where 𝑘∗ is a positive constant. The issue with
this approach is that it leads to a sparse reward function. In other words, only a very small section of
the environment’s state space provides rewards to the environment, while the rest of the state space
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provides no feedback at all. With a sparse reward function, the policy may take a long time to improve
because it has very few rewards to learn from. It would essentially have to explore the entire state
space without any rewards to guide it until it eventually found the terminal conditions.

𝑅∗ = {
0 if terminal conditions are NOT achieved
𝑘∗ if terminal conditions are achieved

(4.1)

The solution to the sparse reward problem is to shape the reward function by using domain knowl-
edge to give smaller intermediate rewards that guide the policy towards the ultimate objective. The
shaping reward can be used to encourage behaviors that lead to a successful trajectory, while also
penalizing behaviors that don’t. In order to shape the reward function, it is useful to decompose the
overall goal of the scenario into multiple smaller objectives. For instance, one objective can be to keep
the chaser pointed towards the target, another objective can be to avoid collisions, and yet another
objective can be to preserve fuel. The overall reward function can then be composed of several differ-
ent terms, as shown in equation 4.2, where each of the first three terms addresses one of the minor
objectives, and the last term is the sparse reward from equation 4.1.

𝑅 = 𝑅𝜃 + 𝑅𝑓 + 𝑅𝑐 + 𝑅∗ (4.2)

The purpose of the reward term 𝑅𝜃 is to keep the chaser pointed at the target throughout the trajectory.
In equation 4.3, the term 𝜃𝑒 is the chaser’s pointing error, which is measured as the angle between the
direction in which the chaser is currently pointing and the direction in which it should be pointing, as
depicted in Figure 4.3. The term 𝜃𝑒,𝑚𝑎𝑥 is the maximum allowed pointing error. If the chaser’s pointing
error exceeds 𝜃𝑒,𝑚𝑎𝑥 then the episode is terminated early, because the target is no longer within the
chaser’s field of view.

𝑅𝜃 = 𝑘𝜃 (1 −
𝜃𝑒

𝜃𝑒,𝑚𝑎𝑥
) (4.3)

The reward term 𝑅𝑓 encourages the policy to generate fuel-efficient trajectories. to use less fuel during
the trajectory. The amount of fuel used on each time step is estimated by the Δ𝑉 applied to the chaser.
The value of the reward varies linearly, so that the agent receives no reward on the time steps where
the maximum Δ𝑉 is applied, but receives a reward of 𝑘𝑓 when no Δ𝑉 is applied. The purpose of this
reward is to prevent the policy from using fuel unnecessarily.

𝑅𝑓 = 𝑘𝑓 (1 −
|𝚫𝐕|
𝚫𝐕𝑚𝑎𝑥

) (4.4)

The reward term 𝑅𝑐 penalizes the agent for causing collisions. An essential requirement for the trajec-
tories is that they do not lead to a collision between the chaser and the target. Therefore, a constant
penalty 𝑘𝑐 is applied on every time step that the chaser spends within the keep-out zone. This penalty
discourages the policy from directing the chaser into the keep-out zone. In addition to this penalty, the
reward term 𝑅∗ is also used to encourage the policy to avoid collisions. The bonus reward 𝑘∗ is only
given if the terminal conditions are met and if the chaser has not been within the keep-out zone during
the current episode. The goal of this constraint is to teach the policy that the bonus reward can only
be achieved when the trajectory is collision-free. Otherwise, the policy could possibly disregard the
collision penalty 𝑘𝑐, and enter the keep-out zone for a few time steps only to reach the bonus reward
faster.

𝑅𝑐 = {
0 if chaser NOT in keep-out zone
−𝑘𝑐 if chaser in keep-out zone

(4.5)

As an example of how to compute the reward, consider the environment state shown in Figure 4.3.
In this instance, the chaser is positioned within the keep-out zone and it has a large pointing error 𝜃𝑒.
The policy is applying a velocity change of Δ𝑉𝑥 along the chaser’s 𝑥 axis and Δ𝑉𝑦 along the 𝑦 axis.

The overall reward obtained on this time step can then be computed as shown in equation 4.6. A
positive reward is given for the chaser’s pointing error and fuel usage, and a negative penalty is given
for entering the keep-out zone. The success bonus 𝑅∗ is not achieved on this time step because the
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Legend:
 
        Chaser
 
        Target

        Keep-out zone

Figure 4.3: Example of chaser pointing error.

terminal conditions have not been met. The bonus also cannot be achieved for the remainder of this
trajectory because the chaser has entered the keep-out zone.

𝑅 = 𝑘𝜃 (1 −
𝜃

𝜃𝑚𝑎𝑥
) + 𝑘𝑓 (1 −

Δ𝑉𝑥 + Δ𝑉𝑦
Δ𝑉𝑚𝑎𝑥

) − 𝑘𝑐 + 0 (4.6)

Another detail related to the reward function is that the available state space is reduced over time.
At the beginning of each episode, the chaser is allowed to move away from the target up to a distance
𝑑𝑚𝑎𝑥. But as the episode progresses, 𝑑𝑚𝑎𝑥 is gradually lowered, shrinking the available space where
the chaser can be. If the chaser goes beyond 𝑑𝑚𝑎𝑥, the current episode is terminated, therefore the
chaser must stay within 𝑑𝑚𝑎𝑥 in order to continue the current episode and earn more rewards. The
value of 𝑑𝑚𝑎𝑥 continues shrinking until it reaches the edge of the keep-out zone, so that the chaser
then has more time to explore the state space closer to the target. This dynamic motivates the chaser
to move towards the target, without needing to add an additional position term to the reward function.

The shaping reward terms can help to guide the policy towards the intended goal, but they may
also lead to unexpected behaviors if some of the reward terms are more dominant than others. The
relative importance of some of the reward terms with respect to others may lead the agent to accomplish
some of the objectives while ignoring the rest of the objectives. For example, the authors of a similar
rendezvous study [21] reported that the collision-avoidance capabilities of their policy degraded when
their reward function emphasized fuel efficiency, and vice-versa. In order to avoid this, careful tuning of
the reward function is required, which can be a time-consuming process [30]. Despite this difficulty, it
is possible to successfully train a reinforcement learning model to achieve all of the desired objectives
throughout the trajectory. Several researchers have seen good results with this type of shaped reward
function [12, 62].





5
Model tuning

Before training the policy, the hyperparameters of the model must be tuned to improve the efficiency
of the learning process. In the context of machine learning, the term hyperparameters refers to the
parameters that have to be defined by the user prior to running the learning algorithm. This nomencla-
ture is used to distinguish the user-defined parameters from the parameters of the neural network (𝜽)
which are progressively updated by the learning algorithm. Three components of the model had to be
tuned: the algorithm, the neural networks, and the reward function. Sections 5.1, 5.2, and 5.3 describe
respectively how the hyperparameters of each of these components were tuned. Lastly, section 5.4
provides a summary of the tuning process.

Throughout the tuning process, Weights & Biases (W&B) was used to execute experiments and
track results. W&B is a machine learning platform that provides many tools for developers to build and
test their machine learning models. It has an easy-to-use Python API that allows developers to set
up experiments and log the results, which can then be visualized and analyzed on an intuitive online
dashboard. Besides of its usefulness for logging and visualizing data, W&B also offers a convenient
tool called sweeps. With a sweep, the hyperparameter search can be automated using only a few lines
of code. An example of how to perform a sweep is shown in Appendix B.4.

5.1. Algorithm tuning
The first component of the model to be tuned was the learning algorithm. The goal of this tuning is to
find suitable set of hyperparameters that improves the algorithm’s convergence time. SB3’s implemen-
tation of the PPO algorithm has been thoroughly tested by its developers on several different control
environments, so it has some fairly reliable default values for its hyperparameters. Regardless of this,
a sweep was performed to check if the algorithm’s performance can be improved. The four parame-
ters to be tuned are: the learning rate, the clip range, the batch size, and the number of epochs. The
learning rate determines the size of the gradient descent step that is used to optimize the networks.
A large learning rate will perform larger policy updates, which may lead the policy to learn faster but
may also make the learning less stable. On the other hand, a smaller learning rate will perform small
policy updates and may slow down the learning process. Next, the clip range is the parameter (𝜀)
described in Section 2.2.2. This hyperparameter is unique to the PPO algorithm, and it determines
how different the new iteration of the policy can be from the previous one. Similarly to the learning rate,
a large clipping parameter will allow the policy to change more quickly, which could reduce the algo-
rithm’s stability. Lastly, batch size and the number of epochs affect how the policy is updated on each
iteration. These two hyperparameters define the size of the mini-batches, and the amount of gradient
descent steps that are performed each time the policy is updated. Mini-batches allow the algorithm to
perform more policy updates using smaller subsets of data. Separating the data into mini-batches can
increase the computation time of the algorithm, but it can improve its sample efficiency and it may also
prevent it from getting stuck on local optima. Similarly, a higher number of epochs also increases the
computation time, but it can help the algorithm fit the data better, although too many epochs can also
lead to overfitting.

In summary, for each of these hyperparameters there is a trade-off between different performance
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metrics. For this reason, a sweep was performed to find a suitable combination of hyperparameters
that leads to efficient learning and reasonable computational time. The search space chosen for each
of these hyperparameters is shown in Table 5.1. In this table, the expression 𝒰[𝑎, 𝑏] indicates a
continuous uniform distribution between the limits 𝑎 & 𝑏, and the expression𝒰{𝑎1, 𝑎2, ... 𝑎𝑛} represents
a discrete uniform distribution wherein each of the values 𝑎1, ... 𝑎𝑛 is equally likely to be sampled. This
search spacewas selected to cover at least one order of magnitude around the default values defined by
SB3. Originally, batch sizes as low as 8 were also sampled, but this led to prohibitively long computation
times, which severely limited the number of runs that could be performed. Therefore the lower limit of
the batch size was set at 32.

Hyperparameter Default value Search space

Learning rate 3 × 10−4 exp (𝒰 [ln(10−6), ln(10−2)])
Clip range 0.2 𝒰 {0.02, 0.1, 0.15, 0.2, 0.25, 0.3, 0.5, 1, 2}
Batch size 64 𝒰 {32, 64, 128, 512}

Number of epochs 10 𝒰 {1, 2, 3, ..., 100}

Table 5.1: Search space of the algorithm sweep.

Initially, a uniform distribution was chosen for the learning rate, but this distribution did not properly
explore the full range of values, especially on the lower end, as shown in Figure 5.1. Note that the
scale of the y-axis on this figure is logarithmic. Despite having set the search space between 10−6
and 10−2, the uniform distribution rarely samples a value lower than 10−4 in 1000 samples. To avoid
this narrowed sampling, a log-uniform distribution was chosen (also known as a reciprocal distribution).
The log-uniform distribution is characterized by the probability density function (PDF) shown in equation
5.1, which leads to a much more even sampling across all the orders of magnitude of the search space,
as depicted on the rightmost plot in Figure 5.1. This kind of distribution is better for sampling search
spaces that cover multiple orders of magnitude.

𝑃𝐷𝐹(𝑥) = 1
𝑥 [ln (𝑏) − ln (𝑎)] for 𝑎 <= 𝑥 <= 𝑏 and 𝑎 > 0 (5.1)

Figure 5.1: Result of sampling the learning rate with a uniform distribution (left), and a
log-uniform distribution (right).

On each run of the sweep, the learning algorithm trained the policy for 100,000 time steps using
randomly sampled hyperparameters. The results of the sweep can be seen in the two parallel coordi-
nates plots in Figure 5.2. These plots depict the hyperparameters and the reward achieved on every
run. The four vertical axes on the left side of the plot show the values of the hyperparameters that were
randomly sampled, and the axis on the right shows the maximum reward achieved during each run.
Each line in the plot represents one of the runs executed during the sweep. Lines are color-coded ac-
cording to the reward of the run, where blue indicates a low reward, and yellow indicates a high reward.
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The plot on the top of Figure 5.2 shows the results for all of the 110 runs that were executed during the
sweep. The majority of the runs achieved low rewards, as can be seen by the predominantly dark blue
color of the lines. The low reward indicates that the trained policies were not able to steer the chaser
into the entry corridor due to the poor performance of the learning algorithm.

Some of the runs did achieve higher rewards. These runs can be identified by the pink and yellow
lines, which have been highlighted in the lower plot of Figure 5.2. The distribution of these lines shows
the range of values that are suitable for each hyperparameter. For the batch size, all of the sampled
values were capable of achieving at least one run with high rewards, suggesting that it has no significant
effect on the learning process. On the other hand, the clipping parameter has a very limited range of
values that lead to high rewards. Specifically, the only runs that achieved high rewards had a clipping
parameter between 0.2 and 0.3. This result agrees with the findings of the authors of the PPO algorithm
[22], who concluded that PPO achieves the best results with a clipping parameter of 0.2, while larger
clipping values lead to excessively large policy updates.

A similar pattern appears for the learning rate. The highest rewards are achieved by runs that have
a learning rate between 7 × 10−4 and 2 × 10−3, while the runs with a learning rate closer to the default
value of 3 × 10−4 generated lower rewards. This suggests that for this scenario the algorithm benefits
from a larger learning rate to make the policy learn faster. Lastly, the number of epochs also appears
to have an effect on the reward, since the highest rewards correspond to runs with a number of epochs
between 33 and 85. Notably, the runs with the default number of epochs never achieved high rewards,
indicating that 10 epochs may not be sufficient for the algorithm to properly fit the data, so a larger
amount of epochs should be used to achieve better results.

Another performance metric to consider is the runtime of the training process. Although the batch
size does not have a significant effect on the reward, it does have a noticeable effect on the runtime of
the sweep. This is evidenced by the fact that the average runtime of the runs increases as the batch
size decreases. For instance, the runs with a batch size of 512 have an average runtime of 12 minutes,
while the runs with a batch size of 32 have an average runtime of 23 minutes. This was to be expected,
because the batch size affects how many policy updates are performed. As explained in section 4.1,
one policy update has to be executed for eachmini-batch. Thus, a smaller batch size leads tomoremini-
batches and more policy iterations, and therefore takes more time to execute. Similarly, the number
of epochs also affects the runtime because a higher number of epochs increases the number of policy
updates. Therefore, it is best to avoid using a low batch size and a high number of epochs, as it has no
significant effect on the reward but it does slow down the learning algorithm considerably. Based on the
results of this sweep, the hyperparameters shown in Table 5.2 were chosen for the learning algorithm.
The learning rate and the clip range were chosen to achieve a high reward, while the batch size and
the number of epochs were chosen to avoid unnecessarily long training times.

Hyperparameter Default value Tuned value

Learning rate 3 × 10−4 3 × 10−3

Clip range 0.2 0.25
Batch size 64 128

Number of epochs 10 40

Table 5.2: Hyperparameter values chosen as a result of the algorithm sweep.

5.2. Neural network tuning
The next component to be tuned was the architecture of the neural network policies, which can have
a significant effect on the learning process and on the performance of the trained policy. Just as with
the learning algorithm, the default policies on SB3 have been extensively tested, and thus have a fairly
reliable architecture. However, the optimal architecture for a neural network is not the same for every
scenario, as it often depends on the dimensionality of the problem. Therefore, the policies were tuned to
ensure that their architecture is suitable for this rendezvous scenario. The following sections describe
the process and the results of tuning the feedforward and the recurrent policies.
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Figure 5.2: Results of algorithm sweep (top), with the best results highlighted (bottom).

5.2.1. MLP tuning
For the non-recurrent policy, three hyperparameters were tuned: the number of hidden layers, the
number of neurons per layer, and the activation functions. The three activation functions that were
tested during this sweep are the rectified linear unit (ReLU), the sigmoid (𝜎), and the hyperbolic tangent
(Tanh) functions. The formulas for these nonlinear functions are given in equations 5.2-5.4, and their
plots can be seen in Figure 5.3. ReLU is a piece-wise linear function with an output equal to zero when
the input is negative, and equal to the input when the input is positive. Thus, the ReLU function has no
upper limit. On the other hand, the output of the sigmoid function is bounded between 0 and 1. For large
negative inputs, its output asymptotically approaches 0, and for large positive values it asymptotically
approaches 1. The Tanh function is similar to the sigmoid, but its lower bound is -1 instead of 0.
Some works claim that the ReLU function is more successful than other activation functions for general
purposes [63], while the sigmoid is preferred for binary classification problems. However, there is no
general agreement on which activation function is universally better than the others. For this reason,
all three of these activation functions were tested during the tuning process.

𝑅𝑒𝐿𝑈(𝑥) = {0 if 𝑥 < 0
𝑥 if 𝑥 ≤ 0 (5.2)

𝜎(𝑥) = 1
1 + 𝑒−𝑥 (5.3)

tanh(𝑥) = 𝑒𝑥 − 𝑒−𝑥
𝑒𝑥 + 𝑒−𝑥 (5.4)

The optimal amount of hidden layers and neurons in the neural network depends on the number
of dimensions of the problem. Several sources [64, 65] claim that the optimal number of neurons per
layer is somewhere between the size of the input and the size of the output of the neural network. In
this project, the input observation contains 17 values, and the output action has 6 values. Hence, 16
neurons per layer should be sufficient for this scenario, but higher values were also tested for compar-
ison.
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Figure 5.3: Activation functions tested. ReLU (left), Sigmoid (center) and Tanh (right).

In theory, a neural network requires only one hidden layer to approximate any continuous function.
In practice, however, many researchers use deeper networks [28, 29, 48]. Therefore, this study also
included deeper networks. Table 5.3 lists the values that were sampled for each of the three hyperpa-
rameters mentioned. A sweep was executed using a grid search strategy so that each of the possible
combinations of hyperparameters was tested. On each run of the sweep, a policy was created using
the hyperparameter values sampled from the search space. The policy was then trained for 100,000
time steps, and the maximum reward was recorded.

Hyperparameter Default value Search space

Number of layers 2 {2, 3, 4}
Neurons per layer 32 {16, 32, 64}
Activation function Tanh {ReLU, 𝜎, Tanh}

Table 5.3: Search space of the non-recurrent network sweep.

In total, 27 runs were executed. The maximum reward obtained on each of these runs can be
seen in Figure 5.4. The plot on the left shows the reward achieved by the policies that used a ReLU
activation function, and the plots in the center and on the right show the results for the Sigmoid and Tanh
functions, respectively. Of the three activation functions, Tanh clearly displayed the best performance,
as it achieved much higher rewards than both of the other activation functions. On the other hand,
the sigmoid function showed very poor results, as seen by the low rewards in all of its nine runs. One
possible explanation for these poor results is the phenomenon known as saturation [66]. This issue
arises due to the asymptotic nature of the sigmoid function, which can reduce its output to a binary state
when the input is large (in either the positive or negative directions). Updating the input parameters
of a saturated neuron will have a very small effect on its output, and therefore the gradient of the loss
function will be small as well. As a result, the parameters of the network will be updated more slowly,
because the size of the update is proportional to the size of the gradient. Hence, the learning process
will be slower, and it will take more time for the algorithm to converge. Another possible explanation
for the poor results of the sigmoid function is the vanishing gradient problem. This problem refers to
how the gradients of the loss function become increasingly smaller in the early layers of the network
as a result of the repeated multiplication of small gradients that is performed by the backpropagation
algorithm. Because of the shrinking gradients, the early layers of the network cannot be properly
updated, thus preventing the network from learning a suitable control policy. The sigmoid function is
especially susceptible to this problem due to its asymptotic nature, which tends to result in smaller
gradients when the input is not near zero.

The Tanh function has a similar shape to the sigmoid function, so in theory it should suffer from
similar problems. However, the Tanh function consistently achieved higher rewards than the sigmoid
function. One possible explanation for this outcome is that the Tanh function has a larger derivative,
which results in larger gradients and may have helped to prevent saturation and vanishing gradients.
Another possible reason for the difference in performance is that the output of the Tanh functionmatches
the output range of the environment’s action space ([−1, 1]), whereas the output of the ReLU and
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Figure 5.4: Results of the network sweep for ReLU (left), Sigmoid (center) and Tanh (right).

Sigmoid functions needs to be normalized to match the action space. It is also likely that the Tanh
function is capable of learning more complex relationships between inputs and outputs thanks to its
ability to output both positive and negative values. The other two activation functions can only output
positive values, which may limit the network’s ability to learn features from the given data.

The plots in Figure 5.4 also show that the number of neurons per layer has an effect on the policy’s
performance. Rewards were always low during the runs that used only 16 neurons per layer, suggesting
that 16 neurons are not enough for the network to learn a suitable control policy. On the other hand, the
runs that used 32 and 64 neurons per layer achieved much better rewards, especially when using the
ReLU and Tanh functions. The number of layers does not have such a significant effect. This agrees
with the universal approximation theorem, which states that one hidden layer should be sufficient to
enable a neural network to approximate any continuous function.

5.2.2. LSTM tuning
Another sweep was performed to tune the recurrent policy, which has three hyperparameters: the size
of the hidden state, the number of LSTM layers, and the sharing of the LSTM. The size of the hidden
state refers to the size of the output of the LSTM. A larger hidden state can capture more information
from the sequence of inputs fed to the LSTM, but it can also lead to overfitting. Ultimately, the optimal
size of the hidden state depends on the dimensions of the problem, therefore several different sizes
were tested during the sweep. Next, the number of LSTM layers indicates how many consecutive
LSTM units are included in the policy. For example, if the number of LSTM layers is set to two, then
the network will contain two LSTM units stacked sequentially one after the other, such that the output
of the first LSTM is the input to the second LSTM. In theory, one LSTM layer should be sufficient for
the policy to remember information from previous inputs, but more layers were also tested to see if
it led to any changes in performance. Lastly, sharing the LSTM means that both the actor and the
critic networks use the same LSTM. Sharing the LSTM reduces the total amount of parameters in the
network, which can help to lower the computational time and may prevent overfitting. It may also be
beneficial for the actor and the critic to share information. However, when the LSTM is shared, its
parameters are only updated with the actor losses. This may lead the actor to dominate the LSTM,
reducing the effectiveness of the critic. Both shared and separate LSTM configurations were tested
during the sweep. The full search space of the sweep can be seen in Table 5.4.

Hyperparameter Default value Search space

Size of hidden layer 128 {32, 64, 128, 256}
LSTM layers 1 {1, 2, 3}
Shared LSTM No {Yes, No}

Table 5.4: Search space of the recurrent policy sweep.

Just as with the non-recurrent policy, a sweep was performed with a grid search method to check
every combination of hyperparameters. Figure 5.5 shows the results of the sweep in terms of the



5.2. Neural network tuning 37

reward achieved by each run and the time it took to complete each run. The plot on the left shows
the runtime of the experiments expressed as a percentage of the average time it took to run the same
experiment with a non-recurrent policy. It can be seen that all of the recurrent policies are slower to
train than the non-recurrent policy. This difference was expected, since the non-recurrent policy only
contains a MLP, whereas the recurrent policies contain at least one LSTM in addition to a MLP. The
LSTMs drastically increase the number of parameters in the network, and they also have to perform
more sequential operations to compute an output, as explained in section 2.2.3. This explanation is
supported by the fact that using more LSTM layers increased the training time even further, as seen in
the plot. There is also a clear difference between the policies that shared the LSTM between the actor
and the critic and those that did not. The policies that used a separate LSTM were on average 32%
slower to train than the MLP. Meanwhile, the policies that shared the LSTM between the actor and the
critic were 14% faster than their non-sharing counterparts, but still slower than the MLP policy. Despite
being faster to train, the policies with a shared LSTM achieved a lower reward on average than the
policies with the separate LSTM, as shown in the rightmost plot of Figure 5.5.

Figure 5.5: Results of the RNN network sweep in terms of runtime (left) and average reward (right).

Having more than one LSTM layer on the policy did not improve the reward. This was expected,
since one LSTM layer should be sufficient for the network to remember previous inputs, and adding
more LSTM layers cannot provide any added benefit. Contrary to the effect of increasing the number
of LSTM layers, increasing the size of the hidden state does not increase the training time significantly,
but it does appear to improve the reward by a small amount. These results indicate that in this case it
is best to use only one LSTM layer to reduce the computational time, and also use a large hidden state
without sharing the LSTM to achieve a higher reward.

Based on the outcome of the recurrent and the non-recurrent sweeps, the tuned values for the
hyperparameters of the policies were selected to maximize the reward while keeping a low runtime.
The tuned value for each hyperparameter can be seen in Table 5.5. Overall, the tuned values are
similar to the default values, but there were still some unexpected results while tuning the networks.
The Tanh activation function performed significantly better than the other two alternatives, and the size
of the feedforward layers and the hidden state had to be increased to achieve higher rewards. If the
hyperparameters had been left as is, the resulting policy would have most likely yielded lower rewards.
This shows the importance of tuning the model before committing to training the policy.

Hyperparameter Default value Tuned value

Number of (feedforward) layers 2 3
Neurons per (feedforward) layer 32 64

Activation function Tanh Tanh
Size of hidden state 128 256

Number of LSTM layers 1 1
Shared LSTM No No

Table 5.5: Hyperparameter values chosen as a result of the network sweeps.
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5.3. Reward function tuning
The last component of themodel that required tuning is the reward function. During the training process,
the learning algorithm will update the policy to try to maximize the cumulative reward. Therefore, the
reward function essentially defines what the goal of the scenario is, and what the behavior of the trained
policy will be like. As described in Section 4.3, the reward function is composed of multiple terms that
reward the desired behaviors and penalize unwanted behaviors. The reward function was tuned by
varying the coefficients (𝑘) of each component of the function until a suitable behavior was observed.

The first parameter to be tuned was the collision coefficient (𝑘𝑐), which penalizes the policy for
causing collisions. A sweep was executed to assess how different collision coefficients affect the per-
formance of the policy. The search space of the sweep can be seen in Table 5.6. On each run, a policy
was trained using a different value for the collision coefficient, ranging between zero and one. In the
case where the collision coefficient is equal to zero, the policy is not penalized for collisions, and in the
other four cases the policy receives a penalty equal to 𝑘𝑐 on every time step that the chaser is inside
the keep-out zone. To keep the reward function simple during this sweep, the rest of the coefficients
were set to zero, except for the success coefficient, so that the policy still has a goal to accomplish.

Hyperparameter Search space

Collision coefficient (𝑘𝑐) {0, 0.1, 0.25, 0.5, 1}
Fuel coefficient (𝑘𝑓) 0

Attitude coefficient (𝑘𝜃) 0
Success coefficient (𝑘∗) 1

Table 5.6: Search space of the collision coefficient sweep.

It was expected that many collisions would occur when the collision coefficient was equal to zero,
because the policy does not receive any penalties for entering the keep-out zone. It was also expected
that a high collision coefficient would prevent the chaser from reaching the entry corridor, because
the policy would be too intent on avoiding collisions. However, the results of the sweep showed a
different outcome. In each of the runs, the trained policy was able to successfully enter the corridor
without causing any collisions, even when there was no collision penalty. The most likely explanation
for this behavior is the fact that the success bonus (𝑅∗) can only be achieved when the chaser has not
entered the keep-out zone during the current episode. As mentioned in section 4.3, this constraint was
added to the success bonus to provide additional motivation for the policy to avoid collisions. Based
on the results, the constraint appears to have the desired effect, because the policies learned to avoid
collisions in order to receive the success bonus, even when the collisions are not explicitly penalized.

Next, the fuel efficiency component (𝑅𝑓) was added to the reward function. As described in section
4.3, the purpose of the 𝑅𝑓 component is to encourage the policy to use less Δ𝑉 throughout the trajectory,
thereby conserving fuel. To this end, the 𝑅𝑓 component gives the policy a reward that is inversely
proportional to the Δ𝑉 used at every time step. In other words, the policy receives higher rewards
for using less Δ𝑉, and vice-versa. The size of this reward is determined by the fuel coefficient 𝑘𝑓, as
shown in equation 4.4. If the coefficient is set to a low value then the reward 𝑅𝑓 will also be low, so
the policy will have little motivation to generate fuel efficient trajectories. On the other hand, when
the fuel coefficient is high, the policy will receive a large reward for using less Δ𝑉. This may lead the
policy to be more fuel-efficient, but it may also distract it from its ultimate objective of reaching the
desired terminal position. Other authors that used similar reward functions reported that varying the
fuel coefficient caused a trade-off between fuel efficiency and other performance parameters [21], so
a similar behavior is expected in this test.

During this experiment, several policies were trained using different values for the fuel coefficient.
In total, six training runs were executed with fuel coefficients ranging between zero and one, and the
performance of the policy was evaluated at the end of each run. The results for these runs can be
seen in Figure 5.6. The bar chart on the left shows the total Δ𝑉 of the trajectory generated by each of
the six trained policies, and the bar chart on the right shows the terminal position error of those same
trajectories (prior to any collisions). The blue bars indicate the trajectories that did not collide with the
keep-out zone, while the red bars indicate the trajectories that did.
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Figure 5.6: Results of using different fuel coefficients.

As expected, the highest Δ𝑉 corresponds to the policy that had a fuel coefficient of zero. This policy
did not receive any reward from the 𝑅𝑓 component, and therefore it did not have any motivation to
learn fuel-efficient trajectories. The rest of the policies were trained with non-zero fuel coefficients,
and as a result they generated trajectories with a lower total Δ𝑉. As the fuel coefficient increases, the
Δ𝑉 of the trajectories decreases, suggesting that the policies learned to use less Δ𝑉 to increase the
amount of reward obtained throughout the episode. However, making the fuel coefficient too large can
be detrimental to the policy’s performance. This is evidenced by the results of the two policies that
had the highest fuel coefficients during training. These two policies learned to execute trajectories with
a very low Δ𝑉, but they did not learn to approach the target without colliding with the keep-out zone,
as depicted by their large terminal position error. The terminal position error of these two policies was
equal to the radius of the keep-out zone, indicating that the policies were not even able to enter the
corridor without colliding with the keep-out zone, while the other four policies were able to reduce the
position error to less than one meter. This result proves that there is indeed a trade-off between the
different components of the reward function, and one of the terms may dominate over the rest if the
coefficients are not tuned carefully. Using a low fuel coefficient makes the policy prioritize collision
avoidance over saving fuel, whereas using a high fuel coefficient does the opposite. For any given
on-orbit servicing mission it is desirable to have fuel-efficient trajectories, but not at the cost of higher
collision risks. Based on this requirement, a fuel coefficient of 0.25 was chosen for the final reward
function. This value strikes a good balance between conserving fuel while still avoiding collisions when
approaching the target.

The last components of the reward function that need tuning are the attitude term (𝑅𝜃), which
rewards the policy for pointing at the target, and the success term (𝑅∗) which rewards the policy when
it successfully achieves the terminal constraints without colliding. The attitude term 𝑅𝜃 is significant
because the chaser must remain pointed towards the target throughout the duration of the trajectory
in order to have accurate knowledge of its state relative to the target. However, the 𝑅𝜃 reward term
must not outweigh the 𝑅∗ term, as this would distract the policy from its ultimate objective of achieving
the terminal conditions of the trajectory. To find a good combination, the coefficients of the two reward
terms (𝑘𝜃 and 𝑘∗) were varied over the search space shown in Table 5.7. A grid search was performed
over this search space, training one policy with each combination of parameters.

Hyperparameter Search space

Collision coefficient (𝑘𝑐) 0.5
Fuel coefficient (𝑘𝑓) 0.25

Attitude coefficient (𝑘𝜃) {0, 1, 2, 4}
Success coefficient (𝑘∗) {0, 2, 4, 8}

Table 5.7: Search space of the attitude and success coefficients sweep.
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In total, 16 policies were trained. Their performance was evaluated in terms of the final position
error at the end of the trajectory, and the average attitude error throughout the trajectory. The results
for the 16 policies can be seen in Figure 5.7, where the 𝑥-axis displays the position error, the 𝑦-axis
displays the attitude error, and the dashed lines indicate the terminal constraints required for a suc-
cessful trajectory. From this graph it can be seen that the performance of the policies varied greatly.
Some of the policies achieved large position errors and small attitude errors, while others did the oppo-
site. The policies with large position errors correspond to the reward functions that had a large attitude
coefficient (𝑘𝜃). As expected, in these cases the weight of the attitude reward term 𝑅𝜃 prevented the
policy from approaching the target, as it was more focused on maintaining a small attitude error. Many
of the policies fulfilled the required position constraint, but only two of them fulfilled both the position
and the attitude constraints. The best performance was achieved by the reward function with an atti-
tude coefficient of 1 and a success coefficient of 8, so these values were chosen for the tuned reward
function. The tuned values for all of the coefficients can be seen in Table 5.8. With this, the model
tuning process was concluded.

Figure 5.7: Results of using different fuel coefficients.

Hyperparameter Tuned value

Collision coefficient (𝑘𝑐) 0.5
Fuel coefficient (𝑘𝑓) 0.25

Attitude coefficient (𝑘𝜃) 1
Success coefficient (𝑘∗) 8

Table 5.8: Parameter values chosen as a result of the reward sweeps.

5.4. Tuning summary
Three components of the model were tuned: the hyperparameters of the learning algorithm, the archi-
tecture of the neural network policies, and the coefficients of the reward function. Although W&B made
it easy to automate the experiments, tuning the model’s components was still a lengthy process, since
it largely relies on a trial-and-error methodology where the learning algorithm is executed multiple times
with different combinations of hyperparameters. Given enough trials, a suitable set of hyperparameters
can be identified based on the performance of the learning algorithm.

The first component to be tuned was the learning algorithm. The purpose of tuning the algorithm is
to find a suitable combination of hyperparameters that will lead to a more efficient and stable training
process. First, the relevant hyperparameters were identified using prior knowledge of the algorithm as
well as SB3’s documentation pages. Then, a wide search space was designated for each hyperparam-
eter, centered around the default values defined by SB3. The search space was centered around the
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default values because these values are often fairly well suited for a wide range of problems, so they
provide a good starting point for the search. A wide search space was chosen so that the search covers
a broad range of possible hyperparameter combinations. If necessary, the search space can be later
narrowed to ignore certain ranges that yield poor results. Once the search space was defined, a sweep
was performed, randomly selecting different combinations of hyperparameters. A random search was
chosen instead of a grid search because a grid search would have taken too long to cover the entire
search space. The results of the sweep showed the effects that the different hyperparameters have
on the training process. The clip range and the learning rate had a significant effect on the algorithm’s
ability to achieve high rewards, while the batch size and the number of epochs mostly affected the total
runtime of the training. Based on the results, suitable hyperparameter values were then selected to
maximize the amount of reward achieved, while also avoiding long training times. The tuning proce-
dure for the neural networks was performed in a similar manner, sweeping over a search space to find
a network architecture that is adequate for the scenario. The results showed that the choice of activa-
tion function can have a large effect on the network’s ability to learn, and the Tanh function performs
significantly better than the other alternatives. Furthermore, the size of the network can also affect the
network’s performance, so it is best to check several different sizes to see which architecture is best
for the dimensionality of the given scenario.

Lastly, the reward function was tuned. This process is very dependent on the format chosen for
the reward function. In this case, the reward function was designed as a composite function. This was
done by first identifying the behaviors or goals that the policy has to achieve throughout the trajectory,
and then representing each of those goals as an element in the reward function. The composite reward
format yields a shaped reward that gradually guides the policy towards its objective, which makes it
learn faster than it would with a sparse reward format. Some domain knowledge was also incorporated
to terminate episodes early if the policy deviates too far from its objective. Each of the elements in the
composite reward function was given a coefficient. The purpose of tuning the reward function was to
find suitable values for these coefficients so that the policy learns to follow the objectives represented by
the reward function. Initially, the coefficients were set to zero, and then they were gradually introduced
to modify the behavior of the policy. This process involved some trial and error because the policy
may ignore some reward terms if the coefficients are not chosen adequately. As a general rule, the
coefficient of each reward component should be commensurate with the relative importance of the
corresponding goal. For example, during an on-orbit servicing mission it is more important to prevent
collisions than to perform a fuel-optimal trajectory, therefore the reward coefficient that is responsible
for avoiding collisions should be larger. It is also beneficial to keep the overall reward positive rather
than negative to prevent the policy from purposefully trying to terminate the episodes early. The tuned
reward function was able to accomplish the goals of the scenario reasonably well.





6
Sensitivity analysis

After tuning the hyperparameters of the model, a sensitivity analysis was performed. The goal of this
sensitivity analysis was to evaluate the learning algorithm’s ability to train a policy in different ren-
dezvous scenarios. Ideally, the tuned algorithm should be suitable for a wide variety of scenarios, but
it is possible that the tuning process may have optimized the algorithm’s performance for only a small
set of initial conditions. If so, the applicability of the learning algorithm would be quite limited, and it
would have to be tuned anew for different scenarios. Hence the need for this sensitivity analysis.

The analysis was performed by executing the learning algorithm several times using different initial
conditions during each training. Three different parameters were varied: the orbit altitude, the initial
distance to the target, and the rotation rate of the target. Sections 6.1, 6.2, and 6.3 present the results
for each of the three sensitivity studies.

6.1. Sensitivity to orbit altitude
The first parameter to be varied was the altitude of the orbit in which the chaser and the target are
located. This parameter is relevant because it affects the dynamics of the scenario. As described in
section 2.1.2, the CWmodel dictates that the motion of the chaser relative to the target depends on the
mean motion of the orbit (𝑛), which itself is a function of the orbit altitude. Assuming that the chaser
and the target are orbiting Earth in a circular orbit, the relationship between the mean motion and the
orbit altitude is defined as shown in equation 6.1 where 𝜇 is the gravitational parameter of Earth, 𝑅𝐸 is
the radius of Earth, and ℎ is the altitude of the orbit.

𝑛 = √
𝜇𝐸

(𝑅𝐸 + ℎ)3
(6.1)

Five tests were performed to check the performance of the learning algorithm at different altitudes.
On each of these five tests a different altitude was used, and the algorithm was executed for 400, 000
time steps. The five altitudes that were tested are 400 km, 600 km, 800 km, 1000 km, and 2000 km.
This range of altitudes was chosen to assess if the learning algorithm can produce good results at any
altitude in low Earth orbit, where most space debris is located. The results of the five tests can be seen
in Figure 6.1, where the graph shows the learning process throughout each training in terms of the
terminal position error of the trajectories. It can be seen that in each case the algorithm is capable of
teaching a policy to approach the desired terminal position, reducing the position error from 12 meters
at the start of training to less than 1 meter at the end of training. Furthermore, the similarity of the
learning curves shows that the learning process is not affected by the different orbit altitudes. After
approximately 70,000 time steps all of the runs have managed to reduce the terminal error to less than
1 meter, and by the end of the training process all of the five policies can achieve a terminal position
error of 20 cm or less. Other performance parameters such as cumulative reward and total runtime
were also unaffected by the change in orbit altitude.

43
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Figure 6.1: Terminal position error improvement during training.

This result proves that the learning algorithm can be used for final approach trajectories at any
altitude in low Earth orbit. However, it should be remembered that the final approach trajectories tested
here only have a duration of 60 seconds. During this short period of time, the different orbit altitudes
will not have a large effect on the relative motion of the vehicles. If the trajectories were longer, then
the orbit altitude would play a larger role in the dynamics of the system, and therefore could have an
impact on the algorithm’s performance.

6.2. Sensitivity to target distance
The next parameter to be tested was the initial distance between the chaser and the target. It is
relevant to test different values for this parameter because different rendezvous missions have different
definitions for where the final approach phase begins. Fehse [39] describes the Soyuz beginning its
final approach to the international space station at a distance of approximately 150 meters, while Li et al
[13] proposed a mission to capture Envisat with the final approach phase commencing at a distance of
15 meters. Thus, another sensitivity study was performed to evaluate how the initial distance between
the chaser and the target affects the learning process of the algorithm. In this study, the initial position
of the chaser (𝐫0) was varied between 10 and 50 meters along the negative direction of the 𝑦-axis of
the LVLH frame. In addition to the initial position, the size of the target was also varied in this study.
This was included because the target of a debris removal mission may have a wide range of sizes. The
intended target could be anything as small as a CubeSat, or a larger body such as the aforementioned
Envisat. Hence, different target sizes were represented by using three different radii for the keep-out
zone (𝑟𝐾𝑂𝑍). The search spaces for the distance and size of the target are shown in Table 6.1. A grid
search was performed, checking each of the 15 combinations of parameter values. In each of the 15
runs, a policy was trained for 400, 000 time steps, and the performance of each policy was evaluated
at the end of the training.

Parameter Search space

|𝐫0| [m] {10, 20, 30, 40, 50}
𝑟𝐾𝑂𝑍 [m] {2, 5, 10}

Table 6.1: Parameters of the target size sensitivity analysis.

Of the 15 policies trained in this experiment, all of them learned to avoid collisions. It was expected
that perhaps the larger keep-out zones would have been harder to avoid, but this was not the case,
as all of the trained policies achieved collision free-trajectories regardless of the size of the target
and the initial distance. Other performance parameters did get affected by the distance to the target,
such as the total Δ𝑉 and the cumulative reward. For instance, the Δ𝑉 was larger when the initial
distance to the target was larger. This was to be expected, because the chaser must spend more
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fuel to approach a target that is further away. Likewise, the cumulative reward will also be smaller
when the initial distance to the target is larger, because the chaser will require more time to reach the
desired terminal conditions of the trajectory, and hence it will accumulate less reward throughout the
episode. Despite these differences in reward, almost all of the trained control policies were capable
of successfully performing the final approach. As shown in the bar chart in Figure 6.2, the terminal
position error of most of the policies was below the required 0.5 meters, but three of the policies were
not able to achieve this and still had a large position error at the end of the trajectory. These three
policies were all trained and evaluated in the scenario with the largest keep-out zone, suggesting that
the learning algorithm is less effective when the target is larger.

Figure 6.2: Terminal position error for each run.

Notably, the terminal position error of the three unsuccessful policies is smaller than the radius of
the keep-out zone, meaning that the policies did manage to enter the corridor, but they were not able
to find the terminal position required for a successful trajectory. The most likely reason for this partial
success is the reduction of the available state space that was explained in section 4.3. As previously
mentioned, there is a maximum distance 𝑑𝑚𝑎𝑥 that the chaser is allowed to be from the target, and
the value of 𝑑𝑚𝑎𝑥 shrinks during the episode, encouraging the chaser to move towards the target.
However, 𝑑𝑚𝑎𝑥 only shrinks until reaching the edge of the keep-out zone. When an episode reaches
that point, the chaser no longer has any explicit motivation to continue moving towards the desired
terminal position. This was not a problem when the target is small, because during training the chaser
will continue exploring the remaining space and will eventually find the desired terminal position. But for
larger targets, it is possible that the remaining space within the keep-out zone is too large, and therefore
the policy struggles to find the terminal position during training. This is what might have happened to
the three unsuccessful policies that had to deal with a keep-out zone of 10 meters.

Interestingly, two other policies also had to deal with large keep-out zones, yet they still managed
to achieve the terminal conditions despite starting from a distance of 40 and 50 meters away from the
target. Perhaps starting from further away was in fact beneficial for these two policies. Since they had
to start their trajectories from further away, they could have built up more speed as they approached
the target, and their momentum may have driven them deeper into the corridor, helping them find the
desired terminal conditions. It is also possible that the success of these two policies is purely due to
random exploration, and that training the three unsuccessful policies for longer would have led them to
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achieve successful trajectories as well. Regardless, this study showed that the learning algorithm can
deal fairly well with different distances and target sizes. One change that could be helpful would be to
shrink the value of 𝑑𝑚𝑎𝑥 even further to continue encouraging the chaser to move towards the target.

6.3. Sensitivity to target rotation rate
The last parameter to be tested was the rotation rate of the target. This parameter is significant because
it can add a lot of complexity to the maneuver, since the chaser must rotate along with the target in
order to achieve the terminal conditions. Therefore it is much harder to execute the final approach with
a rotating target than with a static target. Initially, three policies were trained using different rotation
rates for the target: 0 deg/s, 1.25 deg/s, and 2.5 deg/s. Some of the learning curves showed sudden
decreases in reward throughout the training process. So the test was repeated five times to see if the
same effect occurred again. The resulting learning curves can be seen in Figure 6.3, where the colored
lines show the average reward for each rotation rate during training, and the shaded regions show the
standard deviation of the samples.

Figure 6.3: Reward achieved during training.

𝜔𝑇 [deg/s] Maximum reward

0.00 313 ± 5
1.25 301 ± 46
2.50 300 ± 26

Table 6.2: Maximum reward for different target rotation rates.

In the cases where the target was static, the reward increased rapidly during training, and the results
for the five samples were fairly similar, as depicted by the relatively small standard deviation. But when
the target was rotating, the results were less consistent. Just as in the initial tests, there were sudden
decreases in reward occurring at random times during training. This issue can often happen in deep
reinforcement learning methods because small changes in the policy can occasionally lead to a policy
that is worse than the previous one, especially if the size of the update is too large. The issue can
be aggravated by the format of the reward function. In this rendezvous scenario, any collision with
the keep-out zone will prevent the policy from earning any success rewards for the remainder of the
episode. Hence, a tiny change in the policy could lead to a collision, which would dramatically decrease
the total reward obtained.

Authors of similar studies [14, 67] also encountered dips in their reward curves, particularly around
the beginning of the training process when the algorithm is still discovering new areas of the state space,
and the dips tend to disappear as the training progresses. Hence, the dips in reward are tolerable as
long as they are not permanent and the general trend in the reward is still upward. This was the case
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in this sensitivity study, where each of the policies still had a fairly decent final performance despite the
reward drops. All of the fifteen policies achieved a similar reward at the end of the training, as shown in
Table 6.2, and the resulting trajectories were collision-free. The only significant difference between the
performance of the three policies was the attitude error, which was smaller when the target was static.
A smaller attitude error is normal for that scenario, because the lack of rotation makes it easier for the
control policy to point the chaser in the desired direction.

If the dips in reward had persisted for longer periods of time then it could have been helpful to adjust
some of the model’s hyperparameters such as the learning rate or the clip range in order to limit the size
of the policy updates, but this could also lead to a slower learning process. Overall, these sensitivity
studies found that the performance of the learning algorithm is mostly unaffected when varying the
parameters of the scenario. However, some minor changes to the reward function could be beneficial
when dealing with large targets, and some irregular learning curves may occur when the target is
rotating.





7
Performance evaluation

This chapter describes how the control policies were trained and evaluated. Section 7.1 shows the
set up and the results of the training process for both policies. Then, section 7.2 evaluates the perfor-
mance of the policies on the nominal scenarios in terms of the terminal state errors, collisions, and fuel
usage. Section 7.3 evaluates the same performance metrics for 1000 randomly-generated scenarios.
Lastly, section 7.4 verifies that the response time of the policies is quick enough for closed-loop control
applications.

7.1. Training
Two neural networks were trained: one using the recurrent policy, and the other using the feedforward
policy. Both of the policies were trained using the tuned values for the hyperparameters described in
previous chapters. During training, the performance of the policies is periodically evaluated using the
callback function described in section 4.1. The callback function is executed before each policy update.
It computes the average of the cumulative reward obtained by the policy throughout fifty episodes,
where each episode is initialized with random initial conditions. In order to simulate uncertain scenarios,
the policies are only given a partial observation of the environment. This partial observation includes
all of the state variables mentioned in section 3.1, with the exception of the target rotation rate. Thus,
the challenge for the control policies is to infer the target’s rotation rate without being able to observe it
directly.

To prevent overfitting the policy, every training episode is initialized with randomly sampled initial
conditions. The range of the initial conditions for each state variable can be seen in Table 7.1 along
with the nominal values. The nominal initial state of the chaser is at a hold-point, located 10 meters
away from the target along the 𝑦-axis. In the nominal initial state the chaser is pointing at the target,
and likewise the target’s entry corridor is pointed at the chaser. At the beginning of each episode, the
initial conditions are sampled from a random uniform distribution around the nominal value. Varying
the initial conditions is helpful to prevent overfitting the networks to a single set of initial conditions,
improving the robustness of the policies. Moreover, varying the target rotation rate will show how well
the policies deal with uncertain scenarios.

Parameter Nominal value Range
𝑟 10 𝑚 [9 − 11] 𝑚
𝑣 0 𝑚/𝑠 [0 − 0.1] 𝑚/𝑠
𝑞𝐶 0 𝑑𝑒𝑔 [0 − 1] 𝑑𝑒𝑔
𝜔𝐶 0 𝑑𝑒𝑔/𝑠 [0 − 0.1] 𝑑𝑒𝑔/𝑠
𝑞𝑇 0 𝑑𝑒𝑔 [0 − 45] 𝑑𝑒𝑔
𝜔𝑇 0 𝑑𝑒𝑔/𝑠 [0 − 3] 𝑑𝑒𝑔/𝑠

Table 7.1: Scenario initial conditions.
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To visualize what the initial state distribution looks like, Figure 7.1 shows 100 samples of the initial
position and velocity of the chaser. The location of each arrow indicates the initial position of the chaser,
and the direction and color of each arrow indicate the direction and the magnitude of the initial velocity
vector, respectively. As shown in the picture, the initial position of the chaser can be anywhere within
one meter of the nominal initial position of −10 �̂�𝐿𝑉𝐿𝐻, and its initial velocity can be pointed in any
direction, but is bounded within the range [0, 0.1] 𝑚/𝑠. Similarly, the initial attitude of the chaser is
bounded within one degree of nominal attitude, and so forth, as given by the ranges shown in Table
7.1. It is worth noting that the rotation rate vector of the target (𝝎𝑇) can be pointed in any direction,
which makes the learning more challenging since the policies cannot observe the target’s rotation rate.

Figure 7.1: Chaser initial position and velocity distribution.

The training process was stopped when the algorithm converged and the policies stopped improv-
ing. Figure 7.2 shows the learning curves for the two policies. These curves show the average reward
computed by the callback function every time the policy is updated. It can be seen that at the beginning
of training, the policies learn very quickly, as indicated by the steep increase in reward. As the training
progresses, the learning slows down until the reward eventually stops increasing. Notably, the MLP
policy learns quicker at the start of the training, reaching an average reward of 100 after only 200,000
training steps, whereas the RNN policy takes approximately 600,000 steps to reach the same level
of reward. However, the RNN policy soon surpasses the MLP policy, eventually reaching an average
reward of approximately 250, while the reward of the MLP policy peaks at around 150. This indicates
that the RNN policy performed better during the evaluations, at least in terms of reward. Interestingly,
both policies reach their peak reward at approximately nine million times steps. After this point, the
reward remains fairly constant, indicating that the learning algorithm has converged. The fact that both
policies peak after the same amount of time steps shows that the learning algorithm is equally sample
efficient for recurrent and non-recurrent policies. After the learning algorithm has converged, the learn-
ing curves still display some small variations in reward. This noise in the learning curves is attributed to
the random initial conditions sampled during the policy evaluation. When the sampled initial conditions
result in ”easier” scenarios, the policy achieves a slightly higher reward, and vice-versa. The average
reward is a useful metric for visualizing the learning process, but it is not a good indicator of the overall
performance of the policies. In the following sections of this chapter, the performance of the policies
will be assessed using more intuitive metrics.
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Figure 7.2: Learning curves of the feedforward policy and the recurrent policy.

7.2. Nominal scenario performance
The nominal initial conditions represent the simplest final approach scenario that the control policy may
encounter. The chaser is initially static at a hold-point 10 meters away from the target, pointing directly
at it. The target is not rotating, so its entry corridor is oriented directly towards the chaser, and it remains
in that orientation for the remainder of the episode. In this configuration, the chaser should perform
a straight-line approach towards the target, maintaining a constant attitude throughout the trajectory.
The following performance metrics are used to assess the resulting trajectories:

• Terminal position error: difference between the desired capture position and the chaser terminal
position.

• Terminal velocity error: difference between the desired capture velocity and the chaser terminal
velocity.

• Terminal attitude error: difference between the desired capture attitude and the chaser terminal
attitude.

• Terminal rotation rate error: difference between the desired capture rotation rate and the chaser
terminal rotation rate.

• Success: Whether or not the chaser achieved all of the terminal conditions at once.

• Collisions: Number of time steps during which the chaser was within the keep-out zone.

• Total Δ𝑉: total amount of Δ𝑉 used throughout the episode. Acts as a measure of fuel efficiency.

Figure 7.3 shows the closed-loop response of the recurrent and feedforward policies when the
scenario is initialized with the nominal conditions. In clockwise order starting from the top left, the
plots display the position error, velocity error, rotation rate error, and attitude error of the chaser as a
function of time. The terminal constraint required to accomplish a successful trajectory is shown by the
dotted line in each plot. It can be seen that the policies have a similar behavior in terms of position
and velocity. After approximately 20 seconds both policies achieve the terminal position constraint,
and after 25 seconds they achieve the velocity constraint, successfully reaching the desired capture
point and remaining there for the rest of the trajectory. However, the response in terms of attitude and
rotation rate shows is less stable. Despite having no need to alter their attitude during this trajectory,
both policies made the chaser rotate, reaching a maximum rotation rate of approximately 3 deg/s. The
recurrent policy was capable of correcting its attitude error and eventually achieved the four required
terminal conditions for a successful trajectory, whereas the feedforward policy was not able to achieve
the rotation rate constraint. This result shows that the feedforward policy will struggle to perform a
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final approach without explicitly knowing the rotation rate of the target, even when the rotation rate is
zero. Meanwhile, the recurrent policy can infer the target’s rotation rate from the sequence of inputs it
receives throughout the episode.

One explanation for the initially large rotation rate error of the recurrent policy is that it does not
yet know the target’s rotation rate at the beginning of the episode. The LSTM layer needs data from
several time steps to deduce the target’s rotation rate, and only then can it correct the chaser’s rotation
state. Another possible explanation for the large error in rotation rate is that the reward function only
penalized the policy for the applied net force, and not for the applied net torque on the chaser. The
rationale behind this design choice was that it is more important to limit the amount of net force applied
because it is assumed to be produced by chemical thrusters which require fuel to operate. Meanwhile,
the net torque is produced by reaction wheels. Hence, reducing the net torque does not reduce the
amount of fuel used. But not penalizing the net torque may have indirectly led the policies to apply
torque needlessly, causing larger attitude and rotation rate errors during the trajectory.

Figure 7.3: Closed-loop response of the policies.

Table 7.2 shows the performancemetrics of the two trajectories. The average errors (𝑟𝑒 , 𝑣𝑒 , 𝜃𝑒 & 𝜔𝑒)
are computed starting from the time step when the position and velocity constraints are achieved until
the end of the trajectory. It is clear to see from the data in the table that the recurrent policy performed
better than the feedforward policy across almost all metrics. One notable exception is the total amount
of Δ𝑉 used during the trajectory. In this scenario, the feedforward policy used 30% less Δ𝑉 than the re-
current policy. This was unexpected, since in theory the recurrent network has better knowledge about
the state of the environment than the feedforward policy does, and this should enable it to approach the
target more efficiently. A likely cause for this difference in fuel efficiency is that the recurrent policy has
experienced more success during training, and has therefore learned that it can get a higher reward
from the success term (𝑅∗) of the reward function than from the fuel efficiency term (𝑅𝑓). This causes
the recurrent policy to ignore the fuel penalty in order to arrive at the terminal conditions faster and get
higher rewards. The feedforward policy does not suffer as much from this effect because - as shown
by this example - it is harder for this policy to achieve success, therefore the reward from the fuel term
(𝑅𝑓) is still relevant.

7.3. Monte Carlo simulation
Monte Carlo simulations are often used as test-based verification methods to evaluate the robustness
and reliability of neural network policies [14, 32, 30]. The objective of this kind of simulation is to
evaluate the performance of a policy over a wide range of randomly-sampled initial conditions. After
enough samples, one can get an overview of the range of possible outcomes. A Monte Carlo simulation
by itself cannot prove that a neural policy will always behave as expected, but it can be a useful tool to
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Parameter Units RNN Policy MLP Policy
Average 𝑟𝑒 m 0.07 0.18
Average 𝑣𝑒 m/s 0.01 0.03
Average 𝜃𝑒 deg 0.25 3.56
Average 𝜔𝑒 deg/s 0.32 2.73
Total Δ𝑉 m/s 2.14 1.49
Total Δ𝜔 deg/s 17.80 21.04
Collisions - No No
Success - Yes No

Table 7.2: Nominal scenario results.

determine the policy’s limitations and to identify any particular instances where it performs poorly. For
this Monte Carlo simulation, 1000 initial conditions were sampled from the same random distribution
that was employed during the training process. Both the recurrent and feedforward policies were used
to generate trajectories starting from these initial conditions. The samemetrics were recorded as during
the nominal scenario experiments.

Table 7.3 shows the average results and standard deviation of each policy. It can be seen that the
performance of the RNN policy is better than that of the MLP policy, since it achieves lower errors,
particularly in terms of position and attitude. The only metric in which the RNN policy is notably outper-
formed by the MLP policy is the fuel efficiency, since the MLP policy used 16% less Δ𝑉 on average.
However, it should be noted that the MLP policy also tended to terminate some episodes prematurely
due to large deviations from the objective, so this may have reduced the total amount of fuel used.

The most striking difference between the policies is in the number of collisions and successful tra-
jectories. For the MLP policy, almost 17% of the tested trajectories resulted in the chaser entering the
keep-out zone, and less than 55% of the trajectories were successful. On the other hand, the RNN
policy achieved a successful final approach in over 85% of the trajectories, and the chaser only en-
tered the keep-out zone in less than 9% of the trajectories. Once again this demonstrates the benefits
of using a recurrent layer in the neural network, as it enables the policy to draw more information from
uncertain environments, allowing it to perform better than a feedforward network even though both
policies receive the same observations as inputs.

Parameter Units RNN Policy MLP Policy
Average 𝑟𝑒 m 0.16 0.49
Average 𝑣𝑒 m/s 0.03 0.06
Average 𝜃𝑒 deg 2.37 8.69
Average 𝜔𝑒 deg/s 1.08 1.02
Total Δ𝑉 m/s 2.52 2.11

Collision % - 8.8 16.6
Success % - 85.6 54.5

Table 7.3: Monte Carlo simulation results.

A correlation table was generated to better understand the reasons why some of the trajectories
were unsuccessful. The table shows the correlation coefficients between the input parameters and
performance metrics, as seen in Figures 7.4a and 7.4b for the RNN and MLP policies, respectively.
The rows represent the initial conditions of the Monte Carlo simulation, while the columns represent
the performance metrics, including the average errors, the number of collisions, and successes. The
first nine rows of the charts refer to the initial conditions related to the chaser, namely its initial position,
its initial velocity, and its initial attitude relative to the target. As can be seen in the figures, the correla-
tions on these rows are close to zero, indicating that the initial conditions of the chaser do not have a
significant impact on the performance of the policy. This shows that the policies can still perform well
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even when the initial conditions of the chaser are not nominal. The variable in the tenth row (𝜃𝑇) is the
target’s initial deviation from its nominal orientation. As seen by the color of this row, there is a weak
positive correlation between this variable and the average errors, indicating that the errors during the
trajectory tend to be larger when the initial deviation of the chaser is larger. This was to be expected,
since the nominal orientation for the target has the entry corridor pointed directly towards the chaser,
therefore any deviation from the nominal state will rotate the entry corridor further away from the chaser,
making it harder for the chaser to perform the approach trajectory. However, the performance of the
policies is even more susceptible to the rotation rate of the target (𝜔𝑇). As seen by the last row of
the charts, there is a strong correlation between the errors and the target’s rotation rate, indicating that
the errors are larger when the target rotates faster. Furthermore, there is a strong positive correlation
between the rotation rate and the number of collisions, and also a strong negative correlation between
the rotation rate and the success rate. This suggests that the main reason behind the occurrence of
collisions and lack of successful trajectories is the target’s rotation.

Pos. error Vel. error Att. error Rot. error Collisions Success
rx -0.07 -0.06 -0.06 -0.03 -0.07 0.06
ry -0.05 -0.04 -0.05 -0.04 -0.02 0.05
rz 0.02 0.01 0.01 -0.01 -0.03 0.03
|r| -0.03 -0.01 0.0 -0.05 0.0 0.02
vx -0.05 -0.07 -0.07 -0.04 -0.06 0.06
vy -0.03 -0.04 -0.02 0.03 -0.04 0.03
vz 0.03 0.02 0.04 -0.01 0.04 -0.07
|v| 0.0 -0.02 -0.02 0.01 -0.04 0.01

c 0.05 0.06 0.06 0.0 0.04 -0.03
T 0.14 0.18 0.16 0.05 0.19 -0.14
c, x -0.05 -0.06 -0.04 -0.01 -0.05 0.01
c, y -0.03 -0.03 -0.03 -0.03 -0.03 0.06
c, z 0.01 0.04 0.04 0.0 0.05 -0.03

| c| 0.0 -0.01 -0.01 -0.02 0.01 0.02
T, x -0.01 0.08 -0.03 0.18 0.14 -0.18
T, y 0.09 0.04 0.07 -0.14 0.03 -0.25
T, z 0.01 -0.02 -0.05 0.0 0.06 0.03

| T| 0.72 0.63 0.62 0.68 0.34 -0.46

(a) Correlation coefficients of the RNN policy.

Pos. error Vel. error Att. error Rot. error Collisions Success
rx -0.06 -0.05 -0.06 -0.02 -0.03 0.06
ry -0.04 -0.07 -0.07 -0.04 -0.06 0.04
rz -0.04 -0.01 -0.01 -0.02 -0.05 0.06
|r| -0.03 -0.01 -0.04 -0.02 -0.03 0.02
vx -0.03 -0.05 -0.03 -0.05 -0.02 0.04
vy -0.1 -0.07 -0.1 -0.05 -0.05 0.04
vz 0.04 0.0 0.03 0.04 0.06 0.0
|v| 0.05 -0.01 0.01 -0.05 0.04 0.02

c 0.04 0.01 0.02 0.05 -0.01 -0.05
T 0.18 0.3 0.22 0.2 0.14 -0.23
c, x -0.02 -0.04 -0.05 0.01 0.02 -0.02
c, y -0.04 -0.02 -0.04 -0.03 -0.07 0.05
c, z -0.01 0.01 0.0 0.03 -0.03 0.05

| c| -0.02 -0.01 0.0 -0.02 -0.01 0.01
T, x -0.03 0.11 0.02 0.4 0.13 -0.15
T, y 0.02 -0.02 0.06 0.16 0.11 -0.01
T, z 0.13 0.07 0.1 -0.03 0.03 0.01

| T| 0.49 0.62 0.55 0.57 0.48 -0.63

(b) Correlation coefficients of the MLP policy.

Figure 7.4: Correlation between initial conditions and performance metrics.

Figure 7.5: Errors of the RNN policy as a function of the target’s rotation rate.
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The effects caused by the target’s rotation rate on the policy’s performance can be seenmore clearly
in Figure 7.5, where the state errors from some of the RNN trajectories are plotted as a function of the
target’s rotation rate. Note that in this figure the errors are expressed as a percentage of the terminal
constraint. It can be seen that when the rotation rate is less than 1 deg/s practically all of the state
errors are within the constraint, but as the rotation rate increases the errors begin to grow. This is not
unexpected, since a target that rotates faster is more difficult for the chaser to approach. Overall, the
performance of the RNN policy is satisfactory, especially when considering that it does not receive full
observations of the environment.

7.4. Response time
One final experiment was performed to ensure that the neural network policies can generate an output in
a short amount of time, which is required for real-time applications. One thousand random observations
were fed to the trained actor network of both the MLP and the RNNmodels, and the time was measured
to evaluate how long it took each network to output an action. The experiment was performed on a
personal notebook computer equipped with an Intel Core i7-8550U CPU.

Figure 7.6 shows the result of the experiment. As expected, both networks are capable of generating
outputs in a matter of milliseconds, proving that they are suitable for real-time control applications. The
MLP network showed an average response time of 1.02 ms, which is similar to the times obtained by
other authors [12]. Meanwhile, the RNN network showed a somewhat slower response time of 2.63
milliseconds, making it 160% slower than the MLP on average. It is to be expected that the RNN
network would be slower, since it contains both a MLP and a LSTM, and therefore it requires more
operations to execute a forward pass through the network. The RNN network also shows a larger
difference between its fastest and slowest response times. The MLP network had a range of 0.64 ms
between its slowest and fastest responses, whereas the RNN network had a difference of 1.90 ms. It
is unclear where this difference stems from. No correlation was found between the response time and
any particular region of the state space.

Figure 7.6: Response time of the neural networks.





8
Conclusions and Recommendations

This chapter concludes the main content of the report. Section 8.1 presents a summary of the project,
including its goals, results, and answers to the research questions. Lastly, section 8.2 presents several
recommendations and ideas for possible future work.

8.1. Summary
The goal of this thesis was to use a technique known as reinforcement meta-learning to develop an
adaptive control policy for the final approach phase of a rendezvous trajectory. Although this technique
has been previously proposed for landing missions and asteroid intercept missions, this thesis is one of
the first to utilize it for a rendezvous scenario with a rotating target, which can have useful applications
for on-orbit servicing and active debris removal missions. Furthermore, this thesis tackled a more
complex problem than previous studies by randomizing the rotation rate of the target, highlighting the
ability of the control policy to adapt to different scenarios. In addition, a custom reward function was
designed using reward shaping so that the policy could learn more efficiently. The tuning process for
this reward function and for the rest of the model was described in detail so that this technique may be
repeated for other applications.

The reinforcement meta-learning technique was implemented by training a recurrent neural network
policy in a partially-observable environment, so that the policy may learn to detect long-term depen-
dencies over time. The policy was trained using a reliable implementation of the PPO algorithm. A
virtual environment was created in Python to simulate the rendezvous scenario from which the learn-
ing algorithm collects experience during training. The environment included a 6DOF dynamics model
and a custom-made reward function which had to be tuned before commencing the training process.
Tuning the reward function was a critical step, since it determines what the final behavior of the policy
will be. There are several terms in the reward function to encourage or penalize different behaviors,
so the tuning process becomes a matter of trade-offs between these different terms, ideally arriving
at a solution that balances all the requirements without ignoring others. Besides of tuning the reward
function, the hyperparameters of the algorithm and the policy were also tuned to find a suitable balance
between the stability and the computational time of the training process.

Once the tuning process was completed, a sensitivity analysis was performed to assess how well
the model generalized different types of trajectories. The results of this study showed that the tuned
model can be successfully used in a variety of scenarios, although some minor modifications to the
reward function may be beneficial for the training process in certain cases. Finally, the recurrent policy
was trained in a wide range of scenarios without having explicit knowledge of the target’s rotation rate.
A feedforward policy was also trained under the same conditions for comparison. Both of the policies
were trained until their learning curves peaked, and then their performance was evaluated by means of
a Monte Carlo simulation, using 1000 randomly generated initial conditions to execute 1000 trajectories
with each policy. The results of the Monte Carlo simulation showed that the recurrent policy had a bet-
ter performance than the feedforward policy, achieving successful trajectories more often. However,
both policies occasionally caused collisions, especially when the target rotated faster. Based on these
results, the research questions can be answered. Starting with the first sub-question:

57



58 8. Conclusions and Recommendations

1. Does the reinforcement meta-learning policy achieve collision-free trajectories?

Avoiding collisions is a major priority during rendezvous missions, so several measures were taken to
prioritize safety. A keep-out zone was defined around the target to discourage the chaser from com-
ing too close to it, and the reward function was specifically designed with collision avoidance in mind,
since the policy would not receive any success bonuses if there had been any collisions throughout the
trajectory. With these measures in place, it was believed that both the meta policy and the non-meta
policy would perhaps be equally adept at collision avoidance, but this was not the case. Compared
to the feedforward policy, the meta-learning policy was vastly superior in terms of avoiding collisions.
However, there were still a few instances in which it did lead the chaser to enter the keep-out zone, as
seen in approximately 9% of the sampled trajectories. The collisions occurred mainly when the rota-
tion rate of the target was high, thus making it more difficult for the chaser to enter the corridor without
touching the keep-out zone. Still, this result illustrates one of the difficulties of trying to use neural net-
works as control policies. Neural networks are black boxes, so it is very challenging to guarantee that
some given behavior will always be enforced, even when it is specified in the reward function. Hence,
the answer to the first sub-question is that the meta-learning policy appears to be better at avoiding
collisions than a regular feedforward policy, but it cannot guarantee collision-free trajectories. The sec-
ond sub-question was related to the efficiency of the policy:

2. How is the fuel efficiency of the policy affected by reinforcement meta-learning?

The fuel efficiency of the policies was evaluated in terms of how much total Δ𝑉 they used during their
trajectories. On average, the feedforward policy was more fuel efficient than the meta-learning policy,
as it used 16% less Δ𝑉 throughout the 1000 sampled trajectories. However, this difference is also partly
due to the early termination of episodes, which occurred more frequently for the feedforward policy than
for the meta-learning policy. Furthermore, based on the results it appears that the meta-learning policy
was more concerned with achieving the terminal conditions than with being fuel efficient, because it
learned that it can obtain a higher cumulative reward from the former than from the latter. This is not
a bad behavior from the policy per se, but it does suggest that the tuning process did not yield such a
balanced reward function after all. So, the answer to the second sub-question is that the meta-learning
policy was more efficient on average, but it could have been better with further tuning. The last of the
sub-questions was:

3. How well does the policy operate with only partial observations of the scenario?

To assess how the policies performed in highly uncertain environments, the target’s rotation rate (𝜔𝑇)
was hidden from the policies. In other words, at every time step the policies could see the instantaneous
orientation of the target, but not its rate of change. This partially-observable environment made the final
approach trajectory more challenging, because the policy needs to make the chaser follow the target’s
motion without precisely knowing that motion. To make the scenario even more difficult, the target’s
rotation rate was randomized at the beginning of every training episode, meaning that the target could
be rotating in any direction. The basic feedforward policy struggled significantly in this environment,
as evidenced by its low success rate, and large state errors during the Monte Carlo simulation. The
appeal of a meta-learning policy is that in theory it should be able to learn how to deduce the missing
information simply by interacting with the environment, using its recurrent layer to learn the relationships
between sequences of observations. This technique has previously been seen to work successfully
on asteroid and planetary landing simulations, and the results of this project show that it can also be
applied to rendezvous scenarios. The meta-learning policy used in this project was able to outperform
the feedforward policy in almost every aspect, repeatedly learning to deduce the hidden state variables
within the short time frame of a single episode. With this information, the main research question can
be answered.



8.2. Recommendations 59

How does reinforcement meta-learning affect the performance of a neural network control
policy during a final approach trajectory to a rotating target?

Reinforcement meta-learning can be highly beneficial for the performance of a control policy during
rendezvous, as it can generate highly adaptive policies that can react to unknown situations in real-
time. In this project, the meta-learning policy learned to detect the unknown rotation rate of the target,
allowing it to approach the target in a variety of different rotation states. Such a controller can be useful
for rendezvous missions, especially if its adaptability is improved further. Future studies could inves-
tigate the adaptability of the controller to features such as actuator failures or sensor bias. However,
the meta-learning policy developed in this project did have some limitations. It did not always yield
successful trajectories, especially when the target rotated faster. In a few instances the policy also
caused collisions between the chaser and the target, despite having designed the reward function to
prevent collisions. A deeper study into the tuning of the reward function may help to yield better results.
Lastly, one of the main drawbacks of deep learning models is that they are hard to validate due to the
black-box nature of neural networks. So perhaps it may take some time before meta-learning policies
start being applied to safety-critical operations such as active debris removal.

8.2. Recommendations
Deep learning is a rapidly changing field, and new techniques and tools are constantly emerging or
being used in new ways, so there are many modifications that one can apply to this project to improve
upon it. For instance, imitation learning could help to improve the performance of the trained policy. In
imitation learning, the reward function is modified to reward the policy for imitating an example behavior.
Peng et al [68] used this type of ”example-guided” reinforcement learning to create realistic character
animations, but the same approach can be applied to trajectory control. If the given examples are
optimal trajectories, then the policy could learn to imitate the optimal trajectories more closely, and
perhaps achieve the same levels of efficiency as supervised learning while still retaining the robustness
of a reinforcement learning model. However, the example trajectories would have to be computed with
an optimal control solver for every scenario encountered during training, and this could add a significant
amount of time to the training process.

Different types of RNNs could also be used to see if they improve the policy’s performance. For
instance, Gated Recurrent Units are similar to LSTMs but have fewer parameters, making them more
lightweight and efficient. Another option would be to use transformers, which are a more recent kind
of neural network that have been widely used for natural language processing since they are effective
at modeling long-term dependencies between inputs [69], so they could also prove useful for a control
policy. And a different approach to meta-learning altogether would be the use of frame-stacking instead
of RNNs. In frame-stacking, the last several observations are fed to the policy instead of only the
current observation. With this method, an MLP could discern the temporal relationship between the
observations, much like a RNN does. However, the benefit of RNNs is that they can remember an
indefinite number of observations, whereas with frame-stacking only a limited number of observations
can be stacked without increasing the dimensionality of the problem too much.

In this project, a Monte Carlo simulation was used to assess the performance of the policies, but
there are other test-based verification tools that use more systematic approaches to detect errors in
the model. Koren et al [70] developed Adaptive Stress Testing, which uses reinforcement learning to
find the most likely path to a failure event. Similarly, DeepXplore [71] can reveal erroneous behaviors
in neural network controllers. Both of these methods have been successfully tested in simulations of
self-driving cars. They are more efficient at finding errors than the Monte Carlo method, but they still
cannot provide any guarantees about the safety of the model. Like every other test-based method,
they can discover the presence of errors, but they cannot prove their absence.

An alternative to test-based methods are formal verification techniques, which thoroughly analyze
a system to provide assurances about whether or not it will meet the necessary requirements. The
development of formal verification techniques for deep learning models is an active area of research,
but there have been promising advances such as Reach-LP [72], which seeks to estimate the forward
reachable set of a closed-loop system controlled by a neural network. Formal verification methods such
as Reach-LP can guarantee that the state of the systemwill remain within certain bounds, whereas test-
based methods cannot provide these guarantees. However, formal verification methods often have
many limitations which restrict their use. For instance, Reach-LP is only applicable to feed-forward
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neural networks. Hence, test-based methods are still more widely used.
One practical recommendation is to have appropriate hardware to train neural network policies. Dur-

ing this project, training a policy could take hours, and running some of the tuning scripts took several
days to complete. It is highly recommended to use a cloud computing service to run computationally
intensive programs on remote machines, saving time and resources. But one caveat to be aware of is
that the cloud-based services offered online often have limitations such as reduced storage space. TU
Delft has many services such as the DHPC that are often freely available to students and researchers.



A
Derivation of quaternion time-derivative

Recall that a quaternion represents a 3D rotation of 𝜃 radians around a unit vector �̂�, which is expressed
as shown below:

𝐪 = [cos 𝜃2 , �̂� sin 𝜃
2 ] (A.1)

If a body is rotating at a constant rate 𝝎, then after a time Δ𝑡 the body will have rotated by an amount
|𝜔(𝑡)|Δ𝑡. This rotation can be expressed as the following quaternion:

𝐪(Δ𝑡) = [cos |𝜔(𝑡)|Δ𝑡2 , sin |𝜔(𝑡)|Δ𝑡
2

𝝎(𝑡)
|𝜔(𝑡)| ] (A.2)

At a time 𝑡0 + Δ𝑡, the orientation of the body would be given by the result of first rotating it by 𝐪(𝑡0),
and then rotating it by 𝐪(Δ𝑡). The result of these two rotations would be as shown below, where the⊗
operator is the Hamilton product:

𝐪(𝑡0 + Δ𝑡) = [cos
|𝜔(𝑡0)|Δ𝑡

2 , sin |𝜔(𝑡0)|Δ𝑡
2

𝝎(𝑡0)
|𝜔(𝑡0)|

] ⊗ 𝐪(𝑡0) (A.3)

Making the substitution 𝑡 = 𝑡0 + Δ𝑡, the previous equation can be expressed as:

𝐪(𝑡) = [cos |𝜔(𝑡0)|(𝑡−𝑡0)2 , sin |𝜔(𝑡0)|(𝑡−𝑡0)
2

𝝎(𝑡0)
|𝜔(𝑡0)|

] ⊗ 𝐪(𝑡0) (A.4)

Differentiating with respect to 𝑡 yields:

𝑑
𝑑𝑡𝐪(𝑡) = [−

|𝜔(𝑡0)|
2 sin |𝜔(𝑡0)|(𝑡−𝑡0)

2 , |𝜔(𝑡0)|
2 cos |𝜔(𝑡0)|(𝑡−𝑡0)2

𝝎(𝑡0)
|𝜔(𝑡0)|

] ⊗ 𝐪(𝑡0) (A.5)

At time 𝑡 = 𝑡0 the derivative evaluates to:

𝑑
𝑑𝑡𝐪(𝑡)|𝑡0

= [− |𝜔(𝑡0)|2 sin 0, |𝜔(𝑡0)|
2 cos 0 𝝎(𝑡0)

|𝜔(𝑡0)|
] ⊗ 𝐪(𝑡0) = [0,

|𝜔(𝑡0)|
2

𝝎(𝑡0)
|𝜔(𝑡0)|

] ⊗ 𝐪(𝑡0) (A.6)

Thus, the time-derivative of the quaternion is:

𝑑
𝑑𝑡𝐪(𝑡) = [0,

1
2𝝎(𝑡)] ⊗ 𝐪(𝑡) (A.7)

Expressed as a matrix multiplication:

𝑑
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(A.8)
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B
Code listings

B.1. Custom environment
The rendezvous scenario was implemented in Python using the OpenAI Gym library. This library offers
a variety of training environments, and it also allows users to create custom environments. Code listing
1 shows a template for how to create such an environment. The environment must be defined as
a Python class, using the Env() base class as a parent to inherit its core functionality. A template
for this custom environment can be seen below in code listing 1. As shown in the code, there are five
functions that need to be defined to complete the environment class: __init__(), step(), reset(),
render(), and close().

1 from gym import Env
2

3 class CustomEnv(Env):
4

5 def __init__(self):
6 # Define the attributes of the environment.
7 return
8

9 def step(self, action):
10 # Run one timestep of the environment's dynamics.
11 return obs, rew, done, info
12

13 def reset(self):
14 # Reset the state of the environment.
15 return obs
16

17 def render(self):
18 # Generate the current frame of the environment visualization.
19 return
20

21 def close(self):
22 # Close any resources used by the environment (e.g. figures, etc)
23 return

Listing 1: Custom environment template
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B.2. Callback function
Code listing 2 shows how a callback function can be used to evaluate and save a neural network policy
created in SB3. The evaluate_policy function requires four arguments: policy, env, n_evals,
and previous_best. The policy argument is the current policy, and env is the environment where
the policy will be tested. The n_evals argument determines how many episodes will be evaluated,
and previous_best keeps track of the best result achieved on previous calls to the function. The
callback function runs several episodes of the environment, using the current policy to select the action
on each time step. Then it computes the average reward across all of the episodes and logs the result
using Weights & Biases (W&B). The logged values can be viewed on W&B’s online platform to get a
real-time view of the algorithm’s progress. In addition, the current policy is saved as a zip file if the
average reward is higher than on previous evaluations. At the end of the training process, the callback
function will have recorded the progress of the learning algorithm, and it will also have saved the policy
that achieves the best average reward.

1 def evaluate_policy(policy, env, n_evals, previous_best):
2

3 total_reward = 0
4

5 # Evaluate episodes:
6 for i in range(n_evals):
7 obs = env.reset()
8 done = False
9 while not done:

10 action = policy.predict(observation=obs,
11 deterministic=True
12 )
13 obs, reward, done, info = env.step(action)
14 total_reward += reward
15

16 # Log avg. reward and save policy:
17 average_reward = total_reward / n_evals
18 wandb.log(average_reward)
19 if average_reward > previous_best:
20 policy.save()
21 previous_best = average_reward
22

23 return previous_best

Listing 2: Callback function

B.3. Training scripts
A basic Python script to run the learning algorithm would look as shown in code listing 3. On line 5, the
variable named model is created as an instance of the PPO() class, which uses the RendezvousEnv
environment described in section 3.3 and the policy named MlpPolicy, which will be described in the
following section. Optional keyword arguments can also be passed to the algorithm to define properties
such as the learning rate, mini-batch size, or the number of epochs. Then the learn() function is
called on line 8 to train the model for 100, 000 time steps, using the callback to track and save the
results.

The commands for training a recurrent policy in SB3 are different to that of a feedforward pol-
icy. This is because the default PPO class is not compatible with recurrent neural network architec-
tures.Instead, the RecurrentPPO class needs to be used. The behavior of this class is identical to
that of the PPO class. The only difference is that RecurrentPPO supports recurrent policies such as
MlpLstmPolicy(). As a result, the training shown in code listing 3 needs to be slightly modified to
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1 from stable_baselines3 import PPO
2 from local import RendezvousEnv, EvaluationCallback
3

4 # Create the PPO model:
5 model = PPO(env=RendezvousEnv(), policy='MlpPolicy', **kwargs)
6

7 # Train the model:
8 model.learn(total_timesteps=100_000, callback=EvaluationCallback())

Listing 3: Training script

1 from sb3_contrib import RecurrentPPO
2 from local import RendezvousEnv, EvaluationCallback
3

4 # Create the PPO model:
5 rnn_model = RecurrentPPO(env=RendezvousEnv(), policy='MlpLstmPolicy')
6

7 # Train the model:
8 rnn_model.learn(total_timesteps=100_000, callback=EvaluationCallback())

Listing 4: Training script for a recurrent policy

train a recurrent policy. The modified script can be seen in code listing 4. Throughout this project,
MlpLstmPolicy was used to create recurrent policies, while MlpPolicy was used to create the
feedforward policies. The callback described in section B.2 is compatible for both the recurrent and
non-recurrent policies.

B.4. Tuning sweep
An example of how to perform a sweep is shown in code listing 5. This example explains how to
set up and execute a sweep that tests how the learning algorithm performs with different learning
rates. In lines 6-12, the variable config contains the configuration details of the sweep. It defines
the sweep’s search method and the hyperparameters that will be varied during the sweep. In this
example, the only hyperparameter that is varied throughout the sweep is the learning rate, but more
hyperparameters can also be added to the sweep if desired. The search method is set to random, so
the learning rate is randomly sampled from a uniform distribution between 0.01 and 1. On lines 13 and
14, the command wand.sweep() creates the sweep using the given configuration data, and then the
command wandb.agent() starts executing runs. On each run, the learning rate is randomly sampled
from the given uniform distribution, and the single_run() function is executed. This function creates
an instance of the learning algorithm with the given learning rate, then trains a policy for 100,000 time
steps and logs the results to theW&B dashboard. In this example, the sweep has no limit on the number
of runs, so it will continue executing runs indefinitely until it is stopped by the user. Sweeps such as
this one were used throughout the tuning process to find suitable hyperparameters for the model.
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1 import wandb
2 from sb3_contrib import RecurrentPPO
3 from stable_baselines3.common.evaluate import evaluate_policy
4 from rendezvous_env import RendezvousEnv
5

6 config = {”method”: ”random”, # Define the search method
7 ”parameters”: { # Define the hyperparameters
8 ”learning_rate”: {
9 ”distribution”: ”uniform”,

10 ”min”: 0.1,
11 ”max”: 1}
12 }
13 }
14

15 sweep_id = wandb.sweep(sweep=config) # Create the sweep
16 wandb.agent(sweep_id, function=single_run) # Execute the sweep
17

18 def single_run():
19 with wandb.init() as run:
20 model = RecurrentPPO(
21 policy=”MlpLstmPolicy”,
22 env=RendezvousEnv(),
23 learning_rate=wandb.config[”learning_rate”])
24 model.learn(total_timesteps=100_000) # Train
25 wandb.log(evaluate_policy(model, RendezvousEnv())) # Log data

Listing 5: Example of a sweep script.
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