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Preface

This thesis grew out of my genuine interest in the overlap between neuroscience and machine learning. I’ve
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disciplines. This thesis represents the results of that spirit: it synthesizes ideas from deep learning, stochastic
dynamics, and human cognition to shed new light on how sample difficulty affects spike-time sensitivity in
SNNs.

I’d like to thank my supervisors, Dr. J.C. van Gemert, Dr. N. Tömen, Dr. O. Booij, and A. Micheli, for their
support and guidance. This project deepened my understanding of deep learning more than I expected and
boosted my appreciation for all the researchers who dedicate their careers to tackling these complex topics.
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1
Introduction

Artificial intelligence has gone through incredible jumps in performance in recent years, pushing the boundaries
of what’s possible in tasks like image recognition, natural language processing, and even creative generation.
Despite these advancements, the human brain remains an unmatched marvel in its efficiency, speed, and
accuracy, especially in sensory perception and decision-making tasks [23, 44, 75]. This biological benchmark
continues to inspire alternative models of computation that seek to emulate the brain’s mechanisms more
closely than traditional artificial neural networks (ANNs).

Among the most promising of these bio-inspired approaches are Spiking Neural Networks (SNNs), which
introduce temporal dynamics into neural computation [47]. Unlike ANNs that process data in continuous
activations, SNNs transmit information through discrete events known as spikes. This inherently temporal
encoding offers a closer approximation to neural behavior observed in the brain and opens up the potential for
highly efficient, low-power computation, especially when paired with event-based neuromorphic hardware [19,
35, 48].

Within the family of SNNs, one particularly compelling coding scheme is Time-to-First-Spike (TTFS). In this
encoding, information is conveyed by the latency of the first spike relative to stimulus onset. TTFS coding has
shown promise in accelerating inference and improving energy efficiency [15, 50]. However, one underexplored
aspect of TTFS SNNs is how the difficulty of input samples affects their spiking behavior. In biological systems,
easier stimuli often result in faster reactions, a trait that enhances survival and decision-making efficiency [23].
Whether TTFS SNNs exhibit similar sensitivity to input difficulty remains an open question.

This thesis aims to investigate this relationship in depth. Specifically, we explore how varying sample difficulty
influences inference latency in TTFS-coded SNNs. We hypothesize that easier samples will trigger earlier
spikes, mirroring human reaction patterns [60, 61]. Furthermore, we examine whether introducing noise
during training, analogous to ℓ2 regularization, affects this dynamic by smoothing learned representations and
potentially altering time-to-spike distributions.

To guide this investigation, our primary research questions are:

• Does spike latency increase with intrinsic sample difficulty in TTFS-SNNs?
• Can noise training (without augmentation) during training reduce inference latency for difficult samples?

The rest of this thesis is structured in two parts. The first is a comprehensive background review that lays
the groundwork for understanding the key concepts explored, including SNN architectures, TTFS coding,
neural noise, and biological analogues of decision-making latency. The second part is an academic paper that
encapsulates the core experiments, results, and contributions of this work.
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2
Artificial Neural Networks

Before delving into Spiking Neural Networks (SNNs), it is essential to establish a clear understanding of
their non-spiking counterparts - Artificial Neural Networks (ANNs). This chapter, therefore, reviews the core
principles that underpin modern ANNs, focusing on concepts that will later be revisited in the spiking domain.
We concentrate on fully connected and convolutional architectures, as these are directly transformed to SNNs
in the remainder of this thesis.

2.1. Perceptron and Deep Learning
2.1.1. The Perceptron
The simplest neuron model is the perceptron, proposed by Rosenblatt in 1958 [65]. Given an input vector
x ∈ R𝑑, weight vector w ∈ R𝑑, bias 𝑏 ∈ R, and non-linearity 𝜎(·) (e.g. tanh or ReLU), the unit outputs

𝑦 = 𝜎(𝑤⊤x + 𝑏). (2.1)

Equation 2.1 is the fundamental building block of both MLPs and the fully connected layers frequently used at
the tail of CNNs.

2.1.2. Universal Approximation and Depth
A single perceptron is a linear classifier; stacking layers of perceptrons with non-linear activations yields the
MLP (section 2.2) and opens the door for the universal approximation property [34]. Depth allows hierarchical
feature composition, but also introduces a non-convex optimization landscape that must be navigated during
training.

2.1.3. Back-Propagation and Gradient Descent
Modern artificial neural networks (ANNs) are trained by minimizing a differentiable loss function ℒ(𝜃), where
𝜃 represents the set of all trainable parameters. For classification tasks, a widely adopted loss function is the
cross-entropy loss:

ℒCE = −
∑

𝑡𝑐 log 𝑝𝑐 , (2.2)

with 𝑡𝑐 denoting the one-hot encoded target vector and 𝑝𝑐 representing the predicted probability obtained via a
soft-max layer.

Efficient gradient computation with respect to parameters is achieved through the back-propagation algorithm,
a cornerstone of ANN training. Back-propagation employs the chain rule from calculus to systematically
propagate error signals backwards through the network layers, starting from the output and moving towards
the input layers [68]. Specifically, after the forward pass computes predictions, the backward pass sequentially
computes the partial derivatives of the loss function with respect to each parameter by recursively applying the
chain rule. Formally, the parameter gradients are obtained as:

𝜕ℒ
𝜕𝜃

= backprop(ℒ, 𝜃). (2.3)

2



2.2. Multi-Layer Perceptrons 3

Figure 2.1: Illustration of forward and backward propagation for a single neuron. Black arrows indicate the forward pass, where input ℎ
and parameters 𝑤2 , 𝑏2 are combined. Red arrows indicate the backward pass, where the gradient of the loss 𝜕𝐿/𝜕𝑧2 is propagated back

to compute the parameter gradients 𝜕𝐿/𝜕𝑤2 and 𝜕𝐿/𝜕𝑏2, as well as the input gradient 𝜕𝐿/𝜕ℎ.

Once gradients are computed, parameters are iteratively updated using (stochastic) gradient descent. Gradient
descent is an optimization algorithm foundational to training neural networks. Its primary goal is to minimize
the loss function by iteratively adjusting the model parameters in the direction of the steepest descent. The
intuition behind gradient descent is analogous to descending a mountain: at each step, the algorithm assesses
the slope of the terrain (computed as the gradient of the loss function) and moves downhill, aiming to reach the
lowest possible point, or the global minimum, of the loss landscape.

In mathematical terms, gradient descent updates the model parameters as follows:

𝜃← 𝜃 − 𝜂𝜕ℒ
𝜕𝜃

(2.4)

where 𝜂 is the learning rate, a hyperparameter controlling the step size of each update. A small learning rate
ensures stable convergence but may result in slow training, while a large learning rate speeds up training but
risks overshooting the minimum. Adaptive variants such as Adam and RMSProp address this challenge by
dynamically adjusting step sizes during training, significantly enhancing the robustness and efficiency of the
optimization process [40].

2.2. Multi-Layer Perceptrons
An MLP comprises an input layer, 𝐿− 2 hidden layers, and an output layer. Each hidden layer performs a linear
transformation followed by an activation:

h(ℓ ) = 𝜎
(
W(ℓ )h(ℓ−1) + b(ℓ )

)
, ℓ = 1, . . . , 𝐿 − 2, (2.5)

where 𝑥 ∈ R𝑑 is the input, W(ℓ ) ∈ R𝑚ℓ×𝑚ℓ−1 and b(ℓ ) ∈ R𝑚ℓ are the layer’s weights and biases, and 𝜎 is a
pointwise nonlinearity (e.g., ReLU or tanh). The final layer’s activations h(𝐿−1) are interpreted as class logits for
classification tasks.

Although conceptually simple, MLPs can approximate any continuous function on a compact domain when
sufficiently wide or deep, known as the universal approximation theorem [34]. However, they ignore spatial
structure (e.g. in images) and suffer 𝒪(𝑑2) parameter growth, motivating convolutional designs for high-
dimensional inputs.

2.3. Convolutional Neural Networks
In a convolutional layer, the kernel (often referred to as a filter) serves as a localized feature detector that
systematically surveys the input tensor [43]. Each kernel comprises a small set of learnable weights that, once



2.3. Convolutional Neural Networks 4

Figure 2.2: MLP with two hidden layers: each neuron in a given layer connects to every neuron in the preceding and subsequent layers.

trained, respond maximally to a specific elementary pattern, such as an edge at a particular orientation or a
localized texture [91]. As the kernel is convolved across the entire spatial extent of the input, it generates a
feature map whose entries quantify the presence of that pattern at each location. This mechanism confers two
important properties: first, the model learns to recognize features irrespective of their position, since the same
kernel is reused everywhere [90]; second, by employing multiple distinct kernels in parallel and by stacking
convolutional layers, one obtains a hierarchy of representations that progresses from simple, low-level cues in
the earliest layers to increasingly abstract, high level constructs in deeper layers.

Mathematically, the learnable kernel is defined as K ∈ R𝑘×𝑘×𝐶in×𝐶out , and is slid across the input feature map
to produce an output feature map:

𝑌𝑖 , 𝑗 ,𝑐 =

𝑘∑
𝑢=1

𝑘∑
𝑣=1

𝐶𝑖𝑛∑
𝑐′=1

𝐾𝑢,𝑣,𝑐′ ,𝑐 𝑋𝑖+𝑢,𝑗+𝑣,𝑐′ (2.6)

Since the same kernel slides over every spatial location, the layer is intrinsically translation-equivariant [43].
By stacking multiple convolutions (often interleaved with non-linearities and pooling), the network’s receptive
field grows, enabling it to capture increasingly large (see Figure 2.3) and abstract features [46, 92].

Figure 2.3: The receptive field of a 3×3 convolution increases with depth: each successive layer “sees” a larger region of the original input.

While perceptrons constitute simple nonlinear units (see Equation 2.1), stacking them produces powerful MLPs
that capture global data interactions, albeit at the cost of ignoring spatial structure and scaling poorly in high
dimensions. In contrast, convolutional kernels detect local patterns by sliding a small weight matrix across
inputs, yielding translation invariance through weight sharing. As layers are stacked, their receptive fields
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expand recursively, enabling hierarchical feature extraction from raw data [27, 45, 70, 73]. These layer types,
fully connected and convolutional, underlie virtually all modern deep vision architectures and will be translated
into spiking equivalents in the forthcoming chapters.



3
Spiking Neural Networks

Spiking Neural Networks (SNNs) are the third generation of neural network models, in which information is
communicated via discrete spikes rather than continuous activations. This temporal coding of information
enables SNNs to exploit the time domain, offering potential gains in computational efficiency and biological
plausibility [47]. In this chapter, we review the foundations of SNNs, including the neuromorphic computing,
neuron and encoding models, and training methods.

3.1. Leaky Integrate-and-Fire Neuron Model
Biological neurons are extraordinarily complex structures, they typically have thousands of dendritic branches,
complicated ion-channel dynamics, nonlinear membrane properties, and diverse forms of synaptic plasticity,
making detailed biophysical models like Hodgkin-Huxley computationally intensive and mathematically intricate
[32]. While such realism is valuable for neuroscience, it poses severe challenges for large-scale simulations
or for practical applications requiring real-time or energy-efficient computation. It is therefore common in
neuromorphic modelling and spiking neural networks to replace detailed neuron descriptions with much simpler
abstractions that capture the essence of neuronal spiking behavior.

The Leaky Integrate-and-Fire (LIF) model exemplifies this approach, distilling core neuron dynamics into a
basic temporal integrate-and-decay process with a threshold and reset [9]. Despite its simplicity, the LIF
neuron retains essential temporal filtering and thresholding behavior, allowing it to emulate key computational
features of more complex neurons while remaining efficient enough for use in large networks or hardware
implementations [87]. The membrane potential update equation for LIF in discrete time is given by:

𝑉𝑖[𝑡 + 1] = 𝛽𝑉𝑖[𝑡] +
∑
𝑗

𝑤𝑖 𝑗𝑆 𝑗[𝑡] −𝑉𝑡ℎ 𝑆𝑖[𝑡] (3.1)

where,

• 𝑉𝑖[𝑡] is the membrane potential of neuron 𝑖 at timestep 𝑡,
• 𝛽 ∈ (0, 1) is the decay factor,
• 𝑤𝑖 𝑗 denotes the synaptic weight from presynaptic neuron 𝑗 to neuron 𝑖,
• 𝑆 𝑗[𝑡] ∈ {0, 1} indicates whether neuron 𝑗 emitted a spike at 𝑡,
• 𝑉𝑡ℎ is the firing threshold, and
• if 𝑉𝑖[𝑡] ≥ 𝑉𝑡ℎ then 𝑆𝑖[𝑡] = 1 and 𝑉𝑖[𝑡] is reset by substracting 𝑉𝑡ℎ .

3.2. Spike Encoding
Biological neurons communicate via discrete action potentials (spikes), whereas most sensory data (e.g.,
images, audio, sensor readings) are represented as continuous-valued signals. To leverage the temporal
dynamics and event-driven efficiency of SNNs, continuous inputs must be transformed into spike trains that
the network can process [47].

6



3.3. Training Spiking Neural Networks 7

3.2.1. Rate Encoding
In rate encoding, the intensity of an input feature is mapped to the average firing rate of a spike train over a
given time window. For example, one may generate a Poisson spike train whose rate parameter is proportional
to the pixel intensity. While rate codes are robust to temporal noise and simple to implement in hardware, they
require many spikes (and thus many timesteps) to convey information accurately, limiting latency and energy
efficiency [74, 81].

3.2.2. Latency Encoding
Latency (or time-to-first-spike) encoding converts input magnitude into the timing of a single spike: larger
values spike earlier, and smaller values spike later. Formally, for an input 𝐼 ∈ [0, 1], the spike time is given by

𝑡spike =

{
round ((1 − 𝐼) · 𝑇max) , 𝐼 > 𝜖,

no spike, 𝐼 ≤ 𝜖,
(3.2)

where 𝑇max is the simulation duration and 𝜖 a threshold below which inputs are ignored [15].

Because of its high efficiency, requiring only one spike per input channel, TTFS encoding is particularly
attractive for low-power neuromorphic hardware. In this thesis, we focus on latency encoding to explore the
time-to-first-spike dynamics of SNNs.

3.2.3. Biological Plausibility
Rate codes align with slow, averaged neural responses in some sensory systems but fail to capture rapid
processing observed in vision and audition [74]. In contrast, latency codes (also called rank-order or first-spike
codes) closely mirror observations in the retina, auditory pathways, and tactile systems, where the timing of
the first spike carries the majority of the informational content [81].

3.3. Training Spiking Neural Networks
Training SNNs is challenging due to the non-differentiable nature of spikes. Although there are many ways to
overcome this problem, we focus on two key techniques that address this issue: surrogate gradient methods
and Backpropagation Through Time (BPTT).

3.3.1. Surrogate Gradients

Figure 3.1: Comparison of the ideal Heaviside step activation (solid black) with its differentiable surrogate gradients: a sigmoid-based
forward surrogate in dashed blue and the backward surrogate gradient in solid orange.

Spiking generation is modeled by the Heaviside step function in the forward pass:

𝑆 =

{
1, 𝑉 ≥ 𝑉𝑡ℎ ,
0, 𝑉 < 𝑉𝑡ℎ ,

(3.3)

whose exact derivative is zero almost everywhere and undefined when 𝑉 = 𝑉𝑡ℎ . Surrogate gradients replace
this with a smooth approximation during backpropagation (see Figure 3.1). A common choice is the shifted
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arc-tangent:
𝑆 ≈ 1

𝜋
arctan

(𝜋
2 𝛼𝑉

)
(3.4)

𝜕𝑆

𝜕𝑉
=

1
𝜋

1
1 +

(
𝜋
2 𝛼𝑉

)2 (3.5)

where 𝛼 controls smoothness [15, 55]. This enables gradient-based optimization despite the inherent disconti-
nuity.

3.3.2. Backpropagation Through Time
Since SNNs evolve over multiple timesteps, training requires propagating gradients through both spatial
connections and temporal dynamics. BPTT unfolds the network in time, treating each timestep as a layer in a
deep computational graph. Gradients are then computed across this graph, enabling end-to-end learning of
synaptic weights while preserving temporal dependencies [85].

3.4. Loss Function
For latency-encoded output layers, one can define a temporal MSE loss over normalized spike times [15].
Given normalized spike times 𝑡𝑖 ∈ [0, 1] and target times 𝑦𝑖 (0 for correct class, 1 for incorrect), the loss is:

𝐿 =
1
𝑁

𝑁∑
𝑖=1
(𝑡𝑖 − 𝑦𝑖)2. (3.6)

However, the mapping from the continuous membrane potential 𝑉 to the discrete spike time index 𝑡𝑠𝑝𝑖𝑘𝑒 (see
Equation 3.2) is inherently non-differentiable with respect to 𝑉 , since 𝑡𝑠𝑝𝑖𝑘𝑒 is defined as the first timestep at
which 𝑉 crosses threshold, resulting in a piecewise constant (indexed) function of 𝑉 . As a result, the formal
derivative 𝜕𝑡𝑠𝑝𝑖𝑘𝑒/𝜕𝑉 is undefined almost everywhere. To permit gradient-based learning despite this, it is
common to impose the heuristic

𝜕𝑡𝑠𝑝𝑖𝑘𝑒

𝜕𝑉
= −1, (3.7)

thereby encoding the intuitive relationship that a larger membrane potential causes a proportionately earlier
firing time [15].



4
Sample Difficulty in Machine
Learning and Deep Learning

This chapter outlines key theoretical frameworks and metrics for understanding and quantifying sample difficulty,
setting the stage for empirical investigations of how such difficulty affects latency in Time-to-First-Spike coded
Spiking Neural Networks. Finally, we investigate the question:

How can we measure sample difficulty?

4.1. Theoretical Perspectives on Sample Difficulty
In theoretical terms, the "difficulty" of a sample often relates to how inherently hard it is for any model to predict
that sample’s label correctly. One classical view comes from statistical learning theory: if a data point lies in an
ambiguous region of feature space, where multiple classes have similar probability, that point has a high Bayes
error and is intrinsically difficult [79]. In other words, if the true conditional probability 𝑃(𝑦|𝑥) for a sample 𝑥
is near 0.5 in a binary classification or uniformly spread across classes in multi-class, no classifier can be
confident, i.e., the sample is inherently hard to classify. By contrast, a sample in a "pure" region (far from class
boundaries, with 𝑃(𝑦|𝑥) ≈ 1 for the correct class) is intrinsically easy.

Figure 4.1: Illustration of the Bayes error rate in a binary classification task. Class 1 given by the blue distribution and class 2 given by the
red distribution. Bayes error is given by the total area in the intersection of the two distributions. Samples coming from this region are

ambiguous as both classes are probable in this interval.

This concept connects to the notion of margin in classification. In a geometric sense, a sample’s difficulty
can be associated with its distance to the decision boundary of an optimal classifier. [11] introduces the
idea of maximizing margins in support vector machines; a point with a small margin, lying near the decision

9
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boundary, is more "hard" or borderline, whereas points deep inside a class region, with a large margin, are
"easy". The margin serves as a direct measure of difficulty: samples on or inside the margin are those most
often misclassified if the decision boundary shifts slightly, indicating high sensitivity.

Beyond margins, researchers have linked sample difficulty to more complex data characteristics. The manifold
hypothesis in high-dimensional data suggests that each class forms a manifold, and classification involves
separating these manifolds [16, 53, 58]. Recent work indicates that local geometric and topological properties
of these manifolds can signal difficulty. For example, regions of high curvature, high intrinsic dimensionality, or
complex topology can yield "hard" samples, while flatter, well-separated regions yield "easy" ones. In essence,
class overlap (where different class manifolds intertwine) is a primary factor making an instance hard to classify.
Indeed, a study by [71] found that as instance difficulty increases, so does class overlap: many hard examples
reside in areas where different classes’ data points intermingle. In such cases, even an optimal classifier may
be uncertain, which aligns with the Bayes perspective.

In summary, theory suggests that a sample is difficult if it is in an intrinsically ambiguous or complex region: it
might lie near class boundaries (small margin), be surrounded by other-class neighbors, or require a complex
decision function to get right. Conversely, a sample is easy if it’s well inside the territory of its correct class with
little ambiguity. These theoretical definitions motivate many practical metrics for difficulty.

4.2. Metrics for Sample Difficulty
In practice, there are numerous metrics and heuristics to quantify the sample difficulty across different domains.
These metrics are usually defined for any arbitrary model, not necessarily SNNs, and they can be broadly
categorized into a few groups: (1) those based on a trained model’s outputs (confidence or loss), (2) gradient-
based measures, and (3) data geometry measures.

One of the most straightforward ways to gauge difficulty is to see how a well-trained model behaves on the
sample. If a trained classifier assigns a low confidence to the true label (or equivalently, if the sample has a
high loss), that sample can be deemed difficult for that model. For example, the prediction margin (difference
between the predicted probability for the correct class and the highest incorrect class) is a useful indicator: a
small margin or high entropy prediction suggests the model is unsure, often reflecting an inherently hard case.
This idea is long-standing and has been used in active learning to pick out hard, uncertain samples [58].

Some lines of research examines when and how a sample is learned during training. One such measure is the
Forgetting Score introduced by [76]. This score counts how many times a network learns and then “forgets” an
example over the course of training. Concretely, each time a sample transitions from being classified correctly
(at some point in training) to being misclassified later on, a forgetting event is recorded. The total count of
forgetting events is the forgetting score. Intuitively, easy examples, once learned, stay learned, they have
zero or very few forgetting events. Hard examples might flicker between learned and unlearned states as the
model’s decision boundary shifts, yielding multiple forgetting events.

A more recent approach is to look at a sample’s impact on the model’s gradients during training. In [1], they
propose a Variance of Gradients (VoG) as a difficulty measure. The idea is to track how the gradient for a
particular sample changes over the course of training. If a sample is easy, once the model starts to learn
it, the gradients associated with that sample should become small and consistent (the model doesn’t need
to keep adjusting its parameters for that sample). If a sample is hard, the model’s gradient on that sample
will fluctuate a lot as the model oscillates in how it tries to fit it [42]. Thus, VoG computes the variance of the
per-sample gradient over training. High variance indicates the sample causes learning instability, meaning the
model keeps revisiting it, which correlates with difficulty. In experiments, [1] showed that the top VoG-scoring
examples included many that were mislabeled or corrupted, and generally “the data points with high VoG
scores are far more difficult for the model to learn”.

A natural way to quantify sample difficulty is via its distance, or margin, to the decision boundary (see Figure 4.2).
For linear classifiers, this margin represents the signed Euclidean distance from the sample 𝑥𝑖 to the classifier’s
separating hyperplane [82]. A small margin indicates that 𝑥𝑖 lies near the decision boundary and is thus more
susceptible to misclassification, even under slight perturbations of the model. This corresponds directly to
intrinsic difficulty: samples with small margins possibly reside in regions where the true conditional probability
𝑃(𝑦|𝑥) is ambiguous, approximately aligned with the Bayes error being high [49, 79]. In fact, the Bayes
error, the irreducible error of the best possible classifier, arises precisely from these borderline regions where
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Class A

Class B

Margin

Figure 4.2: Illustration of a linear decision boundary separating two classes, Class A and Class B. The margin, defined as the shortest
distance from the decision boundary to the nearest sample (indicated by the dotted line), represents the level of confidence in

classification.

class-conditional distributions overlap.

The margin framework also integrates with manifold-based perspectives. Under the manifold hypothesis, each
class is assumed to lie on a dimensional manifold embedded in the high-dimensional feature space [4]. Points
deep within a class manifold, that is, far from any boundary, tend to have large margins and are intrinsically
easy. In contrast, points near the intersections or regions of high curvature between manifolds often have
small margins, indicating both a geometric proximity to other, class manifolds and inherently higher Bayes
error [16, 26]. Empirically, margin-based metrics are widely used in active learning and uncertainty sampling
precisely because they capture both local ambiguity and global class structure [3, 4].

Consequently, using the margin distance as a sample difficulty metric offers a principled, unified approach: it
simultaneously reflects (1) the sample’s geometric resilience, (2) its probabilistic certainty relative to Bayes-
optimal decisions, and (3) its position in the manifold landscape. As a scalar, continuous, and interpretable
measure, margin distance serves as a powerful bridge between theoretical insights and practical methodologies
for quantifying and leveraging sample difficulty.

4.3. Gaussian Noise as a Proxy Measure of Difficulty
Margin-based metrics reliably capture a sample’s intrinsic difficulty by measuring its distance to the (real)
decision boundary. However, when working with real-world data such as MNIST or CIFAR images, directly
estimating this true boundary is often infeasible [24, 69]. Therefore, rather than compute exact margins, we
instead induce hardness by systematically adding Gaussian noise to each sample. This moves points towards
more ambiguous, overlapping regions of the feature space, effectively simulating reduced margins and higher
Bayes error, without requiring explicit knowledge of the decision boundary.

Gaussian noise has also been employed as a proxy measure for sample difficulty in machine learning. By
artificially introducing Gaussian white noise to samples, researchers simulate conditions of ambiguity or
uncertainty, closely relating to theoretical constructs such as Bayes error and manifold complexity. The intuition
is that adding noise disturbs the clarity of the data representation, pushing samples towards more ambiguous
or overlapping regions in the feature space [5].

From a theoretical perspective, the addition of Gaussian noise can be viewed through the lens of the data
manifold hypothesis. Data typically reside on low-dimensional manifolds embedded within high-dimensional
spaces [16]. Adding Gaussian noise effectively perturbs the points away from these manifolds, making it
harder for models to discern the intrinsic structure and thus increasing the likelihood that samples become
difficult to classify. This aligns well with the notion that difficult samples often lie near the manifold boundaries
or in regions where different class manifolds intersect or overlap.

Furthermore, this proxy aligns neatly with the Bayes error concept. Introducing Gaussian noise to a sample
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effectively increases its conditional class uncertainty, shifting its true conditional probability 𝑃(𝑦|𝑥) closer to
the ambiguity region, e.g., near 0.5 for binary classification. Consequently, as noise intensity grows, the Bayes
error for these samples increases, marking them as intrinsically more challenging to classify correctly.

Research examining Gaussian noise as a proxy for sample difficulty offers valuable insights [10, 30, 56]. While
moderate noise addition can improve generalization by preventing models from overfitting, excessive noise
generally leads to poorer performance due to elevated uncertainty and reduced confidence in predictions
[25]. Moreover, noise-based augmentation is widely used in robust machine learning and adversarial training
contexts because it generates difficult samples that enhance model robustness [93].

In summary, Gaussian noise offers a practical and theoretically consistent measure of sample difficulty. It
effectively simulates ambiguous conditions by perturbing data points off their manifolds and increasing intrinsic
uncertainty, thus directly correlating with theoretical difficulty measures such as Bayes error and manifold
overlap.

4.4. Relevance to Latency-Coded SNNs
This chapter discussed various theoretical and practical views on sample difficulty, emphasizing ambiguity,
margin distances, manifold complexities, and noise-based proxies. These concepts form the foundation for
investigating how sample difficulty might influence latency in TTFS-coded SNNs.

Margin-based metrics reliably measure intrinsic difficulty but computing true margins or decision boundaries
for datasets like MNIST or CIFAR is often infeasible. Therefore, we will use margin as a hardness metric when
we can, and when it is intractable, we will induce hardness via Gaussian noise. This approach allows us to
approximate difficulty either directly (via margins) or indirectly (via controlled perturbations).

Moreover, employing Gaussian noise as a difficulty proxy is particularly relevant for studying TTFS-coded SNNs.
By artificially varying noise levels, we simulate increasing levels of uncertainty. Such controlled experiments
enable us to systematically evaluate how TTFS-SNN latency responds to difficulty: specifically, we can observe
whether increased noise leads to longer latency spikes and whether training with harder samples accelerates
inference for subsequently encountered noisy samples.



5
Statistical Learning Theory

Classical statistical learning theory provides foundational insights into machine learning models, especially
through its characterization of the bias-variance trade-off. This trade-off represents the balance that must be
maintained between a model’s complexity and its generalization capability. Highly complex models tend to fit
training data closely (low bias) but fail to generalize well to new data (high variance), while simpler models
generalize better but might underfit the data (high bias, low variance) [6]. In this chapter, we will investigate the
question:

Could noisy training affect the synaptic weights of an SNN?

5.1. Bias-Variance Trade-off
In machine learning, the prediction error can be decomposed into three components: bias, variance, and
irreducible error. The bias represents the error introduced by approximating a real-world problem with a
simplified model. In contrast, variance quantifies how sensitive the model is to variations in the training data.
Ideally, a model should minimize both; however, reducing one typically leads to increasing the other. This
phenomenon is well-known as the bias-variance trade-off [21]. Finding an optimal balance is crucial as it
directly affects the predictive performance and reliability of the trained models. Models exhibiting excessive
complexity tend to overfit, capturing noise as if it were meaningful patterns, while overly simplistic models miss
essential relationships inherent in the data [2].

Figure 5.1: Figure illustrating the relationship between the true error of a model and its bias and variance

5.1.1. Parameter Estimation and Bias
In terms of parameter estimation, bias is the difference between the expected value of a model’s parameter
estimates and the true parameter value. If a parameter estimation method consistently produces results that

13
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deviate from the actual parameter, it is considered biased. When estimating a parameter 𝛽 using 𝛽̂ the bias is
measured as:

Bias[𝛽̂] = E[𝛽̂] − 𝛽 (5.1)

High bias in parameter estimation generally results from overly simplistic models or inappropriate assumptions,
leading to systematic errors in predictions. Reducing bias typically involves increasing the complexity of the
model [28].

5.1.2. Parameter Estimation and Variance
Variance in parameter estimation refers to the variability of parameter estimates when the estimation process
is repeated on different datasets sampled from the same distribution. Similarly, when estimating a parameter 𝛽
using 𝛽̂, we can measure the variance of our estimator as:

Var
[
𝛽̂
]
= E

[(
𝛽̂ − E

[
𝛽̂
] )2

]
(5.2)

High variance indicates that the estimated parameters change significantly with slight variations in the training
dataset. This typically occurs in complex models that capture noise in the training data. Variance can be
reduced by using regularization methods or by simplifying the model architecture [28].

5.2. Parameter Regularization
Regularization techniques are designed to manage the bias-variance trade-off by penalizing overly complex
models, typically through adding a penalty term related to the magnitude of model parameters. Common
approaches such as ℓ2 regularization (ridge regression) penalize large parameter weights, encouraging
smoother, less complex functions [33]. Regularization thus directly reduces variance by discouraging overfitting,
improving generalization on unseen data. Another prevalent form of regularization is ℓ1 regularization (lasso),
which encourages sparsity in model parameters, effectively pruning irrelevant features and further enhancing
generalization. Regularization methods can also be adaptive, adjusting penalty terms dynamically during
training, providing flexibility in handling datasets with varying complexity and noise characteristics [95].

To better understand the role of regularization, we begin with the classical linear regression problem. In its
standard form, linear regression attempts to model the relationship between input features and a continuous
output by learning a parameter vector 𝛽. This model is written as:

𝑦 = 𝑋𝛽 + 𝜀 (5.3)

where, 𝑋 ∈ R𝑛×𝑑 is the input data matrix, 𝛽 ∈ R𝑑 is the parameter vector we want to learn, 𝑦 ∈ R𝑛 is the target
vector, and 𝜀 is the noise term. Since an exact solution 𝑋𝛽 = 𝑦 may not exist, the goal becomes finding the
parameter vector 𝛽 that minimizes the squared error between the predicted and observed outputs:

min
𝛽

����𝑦 − 𝑋𝛽
����2 (5.4)

We can set the gradient with respect to 𝛽 to 0, to find the 𝛽 that minimizes the squared error.

∇𝛽 = − 2𝑋⊤𝑦 + 2𝑋⊤𝑋𝛽 = 0 (5.5)
− 𝑋⊤𝑦 + 𝑋⊤𝑋𝛽 = 0 (5.6)
𝑋⊤𝑋𝛽 = 𝑋⊤𝑦 (5.7)

𝛽 =
(
𝑋⊤𝑋

)−1
𝑋⊤𝑦 (5.8)

To address the limitations of OLS, e.g., the tendency to overfit when the number of features is large, ridge
regression introduces a regularization term to the objective function. Specifically, ridge regression adds a ℓ2
penalty to the squared loss, resulting in the following objective:

min
𝛽

����𝑦 − 𝑋𝛽
����2 + 𝜆 ����𝛽����2 (5.9)
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where 𝜆 ≥ 0 is a regularization hyperparameter controlling the strength of the penalty. Similar to linear
regression, we can set the gradient to zero to find the solution to 𝛽:

∇𝛽 = − 2𝑋⊤𝑦 + 2𝑋⊤𝑋𝛽 + 2𝜆𝛽 = 0 (5.10)
− 𝑋⊤𝑦 + 𝑋⊤𝑋𝛽 + 𝜆𝛽 = 0 (5.11)
𝑋⊤𝑋𝛽 + 𝜆𝛽 = 𝑋⊤𝑦 (5.12)
𝛽
(
𝑋⊤𝑋 + 𝜆𝐼

)
= 𝑋⊤𝑦 (5.13)

𝛽 =
(
𝑋⊤𝑋 + 𝜆𝐼

)−1
𝑋⊤𝑦 (5.14)

5.2.1. Gaussian Noise as a Regularizer
Adding Gaussian noise to input data or activations during training can also act as a regularization technique.
This approach, akin to data augmentation, helps smooth the model’s learned function by reducing its sensitivity
to specific data points. More fundamentally, the addition of Gaussian noise with zero mean can be shown to
be mathematically equivalent to applying ℓ2 regularization under certain assumptions, particularly in linear
models [5]. In the following, we present the derivation that illustrates how adding Gaussian noise to inputs
during training leads to a loss function that includes an ℓ2 penalty term - effectively performing ridge regression.

Let’s consider the same linear model from Equation 5.3. Suppose that we add noise to the inputs 𝑋 + 𝜀, where
𝜀 ∼ 𝑁(0,Σ). Now we can write our objective as:

min
𝛽

����𝑦 − (𝑋 + 𝜀) 𝛽
����2 (5.15)

equivalently,
min
𝛽

(
𝑦 − 𝑋𝛽

)⊤ (
𝑦 − 𝑋𝛽

)
− 2

(
𝑦 − 𝑋𝛽

)⊤
𝜀𝛽 + 𝛽⊤𝜀⊤𝜀𝛽 (5.16)

The term 𝜀 is a stochastic variable. Therefore, let’s take the expectations with respect to 𝜀. The expectations
of each term are given by:

E𝜀

[ (
𝑦 − 𝑋𝛽

)⊤ (
𝑦 − 𝑋𝛽

) ]
=
(
𝑦 − 𝑋𝛽

)⊤ (
𝑦 − 𝑋𝛽

)
(5.17)

E𝜀

[
2
(
𝑦 − 𝑋𝛽

)⊤
𝜀𝛽

]
= 0 (5.18)

E𝜀

[
𝛽⊤𝜀⊤𝜀𝛽

]
= 𝛽⊤𝑛Σ𝛽 (5.19)

Thus, the expected squared error is: (
𝑦 − 𝑋𝛽

)⊤ (
𝑦 − 𝑋𝛽

)
+ 𝛽⊤𝑛Σ𝛽 (5.20)

or equivalently, ����𝑦 − 𝑋𝛽
����2 + 𝑛Σ ����𝛽����2 (5.21)

We can further go on to show that the solution by setting the gradient to zero is given by:

∇𝛽 = − 2𝑋⊤𝑦 + 2𝑋⊤𝑋𝛽 + 2𝑛Σ𝛽 = 0 (5.22)
− 𝑋⊤𝑦 + 𝑋⊤𝑋𝛽 + 𝑛Σ𝛽 = 0 (5.23)
𝑋⊤𝑋𝛽 + 𝑛Σ𝛽 = 𝑋⊤𝑦 (5.24)
𝛽
(
𝑋⊤𝑋 + Σ

)
= 𝑋⊤𝑦 (5.25)

𝛽 =
(
𝑋⊤𝑋 + 𝑛Σ

)−1
𝑋⊤𝑦 (5.26)

The derived solution under Gaussian noise (Equation 5.26) is equivalent to the solution of ridge regression
(Equation 5.19) when 𝜆𝐼 = 𝑛Σ. This shows that for 𝜆𝐼 = 𝑛Σ (or in 1D: 𝜆 = 𝑛𝜎2), minimizing the expected
loss under input noise is identical to minimizing the standard loss with added ℓ2 penalty. Hence, Gaussian
noise acts as a form of implicit regularization, with the noise variance Σ serving as the regularization strength.
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5.3. Bias-Variance and Generalization in Neural Networks
The bias-variance principles discussed above extend naturally to modern neural architectures, but their
displays differ according to the architectural priors and learning rules embedded in each model class. In
over-parameterised deep networks, generalization hinges as much on how the parameters are used as on the
raw parameter count itself, leading to phenomena such as double-descent in test error curves [2, 54]. Below we
summarize the most important statistical-learning considerations for three families that are relevant to our case:
fully-connected multilayer perceptrons (MLPs), convolutional neural networks (CNNs), and time-to-first-spike
(TTFS) spiking neural networks (SNNs).

5.3.1. Deep and Convolutional Artificial Networks
Implicit Regularization and Flat Minima
Although very deep or wide networks can interpolate the training data perfectly, stochastic gradient descent
(SGD) rarely drives them to all possible interpolating solutions. Instead, optimization and noise tend to locate
flat minima in weight space whose associated functions are smoother and therefore lower-variance [31, 39].
From a statistical perspective, SGD acts as an implicit regularizer as it biases learning toward low-complexity
solutions without an explicit penalty term.

Weight Sharing and Equivariance
CNNs further reduce variance by hard-coding locality and translation equivariance through weight sharing.
The same 𝑘 × 𝑘 filter is applied across the whole receptive field, meaning only 𝒪(𝑘2) independent weights
model thousands of spatial correlations. This architectural bias lowers the effective model capacity relative
to a similarly sized fully-connected layer, thereby shifting the bias–variance operating point toward better
generalization on images [24].

Explicit Penalties
When implicit regularisation is insufficient, explicit techniques such as weight decay, dropout, or data augmen-
tation are introduced. In CNNs, ℓ2 decay keeps kernel norms small, suppressing sharp minima and improving
robustness to small input perturbations [22, 41]. Regularization based on weight correlations constraints can
additionally reduce redundancy, such as weight-vector correlations, further lowering variance and improving
generalization [37].

5.3.2. TTFS Spiking Neural Networks
Event-Driven Sparsity
TTFS coding stipulates that each neuron is allowed to fire at most once and that the information is carried solely
in the first-spike latency. As a consequence, only a fraction of synapses are active per timestep, yielding a form
of activity sparsity that functions as an architectural prior against overfitting [50]. In statistical-learning terms,
the network’s effective capacity at test time is far smaller than its parameter count would suggest, because the
majority of weights do not contribute for most stimuli.

Temporal margins and Robustness
In TTFS classifiers, the decision is triggered as soon as one output neuron fires; training objectives therefore
seek to maximize the temporal margin, the time-to-first-spike gap between the target class and its nearest rival.
In [67], they formalize the idea in their Temporal Support Vector Machine (T-SVM), showing that maximizing the
dynamical margin in an SNN yields generalization bounds analogous to the large-margin theory of hard-margin
SVMs. Empirically, deeper TTFS networks that achieve larger first-spike gaps exhibit better resilience to
corruptions [57]. These results support the view that a larger temporal margin in TTFS models plays the same
variance-reducing role that a wider geometric margin plays in classical statistical learning theory.

5.4. Synaptic Weights in TTFS-SNNs
The theoretical insights from statistical learning theory presented in this chapter lay a critical foundation for
understanding the anticipated effects of Gaussian noise training on synaptic weights within TTFS SNNs. Reg-
ularization techniques systematically influence the characteristics of the learned synaptic weights. Specifically,
introducing Gaussian noise during training functions analogously to explicit ℓ2 regularization, which encourages
synaptic weights to remain relatively small and stable by penalizing large parameter fluctuations. While this
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lets us approximately understand how the weights might behave in a spiking network, it still remains to be
empirically tested.

As outlined previously, statistical learning theory emphasizes that regularization typically reduces parameter
variance, leading to smoother, less sensitive weight distributions. Hence, based on our investigations in
this chapter, we anticipate that synaptic weights trained with Gaussian noise will exhibit lower variability and
increased robustness compared to weights learned without noise regularization. This reduction in variance
may translate into more stable synaptic behavior, reflected in less volatile membrane potentials when neurons
process input signals. Therefore, it is inevitable that this process will also affect spike times. In chapter 6 on
stochastic processes, we model the neuron’s membrane potential dynamics explicitly as stochastic systems
and try to formalize how changes in synaptic weights should affect spike times.



6
Stochastic Processes

Stochastic processes describe systems evolving randomly over time, widely utilized in various fields such as
finance, physics, biology, and computer science [7, 51, 66]. They form the foundational theory behind modeling
unpredictable events and temporal evolution of variables influenced by randomness. In this chapter, we outline
the framework to be able answer the question

How does changes in synaptic weights affect the first spike time of a spiking neuron when we
model it as a stochastic process?

Modeling synaptic weight changes within a first-hitting-time framework allows membrane potential’s stochastic
dynamics to be analytically related to expected first-spike latencies. Incorporating these stochastic process
analyses into our research provides a mathematical foundation to quantify how synaptic weight dynamics and
noise introduced during training modulate first-spike behavior, directly connecting weight dynamics to temporal
coding performance under varying sample difficulties.

6.1. Random Walks
A random walk (RW) represents one of the simplest forms of a stochastic process, describing a path composed
of successive random steps. Formally, consider the discrete-time process:

𝑆𝑛 = 𝑋1 + 𝑋2 + · · · + 𝑋𝑛 , (6.1)

where 𝑋𝑖 are independent and identically distributed (i.i.d.) random variables representing incremental steps.
This model captures various phenomena including particle diffusion and financial price fluctuations.

6.1.1. Gaussian Random Walk
A specific and important instance is the Gaussian random walk (GRW), where increments are drawn from a
Gaussian distribution, 𝑋𝑖 ∼ 𝑁(𝜇, 𝜎2). The evolution of the random walk then is given by:

𝑆𝑛 = 𝑆𝑛−1 + 𝑋𝑛 , 𝑋𝑛 ∼ 𝑁(𝜇, 𝜎2). (6.2)

Gaussian random walks are particularly relevant because of their mathematical tractability and applicability in
diffusion processes [17]. They exhibit stationary, normally distributed increments and are Markovian, meaning
the next state depends only on the current position and not on the past history. Additionally, the variance of the
walk grows linearly with time, a property that aligns closely with empirical observations in many physical and
biological systems [20].

6.1.2. Wiener Processes (Brownian Motion)
When considering the continuous-time limit of a Gaussian random walk with infinitesimally small increments, the
Wiener process, also known as Brownian motion, emerges. A Wiener process 𝑊𝑡 has the following properties:

• 𝑊0 = 0,
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Figure 6.1: Two realizations of Gaussian random walks with zero mean and unit variance steps, i.e., increments drawn i.i.d. from 𝑁(0, 1).
Each walk begins at zero and exhibits distinct trajectories due to stochastic variation.

• Independent increments: for 0 ≤ 𝑡1 < 𝑡2 < · · · < 𝑡𝑛 , the increments 𝑊𝑡2 −𝑊𝑡1 , . . . , 𝑊𝑡𝑛 −𝑊𝑡𝑛−1 are
independent,

• Gaussian increments: 𝑊𝑡 −𝑊𝑠 ∼ 𝑁(0, 𝑡 − 𝑠),
• Continuity: The paths 𝑡 ↦→𝑊𝑡 are continuous.

Formally, Brownian motion serves as the standard model for random fluctuations observed in various scientific
disciplines, particularly in modeling diffusive behavior and noise in biological systems [38].

6.2. First Hitting Time Problem
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Figure 6.2: Illustration of the first hitting time in Gaussian random walks with i.i.d. steps. First hitting time is the first time the walk reaches
over the threshold. The orange trajectory hits the threshold (dotted line) first, while the blue trajectory takes a bit longer.

The first hitting time problem is concerned with determining the time at which a stochastic process first reaches
or surpasses a predefined threshold (see Figure 6.2). Mathematically, for a stochastic process (𝑆𝑡) and a
threshold level 𝑏, the first hitting time 𝑇𝑏 is defined as:

𝑇𝑏 = inf{𝑡 ≥ 0 : 𝑆𝑡 ≥ 𝑏}. (6.3)

The distribution of first hitting times is crucial for understanding various phenomena such as neuron firing in
neuroscience, financial barrier options, and failure times in reliability analysis [64, 77]. In neuron models, the
first hitting time can represent the moment when the membrane potential reaches a threshold, triggering a
spike.
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6.3. Modeling Neuron Spiking with First Hitting Times
In this part, we will model the membrane potential dynamics of a spiking neuron as a stochastic process and
treat it as the first hitting time problem described above. Modeling the first spike time in a TTFS spiking neural
network is essential for two main reasons. First, in latency encoding, the timing of the spikes is very crucial.
Capturing its dynamics would allow us to better quantify how quickly a neuron responds to varying inputs.
Secondly, by analyzing how the distribution of first spike times shifts under different circumstances, we can
better understand its behavior and make more informed predictions about it.

Applying first-hitting-time models to neuronal spiking has been extensively studied in mathematical neuroscience
[9, 12, 64, 72, 77, 78]. However, to the best of our knowledge, these approaches have not yet been explored
in the context of TTFS spiking neural networks, where modeling the distribution and variability of first-spike
latencies across network layers could yield new insights into coding efficiency and dynamic behavior.

6.3.1. Assumptions and Fundamental Model
Let’s consider a non-leaky integrate-and-fire neuron model. Assuming each input to a neuron spikes at some
point in time, the membrane potential after 𝑛 inputs is given by

𝑆𝑛 =

𝑛∑
𝑖=1

𝑤𝑖 , (6.4)

where 𝑤𝑖 are the weights of the incoming edges of the neuron, since spikes are binary events taking values 0
or 1. We assume the incoming synaptic weights are independent and identically distributed Gaussian random
variables with mean 𝜇 and variance 𝜎2, making {𝑆𝑛} a Gaussian random walk. The i.i.d assumption of edge
weights is likely not correct in a trained SNN, however, for the purposes of the model, it will allow us to create
a good approximation. To ensure that the first-hitting-time to a fixed threshold is almost surely finite and
possesses finite moments, we assume a positive mean 𝜇 > 0; if 𝜇 ≤ 0, the probability of ever crossing the
threshold is strictly less than one and the expected hitting time diverges [64]. Finally, we adopt a unit threshold
𝑉th = 1, as is common in many spiking neuron models.

6.3.2. Building the Model
First-Hitting-Time of Wiener Process
Although our spiking neurons operate in discrete time and are more akin to a Gaussian random walk, the
continuous-time analogue given by the Wiener process admits a closed-form solution for its first-hitting-time
distribution, whereas no closed-form solution is known for the Gaussian random walk. Consider a Wiener
process 𝑊(𝑡) with drift 𝜇 and variance parameter 𝜎2 and a threshold 𝑉th = 1. Given these parameters, the
distribution of the first-hitting-time is given by the inverse Gaussian Distribution [18, 38]:

𝑓𝑇(𝑡) =
1√

2𝜋 𝜎2 𝑡3
exp

(
−(1 − 𝜇 𝑡)

2

2 𝜎2 𝑡

)
, 𝑡 > 0. (6.5)

The first two moments of this distribution take the simple form:

E[𝑇] = 1
𝜇

(6.6)

Var(𝑇) = 𝜎2

𝜇3 (6.7)

Figure 6.3 compares the simulated first-passage time histograms (in blue) with their inverse Gaussian fits (in
red) across three different random walk variance levels. The histograms and the inverse Gaussian densities
closely follow each other, showing that the inverse Gaussian provides a highly accurate approximation of the
discrete-time first-hitting-time distribution as well.

Incorporating Membrane Decay
Most spiking neuron models include a leakage term that gradually resets the membrane potential toward rest.
To capture this, we introduce the decay factor 𝛽 ∈ (0, 1) from Equation 3.1 so that after each incoming spike,
the membrane potential evolves as

𝑆𝑛 = 𝛽 𝑆𝑛−1 + 𝑤𝑛 , (6.8)
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Figure 6.3: First hitting time distributions for Gaussian random walks with drift 𝜇 = 0.02 and threshold 𝑇 = 1 under different RW variance
conditions. Blue bars show the histogram of simulated first-passage times, red curves denote the theoretical inverse Gaussian density,

and vertical dashed lines mark the theoretical mean of the inverse Gaussian (red) and the empirical mean from simulations (blue).

where 𝑤𝑛 ∼ 𝑁(𝜇, 𝜎2) as before, and we retain a fixed threshold 𝑉th = 1. The leaky random walk thus must
“fight” against decay to accumulate enough potential to fire.

Figure 6.4 illustrates how decay (𝛽 = 0.95) reshapes the first-spike-time distribution under three variance
settings. Key observations include:

• No Closed-Form Fit: Leakage breaks the pure-diffusion assumptions, so the inverse Gaussian approxi-
mation no longer holds and is dropped in the next steps.

• Leakage vs. Fluctuations: High-variance inputs still overcome decay to spike more reliably, whereas
low-variance inputs often decay away before the threshold is reached, dramatically delaying spikes.

• Increased Variability: Decay amplifies timing variability, especially in low variance regimes where drift
is weak relative to leak.
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Figure 6.4: First-spike-time distributions for a leaky Gaussian random walk (𝛽 = 0.95, 𝑉th = 1) under high, medium, and low variance.
Decay suppresses early crossings in low-variance regimes, yielding heavier tails and fewer timely spikes.

Spike-Step Limitation and Discrete Time Bins
Our current membrane potential decay isn’t exactly accurate regarding how the spiking neuron we use decays.
We have to introduce timestep bins. At each timestep 𝑡 ∈ {1, . . . , 𝑇}, we (1) accumulate all incoming spikes to
form a synaptic current, then (2) apply decay once at the end of the step, so that

𝑆𝑡 = 𝛽 𝑆𝑡−1 +
𝑛𝑡∑
𝑖=1

𝑤𝑖 , (6.9)

where 𝑛𝑡 is the number of spikes in bin/timestep 𝑡.

In the first convolutional layer of a spiking neural network, each neuron samples from a receptive field (see
Figure 2.3 for an illustration of the receptive field) of size 𝐾 × 𝐾 × 𝐶. For example, 𝐾 = 3 on an RGB image
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(𝐶 = 3) gives
𝑁max = 𝐾 × 𝐾 × 𝐶 = 3 × 3 × 3 = 27 (6.10)

possible input-spike events per neuron. We refer to each such potential event as a random-walk step, since
the input pattern over that receptive field is effectively a walk through at most 𝑁max spike placements.

It is important to note that
𝑁max = 27

is not the number of simulation time-steps: instead, 𝑁max bounds the total number of input spikes a neuron
can possibly receive across the entire receptive field. By contrast, we discretize real time into 𝑇 bins with

𝑡 ∈ {1, . . . , 𝑇},

and within each bin 𝑡 we may accumulate zero, one, or multiple spikes. Thus:

• Random-walk steps (maximum 𝑁max = 27) enumerate the potential spike events determined by the
static receptive-field geometry.

• Timesteps (𝑇) define the discrete intervals at which the neuron integrates incoming spikes and updates
its membrane potential.

Hence, even if 𝑇 exceeds 𝑁max, we will only ever see at most 𝑁max incoming spikes in total; conversely, if
𝑇 < 𝑁max, some potential spikes must coincide within the same time bin.

To approximate a uniform average-case assignment of the 𝑁max ≤ 27 potential spikes into 𝑇 bins, We proceed
with two probabilistic steps:

1. Draw a probability vector from the Dirichlet distribution

p = (𝑝1 , . . . , 𝑝𝐵) ∼ Dir(𝛼, . . . , 𝛼), (6.11)

where 𝛼 > 0 is a concentration parameter
2. Given p, we convert these continuous probabilities into integer spike counts by sampling via the multino-

mial distribution:

(𝑛1 , . . . , 𝑛𝑏) ∼Mult
(
𝑁max , p

)
,

𝑇∑
𝑡=1

𝑛𝑡 = 𝑁max , (6.12)

Needless to say, a real image probably will not have a uniform distribution of spikes. Pixels will have similar
values to their neighbors, meaning that their spikes will arrive together and not spread apart in time. However,
this should yield a good approximation of what should happen in an average case.

Another point to look out for is that binning can overestimate the true first-spike time, since the threshold may be
crossed partway through a bin but the model only emits a spike at the bin’s end. However, this isn’t necessarily
a problem, as the real neuron model works in the same way as well.

Figure 6.5 shows the impact of varying the number of bins 𝑇: as 𝑇 increases, both the fraction of runs that fire
within 𝑁max steps and the mean first-spike time shift. Furthermore, similar to an effect observed Figure 6.4,
increasing the number of timesteps both increases the number of times the membrane potential is decayed
and increases the temporal sparsity of spikes, exacerbating the effect of decay.

Incorporating Kernel Bias
In convolutional networks, each filter typically includes a bias term 𝑏 added after the weighted sum of its inputs.
To account for this in our SNN model, we introduce a bias drawn once per neuron from a Gaussian distribution

𝑏 ∼ 𝑁(𝜇𝑏 , 𝜎2
𝑏
), (6.13)

and include it in the membrane-potential update at each timestep:

𝑆𝑏 = 𝛽 𝑆𝑡−1 +
𝑛𝑏∑
𝑖=1

𝑤𝑖 + 𝑏 (6.14)
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Figure 6.5: Monte-Carlo simulations of first-spike time histograms for a leaky Gaussian random walk (𝜇 = 0.02, 𝜎2 = 0.025, 𝑉th = 1,
𝛽 = 0.95, 𝑁 = 105) when spikes are binned into 𝐵 = 10, 25, 50 discrete timesteps. Bars show empirical counts, the vertical dashed line

marks the mean spike time, and the annotation gives the percentage of simulations that fired within the allotted bins.
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Figure 6.6: First-spike-time histograms for a leaky Gaussian random walk with bias 𝑏 ∼ 𝑁(𝜇𝑏 , 0.025). Panels correspond to
𝜇𝑏 = 0.01, 0.05, 0.10. Increasing bias adds drift, yielding earlier spikes and higher firing rates within the allotted bins (dashed line: mean

spike time; annotation: % of runs that spiked).

where 𝑤𝑖 ∼ 𝑁(𝜇, 𝜎2) are the synaptic weights, 𝛽 is the decay factor, and 𝑛𝑏 is the number of spikes in bin 𝑡.
The bias effectively adds a constant drift, shifting first-spike times earlier and increasing firing probability.

Figure 6.6 shows the impact of varying the bias mean 𝜇𝑏 (with fixed 𝜎2
𝑏
= 0.025) on the first-spike-time

distribution. As expected, increasing the mean decreases the expected first hitting time and increases the
number of neurons that spike within 27 input spikes.

6.4. Verifying the Model
To assess the accuracy of our first-spike-time model, we compare its predictions on the first-spike time of the
simulated neurons, against the observed spiking behavior in the first convolutional layer of a Spiking CNN
(SCNN) trained on CIFAR-10. We will use a SCNN trained with parameters: 𝛽 = 0.95, 𝑉th = 1, and 10
timesteps. To this end, we will count the number of spikes each neuron receives before it spikes in the trained
CNN and compare it with simulation results. Before we dive into the comparison, we will try to validate some
of the assumptions we have made.

6.4.1. Gaussian Step Assumption
Figure 6.7 shows the empirical distributions of the biases and weights in layer 1, respectively. We fit Gaussians
to each:

𝑤 ∼ 𝑁(𝜇̂𝑤 , 𝜎̂2
𝑤), 𝑏 ∼ 𝑁(𝜇̂𝑏 , 𝜎̂2

𝑏
),

with estimated parameters 𝜇̂𝑤 = 0.031, 𝜎̂2
𝑤 = 0.020, 𝜇̂𝑏 = 0.026, and 𝜎̂2

𝑏
= 0.010. Although the agreement

between histograms and normal curves isn’t one-to-one, we can see that in both cases the distributions are
approximately normal. These observations provide some empirical support for the Gaussian weight and bias
assumptions introduced in subsection 6.3.1 and subsection 6.3.2.
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Figure 6.7: Empirical distributions of layer-1 convolutional kernel weights (left) and biases (right) in a Spiking CNN trained on CIFAR-10.
Blue bars show the observed parameter histograms, and red curves denote the fitted Gaussian densities 𝑁(𝜇̂𝑤 , 𝜎̂2

𝑤) and 𝑁(𝜇̂𝑏 , 𝜎̂2
𝑏
) with

𝜇̂𝑤 = 0.031, 𝜎̂2
𝑤 = 0.020, 𝜇̂𝑏 = 0.026, and 𝜎̂2

𝑏
= 0.010.

6.4.2. Spike Distribution of Images
In subsection 6.3.2, we previously mentioned, real images are unlikely to produce uniform spike counts across
timesteps. For example, Figure 6.8 shows a CIFAR-10 cat image, and Figure 6.9 plots the empirical number of
input spikes in each of 10 timesteps for that image. Clearly, the observed counts (𝑚1 , . . . , 𝑚𝑇) deviate from a
flat profile.

To incorporate this image-specific timing, we define the normalized spike ratios

𝑝̂𝑡 =
𝑚𝑡∑𝑇
𝑗=1 𝑚 𝑗

, 𝑡 = 1, . . . , 𝑇, (6.15)

so that
∑𝑇
𝑡=1 𝑝̂𝑡 = 1. We then allocate the 𝑁max = 27 potential spikes via

(𝑛1 , . . . , 𝑛𝑇) ∼ Mult
(
𝑁max , 𝑝̂

)
,

𝑇∑
𝑡=1

𝑛𝑡 = 𝑁max (6.16)

replacing the Dirichlet-multinomial scheme with a multinomial draw driven by the actual spike distribution of the
image. This ensures our simulated first-spike times respect the temporal structure present in real inputs.

Figure 6.8: An image of a cat from CIFAR-10
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Figure 6.9: Empirical total spike counts per timestep for the CIFAR-10 “cat” image in Figure 6.8 with 10 timesteps. The non-uniform
distribution (𝑚1 , . . . , 𝑚10) motivates our data-driven allocation of the 𝑁max = 27 spikes according to the normalized ratios

𝑝̂𝑡 = 𝑚𝑡/
∑
𝑗 𝑚𝑗 .

6.4.3. Model Results
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Figure 6.10: Simulated vs. measured first-spike-time distributions for layer 1 neurons across four CIFAR-10 images (Boat, Frog, Car, Cat).
Blue histograms show model simulations using the fitted parameters 𝜇̂𝑤 = 0.031, 𝜎̂2

𝑤 = 0.020, 𝜇̂𝑏 = 0.026, 𝜎̂2
𝑏
= 0.010, 𝛽 = 0.95, 𝑉th = 1,

and 10 timesteps. Orange histograms show the empirical first-spike times recorded from 𝑁neurons = 65 536 units. The close alignment
demonstrates that our stochastic first-hitting-time model accurately mimics the spiking dynamics of a trained SCNN’s first layer.
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Figure 6.10 illustrates the comparison between measured and simulated first-spike-time distributions for layer
1 neurons across four CIFAR-10 images (Boat, Frog, Car, and Cat). For each image, we first recorded (over
all 𝑁neurons = 65 536 neurons) the number of incoming spikes needed before each neuron emitted its first
spike. We then generated the same number of simulated first-spike times using the random-walk model and
the parameters estimated from the trained SCNN itself.

The blue histograms (simulated) and orange histograms (measured) exhibit a close overlay in all panels.
This strong alignment confirms that our stochastic first-hitting-time framework accurately captures the timing
behavior of real TTFS neurons, despite simplifying assumptions such as i.i.d. Gaussian weights and temporally
independent input spikes.

6.5. Effect of Synaptic Weight Variance on First-Spike Timing
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Figure 6.11: First-hitting-time distributions for a leaky Gaussian random walk (𝜇 = 0.02, 𝑉th = 1, 𝛽 = 0.95, 𝑁timesteps = 20, 𝑁sim = 105)
under three variances 𝜎2. Lower 𝜎2 produces heavier tails and delays in spiking.

To investigate how synaptic weight variance 𝜎2 influences the latency of the first spike, we simulate our leaky
Gaussian random-walk model with decay 𝛽 = 0.95, threshold𝑉th = 1, and 𝑁timesteps = 20 bins over 𝑁sim = 105

trials. Figure 6.11 presents the resulting first-hitting-time histograms for three values of random walk variance.
As the variance decreases from 0.05 to 0.01, the distributions shift steadily to the right, showing that lower
variability in the weight increments yields fewer large jumps to overcome the leak, and thus more steps are
required on average to reach the threshold.
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Figure 6.12: Monte Carlo (𝑁 = 100 000) estimates of (a) mean number of steps to first spike and (b) mean first-spike timestep as
functions of synaptic variance 𝜎2. Decreasing 𝜎2 leads to slower accumulation relative to leak, increasing the expected latency. N.B., the
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We quantify this effect more precisely in Figure 6.12, which plots (a) the mean number of random-walk steps
before the first spike and (b) the mean first-spike timestep versus 𝜎2. Both measures increase monotonically
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as 𝜎2 decreases, confirming that smaller step-size fluctuations exacerbate the competition between synaptic
accumulation and membrane decay, thereby prolonging the first-hitting time.

6.5.1. Impact of Noise Training on Inference Latency
One of our primary research questions was whether injecting noise during training, without any data augmenta-
tion, could reduce inference latency for difficult samples. As previously discussed in chapter 5, we hypothesize
that noise training will drive down the magnitude of learned weights to counteract variability during learning,
thereby reducing effective random walk step size. According to our model, any decrease in the synaptic
weights’ variance must increase the expected first hitting time, i.e., slower first spikes. Consequently, the
hypothesis that noise training reduces latency is not supported by our stochastic first-hitting-time framework,
and furthermore, it should even increase latency during inference due to slower spike times.



7
Decision Making

In this chapter, we outline the theoretical framework used to investigate one of our primary research questions:

Does time-to-first-spike latency increase with sample difficulty?

To answer this, we adopt the Drift Diffusion Model (DDM) and evidence accumulation theory. We discuss: (1)
drift diffusion and its links to stochastic processes; (2) sample difficulty via margin-based metrics as defined in
chapter 4; (3) how margin connects to evidence accumulation; and (4) concrete predictions from the DDM in
the context of TTFS SNNs.

7.1. Drift Diffusion and Evidence Accumulation

Figure 7.1: Schematic of the drift diffusion model. The decision variable accumulates noisy momentary evidence 𝑒(𝑡) over time with
mean drift rate 𝜇 (red dashed line), until it reaches the upper boundary +𝐴 (choose 𝐻1) or lower boundary −𝐴 (choose 𝐻2). The inset

illustrates the probability density of momentary evidence 𝑒, whose mean shifts according to stimulus strength. Figure from [23].

Drift Diffusion Models (DDMs) are cognitive-level models that describe decision-making as an accumulation
of evidence over time until a threshold is reached [60]. In the classical formulation [59], evidence starts at a
point 𝑧, drifts with mean rate 𝑣 toward one of two boundaries (separated by distance 𝑎), and terminates upon
boundary crossing, yielding a choice and response time determined by the first hitting time [60]. DDMs have
been highly successful in explaining neural response times and accuracy in tasks like perceptual decisions [29,
36, 52, 80]

DDMs decompose response time into decision time (accumulation to threshold) plus non-decision components
(encoding and motor delays). As task difficulty increases (e.g., less discriminable stimuli), drift rate 𝑣 reduces,
resulting in slower and more variable decision times [52].

28
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7.1.1. Bridging DDM to SNNs
Modern computer vision increasingly involves dynamic, sequential data (e.g. video streams or event camera
outputs), where decisions must be made over time under uncertainty. Integrating DDMs into SNNs would
provide a theoretically grounded approach: the SNN could accumulate visual evidence (such as object features
or motion cues) in a drift-diffusion-like fashion until a decision threshold is reached.

In neural terms, a spiking neuron (e.g. a leaky integrate-and-fire unit) performs a similar computation: it
accumulates input (drift), includes noise or leak, and fires an output spike once the membrane potential hits a
threshold. There have been research outlining explicit parallels between the two [36, 80]. For example, [8]
showed that the classic drift-diffusion process can be mapped onto a highly interactive neural network with
pooled inhibition, effectively linking a DDM to a recurrent spiking circuit. Similarly, attractor network model
proposed by [86], a biophysically detailed spiking network with excitatory and inhibitory pools, was shown to
instantiate evidence accumulation to a threshold, producing decision behavior well-described by a DDM.

In summary, while DDMs have indeed been implemented within spiking neural networks, these efforts have
primarily focused on biologically plausible models intended for simulation and neurophysiological interpretation,
rather than deep learning oriented architectures [13, 80, 83, 84, 86, 89]. These classical approaches prioritize
biological realism over computational efficiency or task performance. By contrast, applying DDM principles to
TTFS SNNs remains unexplored. Thus, investigating whether TTFS networks naturally exhibit drift-diffusion-like
behavior, and whether decision latency scales with sample difficulty under this formalism, could yield valuable
insights.

7.2. Sample Difficulty and Evidence
We need a principled way to measure evidence directly from individual samples, since our central hypothesis
is that low evidence corresponds to high difficulty. In typical supervised classification, margin-based metrics
(see chapter 4) offer exactly this: the (signed) margin is defined as the distance of a sample to the decision
boundary, which inherently should quantify how strongly the model supports the predicted class [14, 88, 94].

7.2.1. Margin Distance and Evidence Accumulation
In chapter 4, we describe how margin distance effectively captures sample difficulty. Here, we hypothesize
that the signed margin not only reflects difficulty but also plays a role as evidence strength; a small or negative
signed margin indicates that the model has weak or even conflicting evidence regarding which class the sample
belongs to. Thus, by using signed margin as our metric, we obtain a unified metric that quantifies how much
(or how little) evidence is available for the SNN to make a decision in the DDM framework.

In the DDM framework, as mentioned previously, drift rate 𝑣 represents the average speed of evidence
accumulation toward the correct decision boundary: high drift rates correspond to strong, clear evidence, and
low drift rates to less discernible signals [52]. We can therefore draw a formal link: the signed margin of a
sample maps to 𝑣, such that larger margins produce higher drift rates, while small or negative margins yield
low–or even reverse–drift. Thus, as margin increases, the DDM predicts faster and more reliable decisions.
Conversely, as margin decreases, or becomes negative, evidence is weak or misleading, and the model
forecasts slower responses and higher error rates.

Moreover, the DDM also predicts that on trials resulting in an incorrect decision, the response time will tend to
be longer than on correct trials. This arises from across-trial variability in the drift rate, equivalently, variability
in per-sample evidence, which increases the likelihood of slow boundary crossings when the instantaneous
drift is weak or even in the “wrong” direction [60, 62, 63]. In our TTFS framework, this directly corresponds to
per-sample variability in the sample margin: samples with near zero or negative margins not only produce
slower mean latencies but, when they do lead to a choice, tend to produce even longer first-spike times on
error trials.

7.3. The SepDots Synthetic Classification Task
In this section, we introduce a simple, analytically tractable binary classification task “Separating the Dots” (or
SepDots for short), inspired by Two-Alternative Forced Choice (2AFC) methods to measure the sensitivity of
response times in humans or animals with respect to input stimuli. This experiment allows us to compute exact
margins and directly relate them to time-to-first-spike of spiking neural networks.
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7.3.1. Problem Definition
Let x = [𝑥1 , 𝑥2]𝑇 ∈ R2. We define two classes, each a bivariate normal distribution with identical, isotropic
covariance:

Class 1 : x ∼ 𝑁
(
[−𝜇, −𝜇]𝑇 , 𝜎2I

)
,

Class 2 : x ∼ 𝑁
(
[ +𝜇, +𝜇]𝑇 , 𝜎2I

)
,

where 𝜇 > 0 controls class separation and 𝜎2 = 0.05 is fixed. The optimal linear decision boundary between
the two classes is

𝑥1 + 𝑥2 = 0 , (7.1)

so that the signed margin (euclidean distance to the decision boundary) of any sample x is

𝑚(x) =
𝑥1 + 𝑥2√

2
. (7.2)

Figure 7.2: Heatmaps of the two-class bivariate normal distributions for three values of 𝜇: (left) 𝜇1 = −0.5, 𝜇2 = +0.5, (center)
𝜇1 = −0.25, 𝜇2 = +0.25, (right) 𝜇1 = −0.1, 𝜇2 = +0.1. The dashed white line indicates the optimal decision boundary 𝑥1 + 𝑥2 = 0.

The separation between the two classes under different values of 𝜇 is visualized in Figure 7.2. As 𝜇 decreases,
the two Gaussians overlap more heavily, increasing the Bayes error.

7.3.2. Mapping to TTFS SNN Inputs
To present SepDots samples to a TTFS SNN, we proceed as follows:

1. Discrete Timesteps. We simulate 𝑇 = 20 time bins. At each timestep 𝑡 = 1, . . . , 𝑇, we draw 𝐾 = 5 i.i.d.
samples {x(𝑡)

𝑘
}𝐾
𝑘=1 from the true class distribution (each class chosen with probability 1/2).

2. Spatial Encoding. Each x ∈ R2 is first clipped to [−1, 1] and then mapped onto a 35 × 35 binary image,
such that [0, 0] corresponds to the center of the image. The continuous coordinates x are linearly scaled
and rounded to pixel indices:

𝑖 = round (17 · (𝑥1 + 1)) , 𝑗 = round (17 · (𝑥2 + 1)) ,

and pixel (𝑖 , 𝑗) is set to 1.
3. Aggregation. The 𝐾 dots at time 𝑡 form the input image I(𝑡). This sequence {I(𝑡)}𝑇

𝑡=1 is streamed into
the SNN.

To illustrate how individual samples look on the 35×35 grid over the first few timesteps, we show in Figure 7.3b
a trial from Class 2 at 𝜇 = 0.1, and in Figure 7.3a a trial from Class 1 at 𝜇 = 0.25. The red cross marks the
true class mean projection onto pixel-space, and the dashed line is again 𝑥1 + 𝑥2 = 0.

As we can see in Figure 7.3b, even for moderate separation (𝜇 = 0.1) the instantaneous pattern of dots may lie
close to the decision boundary, yielding small signed margins; in contrast, the example in Figure 7.3a shows
clearer separation and thus larger margins. These visualizations motivate our later analysis of how cumulative
margin 𝑀(𝑡∗) at the first-spike time correlates with TTFS latency.
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(a) Class 1 sample (𝜇 = 0.25)
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Figure 7.3: Three-timestep slices of two SepDots trials. Each yellow square is one of the 𝐾 = 5 dots at that timestep and the red cross is
the true class mean.

7.3.3. Exact Margin Tracking
Because we know each x(𝑡)

𝑘
exactly, we first compute its raw signed margin 𝑚(x(𝑡)

𝑘
). However, samples from

Class 1 (mean [−𝜇,−𝜇]) produce negative margins by construction. To measure distance on the correct side
of the decision boundary regardless of class label, we introduce

𝑦 =

{
+1, if sample from Class 2,
−1, if sample from Class 1,

𝑚̃(x) = 𝑦 𝑚(x) . (7.3)

Then at each timestep 𝑡 with 𝐾 samples, we define:

• Instantaneous margin at timestep 𝑡:

𝑚̃(𝑡) =
1
𝐾

𝐾∑
𝑘=1

𝑚̃
(
x(𝑡)
𝑘

)
. (7.4)

• Cumulative margin up to timestep 𝑡:

𝑀̃(𝑡) =
1
𝑡

𝑡∑
𝜏=1

𝑚̃(𝜏) . (7.5)

When the network emits its first output spike at time 𝑡∗, we record the cumulative margin 𝑀̃(𝑡∗) at the spike
time, as the total evidence available at decision time.

7.3.4. Predictions
Under the DDM analogy, we hypothesize:
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• Class-correct margin drives speed: Larger 𝜇 (greater class separation) leads to stronger evidence
𝑚̃(𝑡) and higher average drift 𝑣, hence earlier first-spike times 𝑡∗.

• Absolute margin governs latency regardless of correctness: Because the network integrates
magnitude of evidence, a large negative margin also produces strong drift. Thus

��𝑀̃(𝑡)�� should inversely
correlate with spike time even for incorrectly-classified trials, leading to fast but wrong decisions when
𝑚̃(x) was large in magnitude but on the wrong side.

• Incorrect outputs are will be slower: DDM predicts that trials ending in error will on average have
longer response times, due to across-trial variability in drift rate. In our TTFS context, this implies that on
samples where the network misclassify, the first-spike latency should be longer than on correct trials,
reflecting slower evidence accumulation in those cases.

7.4. Impact of Sample Difficulty on First-Spike Latency
One of our primary research questions in this chapter was whether time-to-first-spike latency in a TTFS SNN
systematically increases with sample difficulty, as defined in Chapter 4. As we have argued under the DDM
analogy, smaller signed margins should correspond to lower drift rates and therefore to slower evidence
accumulation. To empirically test this prediction, we designed the SepDots task to manipulate margin-based
difficulty and directly measure first-spike times. According to the DDM framework, reductions in per-sample
margins will increase the expected first-hitting time due to decreased drift rates. Hence, the hypothesis that
latency should increase with sample difficulty is supported with our DDM framework.
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Abstract

Spiking neural networks (SNNs) with Time-to-First-Spike
(TTFS) coding promise rapid, sparse, and energy-efficient
inference. However, the impact of sample difficulty on TTFS
dynamics remains underexplored. We investigate (i) how in-
put hardness influences first-spike timing and (ii) whether
training on hard samples expedites inference. By quanti-
fying difficulty via geometric margins and Gaussian-noise
perturbations, and modeling leaky integrate-and-fire dy-
namics as Gaussian random walks, we derive first-hitting-
time predictions. We further show that training-time noise,
akin to ridge regularization, reduces weight variance and
increases expected spike latencies. Empirical results on a
synthetic task, MNIST, NMNIST, and CIFAR-10 with spik-
ing MLPs/CNNs confirm that harder inputs slow inference
and noise-trained models trade robustness for latency. Our
findings align TTFS behavior with drift-diffusion models
and provide a framework for balancing speed and robust-
ness in neuromorphic SNNs.

1. Introduction

Spiking neural networks (SNNs), inspired by biological
neural systems, encode information using spike timings
rather than continuous activation values. Among various
neural coding schemes, Time-to-First-Spike (TTFS) cod-
ing has garnered attention for its efficiency and biological
plausibility. TTFS-based SNNs inherently prioritize rapid,
sparse, and energy-efficient computation, making them par-
ticularly appealing for low-power and real-time applications
[10].

However, the performance and characteristics of TTFS-
based SNNs under conditions of varying sample difficulty
remain under-explored. Specifically, understanding how
the time-to-first-spike behavior of latency-encoded SNNs
changes as samples become intrinsically more challenging
is crucial for both theoretical insights and practical appli-
cations. In classical machine learning, sample difficulty is

often associated with ambiguity in the data distribution and
proximity to decision boundaries [8, 41]. Inspired by this,
our research investigates the following central questions:
1. What happens to the TTFS behavior of latency-encoded

SNNs as samples become increasingly difficult?
2. Can we use harder samples during training to make in-

ference faster?
We approach this question by considering sample dif-

ficulty through a proxy measure, additive Gaussian noise.
Drawing parallels from statistical learning theory and ridge
regression equivalence in linear models, we hypothesize
that introducing Gaussian noise to training samples reduces
the variance of the learned weights. Under this assump-
tion, we model neuronal membrane potentials as Gaussian
random walks, enabling analysis through the lens of first-
hitting-time stochastic processes. We believe that reduced
weight variance, induced by noisy training, leads to higher
expected first-spike times, thus potentially decelerating in-
ference.

To validate our hypothesis, we conducted extensive ex-
periments utilizing spiking multi-layer perceptrons (MLPs)
and convolutional neural networks (CNNs) using a syn-
thetic dataset and across widely-used datasets, MNIST,
NMNIST, and CIFAR-10, examining network responses
under various noise strength. Through empirical analyses,
we measure and explain how first-spike latency evolves rel-
ative to sample difficulty, thereby advancing the understand-
ing of latency coding dynamics in spiking neural networks.

In summary, we make the following contributions:
1. We introduce a principled analytical framework that

models TTFS dynamics under varying sample difficulty
by treating membrane-potential accumulation as a Gaus-
sian random walk with decay/mean-reversion and apply-
ing first-hitting-time theory.

2. We establish a theoretical link between training-time
Gaussian noise (akin to parameter regularization) and in-
creased first-spike latencies via reduced synaptic-weight
variance.

3. We empirically validate our theory on both a synthetic
SepDots task and three standard benchmarks (MNIST,
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NMNIST, CIFAR-10) using spiking MLPs and CNNs,
showing that harder inputs systematically slow inference
and that noise training trades robustness for latency.

4. We demonstrate that TTFS latency under uncertainty
aligns with classical drift-diffusion models.

2. Related Work
2.1. Sample Difficulty Metrics
In related literature, many different principal approaches
have been proposed to quantify the intrinsic “difficulty” of
individual samples. However, for the scope of this research,
we are only interested in two: (i) geometric margin mea-
sures relative to a decision boundary, and (ii) synthetic hard-
ness induced by Gaussian-noise perturbations. These met-
rics have been successfully applied in supervised learning,
active learning and robustness studies, but have not yet been
systematically linked to latency behavior in TTFS-coded
SNNs.

2.1.1. Margin-Based Difficulty
A classical measure of sample difficulty is the signed dis-
tance (margin) from the sample to the optimal decision
boundary. In support vector machines, maximizing the min-
imum margin yields better generalization, and samples with
small margins are those most susceptible to misclassifica-
tion under slight model perturbations [9, 43]. Varshney et
al. [45] showed that margin directly captures both geomet-
ric resilience and Bayes error: points near the boundary lie
in regions where class-conditional distributions overlap, in-
curring high irreducible error. More recent work has ex-
tended margin concepts to deep networks, demonstrating
that margin distributions correlate with per-sample uncer-
tainty and generalization gaps [1, 26]

2.1.2. Gaussian Noise as a Proxy for Difficulty
When the true decision boundary is unknown or intractable,
hardness can be induced by adding isotropic Gaussian
noise to inputs. The manifold hypothesis posits that
high-dimensional data (e.g., images) lie near much lower-
dimensional manifolds, each encoding semantic factors
such as object identity or pose [12]. In modern vision em-
bedding spaces, whether derived from contrastive models
like CLIP or from GAN latent representations, individual
semantic concepts (e.g., “cat”-ness, orientation, age) align
with specific low-dimensional directions on these manifolds
[22, 33]. Because isotropic Gaussian noise perturbs all co-
ordinates equally at random, it is very unlikely to produce
a change that aligns with a particular semantic direction
(with probability near zero in high dimensions) and thus
very unlikely to increase a sample’s semantic class align-
ment or “margin” relative to its true manifold [2, 19]. In
other words, to give an example, adding noise to an image
of a cat is not very likely to make the image more cat-like.

Instead, noise almost invariably pushes samples off their na-
tive manifolds toward regions of higher class overlap, in-
creasing conditional uncertainty and Bayes error [13, 20].
Empirical studies confirm that moderate Gaussian pertur-
bations can improve generalization by discouraging overfit-
ting, whereas large noise amplitudes reliably degrade accu-
racy by elevating sample hardness [6, 21, 31].

2.2. Sample Difficulty and SNNs
Drift Diffusion Models (DDMs) describe the decision pro-
cess as the accumulation of noisy evidence to one of two
decision thresholds (see Figure 1), successfully capturing
response-time distributions and choice accuracies across
tasks and species [34, 35]. In their simplest form, DDMs
introduce a one-dimensional decision variable X(t) that
evolves according to

dX = v dt+ σ dW (t), (1)

where v is the drift rate (mean evidence per unit time),
σ the diffusion coefficient (noise magnitude), and W (t) a
standard Wiener process; choice and response time corre-
spond to the first-passage time of X(t) to one of two ab-
sorbing boundaries at ±a [35]. This framework naturally
accounts for both the mean and variability of reaction times
as well as speed–accuracy trade-offs: higher v yields faster,
more consistent responses, while lower v produces slower,
more variable decisions with increased error rates [3].

Figure 1. Schematic of the drift diffusion model. The decision
variable accumulates noisy momentary evidence e(t) over time
with mean drift rate µ (red dashed line), until it reaches the upper
boundary +A (choose H1) or lower boundary −A (choose H2).
The side-panel plot illustrates the probability density of momen-
tary evidence e, whose mean shifts according to stimulus strength.
Emphasizing how strong evidence leads to faster decisions. Figure
taken from [18].

Although DDMs provide an elegant account of behavior,
their abstract variables lack a clear mapping onto biophys-
ically realistic neurons, motivating neural-level implemen-
tations that can measure diffusion dynamics in spiking ac-
tivity. Analyses have directly linked neuron firing rates to
accumulator processes in perceptual decisions, motivating
neural-level diffusion analogues of DDM [18, 27, 29, 32].
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In computational neuroscience, spiking neural network im-
plementations have long been proposed as neural substrates
for evidence accumulation, with early work demonstrating
that interconnected pools of excitatory and inhibitory neu-
rons can instantiate drift-like dynamics mapped onto diffu-
sion model parameters [3, 47]. For instance, the biophys-
ically detailed model by Wang (2002) [46] and its exten-
sion by Wong and Wang (2006) [47] showed that recurrent
spiking circuits could replicate behavioral data by varying
input “drift rate” and synaptic parameters corresponding to
decision thresholds. Subsequent analyses mapped manip-
ulations of spiking circuit parameters, such as input sensi-
tivity, background excitation, and recurrent connectivity, to
drift rate, boundary separation, and non-decision time in the
diffusion model, elucidating concrete neural implementa-
tions of cognitive-level variables [44]. Additionally, spiking
decision-making models with learning rules have been pro-
posed to bridge cognitive models and SNNs, showing that
accumulation can emerge from trainable spiking networks
[23, 28].

However, these efforts have primarily focused on biolog-
ical plausibility and parameter-mapping, often overlooking
task-performance and latency effects under varying sample
difficulties in deep learning oriented TTFS SNN architec-
tures [3, 28, 47]. To date, the impact of sample-specific
difficulty metrics, such as margin distance or noise-induced
hardness, on first-spike latency within a drift-diffusion
framework in TTFS SNNs has not been systematically ad-
dressed. This gap underscores the need to integrate sample
difficulty measures into evidence-accumulation analyses of
TTFS networks to predict and control inference latency un-
der uncertainty.

In the DDM framework, the impact of sample difficulty
on decision times is captured by the drift rate parameter v.
Harder samples, such as stimuli with lower discriminability
or higher noise, yield smaller drift rates, resulting in longer
times for the decision variable to reach a boundary and
thus slower and more variable response times (RT) [3, 35].
Across diverse perceptual tasks, formal fittings of the DDM
consistently show that difficulty-induced reductions in drift
rate account for observed changes in RT distributions under
ambiguous or noisy conditions [27, 37]. Classic random-dot
motion tasks illustrate this relationship: as motion coher-
ence decreases (i.e., the stimuli becomes harder), drift rate
diminishes, producing increased mean reaction times and
heavier right tails in RT distributions [30, 34, 37]. Conse-
quently, when mapping sample difficulty metrics to TTFS-
coded SNNs, higher difficulty should correspond to lower
effective drift rates in a DDM interpretation, predicting sys-
tematically later first-spike latencies for harder samples.

Moreover, the DDM also predicts that trials ending in
an incorrect choice tend to have longer response times than
correct trials. This follows from across-trial variability in

drift rate: high drift rates produce fast, accurate bound-
ary crossings, whereas low drift rates both increase error
probability and slow the accumulation process, leading to a
distribution of missclassified response times that is shifted
toward longer latencies [35, 38]. In our TTFS context,
this implies that samples with particularly small or negative
margins, not only accumulate evidence more slowly on av-
erage, but when they do lead to misclassification, will evoke
the longest first-spike latencies.

2.3. Spiking Neuron as a Stochastic Process
2.3.1. Membrane Potential as a Gaussian Random Walk
The sub-threshold membrane potential of leaky integrate-
and-fire neurons has long been modeled as a stochastic pro-
cess whose increments converge to a Gaussian distribution
under the Central Limit Theorem (CLT) when driven by
many weak synaptic inputs [14, 16]. Gerstein and Mandel-
brot [17] first employed an inverse-Gaussian framework to
describe first-passage problems in neural spiking, demon-
strating that membrane dynamics under constant drift and
Gaussian noise can be treated as a random walk with drift.
Later works formalized the discrete-time analogue, show-
ing that if (i) the number of presynaptic inputs is large, (ii)
synaptic weights have finite variance, and (iii) presynap-
tic spike trains are weakly correlated, then the membrane
potential sum approaches Gaussian [4, 25]. These analy-
ses, however, predominantly consider continuous-time or
asymptotic regimes and do not fully characterize the influ-
ence of finite-step effects or input “difficulty” in Time-to-
First-Spike coding schemes.

2.3.2. First Hitting Time Models for Time-to-First-Spike
First-hitting time (or first-passage time) models have been
extensively used to predict spike latencies in stochastic
neuron models. Classic results by Siegert derived the
inverse-Gaussian density for barrier crossing times in diffu-
sion approximations of integrate-and-fire neurons [39, 40].
Chang and Peres [7] later provided rigorous bounds show-
ing that discrete-time Gaussian random walks converge to
the inverse-Gaussian limit as the time step vanishes. More
recent numerical methods have improved the estimation of
first-passage time densities for Ornstein–Uhlenbeck neuron
models [5, 42]. Despite these foundational contributions,
existing work largely addresses homogeneous synaptic in-
puts and continuous diffusion models; the specific effects
of discrete timesteps, synaptic weight variability, sample
and difficulty, remain underexplored in the context of TTFS
SNNs architectures.

3. Approach

In this section, we detail the methodologies and key theo-
retical formulations employed in our research.
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tspike(x, y, c) =

{
round((1− I(x, y, c))× Tmax), if I(x, y, c) > ϵ

no spike, otherwise
(2)

3.1. Leaky Integrate-and-Fire Neuron Model
We use the discrete-time Leaky Integrate-and-Fire (LIF)
neuron model, characterized by the following update equa-
tion:

Vi[t+ 1] = βVi[t] +
∑

j

WijSj [t]− VthSi[t] (3)

Here, Vi[t] denotes the membrane potential of neuron i at
discrete timestep t, β ∈ [0, 1] is the leak parameter control-
ling the decay of the potential over time, Wij represents the
synaptic weight between neuron j (presynaptic) and neuron
i (postsynaptic), Sj [t] indicates whether neuron j emitted
a spike at timestep t, and Vth is the threshold potential. If
Vi[t] surpasses Vth, neuron i emits a spike (Si[t] = 1) and
its membrane potential resets accordingly.

3.2. Latency Encoding of Inputs
In our implementation, latency encoding converts pixel in-
tensities from input images into spike timings. Each pixel
value, initially in the range [0, 1], is transformed into a
spike timing such that pixels with higher intensities (closer
to 1) spike earlier, and pixels with lower intensities spike
later. Formally, this is described in Equation 2, where
I(x, y, c) represents the intensity of the pixel at location
(x, y) in channel c, Tmax denotes the maximum number of
timesteps, and ϵ is a clipping threshold below which pixel
intensities do not generate spikes.

3.3. Temporal Mean Squared Error Loss
To effectively train our latency-encoded SNN, we utilize a
temporal mean squared error (MSE) loss function defined
over spike timings [10]. Consider an output layer of neu-
rons, each producing spike times represented as normalized
timings within [0, 1]. Given example spike times [t1, t2, t3]
for three neurons, normalized by dividing each by the to-
tal number of timesteps Tmax (e.g., for spike times [1, 2, 3]
and Tmax = 5, the normalized times are [0.2, 0.4, 0.6]), the
temporal MSE loss is computed as follows:

L =
1

N

N∑

i=1

(ti − yi)
2 (4)

where ti is the normalized spike time of neuron i, yi is
the desired normalized target time (0 for the correct class,
meaning spike as early as possible, and 1 for incorrect
classes, meaning spike as late as possible or ideally never),

and N is the total number of output neurons. This ap-
proach encourages the network to minimize the latency of
correct class spikes while delaying or inhibiting incorrect
class spikes.

One significant challenge in training with the temporal
MSE loss arises from the fundamental discontinuity in spike
timing mechanisms. Since the precise moment a neuron
fires depends on a threshold-crossing event, the derivative
of spike timing with respect to membrane potential is math-
ematically undefined. To circumvent this issue, we employ
a commonly used custom gradient approximation during
backpropagation [10]. Specifically, we set:

∂tspike
∂U

= −1 (5)

This sign estimator establishes the directional relationship
that increasing membrane potential leads to earlier firing
times.

3.4. Surrogate Gradients and Backpropagation
Through Time

Training SNNs presents a fundamental challenge: the spike
generation mechanism is inherently non-differentiable, cre-
ating a discontinuity in the gradient flow. To address this,
we employ surrogate gradients that approximate the deriva-
tive of the spiking function. For the forward pass, we use
the Heaviside step function:

S =

{
1 if U ≥ Uthr

0 if U < Uthr

(6)

For the backward pass, we utilize the gradient of a shifted
arc-tangent function as our surrogate:

S ≈ 1

π
arctan(πU

α

2
) (7)

∂S

∂U
=

1

π

1

(1 + (πU α
2 )

2)
(8)

where α is a hyperparameter controlling the smoothness of
approximation [11]. Additionally, since our network pro-
cesses information across multiple timesteps, we use Back-
propagation Through Time (BPTT), which unfolds the SNN
temporally and applies backpropagation across the resulting
computational graph. This allows gradients to flow back-
ward through both spatial connections and temporal dynam-
ics, enabling end-to-end training while preserving the tem-
poral characteristics essential to latency-encoded networks.
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Figure 2. Monte Carlo (N = 100 000) estimates of (a) mean number of steps to first spike and (b) mean first-spike timestep as functions
of synaptic variance σ2. Decreasing σ2 leads to slower accumulation relative to leak, increasing the expected latency. N.B., the x-axis is
inverted.

3.5. Discrete-Time Spiking Neuron Model and Vari-
ance Effects

We model each neuron as a non-leaky integrate-and-fire unit
operating in discrete timesteps. Let St denote the mem-
brane potential at timestep t. Assuming each presynaptic
spike contributes a weight wi ∈ {0, 1} · N (µ, σ2), the sub-
threshold dynamics form a Gaussian random walk:

St = St−1 +

nt∑

i=1

wi (9)

with S0 = 0 and threshold Vth = 1. Under the i.i.d. Gaus-
sian weight assumption, the first-hitting time T to reach Vth

admits a continuous-time approximation via a Wiener pro-
cess with drift µ > 0 and diffusion σ2, whose hitting-time
density is inverse Gaussian [15, 24]:

fT (t) =
1√

2πσ2t3
exp

(
− (1−µt)2

2σ2t

)
, (10)

E[T ] =
1

µ
, Var(T ) =

σ2

µ3
(11)

To capture realistic membrane leakage and finite input
spikes, we introduce a decay factor β ∈ (0, 1] and bin inputs
into T discrete steps:

St = β St−1 +

nt∑

i=1

wi,
T∑

t=1

nt = Nmax ≤ 27. (12)

Monte Carlo simulations of this leaky random walk (with
β = 0.95, varying σ2, up to Nmax = 27 for a 3×3 RGB re-
ceptive field in a convolutional layer) reveal that decreasing
synaptic-weight variance shifts the first-spike distribution to

the right, i.e., lower σ2 yields heavier tails and longer mean
latencies (see Figure 2).

Quantitatively, both the expected number of steps to
threshold and the mean first-spike timestep increase mono-
tonically as σ2 decreases, confirming that reduced weight
variability slows evidence accumulation relative to leak,
thereby prolonging time-to-first-spike.

3.6. SepDots Synthetic Classification Task
SepDots (short for separating the dots) is a synthetic binary
classification dataset designed to provide analytical control
over sample difficulty via tunable class separation, enabling
exact margin computation and direct investigation of first-
spike latency under varying difficulty.

3.6.1. Problem Definition

x =

{
N
(
[−µ,−µ]T , σ2I

)
, Class 1,

N
(
[+µ,+µ]T , σ2I

)
, Class 2,

(13)

where µ > 0 controls class separation (and thus difficulty)
and σ2 = 0.05 is fixed. We simulate 20 discrete timesteps
and at each timestep we draw K = 5 i.i.d. samples from
the true class distribution (see Figure 3), where each class
is chosen with probability 1/2. Finally, sampled values are
mapped to a binary 35× 35 image in a linear fashion, such
that [0, 0] corresponds to the center of the image.

3.6.2. Margin Computation
The optimal linear decision boundary is

x1 + x2 = 0 . (14)

Then, we can calculate the signed margin of a sample x as

m(x) =
x1 + x2√

2
. (15)
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Figure 3. Three-timestep slices of a SepDots sample. Each yellow square is one of the K = 5 dots at that timestep and the red cross is the
true class mean.

Dataset Type Levels

SepDots Class mean, µ {0.01, 0.025, 0.05, 0.075, 0.1, 0.15, 0.25}
MNIST Gaussian noise, σ {0, 0.025, 0.05, 0.075, 0.1, 0.15, 0.2, 0.25, 0.3, 0.35, 0.4}
NMNIST Pixel-flip, pflip {0, 0.01, 0.02, 0.03, 0.04, 0.05, 0.06, 0.07, 0.08, 0.09, 0.1}
CIFAR-10 Gaussian noise, σ {0, 0.025, 0.05, 0.075, 0.1, 0.15, 0.2, 0.25}
CIFAR-10 Gaussian blur (33× 33 kernel), σ {0, 0.25, 0.5, 0.75, 1, 1.25, 1.5, 1.75, 2}

Table 1. Perturbation parameters used to induce sample difficulty.

Let the true label be

y =

{
+1, x from Class 2,
−1, x from Class 1,

(16)

so that the class-corrected margin is

m̃(x) = ym(x) . (17)

3.6.3. Temporal Margin Aggregation
At each discrete timestep t, we draw K i.i.d. samples
{x(t)

k }Kk=1. We then compute:

m̃(t) =
1

K

K∑

k=1

m̃(x
(t)
k ) (instantaneous margin), (18)

M̃ (t) =
1

t

t∑

τ=1

m̃(τ) (cumulative margin). (19)

These exact margin metrics allow us to quantitatively link
sample difficulty, via m̃ and M̃ .

The key advantage of SepDots is its tunable difficulty via
µ: as µ decreases, class overlap increases and the Bayes er-
ror rises, offering a fine-grained control over sample hard-
ness. This synthetic task thus provides a clear testbed for

linking evidence-accumulation predictions under the Drift
Diffusion Model to actual TTFS latency under varying dif-
ficulty levels.

3.7. Experiments
We evaluate our theoretical predictions on four datasets,
SepDots, MNIST, NMNIST, and CIFAR-10, by systemat-
ically varying both testing and training sample hardness.
Furthermore, we repeat each experiment 30 times to in-
crease the reliability of the results. Our two primary hy-
potheses are:
1. Increasing testing hardness will slow inference (longer

first-spike latencies) due to reduced effective drift
(weaker evidence accumulation).

2. Increasing training hardness will also slow inference,
because noise-driven reductions in learned synaptic-
weight variance will decrease membrane potential
threshold-crossing speed.

3.7.1. SepDots
Hardness is controlled by the class-separation parameter µ,
which directly modulates Gaussian overlap and margins.
We train and test networks under multiple separation set-
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tings, observing how reduced µ (smaller margins) affects
first-spike latency.

3.7.2. MNIST, NMNIST, CIFAR-10
For MNIST and CIFAR-10, hardness is induced by adding
isotropic Gaussian noise or (only for CIFAR-10) Gaussian
blur to each image prior to training and/or evaluation. For
event-based NMNIST, hardness is induced by flipping each
pixel with a fixed probability. However, we don’t want to
augment the data. Therefore, we sample each noise or blur
pattern once before training and use the same perturbed
dataset both during training. To keep overall spike-count
statistics constant, we histogram-match the noisy inputs to
their clean counterparts.

Additionally, for CIFAR-10 we use a small CNN (CNN-
S) with ≈ 86k parameters and a large CNN (CNN-L) with
≈ 20M parameters.

3.7.3. Training and Evaluation Regime
The perturbation parameters we use to induce hardness in
each dataset are defined in Table 1.
1. For each dataset and training hardness setting, train a

TTFS-coded SNN from scratch.
2. For each trained model, evaluate on each testing hard-

ness setting, recording first-spike latencies across output
neurons.

3. Analyze the mean and variance of first-spike times as
functions of training and testing hardness.
This process should allow us to separate the effects of

testing difficulty, slower evidence accumulation, from those
of training difficulty, changed synaptic weight statistics, on
TTFS inference latency.

4. Results
Before we go into classic datasets, let’s first analyze the be-
havior of the first spike times in our synthetic classification
task SepDots.

4.1. Time-to-First-Spike Behavior
4.1.1. SepDots
Figure 4 reports the classification accuracy matrix as a func-
tion of the training-distribution mean µtrain (x–axis) and the
testing-distribution mean µtest (y–axis). Accuracy remains
near 100% when µtest ≥ 0.1 regardless of training hard-
ness, but degrades sharply when testing separation falls be-
low µtest ≈ 0.05.

To probe the latency effects, we first examine the
marginal relationship between cumulative margin at spike
time and latency (Figure 5). Latency is longest for near-
zero cumulative margins, where evidence is weakest, and
decreases monotonically as M̃ grows in magnitude. This
brings prominence to the drift-diffusion prediction that
higher net evidence yields faster first-spike times.
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Figure 4. SepDots: Classification accuracy for varying train and
test distribution means µtrain (x-axis) and µtest (y-axis). High test
separation (µtest ≥ 0.2) yields near-perfect accuracy, while low
separation degrades performance, especially when networks are
trained on very hard (small-µtrain) data. From left-to-right harder
training; from bottom-to-top harder testing.
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Marginal Effect of Cumulative Margin on Latency

Figure 5. SepDots: Marginal effect of cumulative margin M̃ at
first-spike time on latency, estimated via LOWESS regression. La-
tency peaks near zero margin (weak evidence) and decreases as
the absolute cumulative margin grows, confirming that stronger
net evidence speeds first spikes.

Next, Figure 6a and Figure 6b show how mean first-
spike time varies with µtest and µtrain, respectively. Aver-
aging out training effects, increasing µtest reduces latency
from ≈ 3.7 timesteps at µtest = 0.01 down to ≈ 2.4 at
µtest = 0.25. Conversely, when averaging out testing hard-
ness, raising µtrain speeds inference even more dramati-
cally, from over 5.5 timesteps at µtrain = 0.01 to just under
2.0 at µtrain = 0.25. Thus both testing and training hard-
ness could be independently controlling spike-latency via
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SepDots Marginal Effect of test on Latency

(a) SepDots: Mean first-spike time versus test distribution mean µtest (av-
eraging over µtrain). Decreasing µtest yields slower spikes. Networks
tested on easier data exhibit faster inference. N.B. the x-axis is inverted to
show the effect of going from easy to hard.
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SepDots Marginal Effect of train on Latency

(b) SepDots: Mean first-spike time versus train distribution mean µtrain

(averaging over µtest). Networks trained on harder data exhibit slower
inference. N.B. the x-axis is inverted to show the effect of going from easy
to hard

Figure 6. Marginal effects of test-set and train-set distribution
means on TTFS first-spike latency.

evidence-accumulation dynamics.
Finally, the combined heatmap in Fig. Figure 7 visu-

alizes mean first-spike time across the full (train, test)
grid. The lower-left corner (small µtrain, µtest) exhibits
the largest latencies, while the upper-right corner (large
µtrain, µtest) compresses latencies. The smooth gradient
along both axes seems to provide evidence for our two hy-
potheses.

4.1.2. Qualitative Analysis
To motivate our quantitative analysis (which will come later
in subsection 4.2) and better understand its implications,
we visualize the results obtained on the NMNIST dataset.
While our earlier qualitative study focused on the SepDots
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Figure 7. SepDots: Heatmap of mean first-spike time across the
grid of (µtrain, µtest) values. Latency increases smoothly from
easy–easy settings in the bottom left to from hard–hard settings in
the top-right, confirming both training and testing hardness effects.

dataset, we now extend this investigation to the classic NM-
NIST benchmark. In particular, we examine:
1. Accuracy under noise: how varying levels of additive

input noise affect overall classification accuracy.
2. Spiking behavior: the temporal spike patterns produced

during correctly and incorrectly classified samples as
noise increases.

3. Latency dynamics: the impact of noise injected dur-
ing training on the time-to-first-spike inference latency
of the network.
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Figure 8. NMNIST test-set accuracy as a function of the training
noise level. The blue curve shows performance when evaluated
with zero test noise, while the orange curve shows performance
when evaluated with the same noise level used during training.

Figure 8 illustrates how increasing the level of additive
noise during training impacts classification accuracy on the
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NMNIST test set. When evaluated without any test noise
(blue line), accuracy degrades sharply as training noise in-
creases, dropping from about 96% at zero noise to around
81% at a noise level of 0.1. By contrast, evaluating with
matching test noise level with training noise level yields
a more shallow decline, demonstrating that training with
noise produces robustness to the similar perturbations at in-
ference time.
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Figure 9. Mean time-to-first-spike for correctly and incorrectly
classified NMNIST samples as a function of training noise. Solid
lines denote correctly classified samples (blue: zero test noise; or-
ange: matching test noise with training noise), while dashed lines
denote incorrectly classified samples.

Figure 9 reveals a key insight: incorrectly classified sam-
ples (dashed lines) exhibit substantially longer TTFS com-
pared to correctly classified ones (solid curves), indicating
that misclassifications are associated with delayed spiking
responses.

Figure 10 focuses on the TTFS of the correctly classified
samples. In the figure, the TTFS under matching test noise
(orange) consistently lies above that under zero test noise
(blue), demonstrating that higher inference noise reliably
increases latency. Moreover, for both test-noise settings,
the mean TTFS increases monotonically with the training
noise level, showing that increased training hardness pro-
longs output latency in all these cases.

4.2. Quantitative Analysis of Results
Prior to detailed latency analysis, we first examined how
first-spike times varies between correct versus incorrect
classifications (see Table 2). Since classification accuracy
itself varied substantially with both training and testing
noise, pooling all TTFS values would merge the effects cor-
rect vs incorrect spike times with sample difficulty. If we
used all, the estimated parameters might be dominated by
the change in accuracy rather than observing the real effect
of training and testing noise. To isolate changes in latency
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Figure 10. Mean time-to-first-spike of correctly classified NM-
NIST samples under zero test noise (blue) and matching test noise
(orange) as a function of training noise. This figure is equivalent
to Figure 9 except it’s zoomed in on correct classifications

Dataset Hardness Model Correct
TTFS

Incorrect
TTFS

SepDots
Distribution
Overlap CNN 3.04 3.47

MNIST GWN MLP 0.91 6.82

MNIST GWN CNN 2.61 8.24

NMNIST Pixel Flip CNN 2.75 8.39

CIFAR-10 GWN CNN-S 3.85 4.62

CIFAR-10 GWN CNN-L 3.88 4.58

CIFAR-10
Gaussian
Blur CNN-S 3.91 4.84

Table 2. Mean first spike times for correct and incorrect predic-
tions across different datasets and models. The table highlights
the significant difference between the first spike times of correctly
classified samples and incorrectly classified samples. GWN =
Gaussian White Noise

from accuracy, we do the following analysis exclusively on
correctly classified samples.

To estimate quantify the effects of testing and training
hardness, we fit a ordinary least squares (OLS) regression to
predict TTFS as a function of training noise, testing noise,
and their interaction. Formally, for test sample i:

TTFSi = β0 + β1 σ
train
i + β2 σ

test
i

+ β3

(
σtrain
i × σtest

i

)
+ εi (20)

where σtrain
i and σtest

i are the noise levels during training
and testing, respectively, and εi is the residual error.

Although our primary focus is on the marginal effects
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Dataset Hardness Model Type Intercept Training Noise Test Noise Interaction
β0 (±SE) β1 (±SE) β2 (±SE) β3 (±SE)

SepDots Distribution Overlap CNN 4.83 (< 0.01) −15.5† (0.01) −9.17† (0.01) 45.1 (0.06)
MNIST Gaussian White Noise MLP 0.66 (< 0.01) −0.30 (< 0.01) 2.23 (0.01) −2.30 (0.02)
MNIST Gaussian White Noise CNN 2.34 (< 0.01) 0.37 (0.01) 1.10 (0.01) 0.62 (0.03)
NMNIST Pixel Flip CNN 1.94 (< 0.01) 4.13 (0.03) 23.7 (0.03) −212. (0.44)
CIFAR-10 Gaussian White Noise CNN-S 3.78 (< 0.01) 1.21 (0.01) −1.07 (0.01) 4.53 (0.08)
CIFAR-10 Gaussian White Noise CNN-L 3.81 (< 0.01) 0.14 (< 0.01) 0.14 (< 0.01) 3.76 (0.06)
CIFAR-10 Gaussian Blur CNN-S 3.70 (< 0.01) 0.11 (< 0.01) 0.12 (< 0.01) −0.02 (< 0.01)

† For SepDots we expect β1 and β2 to be negative due to decreasing hardness with increasing distribution µ. For all other datasets, we expect β1, β2 > 0.

Table 3. OLS estimates for predicting TTFS from training noise, test noise, and their interaction (correctly classified samples only).
Standard errors in parentheses. N.B., because each dataset’s noise levels are defined over a different scale and exhibits a distinct functional
relationship with TTFS, the magnitudes of β1, β2, β3 estimates aren’t directly comparable across datasets.

of training and test noise on TTFS, we additionally include
the interaction term σtrain×σtest to guard against potential
moderation effects. In this context, a significant interaction
would indicate that the impact of increasing test-time noise
on TTFS depends on the noise regime under which the net-
work was trained, for instance, a model trained with high
noise might exhibit smaller latency shifts when exposed to
further noise at test time compared to a model trained on
clean data. By modelling this non-additivity, we ensure that
the estimates of the main effects β1 and β2 remain unbiased
and that the overall model fit is improved.

To evaluate how training-noise (hardness) acts as a regu-
larizer on the learned synaptic weights, we fit the following
two OLS regression models. Let σtrain denote the noise
level used during training, and let

y
(std)
i = StdDev

(
wlearn

i

)
, y

(mean)
i = Mean

(
wlearn

i

)

be, respectively, the standard deviation and mean of the
synaptic weights measured across the 30 repeats. We then
estimate

y
(std)
i = β4 + β5 σ

train + εi, (21)

y
(mean)
i = β6 + β7 σ

train + εi. (22)

Table 4 reports the estimates of β4 and β5 for (21), while
Table 5 reports the estimates of β6 and β7 for (22).

As summarized in Table 3, we fit a OLS to predict the
time-to-first-spike based on training noise intensity, test
noise intensity, and their interaction. The intercept term,
β0, captures the baseline TTFS for each dataset under zero
noise. For the SepDots dataset, both the training-hardness
coefficient β1 = −15.5 and the testing-hardness coefficient
β2 = −9.17 are significantly negative1, providing evidence

1For SepDots we a priori expected β1, β2 < 0 due to decreasing hard-
ness (and sample margins) with increasing distribution separation; for all
other datasets we hypothesized β1, β2 > 0.

for our hypothesis that increasing sample difficulty deceler-
ates inference latency. In contrast, for MNIST, NMNIST,
and CIFAR-10, the noise coefficients are mostly positive,
indicating that higher noise levels tend to delay spike emis-
sion, in agreement with our prior research. Finally, only
SepDots exhibits a strong positive interaction (β3 = 45.1),
suggesting a compounding effect when both training and
test noises are elevated.

4.3. Effect of Test-Time Difficulty on TTFS
The estimates of the test-noise coefficient β2 across most
datasets are positive, indicating that as samples become
more difficult at test time (higher σtest), the mean time-to-
first-spike increases. This provides direct evidence for our
first research question “What happens to the TTFS behav-
ior of latency-encoded SNNs as samples become increas-
ingly difficult?”. Furthermore, the results are consistent
with drift-diffusion predictions that lower drift rates yield
longer response times as harder inputs slow down inference
latency [3, 35]. An exception arises for CIFAR-10 with
Gaussian white noise, where β2 = −1.07 (SE = 0.01), sug-
gesting a slight decrease in latency under added test noise.
One plausible explanation is that the CNN never learned a
robust feature representation on CIFAR-10 (peak accuracy
≈ 60% across all training-testing combinations), so moder-
ate noise may inadvertently regularize activations in a way
that triggers earlier spikes. To an extent, this is supported
by the near–zero β2 = 0.12 in the Gaussian-blur condition,
indicating very minimal sensitivity.

4.4. Effect of Training-Time Difficulty on TTFS
The training-noise coefficient β1 quantifies whether expos-
ing the network to harder samples during training speeds
up or slows down inference, our second research question,
“Can we use harder samples during training to make in-
ference faster?” Except for SepDots (where hardness is in-
versely correlated with µ), almost all β1 estimates are pos-
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Dataset Hardness Model Type Intercept Training Noise
β4 (±SE) β5 (±SE)

SepDots Distribution Overlap CNN 0.099 (0.001) 0.163† (0.006)
MNIST Gaussian White Noise MLP 0.046 (< 0.001) −0.008 (< 0.001)
MNIST Gaussian White Noise CNN 0.114 (< 0.001) 0.009 (0.001)
NMNIST Pixel-Flip CNN 0.056 (< 0.001) −0.024 (< 0.001)
CIFAR-10 Gaussian White Noise CNN-S 0.075 (< 0.001) −0.018 (< 0.001)
CIFAR-10 Gaussian White Noise CNN-L 0.017 (< 0.001) −0.003 (< 0.001)
CIFAR-10 Gaussian Blur CNN-S 0.075 (< 0.001) −0.002 (< 0.001)

† For SepDots we expect β5 to be positive due to decreasing hardness with increasing distribution µ, i.e., increased standard deviation in weights with
increased training distribution µ. For all other datasets, we expect β5 < 0.

Table 4. OLS estimates for the effect of training noise on the model’s synaptic weight standard deviation. In all cases but MNIST-CNN,
the standard deviation of synaptic weights decreases with increased training hardness. Giving us a reasonable indication that increased
latency during inference due to increased training noise might be stemming from decreased weight variance.

Dataset Hardness Model Type Intercept Training Noise
β6 (±SE) β7 (±SE)

SepDots Distribution Overlap CNN 0.028 (< 0.001) 0.065 (0.004)
MNIST Gaussian White Noise MLP −0.003 (< 0.001) 0.014 (< 0.001)
MNIST Gaussian White Noise CNN 0.012 (< 0.001) 0.009 (0.001)
NMNIST Pixel-Flip CNN −0.003 (< 0.001) −0.005 (0.001)
CIFAR-10 Gaussian White Noise CNN-S 0.001 (< 0.001) 0.003 (< 0.001)
CIFAR-10 Gaussian White Noise CNN-L −0.002 (< 0.001) < 0.001 (< 0.001)
CIFAR-10 Gaussian Blur CNN-S 0.001 (< 0.001) < 0.001 (< 0.001)

Table 5. OLS estimates for the effect of training noise on model’s learned synaptic weights. Overall, the coefficient β7 values are near
zero, except for SepDots. The effect of training hardness seems to be minimal on mean weight.

itive, indicating that noisier training regimes systematically
increase TTFS and thus slow inference. Hence, on standard
vision benchmarks, harder training does not accelerate first
spikes but rather delays them, reflecting a trade-off between
robustness and latency. Furthermore, in SepDots, where in-
creasing µ makes samples easier, β1 = −15.5 (SE = 0.01)
also confirms that training on “easier” distributions quick-
ens inference, consistent with our first-hitting-time model
of spiking neuron predictions.

An interesting exception also appears for the MNIST
MLP, which exhibits a slightly negative β1 = −0.30 (SE
< 0.01), suggesting that moderate Gaussian-noise training
speeds up TTFS. We hypothesize this arises from an unex-
pected increase in the mean of synaptic weights under noise
(see β7 for MNIST-MLP in Table 5): whereas statistical
learning theory predicts that adding input noise should reg-
ularize the network, reducing both the mean and variance of
learned weights, the MLP instead showed an upward trend
in weight means. Within our stochastic integrate-and-fire
framework, an increased mean input current corresponds to
a higher effective drift rate, thereby reducing first-hitting
times and yielding faster spikes.

As shown in Table Table 4, the coefficient β5 indicates

that increased training hardness reduces parameter variance
in all cases except the MNIST-CNN. This aligns with the
concept of noise as a regularizer and provides reasonable
evidence as to why inference slows down with increased
training hardness. In contrast, Table Table 5 shows that β7

remains mostly near zero, demonstrating that noise has min-
imal effect on the mean synaptic weight.

Finally, Figure 5 demonstrates that cumulative decision
margin M̃ at the spike time exhibits the inverted-U relation-
ship with latency, very closely mimicking what drift dif-
fusion models predict [18, 35, 36, 38]: TTFS peaks near
zero margin and decreases as |M̃ | grows. This suggests
that in SepDots, margin could be an effective proxy for in-
stantaneous drift rate, and that TTFS SNNs embody classic
evidence-accumulation dynamics when sample difficulty is
measured geometrically.

5. Conclusion

In this work, we have shown that the classical drift-diffusion
model, long used to describe decision times in biological
neurons and detailed spiking-network simulators, also pro-
vides a principled framework for understanding latency-
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encoded TTFS SNNs in machine-learning settings [44, 46,
47]. Specifically, we hypothesized that (i) harder samples,
whether defined by geometric margin or synthetic Gaus-
sian perturbations, would slow down inference by reduc-
ing the effective drift rate, and (ii) misclassified trials would
exhibit longer first-spike times, mirroring DDM predic-
tions about error-driven RT elongation. Our empirical re-
sults confirm both implications: test-noise coefficients (β2)
are overwhelmingly positive (indicating longer TTFS for
harder inputs) and mean TTFS for incorrect trials is substan-
tially higher than for correct ones across all datasets. Fur-
thermore, the relationship between cumulative margin M̃
and latency (Figure 5) exhibits the characteristic inverted-U
shape of DDM first-passage times, peaking near zero evi-
dence and decaying as |M̃ | grows, thus validating geomet-
ric margin as a drift-rate proxy in TTFS SNNs.

We built a model based on the classical first-hitting-
time theory for static thresholds, most notably the inverse-
Gaussian model, to discrete-time leaky integrate-and-fire
neurons under sample-dependent inputs. Statistical learn-
ing theory predicts that adding Gaussian noise during train-
ing is mathematically equivalent to a ridge penalty, thus
reducing the variance of the learned synaptic weights [2].
Our Monte Carlo simulations then show that a reduction in
weight variance alone systematically increases first-hitting
times, and hence TTFS, across discrete timesteps. More-
over, the empirical training-noise coefficients β1 from our
OLS analyses provide strong evidence for this mechanism,
as increased training-time hardness led to longer inference
latencies in nearly all dataset–model combinations, yield-
ing a clear accuracy-latency trade-off: test-time corruption
degraded accuracy sharply unless matched by comparable
training-time noise, but this matching incured slower infer-
ence. These findings bridge a gap between mathematical
neuroscience and ML-oriented TTFS SNNs, demonstrat-
ing that (i) first-hitting-time analyses are directly applica-
ble to predict SNN latency under discrete timesteps [39],
and (ii) controlling synaptic-weight variance via noise-
equivalent regularization provides a tunable mechanism for
trading off robustness against speed in neuromorphic clas-
sifiers.
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A. Performance of Trainings

Figure 11. Accuracy matrix for MNIST-MLP

Figure 12. Accuracy matrix for MNIST-CNN

Figure 11 up to Figure 15 present heatmaps of test accu-
racy (%) as a function of training-time noise (x-axis) and
test-time noise (y-axis) for each dataset–model combina-
tion. Several patterns are apparent:
• MNIST-MLP (Fig. 11). High accuracy (> 90%) is main-

tained across low to moderate noise levels; performance
only degrades when both training and test noise exceed
approximately σ = 0.3. Models trained with nonzero
noise exhibit greater robustness to test-time corruption
than those trained on clean images.

• MNIST-CNN (Fig. 12). The convolutional network
achieves peak accuracies near 93% under clean condi-
tions and shows a more gradual decline under increasing
test noise compared to the MLP, sustaining ≥ 90% accu-
racy up to σ ≈ 0.3 even when trained without noise.

Figure 13. Accuracy matrix for NMNIST-CNN

Figure 14. Accuracy matrix for CIFAR-CNN

• NMNIST-CNN (Fig. 13). Baseline accuracy on event-
based inputs is around 95%. Test-time pixel-flip rates
above 0.02 causes very steep drops in accuracy in the
clean training case, whereas injecting 5–10% flips dur-
ing training shifts the robust region upward, preserving
80–90% accuracy under moderate corruption.

• CIFAR-CNN with Gaussian Noise (Fig. 14). Clean ac-
curacy peaks near 60%. Small amounts of training noise
(σ ≤ 0.05) modestly improve clean and noisy inference,
but heavy noise degrades performance across the board.

• CIFAR-CNN with Gaussian Blur (Fig. 15). Test-time
blur with σ ≥ 1.0 reduces accuracy by 10–15%. Light
blur augmentation during training (σ = 0.25–0.5) par-
tially mitigates this drop, whereas strong blur training
harms both clean and blurred inference.
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Figure 15. Accuracy matrix for CIFAR-CNN with blur

B. Noise and Synaptic Weights
The line plots in Figure Figure 16 summarize the overall
shift in the first-layer weight distribution as a function of
training noise standard deviation. The left plot shows the
mean deviation from the noiseless baseline, and the right
plot shows the variance. As σ increases further, both met-
rics decrease monotonically, reflecting a global smoothing
or regularization effect as the network learns to ignore high-
frequency fluctuations and focus on robust features.

However, these aggregate statistics obscure important
spatial patterns. The heatmaps in Figure 17 reveal that at
low noise levels (σ = 0.0125–0.05), the model develops
large negative weights on the border pixels (bright red re-
gions), effectively “subtracting” noisy edges instead of just
ignoring them with zero-mean edges. This pixel-wise over-
fitting is invisible in the line plots, which simply report
an average increase in variance. As noise grows beyond
σ ≈ 0.1, the border artifacts fade and the receptive field
becomes smoother and more centrally focused on the digit
shape—precisely the smoothing trend hinted at by the de-
clining variance in Figure 13. Thus, while the line plots
capture the magnitude of regularization, the heatmaps ex-
pose the location and nature of the weight adjustments in-
duced by noise training.
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Figure 16. Statistics of first-layer weights in MNIST-MLP as a function of training noise standard deviation.
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