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We present a computational method for extreme-scale simulations of incompressible turbulent wall flows at high 
Reynolds numbers. The numerical algorithm extends a popular method for solving second-order finite differences 
Poisson/Helmholtz equations using a pencil-distributed parallel tridiagonal solver to improve computational 
performance at scale. The benefits of this approach were investigated for high-Reynolds-number turbulent channel 
flow simulations, with up to about 80 billion grid points and 1024 GPUs on the European flagship supercomputers 
Leonardo and LUMI. An additional GPU porting effort of the entire solver had to be undertaken for the latter. Our 
results confirm that, while 1D domain decompositions are favorable for smaller systems, they become inefficient 
or even impossible at large scales. This restriction is relaxed by adopting a pencil-distributed approach. The 
results show that, at scale, the revised Poisson solver is about twice as fast as the baseline approach with the full

transpose algorithm for 2D domain decompositions. Strong and weak scalability tests show that the performance 
gains are due to the lower communication footprint. Additionally, to secure high performance when solving for 
wall-normal implicit diffusion, we propose a reworked flavor of parallel cyclic reduction (PCR) that is split into 
pre-processing and runtime steps. During pre-processing, small sub-arrays with independent 1D coefficients are 
computed by parallel GPU threads, without any global GPU communication. Then, at runtime, the reworked 
PCR enables a fast solution of implicit 1D diffusion without computational overhead. Our results show that 
the entire numerical solver, coupled with the PCR algorithm, enables extreme-scale simulations with 2D pencil 
decompositions, which do not suffer performance losses even when compared to the best 1D slab configurations 
available for smaller systems.

1. Introduction

Turbulent flows at high Reynolds numbers are among the most 
complex and prevalent problems in engineering and physics. While nu

merous flows at low Reynolds numbers may be studied using simple 
analytical or numerical models, many flows found in nature and indus

try operate at high Reynolds numbers in a turbulent regime. These flows 
exhibit complex behavior, which is difficult to predict using existing cor

relations or upscaled models. Fundamental understanding of turbulence 
that can improve engineering models requires direct numerical simula

tions (DNS), where the chaotic and multi-scale flow dynamics are fully 
resolved up to the smallest temporal and spatial scales. While this has a 
large computational cost, the exponential growth in computing power 
during the last decades, along with the development of efficient numer

ical methods, have enabled the simulation of flows at increasingly high 
Reynolds numbers. Indeed, following the developments since the first 
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DNS of isotropic turbulence by Orszag and Patterson [1] in 1972, it is 
now possible to perform large-scale simulations with trillions of grid 
points in modern supercomputers [2,3].

We are experiencing yet another breakthrough, thanks to the recent 
proliferation of general-purpose GPU-based supercomputers [4,5]. GPUs 
are known to perform well in tasks that only require simple arithmetic 
operations or RAM access patterns [6], which are common in computa

tional fluid dynamics (CFD). They have much higher throughput than 
CPUs by allowing many parallel threads to perform the same operation 
per clock cycle. Thus, when successfully ported, GPU-accelerated solvers 
can easily outperform multi-core CPU solvers [7,8], enabling the numer

ical solution to complex problems at much lower costs. However, large

scale CFD problems need to operate at scale, in a distributed-memory 
paradigm where the data is distributed among many GPUs. This intro

duces new challenges, as many-GPU systems are more prone to feature 
performance bottlenecks associated with intra and internode commu
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Table 1
Specifications for the GPU nodes in the Leonardo and LUMI supercomputers 
[10,9,11,12]. The data formally corresponds to the Booster partition in Leonardo, 
and the LUMI-G nodes for LUMI. The abbreviation ``Gb'' refers to Gigabit, whereas 
“GB''/``TB'' corresponds to Gigabyte/Terabyte.

Leonardo LUMI 
GPU model NVIDIA A100 AMD MI250X 
Number of devices 4 GPUs 8 GCDs (2 per GPU) 
Inter-node bandwidth 100 Gb/s 100 Gb/s†

Intra-node bandwidth 800 Gb/s 400 -- 1600 Gb/s†

Internal memory bandwidth 1.6 TB/s 1.6 TB/s†

HBM 64 GB 64 GB†

FP64 Peak Performance
9.7 TFLOPs 

23.95 TFLOPs†
19.5 TFLOPs with Tensor Cores 

† Data for each GCD in LUMI.

nication, which may require adjustments in the numerical algorithm. 
Let us consider the current European pre-exascale flagship supercom

puters Leonardo and LUMI. A summary of the GPU specifications for 
both supercomputers can be found in Table 1. In the case of LUMI, it 
is important to highlight that each MI250x is split into two Graphics 
Compute Dies (GCDs)1 [9], each with roughly similar characteristics as 
a NVIDIA A100 GPU in terms of memory and processing power. The in

ternal memory bandwidths for both AMD and NVIDIA GPUs are much 
faster than intra- and inter-node communication. Therefore, algorithms 
that minimize device-to-device communication can be optimal, even if 
they slightly increase the number of arithmetic operations or HBM (High 
Memory Bandwidth) usage per device. Additionally, opportunities for 
code optimization can be found by selecting algorithms that replace 
inter-node communication with faster intra-node data transfers.

Several works have performed large-scale turbulent flow simulations 
using multi-GPU configurations. Compressible flow solvers, for instance, 
contain many fully explicit calculations that can be readily parallelized 
using GPUs. The DNS solver STREAmS [13] can use multi-GPU sys

tems to simulate compressible wall-bounded flows, taking into account 
complex effects such as shock-wave interactions. In URANOS [14], a 
compressible flow solver is developed for large-scale simulations us

ing various modeling frameworks, and several possible choices for the 
discretization schemes. In incompressible flow solvers, GPU porting for 
distributed-memory calculations at scale faces an extra challenge. Typ

ically, a major performance bottleneck is solving a large linear system 
associated with the pressure Poisson equation to ensure incompressibil

ity. Nevertheless, several recent works have shown great progress in 
the development of multi-GPU solvers. Focusing on spectral or finite

difference approaches, an example is the AFiD-GPU code [15] for large

scale simulations of wall-bounded flows using multi-GPU (or multi-CPU) 
configurations. Another example is the CaNS code, which is used in the 
present study [16,17]. CaNS is an incompressible DNS solver, which is 
compatible with various types of boundary conditions for canonical flow 
cases in rectangular grids, such as isotropic turbulence or wall-bounded 
flows. This solver is compatible with both multi-GPU and multi-core 
CPU architectures, and has been recently re-ported to GPUs porting 
using OpenACC and the hardware-adaptive cuDecomp library for GPU 
communications at scale [18]. This library allows pencil-distributed 
solvers that require collective transpose operations to perform runtime 
autotuning and determine the optimal domain decomposition and GPU 
communication backend. A simple FFT-based finite-differences numer

ical solver like CaNS requires two types of communication operations: 
halo exchanges and transposes. Halo exchanges are relatively simple, 
standard operations, where each task exchanges boundary values with 
its neighbors. Transposes are more expensive all-to-all collective oper

ations, where 3D data of a field is redistributed among MPI tasks such 

1 In this work, we consider each GCD in LUMI to be an independent GPU 
(unless explicitly noted), since they are exposed to the user’s software as separate 
devices.

that all cells aligned in a specific dimension are local to a single pro

cess/task. This is important while performing, for instance, fast Fourier

based transformations in spectral Poisson/Helmholtz solvers, since FFT 
algorithms require frequent access to the arrays being transformed. Nat

urally, all transpose operations involving 3D arrays are expensive, and 
often the major performance bottleneck.

Second-order FFT-based finite-difference solvers such as those used 
in AFiD and CaNS require performing FFTs along two directions, and 
the solution of a resulting tridiagonal system along the other direction, 
which is typically the wall-normal one in the case of wall-bounded flows 
with one inhomogeneous direction. The solution of the tridiagonal sys

tem has been typically performed using transpose operations, such that 
the whole system is local to each task and serially solved. However, 
there is possible room for improvement here by exploiting a parallel 
tridiagonal solver that avoids this collective operation. Notably, an in

teresting approach was presented by László et al. [19] and exploited in 
[20--23], which showed compelling performance gains at scale. In short, 
this method uses a hybrid Thomas–parallel cyclic reduction (PCR) algo

rithm that effectively converts the tridiagonal system to be solved in 
parallel into a series of smaller systems that can be solved indepen

dently, coupled to a smaller problem to be solved collectively for the 
first and last unknowns of each small system [22].

Most works exploring PCR in this context have adopted a 1D par

allelization [21,23], with slabs parallel to directions of FFT-based syn

thesis. This is efficient and was proven to work up to a certain scale. 
However, as the flow Reynolds number increases, it becomes impos

sible to resort to a 1D parallelization. As an example, Fig. 1 presents 
the total memory requirement in a DNS solver (CaNS), to simulate tur

bulent channel flows at increasing friction Reynolds number (𝑅𝑒𝜏 ), as 
well as the total size of a single 𝑛𝑥 ×𝑛𝑦 wall-parallel slice. Expectedly, as 
𝑅𝑒𝜏 increases, in addition to stricter time steps restrictions, the number 
of grid cells increases roughly as 𝑁𝑥,𝑦 ∝𝑅𝑒𝜏 in the streamwise (𝑥) and 
spanwise (𝑦) directions of the channel flow, and 𝑁𝑧 ∝𝑅𝑒

3∕4
𝜏 in the wall

normal direction (𝑧) [24,25]. Hence, as the Reynolds number increases, 
the thickness of a wall-parallel slab that fits a fixed amount of grid points 
(e.g., dictated by the RAM constrains of a GPU or CPU device) becomes 
ever thinner, until it becomes impossible to decompose the domain fur

ther. This is particularly problematic in wall-bounded turbulence, where 
the number of grid points along the wall-parallel directions should be 
larger than in the wall-normal one [24]. Yet, the same is bound to hap

pen in other turbulent flows (e.g., homogeneous isotropic turbulence) 
at sufficiently high Reynolds number.

Consequently, even with the ever-increasing memory capacity of 
GPUs, for DNS of high Reynolds number flows with this type of ap

proach, one may be bound to adopt a 2D pencil-like domain decompo

sition. Leveraging a less communication-intensive approach for solving 
the Poisson equation, while retaining a pencil-distributed decomposi

tion, is precisely the motivation of the present work. One alternative 
within this context is to replace serial TDMA (tridiagonal matrix al

gorithms) by parallel methods, with a lower communication footprint. 
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Fig. 1. Estimates of the total memory requirements for double-precision DNS 
runs of turbulent channel flows on a 𝐿𝑥 × 𝐿𝑦 × 𝐿𝑧 = 12.8 × 6.4 × 2 domain 
at different friction Reynolds numbers (𝑅𝑒𝜏 ), as well as the size of a single slice 
𝑛𝑥 ×𝑛𝑦 of the DNS domain in HBM for all points in the streamwise (𝑥) and span

wise (𝑦) directions. The calculations are performed using the domain partition 
algorithms of the DNS solver CaNS [17] and the parallel decomposition library 
cuDecomp [18]. The symbols denote the limits where a 1D slab decomposition 
becomes impossible for GPUs with 64 GB and 128 GB of memory, respectively, 
which is typical of current high-end HPC GPUs, along with the total GPU mem

ory of the largest supercomputer as of 2025: El Capitan [26]. This marks an 
upper bound of the maximum Reynolds number that could be investigated with 
current computational resources: Re𝜏 ≈ 50,000.

We develop such an approach based on a PCR-TDMA method (named 
P-TDMA hereafter), and test it on the CaNS solver with a focus on many

GPU calculations at scale. To run our solver on an AMD-based system 
like LUMI, an additional porting effort was undertaken, which we will 
also describe here. We report the revised solver’s performance and scal

ability for large-scale DNS of turbulent channel flow at high Reynolds 
number. Moreover, we show that particular care should be taken for 
wall-normal implicit diffusion, to secure high performance at scale. Our 
results show an almost 2× speedup at scale for the Poisson solver with 
2D decomposition, which significantly improves the overall solver per

formance on large-scale GPU-based supercomputers.

This manuscript is organized as follows. Section 2 describes the gov

erning equations, the discretization scheme, and the implementation of 
the Poisson/Helmholtz solver, including the cross-platform effort to run 
on AMD-based systems. Then Section 3 discusses the study and the scal

ability benchmarks. Finally, Section 4 presents the conclusions.

2. Methodology

2.1. Governing equations and numerical discretization

The current numerical framework solves the incompressible Navier

Stokes equations,

∇ ⋅ u = 0, (1)

𝜕𝑡u + (u ⋅∇)u = −∇𝑝+ 𝜈∇2u, (2)

where u and 𝑝 correspond to the fluid velocity vector and the pres

sure scaled by the fluid density; 𝜈 is the fluid kinematic viscosity. 
The numerical scheme is based on an incremental pressure correction 
scheme or fractional-step method [27,28], where a prediction velocity 
𝐮∗ is first calculated by integrating the momentum equation in time, 
and continuity is imposed using a correction pressure Φ, which is ob

tained from the solution of a Poisson equation. The equations were 
solved on a rectangular box using a structured Cartesian grid with a 
staggered (MAC) arrangement for the velocity and pressure grid cells. 
As per the restriction of the Poisson solver, we employ uniform spac

ing along two Cartesian directions (𝑥,𝑦) and non-uniform spacing in 
the third spatial direction (𝑧). Second-order finite differences are used 

for spatial discretization. This has several advantages with respect to 
higher-order methods, such as being computationally efficient while 
still enabling simulations with similar fidelity as spectral discretiza

tion methods in practice [29], and being flexible and easily extended 
with numerical techniques for handling complex geometries like the 
immersed-boundary method [30--32], or multifluid flows [33]. Finally, 
Wray’s low-storage Runge-Kutta scheme [34] is used for temporal dis

cretization. The numerical scheme is presented below in semi-discrete 
form:

u∗ = u𝑘 +Δ𝑡
(
𝛼𝑘

(
u𝑘 + 𝜈u𝑘

)
+ 𝛽𝑘

(
u𝑘−1 + 𝜈u𝑘−1

)
− 𝛾𝑘𝑝𝑘−1∕2

)
,

(3)

Φ= u∗

𝛾𝑘Δ𝑡
, (4)

u𝑘+1 = u∗ − 𝛾𝑘Δ𝑡Φ, (5)

𝑝𝑘+1∕2 = 𝑝𝑘−1∕2 +Φ, (6)

where 𝛼, 𝛽, and 𝛾 refer to the coefficients of the RK3 scheme, which 
are given by: 𝛼 = {8∕15, 5∕12, 3∕4}, 𝛽 = {0, −17∕60, −5∕12} and 𝛾 =
𝛼 + 𝛽; the index 𝑘 refers to the RK3 sub-iteration index 𝑘 = {0,1,2}, 
and Δ𝑡 is the time step. For flows at very low Reynolds numbers, or 
highly refined grids, the time step size Δ𝑡 can be prohibitively small if 
diffusive terms are integrated in time explicitly. In such cases, it may be 
preferable to perform an implicit discretization of the diffusion terms at 
the cost of solving an extra Helmholtz equation per velocity component, 
as illustrated below:

u∗∗ = u𝑘 +Δ𝑡
(
𝛼𝑘u𝑘 + 𝛽𝑘u𝑘−1 + 𝛾𝑘

(
−𝑝𝑘−1∕2 + 𝜈u𝑘

))
, (7)

u∗ − 𝛾𝑘
𝜈Δ𝑡
2 

u∗ = u∗∗ − 𝛾𝑘
𝜈Δ𝑡
2 

u𝑘, (8)

Φ= u∗

𝛾𝑘Δ𝑡
, (4)

u𝑘+1 = u∗ − 𝛾𝑘Δ𝑡Φ, (9)

𝑝𝑘+1∕2 = 𝑝𝑘−1∕2 +Φ− 𝛾𝑘
𝜈Δ𝑡
2 

Φ. (10)

Note that, indeed, Eq. (8) is a Helmholtz equation for the prediction ve

locity 𝐮∗, which is implicit in the three spatial directions (x,y,z). While 
this equation can be solved efficiently using the fast direct methods pre

sented in Section 2.2, the computational overhead is still considerable. 
Fortunately, in many cases, the time step constraints for Δ𝑡 are due 
to fine grid spacing only along the non-uniform grid direction (here, 
𝑧). This is particularly true for wall-bounded flows with one inhomo

geneous direction, such as pipes or channels, which require fine grid 
spacing near the walls [15,16]. In these cases, one can discretize only 
the wall-normal diffusion term implicitly, and replace Eq. (8) with a 
one-dimensional system per velocity component:

u∗ − 𝛾𝑘
𝜈Δ𝑡
2 

𝑧u
∗ = u∗∗ − 𝛾𝑘

𝜈Δ𝑡
2 

𝑧u
𝑘, (11)

where 𝑧 denotes the discrete Laplacian term associated with the 𝑧
direction. This is numerically much cheaper, as the second-order finite

difference discretization of this equation requires the solution of a sim

ple tridiagonal system.

2.2. Numerical solution of the Poisson/Helmholtz equation

2.2.1. Fourier-based synthesis

The solution of the Poisson equation for the pressure comprises some 
of the numerical algorithm’s most computation and communication

intensive steps. Here, Eqs. (4) and (8) are solved using the method 
of eigenfunctions expansions, which allows for fast, direct solutions by 
leveraging the FFT algorithm [35,16]. After performing a Fourier-based 
synthesis of the Poisson/Helmholtz equation along directions 𝑥 and 𝑦, 
the following system of tridiagonal equations can be obtained along the 
non-uniform grid direction 𝑧 for a grid cell with index 𝑖, 𝑗, 𝑘:
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Fig. 2. Schematic representation of a FFT-based linear solver using a 2D pencil decomposition for the DNS domain. The black arrows indicate the global transpose 
operations for the data stored among different MPI tasks. The color of each 2D pencil represents a different MPI task. Forward (fwd.) operations are first performed 
from left to right following the direction of the black arrows. Then, all transpose operations are reversed, and inverse/backward (bwd.) Fourier-based transforms are 
performed, as indicated by the gray arrows. Note that the first transpose operation is often implemented as two consecutive transposes: 𝑧 → 𝑦 and 𝑦 → 𝑥. (For 
interpretation of the colors in the figure(s), the reader is referred to the web version of this article.)

(
𝜆𝑖∕Δ𝑥2+𝜆𝑗∕Δ𝑦2

)
Φ̃𝑖,𝑗,𝑘+

(
𝜂𝑘−1Φ̃𝑖,𝑗,𝑘−1+𝜂𝑘Φ̃𝑖,𝑗,𝑘+𝜂𝑘+1Φ̃𝑖,𝑗,𝑘+1

)
= 𝑓𝑖,𝑗,𝑘,

(12)

where the tilde ( ̃) denotes two successive discrete Fourier-based (i.e., 
Fourier/cosine/sine) transforms applied to a variable along the 𝑥 (in

dex 𝑖) and 𝑦 (index 𝑗) directions. Note that each (𝑖, 𝑗) pair corresponds 
to a tridiagonal system along the non-uniform direction (𝑧, index 𝑘). 
The coefficients 𝜆𝑖 and 𝜆𝑗 are the second-order accurate eigenvalues 
(or modified wavenumbers); see, e.g., [35]; Δ𝑥 and Δ𝑦 correspond to 
the uniform grid spacing in the 𝑥 and 𝑦 directions, whereas the set of 
coefficients 𝜂 represent the finite-different discretization of the 𝑧 op

erator along 𝑧. While the method of eigenfunctions expansions aims at 
exploiting the FFT algorithm, it still allows for multiple combinations 
of boundary conditions representative of different classes of canonical 
turbulent flows, from isotropic turbulence to several boundary-free and 
wall-bounded shear flows.

After obtaining Φ̃𝑖,𝑗,𝑘 from Eq. (12), the final solution (Φ𝑖,𝑗,𝑘) is eas

ily computed from the inverse Fourier-based synthesis. The numerical 
methods and algorithms to solve Eq. (12) are the key parts of the present 
work and will be discussed next in Section 2.2.2. Finally, there are note

worthy nuances in implementing fast real-to-complex/complex-to-real 
(Fourier) and real-to-real (sine/cosine) transforms on GPUs in a unified 
framework, which we describe in Appendix A.

2.2.2. Original distributed-memory solution

The numerical solution of the second-order finite-difference Pois

son/Helmholtz equations in rectangular grids is solved using FFT-based 
methods in a distributed-memory setting. The original approach used 
to solve this problem is described below,2 and illustrated in Fig. 2. The 
following steps are taken:

1. Compute right-hand side term 𝑑𝑖,𝑗,𝑘 of eq. (12) in 𝑧-aligned pencils.

2. Transpose data to 𝑥-aligned pencils and perform 𝑁𝑦𝑁𝑧 Fourier

based transforms along 𝑥.

3. Transpose data to 𝑦-aligned pencils and perform 𝑁𝑥𝑁𝑧 Fourier

based transforms along 𝑦.
4. Transpose data to 𝑧-aligned pencils and solve the resulting 𝑁𝑥𝑁𝑦

tridiagonal systems of equations along 𝑧.
5. Perform the reciprocate transpose operation as in step 4.

2 It is important to note that, while the code CaNS allows for an arbitrary 
default pencil orientation (i.e., outside the pressure solver), we start from 𝑍

aligned pencils since this minimizes the number of collective communications 
when solving the momentum equation with 𝑧-implicit diffusion. Starting from 𝑥

aligned pencils would avoid transpose operations in the Poisson solver, but many 
additional transpose operations would be required for inverting a tridiagonal 
system per velocity component.

6. Perform the reciprocate inverse transforms and transpose operation 
as in step 3.

7. Perform the reciprocate inverse transforms and transpose operation 
as in step 2, to obtain the final solution in 𝑧-aligned pencils.

Here, 𝑁𝑥∕𝑦∕𝑧 are the local number of grid cells along 𝑥∕𝑦∕𝑧 during 
the different steps of the algorithm for each MPI task. The transpose op

erations are an all-to-all collective, which may be very expensive. Within 
this approach, the FFT-based transforms and solution of the tridiagonal 
systems can be trivially mapped to different parallel (GPU) threads. Note 
that, whenever a 1D slab-like parallelization is possible, some of the 
transpose operations shown above would turn into a no-op, making it 
often desirable. In this regard, the best-performing slab configurations 
are those partitioned along 𝑦. This is convenient, since each GPU can 
perform Fourier transformations along the 𝑥-direction, and solve tridi

agonal systems of equations along the 𝑧-direction, without performing 
additional collective operations. Even with 1D implicit diffusion, only 
one pair of transposes is required per step: the 𝑥 ↔ 𝑦 transposes shown 
in Fig. 2.

While the approach presented in Fig. 2 enables GPU-accelerated DNS 
of fluid flows on many CPUs/GPUs, the transposing operations may re

sult in a major performance loss. This may be particularly problematic 
in modern GPU-based systems at scale, as the inter-node bandwidth is 
orders of magnitude slower than the GPU memory bandwidth or the 
intra-node communication. Hence, we need an approach that: (1) keeps 
a 2D parallelization, which is unavoidable at scale, and (2) reduces the 
amount of data used in collective communications to a reasonable min

imum. We will explain this approach below.

2.2.3. Solution with parallel tridiagonal solver

In this approach, we split the computational domain along the 𝑧
direction, and exploit a parallel tridiagonal solver as in [19,21,36] to 
circumvent the large all-to-all operations in the previous section. This 
approach is shown in Fig. 3. This algorithm starts with a cyclic reduc

tion step, such that only information regarding the boundaries of every 
slice in the 𝑧-direction must be communicated to other MPI tasks. Sub

sequently, a tri-diagonal system for the boundary values is constructed. 
While an all-to-all type of collective is still needed, internal data points 
are not communicated, which can drastically reduce the communication 
overhead. The steps of this algorithm are summarized as follows:

1. Compute right-hand side term 𝑑𝑖,𝑗,𝑘 of eq. (12) in 𝑥-aligned pencils.

2. Perform 𝑁𝑦𝑁𝑧 Fourier-based transforms along 𝑥 (see Fig. 3).

3. Transpose data to 𝑦-aligned pencils and perform 𝑁𝑥𝑁𝑧 Fourier

based transforms along 𝑦.
4. Perform 𝑁𝑥𝑁𝑦 cyclic reductions along 𝑧, pack 2𝑁𝑥𝑁𝑦 boundary 

values, and transpose the packed boundaries to 𝑧-aligned pencils.
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Fig. 3. Modified parallel tridiagonal solver for large-scale DNS. The first two sub-images follow the same conventions as Fig. 2, where the color of each partition 
indicates a different MPI task. In the third and fourth sub-images, the process of cyclic reduction is highlighted, by applying a different color to the boundary values 
for each partition.

5. Solve 𝑁𝑥𝑁𝑦 reduced systems of tridiagonal equations along 𝑧, with 
local size 2𝑝𝑧.

6. Transpose data to 𝑦-aligned pencils, unpack 2𝑁𝑥𝑁𝑦 boundary val

ues, and reconstruct the internal solution fields.

7. Perform the reciprocate inverse transforms and transpose operation 
as in step 3.

8. Perform the reciprocate inverse transforms as in step 2.

In the previous steps, 𝑁𝑥∕𝑦∕𝑧 is again the local grid size for each 
MPI rank in each Cartesian direction, whereas 𝑝𝑧 is the number of divi

sions of the computational domain along the 𝑧-direction, which would 
correspond to 𝑝𝑧 = 4 in Fig. 3. The details of the parallel tridiagonal 
algorithm, and the modifications proposed in this work for the compu

tation of its internal coefficients, are explained in Sections 2.2.4. Clearly, 
the amount of data transferred among MPI tasks is substantially reduced 
[21]. The tridiagonal system of equations found in the right-side of Fig. 3
have a size of 2𝑝𝑧, where 𝑝𝑧 is the number of partitions of the computa

tional domain along the z-direction. Therefore, the parallel tridiagonal 
solver should be efficient as long as 2𝑝𝑧 ≪ 𝑁𝑧, where 𝑁𝑧 is the total 
number of grid points in the 𝑧-direction.

Interestingly, in the parallel tridiagonal solver, increasing the num

ber of lateral divisions (𝑝𝑦) favors strong scalability: When 𝑝𝑦 is in

creased, the size of the boundaries (per MPI task) is reduced as 2𝑛𝑥𝑛𝑦∕𝑝𝑦. 
Therefore, doubling 𝑝𝑦 halves the data communicated per task, leading 
to excellent scalability. In contrast, increasing the number of vertical 
partitions (𝑝𝑧) does not reduce the MPI workload, and thus it is un

favorable for scalability. This is particularly relevant for 1D slab con

figurations where 𝑝𝑦 = 1 and 𝑝𝑧 is the total of GPUs. Still, 1D slab 
configurations are optimal when 𝑝𝑧 ≪𝑁𝑧.

2.2.4. Parallel tridiagonal algorithm

Numerous approaches may be considered to parallelize the Thomas 
algorithm to solve a tridiagonal system (see, e.g., the survey in [21]). 
Here we adopt the method proposed by [19], which uses cyclic reduc

tion, combined with a Thomas algorithm for a reduced system. We have 
illustrated the approach in Fig. 3, and summarize it below.

First, the distributed tridiagonal systems of this form (cf. eq. (12))

𝑎𝑘 𝜙𝑘−1 + 𝑏𝑘 𝜙𝑘 + 𝑐𝑘 𝜙𝑘+1 = 𝑑𝑘, (13)

are locally reduced to a problem where inner unknowns within the com

putational subdomain are only a function of the values at its top and 
bottom boundary:

𝑎′
𝑘
𝜙0 +𝜙𝑘 + 𝑐′𝑘 𝜙𝑚−1 = 𝑑

′
𝑘, (14)

using a cyclic reduction step. The original set of coefficients and right

hand-side (𝑎, 𝑏, 𝑐, 𝑑) are then reduced to the (𝑎′, 𝑐′, 𝑑′), where the main 
diagonal is normalized to have unit weight. Algorithm 1 describes this 
approach for completeness, and more details can be found in [19,21,36].

Second, the sets of values (𝑎′, 𝑐′, 𝑑′) at the boundaries of every do

main 𝑘 = {0,𝑚 − 1} can be grouped and transposed in a collective 
operation (recall Fig. 3). Then, the standard Thomas algorithm solves 
the reduced systems of tridiagonal equations for the boundary values 
of all subdomains. Finally, the boundary data for 𝜙𝑖,𝑗,𝑘 can be globally 
transposed, and the values of 𝜙𝑖,𝑗,𝑘 in the interior of every sub-domain 
can be reconstructed using eq. (14).

Algorithm 1 Cyclic reduction step of the parallel tridiagonal algorithm 
[19,21], where d corresponds to the right-hand-side of the system (see 
Eq. (12)).

1: Step 1: Initialization

2: Input: a,b,c,d

3: a0 ← a0∕b0 ; c0 ← c0∕b0 ; d0 ← d0∕b0
4: a1 ← a1∕b1 ; c1 ← c1∕b1 ; d1 ← d1∕b1
5: for i=2,...,m-1 do

6: 𝑟← 1∕(b𝑖 − a𝑖c𝑖−1)
7: d𝑖 ← 𝑟(d𝑖 − a𝑖d𝑖−1)
8: c𝑖 ← 𝑟c𝑖
9: a𝑖 ← −𝑟a𝑖a𝑖−1

10: end for

11: for i=m-3,...,1 do

12: d𝑖 ← d𝑖 − c𝑖d𝑖+1
13: a𝑖 ← a𝑖 − c𝑖a𝑖+1
14: c𝑖 ← −c𝑖c𝑖+1
15: end for

16: 𝑟← 1∕(1 − a1c0)
17: d0 ← 𝑟(d0 − c0d1)
18: a0 ← 𝑟a0
19: c0 ← −𝑟c0c1
20: b = 1

21:

22: Step 2: Solve reduced system of equations for boundary values

23:

24: Step 3: Reconstruct the solution in-place

25: Input: a,c,d,x0,x𝑚−1
26: d0 ← x0
27: d𝑚−1 ← x𝑚−1
28: for i=1,...,m-2 do

29: d𝑖 ← d𝑖 − a𝑖x0 − c𝑖x𝑚−1
30: end for

A few important notes should be considered to secure parallel per

formance at scale when combining the pressure Poisson equation with 
𝑧-implicit diffusion. While the same computational approach may be 
taken for solving both cases, the straightforward implementation of Al

gorithm 1 would be far from optimal in both cases. Note that: (1) the 
reduced tridiagonal system for the Poisson equation is time-invariant 
(eq. (4)), with a problem that changes for each (𝑖, 𝑗) index, yet (2) the 
𝑧-implicit matrix is constant for each (𝑖, 𝑗) index, but time-dependent 
(eq. (11)). Hence, a key optimization for the Poisson equation is to 
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perform the transpose operations associated with the reduced system co

efficients (𝑎′, 𝑏′, 𝑐′) only once as an initialization step (recall the penulti

mate step in Fig. 2), as only 𝑑′ varies with the right-hand-side of eq. (4). 
Regarding implicit 𝑧 diffusion, (𝑎′, 𝑏′, 𝑐′) are time-dependent, but iden

tical for all (𝑖, 𝑗) indexes mapped to different GPU threads to solve the 
equations along 𝑧. Thus, rather than communicating (𝑎′, 𝑏′, 𝑐′) through 
MPI operations, it is much faster to have each GPU computing the global 
(𝑎′, 𝑏′, 𝑐′) coefficients corresponding to all MPI tasks aligned in the z

direction, and locally copy the values pertaining to its own subdomain. 
This is done on the GPUs with unnoticeable computational overhead, 
and effectively avoids expensive MPI communication operations.

Accordingly, to efficiently handle implicit 𝑧 diffusion, Algorithm 1
was re-derived in a flavor that splits the solution into an initialization 
with pre-computed coefficients and a runtime step. This approach is pre

sented in Algorithm 2. A major advantage of this approach is that only 
the array 𝑑′ is modified in-place at runtime. This marks a large con

trast to Algorithm 1, which requires thread-private arrays (or memory 
buffers) to track intermediate changes in the arrays (𝑎′, 𝑐′). This change 
is particularly relevant when solving for implicit 1D diffusion, since only 
1D arrays with precomputed (𝑎′, 𝑏′, 𝑐′) coefficients can handle the solu

tion process.

From a mathematical perspective, the new algorithm is derived by 
analyzing the cyclic reduction process, and carefully tracking which ref

erences to the (𝑎′, 𝑏′, 𝑐′) arrays can be replaced by either their input or 
output values. After making this distinction, it becomes evident that the 
reduction process for the array 𝑑′ does not depend on intermediate val

ues for (𝑎′, 𝑏′, 𝑐′) being over-written. Therefore, it is natural to split the 
process into initialization and runtime stages. Moreover, it is important 
to highlight that only the initial values of (𝑎′, 𝑐′) are used. In the DNS 
solver, the variables (𝑎′, 𝑐′) always correspond to 1D vectors, even for 
Poisson or Helmholtz solvers. As a result, storing the initial values of 
(𝑎, 𝑐) creates a negligible performance overhead.

2.3. Implementation

As previously noted, the approaches we have presented are imple

mented in the open-source code CaNS [16,17]. CaNS is written in Mod

ern Fortran, and since its version 2.0 offloads data and computation to 
GPUs using OpenACC. At the fine-grained parallelization level of the 
TDMA implementations, each 𝑖, 𝑗 index is assigned to a thread, which 
serially performs operations along the third domain direction. The CPU 
implementation uses the 2DECOMP&FFT library [37] to perform trans

poses. Conversely, the multi-GPU implementation uses the cuDecomp 
library for pencil-distributed calculations at scale that feature trans

poses and halo exchanges [18] is used in CaNS. The main advantage 
of cuDecomp is its runtime autotuning capabilities, which allows to con

fidently select a well-performing combination of 2D processor grid and 
communication backend (with several low-level implementations of the 
transposing algorithm in CUDA-aware MPI, NCCL, or NVSHMEM). cuD

ecomp’s flexibility allowed for a very straightforward implementation of 
the communication operations that can be visualized in Fig. 2. Indeed, 
the all-to-all operations needed to communicate the boundary values for 
each sub-group of slices along the z-direction could be replaced by the 
existing transpose operations available in the cuDecomp or 2DECOMP 
libraries.

The distributed-memory implementation of CaNS, using cuDecomp 
and cuFFT, allowed for very efficient calculations at scale on NVIDIA

based systems. However, in the present work we decided to benchmark 
our approach on the supercomputers Leonardo (NVIDIA-based) and 
LUMI (AMD-based). We summarize our implementation approach for 
the latter, which we plan to incorporate in the CaNS public repository 
in the near future.

Regarding the verification of the implementation, CaNS has been 
extensively validated in the past [16,17]. Therefore, the correctness 
of the current implementation can be trivially verified, since only the 
parallel tridiagonal solvers have been touched. An explicit comparison 

Algorithm 2 Alternative flavor of the cyclic reduction method proposed 
in this work, with a separation between initialization and runtime oper

ations. The variables (A,B,C) correspond to the original coefficients of 
the tridiagonal equations, whereas (a,b,c) are the modified coefficients 
after cyclic reduction.

1: Step 1: Initialization

2: Input: A,B,C,a,b,c

3: a1 ←𝐴1
4: b1 ← B1
5: for i=2,...,m-1 do

6: b𝑖 ← B𝑖 −𝐴𝑖 𝐶𝑖−1∕b𝑖−1
7: a𝑖 ← −𝐴𝑖 a𝑖−1∕b𝑖−1
8: end for

9: c𝑚−1 ← 𝐶𝑚−1
10: c𝑚−2 ← 𝐶𝑚−2
11: for i=m-3,...,1 do

12: a𝑖 ← a𝑖 −𝐶𝑖 a𝑖+1∕b𝑖+1
13: c𝑖 ← −𝐶𝑖 c𝑖+1∕b𝑖+1
14: end for

15: a0 ←𝐴0
16: b0 ← B0 −𝐶0 a1∕B1
17: c0 ← −𝐶0 c1∕B1

⊳ Note: To avoid GPU divisions in Steps 2 and 4, optimized implementations 
can store 1∕b instead of b.

18:

19: Step 2: Runtime reduction

20: Input: A,B,C,a,b,c,d

21: for i=2,...,m-1 do

22: d𝑖 ← d𝑖 −𝐴𝑖 d𝑖−1∕b𝑖−1
23: end for

24: for i=m-3,...,0 do

25: d𝑖 ← d𝑖 −𝐶𝑖 d𝑖+1∕b𝑖+1
26: end for

27:

28: Step 3: Solve reduced system of equations for boundary values

29:

30: Step 4: Reconstruct the solution in-place

31: Input: a,b,c,d,x0,x𝑚−1
32: d0 ← x0
33: d𝑚−1 ← x𝑚−1
34: for i=1,...,m-2 do

35: d𝑖 ← (d𝑖 − a𝑖x0 − c𝑖x𝑚−1)∕b𝑖
36: end for

with respect to the output of the full-transpose method is accurate up 
to machine precision for the modified subroutines, which verifies the 
correctness of the implementation.

2.3.1. Many-GPU implementation on LUMI

On LUMI, the Cray Fortran compiler is readily compatible with Ope

nACC, and GPU-aware MPI is supported to perform data transfer among 
GPU devices (or GCDs). However, since LUMI has AMD cards, some 
work was required to port the transpose and halo exchange algorithms 
for LUMI. One approach would be to adjust cuDecomp such that the 
NVIDIA-specific features of the library are masked out of the build work

flow. In the present work, we took a different route and developed a 
cross-platform communication library based on Fortran and OpenACC 
named diezDecomp. Its source code is available on GitHub under an MIT 
license [38]. This implementation uses OpenACC and GPU-aware MPI to 
perform transpose and halo exchange operations. During transpose oper

ations, diezDecomp has been optimized to pack and unpack data related 
to different MPI ranks simultaneously (in parallel GPU threads), and 
it supports conversions between different indexing orders (e.g., 𝑥∕𝑦∕𝑧
to 𝑦∕𝑥∕𝑧). As further verification, the performance of the diezDecomp 
library was tested in the Leonardo supercomputer, achieving nearly 
identical running times as the cuDecomp library.

Finally, it is important to highlight that the current distributed Pois

son/Helmholtz solver is able to work with various types of FFT libraries, 
such as cuFFT [39], hipFFT [40], or even in-house FFT implementations. 
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Fig. 4. Strong scalability chart for a wall-bounded flow with grid size 
(
𝑁𝑥 × 𝑁𝑦 × 𝑁𝑧

)
= (7168 × 7168 × 1594), which roughly corresponds to a friction Reynolds 

number of 𝑅𝑒𝜏 ≈ 5 000. The variable 𝑝𝑧 corresponds to the number of divisions along the 𝑧 direction for the pencil decomposition scheme. The abbreviation ``FTM'' 
refers to the original DNS solver, which was based on the full-transpose method. All simulations were performed in the Leonardo and LUMI supercomputers. Please 
note that P-TDMA method with 1D slabs (filled black triangles) cannot be run with 1 024 GPUs/GCDs, due to an insufficient number of grid points in the 𝑧-direction: 
𝑁𝑧∕𝑝𝑧 < 2.

In this context, our porting effort uses the hipFFT library for simulations 
in AMD GPUs using the bindings provided by the hipFort project [41], 
whereas cuFFT is enabled for NVIDIA GPUs via the CUDA toolkit [6]. 
Since both FFT libraries have similar APIs, our implementation uses CPP 
macros to switch between libraries depending on the target platform.

3. Results

3.1. Strong and weak scalability

We consider a large-scale turbulent plane channel flow setup, which 
exercises all important steps presented in this paper, including 𝑧-implicit 
diffusion. Fig. 4 presents a strong scalability test for a 𝑁𝑥 × 𝑁𝑦 × 𝑁𝑧 =
7168 × 7168 × 1594 grid, containing approximately 80 billion 
grids points. This corresponds to a channel with a domain size of 
𝐿𝑥 × 𝐿𝑦 × 𝐿𝑧 = 12.8 × 6.4 × 2, with a friction Reynolds number 
𝑅𝑒𝜏 ≈ 5 000 [42]. Note that, in many GPU-resident workloads, a strong 
scaling test likely shows performance deterioration, as the occupancy 
of each GPU is being lowered [18]. The tests were performed on the 
Leonardo and LUMI supercomputers, which again, feature NVIDIA A100 
and AMD MI250X GPU cards, respectively. In the figure, we compare 
the full transpose method (FTM) to the approach with the parallelized 
tridiagonal matrix algorithm (P-TDMA), for both 1D (slab) decomposi

tions (as in Fig. 2 without decomposing along 𝑥, and in Fig. 3 without 
decomposing along 𝑦) and for 2D pencil decomposition schemes with 
different levels of process decomposition along 𝑧: 𝑝𝑧 = 2 and 128. The 
number of partitions along the 𝑦-direction (𝑝𝑦) are set from the total 
number of GPUs: 𝑛𝑔 = 𝑝𝑦 × 𝑝𝑧. These configurations are intended to 
show how the solver scales in the two limits where the 2D pencil de

composition has either the least number of partitions along 𝑧, or very 
high values. Clearly, the P-TDMA algorithm is far more efficient than 
FTM when 2D pencil decompositions are considered. This is explained 
by Figs. 2 and 3, because the P-TDMA algorithm transposes a signifi

cantly smaller amount of data than the FTM method. Focusing on the 
performance of the Poisson solver (bottom panels of Fig. 4), there is a 
consistent 1.5× improvement in wall-clock time per step. While strong 

scaling deterioration is expected, it is interesting to note that some of the 
curves show reasonably mild deviations from the ideal scaling curve.

The P-TDMA method shows great efficiency for 𝑝𝑧 = 2, and almost 
matches the best-performing 1D slab configurations in the FTM case. 
This is expected, as the P-TDMA method only transfers data along one 
small boundary in the 𝑧-direction when 𝑝𝑧 = 2, with a computational 
cost roughly similar to a halo exchange.

Let us now consider the difference between the wall-clock time of the 
Poisson solver and the full time steps. The most important difference 
here is the solution of three separate systems of 1D implicit diffusion 
equations in the wall-clock time of the full time step. Therefore, config

urations that transfer more data when solving for 1D implicit diffusion 
tend to have worse performance, such as the FTM approach with a 2D 
pencil decomposition.

The wall-time per steps for the Poisson solver with 1 024 GPUs/GCDs 
converge to a similar value for both the best FTM configurations and the 
P-TDMA cases with 2D pencil decompositions, since their performance 
is dominated by the transpose operations in the 𝑥-𝑦 directions. Interest

ingly, one can notice a major performance gain for the P-TDMA when 
𝑝𝑧 = 128 on LUMI, which corresponds to a special case where 50% of 
the required data after the 𝑥-𝑦 transpose is already present in the GPU, 
requiring only a local copy.

In the case of the P-TDMA algorithm with 1D slabs, it can be ob

served in Fig. 4 that the running times remain nearly constant when the 
number of GPUs/GCDs increases from 256 to 512. This is due to the P

TDMA method having boundaries with a fixed size of (𝑁𝑥 ×𝑁𝑧×2), and 
thus, the data transferred per GPU/GCD remains equal as the number of 
processes is increased. Despite this, the P-TDMA method with 1D slabs 
still outperforms the FTM approach, when the number of grid points 
along the z-direction is very large for every 1D slab. This is illustrated 
in Fig. 5, where a strong scalability benchmark is presented for 1D slabs 
for 𝑅𝑒𝜏 ≈ 2500 and a grid size of 𝑁𝑥 × 𝑁𝑦 × 𝑁𝑧 = 3200 × 3456 × 900. 
In this benchmark, the P-TDMA method outperforms the FTM approach 
with 32 GPUs/GCDs, yet its performance decreases as the number of 
processes grows. For cases at lower Reynolds numbers, the performance 
improvements can be expected to grow in favor of the P-TDMA method, 
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Fig. 5. Strong scalability chart for a wall-bounded flow with grid size 
(
𝑁𝑥 × 𝑁𝑦 × 𝑁𝑧

)
= (3200 × 3456 × 900), which roughly corresponds to a friction Reynolds 

number of 𝑅𝑒𝜏 ≈ 2,500. All runs correspond to 1D slab configurations, as in Fig. 2 without decomposing along 𝑥, and in Fig. 3 without decomposing along 𝑦.

Fig. 6. Weak scalability analysis for DNS cases with a fixed grid size 
(
𝑁𝑥 × 𝑁𝑦 × 𝑁𝑧

)
= (3456 × 3072 × 30) per GPU device. For the P-TDMA method, the pencil 

decomposition scheme only considers one partition along the y-direction (𝑝𝑦 = 1), and a number of z-partitions (𝑝𝑧) equal to the number of GPUs. The FTM approach 
considers the 1D slab configuration as in Fig. 2 without decomposing along 𝑥.

since the number of grid points per GPU along 𝑧 increases for the 1D 
slabs.

The results from the weak scaling tests are shown in Fig. 6. Weak 
scaling is the most important scaling indicator in large-scale GPU

resident DNS, as optimal resource usage requires maximizing GPU occu

pancy, which is kept fixed in these tests. We fixed the local domain sizes 
to about 318.5 million grid points per GPU, by considering a grid with 
3456 × 3072 × 30 points per GPU, which saturates the GPUs (GCDs) on 
Leonardo (LUMI). For the P-TDMA method, the number of partitions 𝑝𝑧
along the z-direction is equal to the number of GPUs/GCDs, since this 
corresponds to the most challenging scenario for the weak scaling anal

ysis; for FTM, we use the optimal configuration for 1D slabs. Clearly, 
the performance of the P-TDMA approach is superior, not only being 
approximately 2× faster in wall-clock time per step, but also in terms 
of weak scaling. An 8-fold increase in the GPUs/GCDs used results in 

a 3% (13%) performance degradation on Leonardo (LUMI), while the 
full transpose method shows a major weak scaling loss of 35% (52%) on 
Leonardo (LUMI). This shows that, indeed, the proposed improvements 
are important for efficient wall turbulence simulations at scale.

3.2. Breakdown of parallel performance

Let us now understand in more detail the results presented in the 
previous sections. Fig. 7, compares the workload distribution of the cur

rent approach and the previous algorithm based on the full-transpose 
method. The DNS cases chosen for comparison are simulations with 
1 024 GPUs/GCDs, shown in the strong scalability chart (Fig. 4). Con

sistently with the previous observations, the performance differences in 
the supercomputers we have tested show similar trends overall. The 2D 
pencil decomposition considered for comparison is (𝑝𝑦 × 𝑝𝑧) = (512, 2), 
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Fig. 7. Comparison between the GPU timer profiles for the DNS solver with the P-TDMA and FTM methods on Leonardo and LUMI. For each profiled operation, the 
left bars correspond to the average wall-time per step (mean), while the right bars are the aggregated results considering the best elapsed times per operation (min). 
The data was extracted from the DNS runs with 1 024 GPUs (Leonardo) or GCDs (LUMI), which are presented in the strong scalability chart (Fig. 4) for a fixed grid 
size 

(
𝑁𝑥 × 𝑁𝑦 × 𝑁𝑧

)
= (7168 × 7168 × 1594). For the DNS solver with P-TDMA, the data further corresponds to the case with 

(
𝑝𝑦 × 𝑝𝑧

)
= (512 × 2) partitions 

along the 𝑦 and 𝑧 directions, which has the fastest running times in the strong scalability chart. Both GPU timer profiles correspond to the averaged results for a 
single RK3 sub-step within the DNS solvers. Please note that the 𝑦 ↔ 𝑧 transposes for the P-TDMA algorithm transfer much less data, and thus their impact on the 
plotted budgets is minor.

which has the lowest running times overall for the P-TDMA algorithm. 
Not surprisingly, the P-TDMA approach is much faster than the full

transpose algorithm while solving for the pressure-Poisson equation. 
However, the P-TDMA algorithm is slower when solving for 1D implicit 
diffusion alongside each velocity component (𝑢, 𝑣,𝑤). This is also ex

pected, as again, the FTM uses an initial 𝑧-aligned decomposition, where 
the full tridiagonal problems are local to each MPI task. Both algorithms 
show similar overhead associated with halo exchanges, which is also ex

pected.

3.2.1. Average timings

When inspecting the contributions to the mean total wall-time per 
step in Fig. 7, it becomes clear that all-to-all operations are the main per

formance bottleneck of the full-transpose method, whereas the P-TDMA 
approach is far less communication-intensive. Interestingly, the Poisson 
solver with the P-TDMA algorithm spends 81.7% (89.6%) of the time 
on Leonardo (LUMI) performing local transposes along the 𝑥-𝑦 plane, 
which are required between the Fourier-based transforms described in 
Section 2.2. The all-to-all operations associated with the parallel tridiag

onal solver only require 0.2% (0.6%) of the computing time in Leonardo 
(LUMI), as this collective operation only communicates boundary val

ues for each MPI task (recall the penultimate step in Fig. 2). Note that, 
while the time spent performing 𝑥 → 𝑦 transposes can be (partially) re

duced by minimizing the 𝑝𝑦 divisions along the 𝑦-direction (e.g., 𝑝𝑦 = 2), 
the overall performance degrades in Fig. 4 when the number of verti

cal partitions 𝑝𝑧 is increased for this case. This trend is valid for both 
the FTM approach and the P-TDMA methods, since the cost of perform

ing 𝑦-𝑧 transposes increases as 𝑝𝑧 grows. Therefore, a careful trade-off 

must be considered. Moreover, the optimal DNS domain decomposi

tion is not only problem-dependent but also hardware-dependent, which 
makes runtime tuning of the computational setup very relevant [18].

Finally, in Fig. 7, it can be noticed that the P-TDMA approach also 
performs 𝑥 → 𝑦 transposes when solving for implicit 1D diffusion, with 
a small but noticeable communication footprint. This is not strictly nec

essary, since cyclic reduction can be directly performed using the initial 
𝑥-aligned pencils (Fig. 3, left), and then a direct 𝑥 → 𝑧 transpose could 
be used to obtain 𝑧-aligned pencils [15]. This direct transpose is less triv

ial to implement and is not featured in cuDecomp or 2DECOMP&FFT. Yet, 
since the diezDecomp communication library supports 𝑥 → 𝑧 transposes 
for any desired 2D decomposition, we tested the performance gains of 
this direct transpose. The results of this additional benchmark are shown 
in Appendix B for LUMI. While the computational overhead of the ad

ditional 𝑥 → 𝑦 transpose is small for the cases shown in Fig. 7 with the 
decomposition (𝑝𝑦 × 𝑝𝑧) = (512 × 2), we identified that other pencil 
decompositions suffered from higher performance losses. For instance, 
the benchmark shows that the DNS case with (𝑝𝑦 × 𝑝𝑧) = (8 × 128)
is about 55% faster during the calculation of 𝑧-implicit diffusion when 
using direct 𝑥 → 𝑧 transposes. This results in savings of about 18% in 
the total wall-clock time per step.

3.2.2. Best elapsed times per operation

To better explain the differences between systems, we included in 
Fig. 7 the aggregated best elapsed times per operation (right bars). Re

markably, the total running times for the FTM (P-TDMA) method are 
decreased by about 28% (37%) for LUMI, and by 8% (9%) for Leonardo. 
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It appears that the average wall-clock time per step on LUMI is signifi

cantly suboptimal compared to that on Leonardo.

Significant performance differences between these machines for all

to-all collective operations have been reported in De Sensi et al. [11], 
where Leonardo outperformed LUMI by almost 50% in goodput bench

marks at scale. We argue that the analysis considering the best elapsed 
times per operation resembles a goodput benchmark better, since these 
results contain the smallest levels of network delays possible. Interest

ingly, when inspecting the aggregated best elapsed times (min) in Fig. 7, 
it can be noticed that LUMI is only 31% (45%) slower than Leonardo for 
the total running times of the FTM (P-TDMA) method, consistently with 
the trends in De Sensi et al. [11]. We verified that this trend is robust 
across other cases (not shown).

4. Conclusions

We have presented a numerical approach for GPU-based massively

parallel DNS of turbulent wall flows with one inhomogeneous direction. 
Using the CaNS solver as base, we extended it with a parallel tridiago

nal algorithm for solving the pressure Poisson equation, and to handle 
implicit integration of the wall-normal diffusion term. To achieve this, 
we adopted a recently-proposed approach for solving distributed tridi

agonal systems [19,21], and implemented it in a pencil-decomposed 
framework. Allowing for two-dimensional decompositions is key, as 
slab-decomposed approaches are bound to breakdown for DNS at suffi

ciently high Reynolds number.

Carefully handling 𝑧-implicit diffusion was key to secure the im

proved parallel performance at scale. To this end, we have proposed 
a re-worked flavor of the original parallel cyclic reduction -- TDMA 
approach presented in László et al. [19]. We have shown that, by re

working the algorithm into a pre-processing and runtime step, one can 
easily solve the three linear systems per time iteration associated with 
this implicit discretization.

We have tested the different approaches at scale, using up to 1 024
GPUs/GCDs on the supercomputers Leonardo and LUMI. The results of 
the scalability tests reveal that the new distributed Poisson solver shows 
compelling performance gains for 2D pencil decompositions, being ap

proximately twice faster in the LUMI and Leonardo supercomputers than 
the original CaNS version based on the full-transpose approach using 
1 024 GPUs/GCDs. A detailed analysis of the GPU timer profiles reveals 
that the performance improvements are largely due to the reduced size 
of the global all-to-all transpose operations among MPI tasks. The scal

ability of the DNS solver was also tested in large-scale simulations of 
wall-bounded flows, benchmarking the performance of entire physical 
time steps. At scale, the new approach was found to be approximately 
1.5× faster in the LUMI and Leonardo supercomputers with a 2D pencil 
decomposition of 

(
𝑝𝑦 × 𝑝𝑧

)
= (512 × 2) while completing entire phys

ical time steps. The observed performance differences between the two 
machines were understood by inspecting the best recorded times per al

gorithm step, showing that LUMI runs experienced higher latency than 
Leonardo. In general, we find that minimizing the number of 𝑝𝑧 par

titions in 2D pencil decompositions reduces the running times for the 
DNS solver with either the full-transpose method or the parallel tridi

agonal algorithm. This is attributed to the reduced cost of performing 
transposes in the 𝑦-𝑧 directions. Additionally, we highlight that the DNS 
solver, coupled with the parallel tridiagonal algorithm, can be config

ured to work with 2D pencil decompositions achieving identical run

ning times as the most optimized 1D slab configurations available for 
medium-scale systems.

Regarding implementation, while the underlying numerical solver 
works on Leonardo out-of-the-box, some work was required to success

fully run it on LUMI. As a by-product of the present effort, a cross

platform communication library diezDecomp was developed for halo 
exchanges and any-to-any transpose operations between MPI ranks with 
mismatched local problem sizes. While we could have achieved the same 

by modifying cuDecomp, we found some advantages in having a simpler 
library in Modern Fortran as an alternative with fewer dependencies.

Overall, this approach will enable DNS of turbulent wall flows at un

precedented scales, helping to bridge the gap between current setups 
that can be studied using first-principles simulations, and important ap

plications in environmental and engineering systems.
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Appendix A. GPU implementation of Fourier-based transform

While a real-to-complex Fourier transform of a signal 𝐱 with 𝑛 num

bers has 𝑛∕2 + 1 complex numbers, the imaginary parts of the first and 
last elements (for even 𝑛) are zero. Let us consider the output of the 
real-to-complex Fourier transform of

x =
[
𝑥0 𝑥1 … 𝑥𝑛−1

]
, (A.1)

given by

𝒙̃ =
[
𝑥̃𝑟0 𝑥̃

𝑖
0 𝑥̃

𝑟
1 𝑥̃

𝑖
1 … 𝑥̃𝑟⌊𝑛∕2+1⌋ 𝑥̃𝑖⌊𝑛∕2+1⌋

]
; (A.2)

𝒙̃ has ⌊𝑛∕2 + 1⌋ elements, with ⌊⌋ denoting the integer floor operation. 
Since each complex number is represented by two real ones, 𝒙̃ is rep

resented by (2 ⌊𝑛∕2 + 1⌋) real numbers, with 𝑥̃𝑖0 = 0, and 𝑥̃𝑖⌊𝑛∕2+1⌋ = 0
for even 𝑛. Hence, the real-to-complex transform can be uniquely rep

resented by a set of 𝑛 numbers. This property is explored in several FFT 
packages (e.g., FFTPACK, and the half-complex format of FFTW used 
in the CaNS code for CPU-based runs). Unfortunately, popular GPU

based FFT libraries like cuFFT, hipFFT, or MKL do not support this format 
[39,40,43].

Representing the output of the real-to-complex transforms in arrays 
of size 𝑛 is desirable, as it allows us to handle the output of a real

to-complex transform in the same manner as a real-to-real transform, 
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Fig. B.8. Comparison between the standard P-TDMA approach and the optimized version using direct 𝑥 → 𝑧 transpose operations for implicit 1D diffusion (subplot 
a) using 8 × 128 GCDs and a grid size of 

(
𝑁𝑥 × 𝑁𝑦 × 𝑁𝑧

)
= (7168 × 7168 × 1594). The subplot (b) corresponds to a strong scalability test for the entire DNS 

solver using the same grid size, but a different number of GCDs in the LUMI supercomputer.

greatly simplifying the implementation of different transform types in 
the Poisson solver. Hence, since the first GPU version of the CaNS code 
[17], 𝒙̃ is packed in the following format:

𝒙̃
′ =

⎧⎪⎪⎨⎪⎪⎩

𝑥̃𝑟0 𝑥̃𝑖0
… 𝑥̃𝑟⌊𝑛∕2+1⌋ 𝑥̃𝑖⌊𝑛∕2+1⌋ if 𝑛 is even,

𝑥̃𝑟0 𝑥̃𝑖0
… 𝑥̃𝑟⌊𝑛∕2+1⌋ 𝑥̃𝑖⌊𝑛∕2+1⌋ if 𝑛 is odd.

(A.3)

It is easily seen that both cases have 𝑛 real elements. This opera

tion has (1) time complexity, while re-arranging the signal such as 
[𝑥̃𝑟0, … , 𝑥̃𝑖1, … ], would have (𝑛) complexity. With this cheaper re

arrangement of the arrays, the Fourier eigenvalues 𝜆𝑖 and 𝜆𝑗 in eq. (12)

must be consistently re-ordered to comply with this format. This is an 
inexpensive operation that is performed during the initialization of the 
Poisson/Helmholtz solver.

Finally, the reciprocate unpacking operations are done for perform

ing the inverse complex-to-real transform to have an input array with ⌊𝑛∕2+1⌋ elements, resulting in an output signal with 𝑛-elements in the 
correct order.

Appendix B. Performance gains from direct 𝒙 → 𝒛 transposes 
with implicit 1D diffusion

When the GPU profiling results from Fig. 7 are analyzed, it can 
be noticed that the implicit 1D diffusion solver performs two consec

utive transposes in the 𝑥-𝑦 and 𝑦-𝑧 directions, which will be denoted as 
𝑥 → 𝑦 → 𝑧 in this section. This is suboptimal. Ideally, the cyclic re

duction process should be performed using the original 𝑥-aligned pencils 
for the velocity components 𝑢∕𝑣∕𝑤, and then direct 𝑥 → 𝑧 transposes 
should be used before solving the reduced systems of tridiagonal equa

tions.

To better understand the benefits of performing a direct 𝑥 → 𝑧
transpose instead of two consecutive transposes, we used the diezDe

comp library created for the LUMI porting effort. The implementation 
intersects the 𝑥∕𝑦∕𝑧 bounds of different MPI tasks, with no strong re

strictions, and thus it is trivial to implement any variant of 𝑥 → 𝑧
transpose. This allowed for an implementation of this more complex 
communication operation with minimal changes in the DNS code.

While avoiding 𝑥 → 𝑦 → 𝑧 transposes has a small impact in the 
GPU profiling results shown in Fig. 7, we identified other DNS cases 

where the impact of this transpose sequence was much higher. For in

stance, the DNS cases with (𝑝𝑦 × 𝑝𝑧) = (8 × 128) have a much higher 
MPI workload for the parallel tridiagonal solver (due to the reduced 
size of 𝑝𝑦), and thus they benefit more from removing 𝑥 → 𝑦 → 𝑧
transposes. In Fig. B.8, the results of the scalability tests using 𝑥 → 𝑧
transposes are presented for a 2D pencil decomposition with 𝑝𝑧 = 128
vertical partitions. The configuration 𝑝𝑧 = 128 was chosen, since its par

allel tridiagonal solver works with larger arrays and the unnecessary 
𝑥 → 𝑦 transposes have a significant impact in the results previously 
shown in Fig. 4. In the subplot (a), it can be seen that the running times 
for the implicit 1D diffusion solver are 55% slower when successive 𝑥-𝑦

and 𝑦-𝑧 transposes are used. The scalability chart at the right reveals 
that the system with 𝑥 → 𝑧 transposes is more efficient in large-scale 
simulations, reducing the running times of the entire DNS solver by 18% 
for the P-TDMA algorithm with 1 024 GCDs.

Data availability

Data will be made available on request.
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