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Preface

This work seeks to resolve an outstanding problem in the use of reinforcement-learning methods for
the simulation of economically-rational agents. We discuss the problem of non-stationarity, and how
this subsequently limits market simulation capabilities. After explicating and isolating the source of the
problem for a day-ahead electricity market, we demonstrate the application of methods which resolve
this problem in simple test-cases, and prove conditions under which similar methods will work in gen-
eral. Subsequently, we illustrate how these techniques can be used to solve a restricted market-design
problem, in the process introducing a framework for discussing adversarial market-design for electricity
markets in general. It is hoped that, insofar as they provide a new feedback-loop for market-design,
these results will facilitate the design of more complex electricity-markets suitable for the energy tran-
sition.

This work was conducted under the overall supervision of Professors Laurens de Vries and Jochen
Cremer of T.U. Delft, in addition to the daily supervision of PhD Candidate Viktor Zobernig of the Austrian
Institute of Technology. The author expresses his gratitude to these supervisors, as well as to his friends
and family, whose support enabled the completion of this work.

Charles Renshaw-Whitman
Delft, August 2023
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Introduction and Literature Review

1.1. Introduction: Market Design and Reinforcement Learning for

the Energy Transition

The design of electricity markets is both increasingly important and increasingly complex as the world
undertakes the transition to a low-emissions power system. Increasing penetration of intermittent re-
newables ensures that secondary markets in, i.a., inertia, balancing, and capacity, play an ever more
important role in generators’ portfolios. From a societal perspective, more complex markets impose a
greater difficulty on market designers wishing to ensure the system’s soundness against exploitative
bidding strategies - and thus entail a risk that generators will abuse their market power at consumers’
expense.

Complex physical constraints and multiple coupled markets make difficult the application of tradi-
tional optimization methods for determining the Nash equilibrium bidding strategies [1]. Recent work
has applied techniques from single-agent [2] and multi-agent [3][4] reinforcement learning (RL) to ad-
dress this increase in complexity.

Despite this increased interest in RL techniques, the application to market simulation (and in turn
to market design) imposes new constraints on the algorithms used to simulate bidder behavior. In this
work, we seek to address the problem of non-stationarity - the effective change in environment faced by
an agent due to other agents’ learning new strategies - for multi-agent reinforcement learning (MARL)
algorithms in the context of electricity markets. This done, we go on to show how MARL methods permit
the adversarial design of electricity markets, selecting an approximately optimal market-design from a
pre-specified family of designs.

In this work, we examine different reinforcement learning methods in an attempt to determine when
they are capable of realistically simulating strategic behavior, and subsequently examine the impact
of such capabilities on market design. We analyze three RL algorithms: Tabular Q-learning, Deep
Deterministic Policy Gradient (DDPG), and its multi-agent counterpart, Multi-agent Deep Deterministic
Policy Gradient (MADDPG). We prove results about when value-learning methods will correctly sim-
ulate strategic behavior in multi-agent scenarios. Following this, we introduce the related concept of
adversarial market-design, a novel procedure to design electricity markets which mitigate the negative
effects of strategic behavior and maximize social welfare.

1.1.1. Problem and Research Contribution
Reinforcement Learning methods show much promise; having been developed on the basis of the
same theory of rational agency as modern economics, they are a natural method for simulating agents’
behavior in complex market situations. However, present methods struggle to obtain convergence to
proper Nash-equilibria due to mis-application of the algorithms used, adding a further source of difficulty
to the use of already notoriously finicky DeepRL methods.

The core research question of the present work might be summarized "under what conditions can
MARL methods be productively used to simulate rational agents’ behaviour for the purposes of
electricity-market design?”
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This work ultimately seeks to contribute to the field of electricity market design on two fronts. First,
we offer a methodological contribution, indicating a principled way to select MARL algorithms in order to
simulate economic agents’ strategic behavior, and explicate the conditions under which convergence
can be expected. Second, we develop new methods to design markets which explicitly rely on the
aforementioned convergence proofs. This new tool offers a perspective combining ideas from mech-
anism design with those of DRL, in the hopes that it will aid computational market designers in more
effectively ensuring socially beneficial market outcomes.

1.1.2. Plan of the Work

The plan of the work proceeds as follows: in this Chapter 1 we have offered an introduction to the
problems with which we are concerned, which will be followed subsequently by a literature review
highlighting different fields from which the present work draws. The succeeding two sections will offer
an overview of game theory and reinforcement learning, resp., sufficient to acquaint the reader with
the appropriate terminology and the notation used in this work. In the latter section, we also offer a
few remarks on reinforcement learning algorithms, as well as the connection between reinforcement-
learning and economic theory.

Chapter 2 focuses on theoretical methods used to attack the problem of non-stationarity. Section 2.1
opens by discussing the problem of non-stationarity in reference to independent-learning algorithms,
also providing some examples which illustrate the problem in a traditional co-operative setting. Section
2.2 introduces the TD-error and the optimality-deficit, two keys we will use to test for convergence to true
Nash equilibria. Section 2.3 provides proofs for when certain Q-learning algorithms will be guaranteed
to converge to true Nash-equilibria (i.e. to bypass non-stationarity). Finally, Section 2.4 introduces the
concept of "Adversarial Market Design”, a new technique for designing certain types of markets which
utilizes our earlier convergence results.

Chapter 3 outlines the form of the experiments which we will perform in order to examine the non-
stationarity phenomenon in different environments and show how its solution makes possible new
market-design techniques. We run three sets of experiments; the first, in a strictly discrete environ-
ment, is discussed in 3.1; the second, in an analogous environment where the bid-space is continuous
is outlined in 3.3; this section is preceded by a brief discussion of the DeepRL algorithms we will use,
DDPG and MADDPG, in Section 3.2. The third experiment set, specified in 3.4, is aimed at testing the
concept of adversarial market design in a simple, illustrative case.

Chapter 4 showcases the results of each of the above experiment classes. For each experiment,
two examples are shown, followed by a figure summarizing the relevant data.

Chapter 5 discusses the results of the aforementioned experiments, separately, and then compar-
atively. After a recapitulation of the work and its contribution to the existing literature, we close with a
discussion of the applicability and limitations of the methods employed, suggesting directions for future
work accordingly.

As this work focuses in part on RL methodology, there will be occasion to employ some mathematics
which may at first blush appear somewhat intimidating; a typical example is an expectation with respect
to some distributions which require multiple symbols to specify. While this is necessary for precision,
we also wish to illustrate the fundamental economics at issue as much as possible - accordingly we
have made every effort to ensure that a reader uninterested in disentangling mathematical formulations
can comfortably follow the work at the conceptual level.

1.2. Literature Review

Here we present a brief summary of related research which informs the perspective of the present
work. We first discuss the problems faced by electricity-market designers with a focus on research in
coupled markets and trends related to the energy transition. Subsequently, we offer a broad overview
of some notable applications of MARL methods in solving game-theoretic problems, and contrast these
with other methods of computational game-theory. Finally, we discuss some recent applications of RL
(single- and multi-agent) in the field of electricity market-design.

1.2.1. Energy Transition and Electricity Markets
The classic pedagogic text on electricity markets is [5]. [6] offers an overview of the field, discussing
the key issues and the criteria by which success is to be judged - namely, the ability to "[provide] reli-
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able electricity at least cost to consumers”. In addition to these traditional economic aspects, market
designers must increasingly design for an energy system making heavy use of renewables; an ex-
cellent discussion of the economic aspects of intermittent renewable energy sources is offered by [7].
Many of the key insights and difficulties of electricity market-design relate to the interaction between
the short-term power- and ancillary- markets and the longer-term impact on generation capacity; an
explication of the relevant considerations is offered in [8] in the context of forward markets. It is note-
worthy that much of the work in this area is reasoned about conceptually, as opposed to mathematically.
This seems, in part, a result of the fact that, while phenomena such as e.g., risk aversion, political un-
certainty with respect to permitting, effects of short-term markets on long-term investment etc. can
be handled mathematically, this may be done only at the cost of introducing complex models which
themselves entail many assumptions. Ideally, mathematical frameworks like that of mechanism design
would complement and synergize with the intuitions of economists and policymakers.

1.2.2. MARL Methods in Game Theory and Alternative Approaches

One of the core perspectives from which this work draws is that of game theory. In particular, one un-
derstanding of MARL methods is as a general solution technique for games. One class of algorithms
with which MARL methods bear comparison is direct-optimization models, which seek to explicitly for-
mulate and solve the mathematical conditions governing optimal agent-behavior; an introduction to
such equilibrium solution methods in electricity-market contexts is offered in [9]. Broadly speaking, RL
methods may be thought of as very general approximate optimization algorithms - typically, bespoke
optimization algorithms perform better than RL within a limited domain, and fail entirely when certain
assumptions are not met (e.g., convexity of a reward function); by contrast, RL algorithms suffer from
a variety of reliability issues, and do not always have practical guarantees of achieving the true opti-
mal solution, but can be readily employed in complex domains where "good-enough” solutions can be
highly valuable.

Game-theory provides an effective framework for discussing problems in MARL - when agents do
not share a common reward function, the language of games offers a useful way to understand the
incentives facing an agent. A general discussion of the relationship between MARL and game-theory
can be found in [10] - the joint-policy-correlation-matrices introduced by the authors’ offers a different
perspective on very similar issues to those which we discuss here, focusing on the performance of
independent-learners trained in different experiments. A broad overview of classical MARL methods
is offered in [11], and a more specific treatment of the non-stationarity problem with which we are con-
cerned here is offered in [12]. These works introduce many techniques which have been used to coax
MARL agents into solving games to Nash-equilibria; the most principled being the use of other-agent-
modelling, which inevitably leads to violating the assumption of hypothesis-realizability underlying RL
(though, as discussed below, frameworks like Infra-Bayesian probability have been set out to counter-
act this issue).

As game- and decision-theorists’ models work by making assumptions about agents’ behavior, one
of the great problems of multi-agent theory is how to model agents reacting to other agents - exotic
problems in this domain include the "Open-source prisoner’s dilemma” (in which agents are possibly
identical Als with access to each others’ source-code, and must choose to co-operate accordingly), as
well as Newcomb’s problem (in which a superintelligent oracle places $1 in the first of two boxes, and
$1000 in the second if and only if it predicts the agent will take only the second box, otherwise leaving
the second box empty) [13]. As noted above, one approach is to model agents as having models
of other agents (having models of other agents having ... ad infinitum); such an approach has been
combined with modern DRL methods in [14]. This necessarily entails that an agent model something
at least as complicated as itself - an impossibility known as "hypothesis nonrealizability”. A fascinating,
if inscrutable, alternative is that of Infra-Bayesian decision-theory [15], which explicitly understands
both agents and opponents as physical subsets of the environment, and also provides an extensive
mathematical framework for decision-making in non-realizable hypothesis spaces. Given the diversity
of the work in this direction, we attempt in this work to deal as much as possible with situations in which
agents need not directly respond to one another, in order to highlight the core aspects of the problem.

Recent high-profile applications of MARL methods to game-theoretic problems include [16], in which
is introduced the MADDPG algorithm which plays an important role in the present work, as well as
[17], which combines DeepRL with game-theoretic methods to solve the imperfect-information game
of Stratego.
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Ultimately, just as economists use game theory to model economic agents as approximately rational,
MARL methods in some sense generalize this to offer an account of how rational agents can learn about
a multi-agent environment well enough to play effectively. This entails two possible use-cases: MARL
methods can be used to simulate the learning procedure of actual actors facing an uncertain strategic
environment (this is a relatively rare approach, but see [18] for a relevant discussion, albeit only with
mostly implicit connections to RL). Alternatively, they may be used to generate possible (approximate)
equilibrium strategies in environments which are too complex to "solve” with the tools of game theory;
it is the latter use-case with which we principally concern ourselves in this work.

1.2.3. RL In Electricity Market Design
Within the field of electricity market-design, the most common use of RL and MARL methods is for
the simulation of economic agents’ strategic behavior - a common use-case is to build a model of
some portion of an electricity market and then allow RL agents to operate one or more of the market-
participants, with the aim of determining how vulnerable the market is to strategic behavior.

An overview of the state of RL methods in electricity markets is presented in [19]; the authors discuss
a number of single- and multi-agent algorithms for doing RL-based analysis of electricity markets.

More directly antecedent to the present work, [1] compare the performance of bi-level optimization
algorithms with a DeepRL DDPG agent. A comparison of various bidding strategies, DDPG, and MAD-
DPG is performed in [20], which finds MADDPG to well-approximate the exact solution of a given MPEC,
while generally learning more efficiently than DDPG. [4] presents a case study utilizing MARL methods
to identify cases in which agents are able to exercise market power thus informing the design of a
balancing-market - notably, in this case, the authors augment the state-space of learning agents with
past market-clearing data - which data per se, by the Markov assumption, cannot be decision-relevant
for these agents; instead, this augmentation artificially enlarges the state-space, implicitly permitting
adaptation to other agents’ changing policies (c.f. the theorems proved in Section 2.3 of the present
work). While these authors verify their algorithm reproduces the Bertrand solution, an explanation for
how or when such artificial augmentations work would be valuable in designing RL setups for similar
applications. Finally, [3] provides an analysis of the performance of the DDPG algorithm in a market in
which the analytical-solution is known, highlighting, i.a., the issue of non-stationarity which we discuss
in the present work.

1.3. Game Theory and Nash Equilibria

One of the most fruitful methods of economic analysis is the theory of games. Game theory describes
the strategies of rationally-acting agents seeking to maximize a "utility-function”, potentially in conflict
with other agents seeking to do the same. The application of game theory to economics will be central
to this thesis, as rational agents are also the natural comparison point for any trained agents. In this
section, we introduce some of the core principles and some of our notation.

For the purposes of this thesis, we discuss the action of energy-producers within an energy-market
as rational actors seeking to maximize their profit; here, the modeling assumption of rationality is justi-
fied by an appeal to coherence theorems and money-pump arguments, such as [21], to the effect that
a failure of rationality (to oversimplify, a failure to act as if an agent was a Bayesian expected-utility
maximizer) would amount to behavior which could be exploited to take arbitrary amounts of utility from
the agent. This work will not discuss the ways in which this model fails to accurately model reality,
even as these are of prime importance in energy-market design, primarily because their mathematical
modelling is a complicated and delicate matter which would take us too far afield.

We model a (single-stage, deterministic, simultaneous, perfect-information) game G as a set of
agents A'...A", to each of which is available a set of actions A*; we denote the Cartesian product of
all actions A = ®Y | A‘. Each agent has a utility function U’ : A — R - a function which, for any joint
action, assigns the agent’s valuation of such an outcome.

A joint action a* € A is said to be an equilibrium if no agent can increase its expected utility by a

unilateral deviation:
Vie{l,..,N},Va' e A,
Ui(a—i*’ai) < Ui(a_i*,ai*)

(1.1)

(where the "—i” is a compact way of representing all actions other than that of agent 7).
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In general, not all games have such an equilibrium if we require an agent to choose a specific action
in advance (a "pure strategy”) - they may instead choose a probability distribution over possible actions,
known as a "mixed-strategy”. In cases where agents employ a mixed strategy, the equilibrium is known
as a "Nash equilibrium”. It is a well-known theorem [22] that all games of the type we consider here
have at least one mixed-strategy Nash equilibrium.

A mixed strategy for an agent i is a probability distribution over possible actions ¢ € AA* (AS
denoting the set of probability distributions over elements of a set .S). The criterion for a set of mixed
strategies o* (note that throughout this work, unindexed quantities refer to the Cartesian product of the
relevant quantity over all agents, unless otherwise noted) to be a Nash equilibrium is, similar to the
above,

Vie {1,..,N},Vo' € AA, 1o
E[Ui(afi*’ai)lafi* ~ O’ii*,ai ~ O_i] S E[Ui(aii*,ai*)laii* ~ O’ii*,ai* ~ O_i*] ( ' )
(E denotes the expectation value, while the tilde may be read as "distributed according to”) This is the
natural extension of the concept of a Nash Equilibrium as above to the case of probabilistic policies.

Finally, in some games, agents have access to hidden information which may inform their actions.
In this case, it is necessary to introduce the concept of a Bayes-Nash equilibrium. In this generalization,
each agent i is in possession of some hidden information §° € ©¢, distributed - we will assume indepen-
dently - according to a publicly-known distribution p(6?); the agents’ utility functions U? and strategies
o' are then permitted to be functions of this hidden information as well. In this case, a Bayes-Nash
equilibrium is defined as a family of strategies o' : ©¢ — A A’ [22]

Vie{l,..,N},Vo': 0" = AA,
E[Ui(a_i*,ai|9i)|a_i* ~ U_i*(e_i*), 9—1’ ~ p—i7 ai ~ O_i(ei)7 61 ~ pi] (1 3)
SE[U’Z(a—L*,ab*|9L)|a—L* ~ O_—i*(@—i), 9—1', ~ p—i7 ai,* ~ O_i*(ei)7 eb ~ pz]

These are the criteria by which we shall evaluate our reinforcement learning agents - these equilibria
are the strategies to which a MARL training process should converge.

1.4. Reinforcement Learning

Reinforcement Learning (RL) is a paradigm for machine learning; in contrast to the other major divi-
sions of machine learning, supervised or unsupervised learning, reinforcement learning focuses not
on statistical prediction based on data, but instead on the maximization of a "reward function”. The
mathematical framework for understanding RL is that of Markov Decision Processes (MDPs); the most
basic type of MDP is defined by four main objects: S, the set of all possible states of the environment,
A the set of actions available, r : S x A — R, the reward function (the quantity to be optimized) and
T:8 x A — AS, the transition function, which details the probability of arriving at a particular new
state given the prior state and an action taken. To these is often appended a time-limit 7' (such that
at most T" actions may be taken consecutively) and a discount-factor 0 < v < 1, representing the rate
at which rewards obtained at later times are discounted compared to those at earlier times (i.e., the
reward at time ¢ is discounted by a multiplicative factor v*). We refer to ordered lists of state-action pairs
(so, a0, 51,01, ...S7,ar) as "trajectories” (often denoted by the letter 7). Sometimes agents do not know
the true state of the environment s;, but instead must infer it based on observations o; which contain
incomplete information about the full state; unless otherwise noted, we will generally elide states and
observations of states, as the distinction is usually clear from context.

The core of the RL problem is to find a (possibly probabilistic) "policy” 7 : S — A.A which maximizes
the expected cumulative reward R[r],

t=T
R[’IT] =E Z’VtT(St, At)‘At ~ W(St), St+1 ~ T(St+1|5t, At),t Z 0 (1 4)

t=0

(for simplicity, we consider the initial state Sy = s to be fixed). Following (the first edition of) [23], we use
capital letters to indicate random variables, and lower-case letters to indicate a particular instantiation
of the corresponding random variable.
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As this notation is quite cumbersome, it is customary to suppress the distributions from which the
random variables are drawn, instead indicating that trajectories = are drawn according to the policy ;
for a quantity X, E[X (7)|r ~ «] or E;[X]. In order to briefly distinguish it from the reward at a particular
timestep, R[] is typically called the "return”. The policy should choose actions which, in expectation,
yield trajectories along which the most possible reward is gathered. When the policy is chosen from a
family of policies dictated by some parameters 6, the corresponding policy is denoted 7y, in which case
the return may be considered a function R[6].

Some algorithms, such as the eponymous REINFORCE [24], directly optimize this policy by esti-
mating V,R[6] and using this quantity to perform gradient descent. Such techniques are known as
"policy learning”. Alternatively, many algorithms seek to learn a value function which approximates
the return, and to subsequently optimize the policy with respect to this - which algorithms are called
“value-learning”. There are two common value functions, the "state-value function” V;"(s) and the "state-
action-value function” Q7 (s, a). The definitions of these are as follows:

t=T

Vi(s)=E lz Vo (Sy, AT ~ 7, S) = 31
t=to

t=T (1.5)

Qi (s,a) =E [Z Vir(Se, Ayt ~ 7,8 = s, A = a

t=to

Thus Q7 (s,a) may be interpreted as "the expected return of taking action a while in state s at a time ¢,
and operating according to the policy = thereafter”, and analogously for V,".

The functions given above are typically not found by directly computation (not least because this
requires the evaluation of |S|‘A|t trajectories), but are instead estimated on the basis of their values
over a small family of sampled trajectories. The selection of these trajectories requires balancing the
desire to consider only a limited set of "promising” trajectories ("exploitation” according to the possibly
inaccurate value function) with the need to calibrate the value function over a wide family of trajectories
("exploration”). This is commonly referred to as the "explore-exploit” tradeoff. In general, this means
that, in sampling trajectories, there is cause to, some fraction of the time, take an action distinct from that
which the policy "guesses” is optimal. The particular techniques used in this work will be discussed in
the corresponding sections. [23] discusses a wide variety of exploration techniques, with more created
regularly.

1.4.1. RL Algorithms
Now that we have covered the framework and notation, a brief discussion of the relevant algorithms
is appropriate. More information can be found in [23]. The goal of reinforcement learning is to find
policies = which are optimal in that the maximize the expected return R[x]. While some approaches,
such as "dynamic programming”, do essentially consider all possible policies and simply select the
optimal one, these are of limited utility, as the number of possible policies scales double-exponentially
|S|I4I°. Instead, the traditional focus of reinforcement learning has been to find methods which achieve
as much return as possible, even if these policies do not resemble the optimal policy. For RL to be
practically useful, the problem must have a structure which is learnable, often due to simplicity or
modularity of a given time-step - schematically, things like mechanical-systems control, which have
frequent and informative feedback, are much more amenable to RL than something like guessing the
password to a safe (in which RL cannot perform better than brute force).

Here we will discuss only the algorithms used in this work, in hopes of illustrating the reason for
their selection.

Tabular Q-Learning
We begin with "tabular Q-learning”, among the simplest value-learning algorithms. Tabular Q-learning
can be used when the state and action spaces are discrete and finite; that is, one can readily write
down a (possibly very large) table indexed along the columns by states, and along the rows by actions.
Tabular Q-learning simply records the expected Q-value for each of these table-entries based on its
experiences (here we do not consider the importance of the time-variable for clarity’s sake).

As an example, let us consider a market with two "states” - cases of "High” and "Low” demand; a
single monopolist agent is allowed to bid either 10 or 20 Mega Watts of capacity, at either 10 or 50
USD/MWh (a total of four actions). Perhaps at some point in time, the firm has the following Q-table:
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S="LOW” s=nHighn

a="10MW at 10USD / MWh” | 30 30
a="20MW at 10USD / MWh” | 40 70
a="10MW at 50USD / MWh” | 5 100
a="20MW at 50USD / MWh” | 10 250

Table 1.1: Example Q-table prior to update - quantity to be updated bolded

Note that these entries need not be correct at any particular moment in time - they are learned
gradually. To illustrate the update-rul, supposing the agent sees a state of "High” demand, and in turn
determines to bid 20MW at 50USD/MWh, it sees a profit of, say 400. This would cause an update of
the form

s="Low” s="High”

a="10MW at 10USD / MWh” | 30 30
a="20MW at 10USD / MWh” | 40 70
a="10MW at 50USD / MWh” | 5 100
a="20MW at 50USD / MWh” | 10 350

Table 1.2: Example Q-table after soft update - updated quantity bolded

Note now that the entry is not overwritten by the new observation, but instead is shifted in that
direction - in general, rewards might not always be the same for every state-action pair, while we want
to keep track only of the average reward for a given pair.

After an agent has collected data through some form of exploration, the Q-table determines their
policy: for any state, play the action which, for that state, yields the maximum reward.

Continuous Case

Why then is it necessary to use something like neural networks or deep learning, if tabular Q-learning,
for sufficiently large tables, can handle the problem adequately? First, this tabular approach doesn’t
take advantage of any patterns which exist in the environment: a tabular approach would treat states
like "Extremely Low Demand” and "Very Low Demand” as distinctly as it would either of those and
"Extremely High Demand” - each simply has their own set of table entries. Second, as the number of
table-entries increases, so too must the number of samples, in order to converge to the correct value in
each case. Third, if the environment is truly continuous (e.g., if the values "demand” can take may lie
anywhere within some interval), discrete approximations may introduce much error, and improve only
at great computational expense. Thus, the switch from tables like Q, to functions Q(s,a). Typically
these functions are parameterized by a family of parameters 6 (in our case, these will be neural network
weights.

Finally, typical applications of RL to economic problems and market design are focused on deter-
mining the incentives of actors within the market - it isn’t generally relevant that the RL agent does
relatively well, but instead the desideratum is the extent to which it learns game-theoretic equilibrium
behavior when other methods of their calculation fail. Because this is most likely to happen in more
complex environments, possibly consisting of multiple interconnected markets or multiple interrelated
timesteps, tabular methods become inefficient and impractical; thus, neural networks are the go-to so-
lution for discovering complex behavior - not necessarily only in the continuous case. We leave off
discussion of these neural-network methods for Section 3.2, that we may discuss them in the context
of the non-stationarity problem.

1.4.2. The Connection Between Economics and RL

What relevance has Reinforcement Learning to economics as a whole, let alone to the design of elec-
tricity markets? As noted previously, economics is, at least in part, the theory of so-called "rational
actors”, whose rationality is defined, with reference to, e.g., the von-Neumann-Morgenstern axioms
[21], as the maximization of some expected-utility function. While this model is generally regarded
only as an approximation to the behavior of individuals with potentially conflicting preferences or other
irrationalities, the relation to firm-behavior is, if imperfect, much more direct - the nominal purpose of
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a for-profit firm is the maximization of profit. Thus the firm may be modeled as an agent attempting to
maximize expected profits in the face of uncertainty.

Regarding market-design more specifically, there are two principle reasons to speak of RL methods.
The firstis practical: if market-design is to be regarded as some sort of game between agents, this game
must at some point be solved; while traditional optimization solvers (e.g., EPEC models [9]) provide
exact answers for a limited class of models, as the complexity of the game increases, possibly violating
the assumptions of solvers based on, say, convexity, such direct solution becomes intractable. On
the other hand RL algorithms are readily adapted to any environment in which there is a well-defined
reward function. While RL will not, in general, determine the optimal solution in finite time, it can often
readily arrive at reasonable strategies (and thus, hopefully, approximate the actual behavior of firms
with sufficient fidelity to draw conclusions about the suitability of a particular market rule).

The second reason is theoretical: firms in reality exhibit behavior which would be irrational were
their objective solely the maximization of expected profit; instead, considerations such as risk-aversion
[25], and managerial short-termism can be considered rational only with respect to utility functions
more complex than the strict expected-profit; RL methods extend to such models merely by changing
the reward-function appropriately. Further, in games with multiple equilibrium solutions, actors must
eventually co-ordinate to arrive at one particular solution, a process known in economic theory as
"tatonnement” [26] - modeling agents as reinforcement-learners provides an account of how, subject to
appropriate assumptions, rational agents should learn.

The extent to which learning provides a realistic model of behavior in out-of-equilibrium games is
discussed in [18] (though with respect to individuals rather than firms). The celebrated Sonneschein-
Mantel-Debreu theorem [26] demonstrates that markets composed of rational actors need not, in gen-
eral, converge to a unique and stable equilibrium via the tdtonnement; the non-stationarity problem is
in many regards analogous to the failure of tdtonnement, except for occurring between learning agents
taking multiple actions over time. In this sense, our work with respect to non-stationarity will be an at-
tempt to eliminate all these tatonnement-failure-analogues which are due solely to the learning process
and not the underlying game structure.



Theoretical Developments

This chapter discusses the theoretical background for understanding the non-stationarity problem. Sec-
tion 2.1 introduces non-stationarity in the context of independent-learning. Section 2.2 introduces read-
ers to the TD-error and develops the optimality-deficit, and discusses how these two measurements will
be used to evaluate simulations of firm behavior. Section 2.3 proves conditions under which centralized-
algorithms like MADDPG will converge, in the process illustrating why decentralized-algorithms cannot,
in general, converge to correct behavior. Finally section 2.4 introduces the idea of "adversarial market-
design”, contextualizing its niche within the literature, and relating it to the other parts of the present
work.

2.1. Non-Stationarity and the Failure of Independent Learning

2.11. Independent Learning

Traditional RL assumes that the environment within which an agent operates is Markovian - that is, that
state-transition and reward probabilities, P(S;+1, R:|S:, A;) are independent of time [27]. Independent
learning (IL) refers to any MARL scheme in which agents are trained using single-agent RL techniques,
taking the behavior of other agents to be implicit in the environment. That is, though the state-transitions
or rewards may depend on all agents’ actions, an IL agent will learn as though its action alone deter-
mined these probabilities. In the case where only one agent is learning (others remaining fixed), the
Markovian assumption holds, as the other agents’ actions may be understood as part of a stochastic
environment. On the other hand, when multiple agents are learning simultaneously, the Markovian
assumption is, in general, violated. This in turn means that standard guarantees of convergence no
longer apply.

Recent work in this vein has focused on applications to cooperative RL, in which agents learn sep-
arately but share an overall reward function. In this case, techniques such as decomposition networks
[28], coordination graphs [29], and optimality-gap formulations [30] have been used.

By contrast, when agents do not share a reward-function (i.e., in mixed-sum environments), the
problem ceases to be one of credit-assignment; in such cases, algorithms such as fictitious play [31],
along with techniques like leagues [32] have been used. The algorithm we focus on here, MADDPG,
has been used successfully in general MARL environments [16] and in electricity market behavior in
particular [20]. At the end of Chapter 2, we discuss general criteria for value-learning convergence.

The problem of non-stationarity in MARL ultimately entails a failure of agents to converge to a Nash-
equilibrium, in which case they cannot be used to meaningfully infer the properties of electricity markets
with respect to strategic behavior.

2.1.2. Examples
Following [33], consider the co-operative simple matrix game described by the utilities:
] (2.1)
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(element U;; corresponds to agent 1 taking action i while agent 2 plays action j). Now, if both agents
begin by exploring randomly and independently, each outcome will occur with probability 1/9. E.g.,
agent 1 learns that action 3 has value Q*(3) = (0+6 + 7)/9 = 13/9. Thus, each agent’s learned (after
training to convergence) Q-values will be 10/9, 11/9 and 13/9 for actions 1, 2, and 3, respectively. Thus
supposing the agents implement a greedy policy after training, they will both choose action 3, receiving
7 reward rather than the optimal 10.

This example illustrates the phenomenon of relative overgeneralization for co-operative games. Fig-
ure 2.1, reproduced from [33], illustrates the same problem graphically for a different co-operative game.
in such cases where there is a shared reward function, there exist a number of techniques which facil-
itate co-operative learning, as discussed above. These techniques, however, do not readily apply in
the case of mixed-sum games such as the economic dispatch problem.

rewardy(i,j)

Figure 2.1: Payoff-function for a cooperative game which illustrates the relative overgeneralization pathology. The capital
letters "M” and "N” represent joint actions, while the 75, and < illustrate the surface along which an agent estimates the
average reward for its taking the corresponding action. While M is the optimal action, the agents estimate that i 5 is better than
17, and thus play suboptimally. Reproduced from Figure 1 of [33].

The reason this phenomenon is relevant is that many RL algorithms such as tabular Q-learning and
DDPG mistakenly conflate the average reward of an action with the reward of a particular joint action.

2.2. Convergence Criteria and Definition of the Optimality-Deficit

2.2.1. TD-Error and the Optimality-Deficit

We wish to study when RL algorithms converge to an equilibrium solution to the economic dispatch
problem; thus we must define some notion which measures the distance of an agent’s policy from
equilibrium. This section defines such a notion which will be used throughout our experiments, which
we call the “optimality-deficit”, along with the well-known TD-error; each fulfills a distinct function.

For simplicity, we will begin by discussing the illustrative, simplified case in which the environment
itself has no state, and all actions are selected from a discrete set of actions (the same for all agents).
We will restrict ourselves also to the case where there are only two bidding agents.

Let us call the policies played by each agent 7! and =2, respectively (here, interpreted as vectors
describing probability distributions over the discrete action-space). Then the expected return of agent
1 is given by the simple matrix-vector multiplication

abTyin? (2.2)
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With U* the utility matrix of player i (whose elements, U?
1 performs action m and their counterpart action n.

The Nash equilibrium condition asserts that each player is playing a best-response to the other. For
agent 1, this takes the form

are the profit obtained by agent i when agent

7! € argmax_, b7 (U 7?) (2.3)

(The brackets emphasize that fixing the counterparty’s policy entails an effective single-player utility).
The Nash-equilibrium condition corresponds to requiring that this condition attains simultaneously for
all bidders.

While it is not necessarily easy to calculate Nash equilibria, it is simple enough to verify whether a
given set of policies constitutes an equilibrium (at least in this discrete case). A best-response is one in
which the reward is the equal to the reward obtained by playing the deterministic policy which always
plays the maximum value of (the vector) U’/ (this strategy may not itself be the equilibrium, as it would
not necessarily satisfy the criterion for the remaining agent).

Thus, we can quantify how far a given policy is from a Nash-equilibrium based on it’s loss of potential
profits:

No= || U || oo — 7T U (2.4)
Here ||- || denotes the infinity-norm of a vector (equal to the value of the vector’s maximum entry). Intu-
itively, this deficit is the profit which agent i fails to obtain by fact of playing suboptimally, assuming the
behavior of the opponents are fixed. This A’ we call agent i’s "optimality-deficit’. When the optimality-
deficit of every agent is zero, the outcome played is a Nash-equilibrium (as every agent is playing a
best-response given their opponents’ strategies). The appropriate generalization to mixed-strategies
simply entails taking expectation-values appropriately.

Having developed a criterion by which to gauge whether a true equilibrium has been reached, we
now wish to define a measure that describes when a training procedure has converged (not necessarily
to a correct equilibrium). A commonly used measure, the TD-error, felicitously fulfills this function. The
TD-error is equal to the difference between the agent’s expected reward and its actual reward. When
these two are approximately equal for every state-action pair, the value-function has converged; in
the following section, we consider stateless environments, where the policy is the argmax of the value
function. Under our simplifying assumptions the formula for the TD-error §, at time ¢ is:

0y = Q(ag) — 1y (2.5)

where a, is the action taken at time ¢, r, the reward received, and Q(a;) the agent’s predicted reward.
Note that this definition applies only to a single, independent learner - it does not admit introducing
the effects of other agents’ actions. Intuitively, when the TD-error has gone to zero for all agents over
all actions (or at least over all actions which are played), the agent is no longer 'surprised’, and will
continue to act as it thinks best according to its @-function. Note also that a zero TD-error will only
necessarily correspond to an unchanging final policy in some circumstances; commonly an argmax
policy is used in value-learning 7 (s) = argmax,Q(s,a) - in which case a zero TD-error does indeed
entail a static policy.

2.2.2. Formulation of the Optimality-Deficit for General MDPs
For reference, we formulate the above-defined optimality-deficit without the simplifying assumptions of
statelessness, observability, discrete action space, or having only two agents. Here we let 7} denote
the observation-action history of agent i at time ¢, as opposed to a full trajectory.

The Bellman-equation defining the optimal state-value function is

Vi(r)) = maxE [R'(S;, A7 a) + 9V (744)] (2.6)

As noted before, all capital letters are understood to be random variables over which expectations are
taken (albeit with 7 being inferred from context in the absence of an easily identifiable capital). As much
as possible, we will suppress distributions which are obvious from context. Likewise, the observations
of other agents are suppressed for notational simplicity, but must also be integrated over.

The expected profit of an agent obeying strategy =* is similarly

V) — B Ri(ShAt—i’Ai)+’Yv7ri’i(7.ti+1)|7ri:| (2.7)
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Different generalizations of the optimality-deficit can be obtained by choosing whether the agent
subsequently obeys some original policy or its optimal policy. As we do not, in general, have access
to the optimal policy or value function, the version for which we will have the most use is the deficit
with respect to an agent subsequently playing its original policy; this corresponds to the expected profit
suboptimality in a single timestep.

N(r}) = Q™ (r,a™) — V™ i(r)) (2.8)

In the upcoming section, we will have occasion to refer to the case in which agents bid for a single
clearing of a market, and in which each has hidden information about its generation capacity and
marginal costs; for this case, the idea is the same but for taking the expectation over the counterparties’
policies (once again specializing to a single-timestep environment):

(o) = max {E[R'(St, A" a)|A™ ~ 77 (O]} —E [R(St, A", ADNA™" ~ 77407 "), A" ~ 7' (0")]
(2.9)

Intuitively, the deficit represents the expected loss in profit - compared to what it would achieve play-
ing optimally - of an agent with generation parameters 7/, supposing that its opponents bid according
to fixed policies, with their own hidden generation parameters drawn from some known distribution.

And of course, if one considers the case not for one timestep, but for the overall optimality-deficit of
a policy, one finds a natural multi-agent generalization of the concept of "regret” from traditional learning
theory.

One important feature of the discrete environment is the ability to directly compute the optimality-
deficit: fixing the agent whose optimality-deficit we wish to calculate, the remaining agents may be as-
sumed (once exploration has been disabled) to play a greedy policy which always selects their guessed-
optimal action - thus, the given agent’s optimal action may be obtained by brute-force search, requiring
only | A?| (the number of actions available to the agent under consideration) market clearings.

2.2.3. The Optimality-Deficit in the Continuous Case

In comparison to the tabular case, calculating the optimality-deficit in continuous spaces can be quite
difficult. In particular, one must calculate, for each possible hidden-state, the expected return of an
agent’s optimal action. This entails, for each candidate for the optimal action, sampling over hidden-
states and opponents’ possibly stochastic policies - a scaling that quickly becomes intractable. In this
section, we describe one approach to approximately compute the optimality-deficit for DDPG using an
MADDPG-agent trained in parallel.

Our goal is to know, for a given agent, and fixing the other agents’ policies, the expected profit of
acting optimally. Supposing that the given agent is trained using DDPG, and thus is associated with
both a policy ‘(o) and a critic function, Q%(o’,a’). We then introduce a "supervisor” counterpart of
this agent (trained on the same rounds as the acting agents with appropriately augmented data, and
used only for deficit estimation - never acting) with associated p% (o) and Q% (0%, a’, 0~%, a~%) (the "S”
subscript denoting the supervisor). Further, as the supervisor policy is meant to determine the best-
response, it may be made more accurate by giving it access to other agents’ actions and observations,
i.e. pk(o',07% a™") (this generalization may or may not be the most sensible depending on context -
one may wish to measure deficit with respect to optimal-outcome behavior or with respect to optimal-
in-expectation behavior).

In the limit of "perfectly effective” training, we anticipate that the supervisor should yield the action
which maximizes the expected centralized Q-value; that is, pk(o') — max,:E [Q%(o,a’, 07, A7%)].
This is precisely the ‘optimal action’ we would like to use in formulating the deficit (indeed, there is no
particular need to use reinforcement-learning to find this action - other stochastic optimization methods
may be used to determine the optimal action, if desired).

Then, the approximate value of the deficit is,

X(0', pis(0), 07", a™") ~ max,i Qs(o, a'o ™" a™") = Q' (o', ' (0'), 07", a™") (2.10)

Unfortunately, the primary algorithms we discuss here, DDPG and MADDPG are on-policy algo-
rithms - that is, training the supervisor policy based on the actor’s actions will not work. where pos-
sible, instead made to analytical solutions. Future work might examine alternative extensions of the
optimality-deficit and other ways to compute it.
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2.3. Convergence Proofs

We are now in a position to discuss mathematically the manifestation of the non-stationarity problem
as a convergence to incorrect equilibria.

In what follows, we seek to prove sufficient conditions for convergence to a correct equilibrium; to
make this simpler, we consider the discrete case with only two agents; the generalization to many
agents is straightforward, while convergence theorems are impractical to prove for the continuous
case in which Q-function updates rely heavily on the complicated neural network parameterization
and specifics of the optimizer used for gradient-descent.

First we consider the centralized policy: Let Qi be a matrix whose entry i, j represents the agent’s
Q-value estimate of the reward obtained for itself and its opponent taking actions o’ and a’, respectively.
Upon the action-pair (a‘, a’) occurring, an update rule dictates that agent k updates as

Q1 = F(QF, RE6i;) (2.11)

(where §;; is the matrix which is 1 in entry 4, j and 0 in all others) For instance, the soft-update rule
has the form f(A4,B) = A(1 — 6;;) + 6;;(pA+ (1 — p))B. This is simply to say that the update rule
updates only the entry for the action-pair which is observed, which updates to a weighted average of
the estimated and observed value.

The following condition suffices to show that an update rule for @) is non-increasing: if we have for
some matrix-norm || - || that for any observation (a‘, a’)

1QF 1 — B*|I < [|QF — R|] (2.12)

then the update-rule is non-increasing and bounded above by ||Qy — R||, and bounded below by 0 -
thus the sequence converges (not necessarily to 0).

Then, requiring that, for each possible observation-pair, (a‘, a’), Qﬁruj = Rfj or that the observation-
pair occur with non-zero probability, and upon occurring, cause |Q}, , ;; — Rf;| < p|QF;; — RY;| for some
0 < p < 1. That this criterion is sufficient for convergence follows from considering any observation-pair
(a*,a’) where |Q§”ij - Rfj| = ¢; > 0 for some value ¢;. Let the stopping-time =, = ¢ denote the event
that ¢ is the first time such that ¢; < ¢;_1. By hypothesis, 7 is finite with probability one. Then let , be
the stopping-time associated with the second such decrease - conditioning on ¢t > 7; (a set which is
nonempty as 7 is finite), 7 is likewise finite, etc. Thus, for any integer N, there exists, with probability
one, a time ¢y such that (a’,a’) has been drawn N times; in each case, the mismatch |Q} ;. — R}
decreases by at least a factor of p < 1; as this is true for each pair of indices and for all V, Brouwer’s
fixed-point theorem [34] implies that the Q-estimate converges element-wise and almost-surely to the
true reward. Thus we have:

Theorem: Let QF denote agent k’s estimated Q-function as a matrix whose entries correspond to pos-
sible action pairs of all agents. Similarly, let R* be a matrix denoting the actual reward obtained, and
f(QF, Rfjéij) be an update rule which alters the QQ-estimate upon observing a reward Rfj corresponding

to the action pair i, j. Then, if there exists a matrix-norm ||-|| such that always ||Q¥, , — R*|| < ||QF —R*||,
then the error ||QF — R*|| converges to a constant c as t — cc.

Theorem Suppose the following three conditions on are met:

+ Seeing the i, j-action pair, the update rule alters only Q’s i, jth entry
» Foreach i, j there exists a p, 0 < p < 1, |Q}, , ;; — Ryl < plQF; — Ryl
* All action-pairs (a’, a’) for which QF; # RF; occur with non-zero probability

Then QF converges element-wise and almost-surely to R* as t — co.

A stateful multi-agent MDP with multiple timesteps can always be transformed into a multi-agent, state-
less, timeless MDP such as the one discussed above; each agents’ transformed action is a policy over
all partial-trajectories. Thus,

Corollary The convergence theorem stated above applies to stateful MDPs with multiple timesteps
if a nonstandard Q-function over trajectories is used.
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Let us now turn to the independent case, analogous to DDPG. In this case, the @-estimate can be
written as a vector ¢F (or as a matrix whose columns are all ¢ - one for each of the opponents’ actions).
The analogous update rule is, for an observation of the i, j action-pair,

Qf+1 = f(Qfa Rfjéi)
[qf+17 qf+1, s } = [f(Qf7R5€J52)7 f(qéca RZ(SZ)a N }

(the second-line is the matrix-representation, for more direct comparison)

It is immediately clear that the theorems above will not apply in general. The contraction property
cannot be assumed without further assumptions, and further, such an update rule necessarily entails
altering entries of the Q matrix which have nothing to do with the observation. Intuitively, provided that
the second agent’s actions effect the first’s reward, it can cause the first agent’s Q-function to oscillate
merely by consistently playing one action for a long time, and then playing a different action for a long
time, and so on.

Whether or not this mis-generalization occurs in practice thus clearly depends on the update rule
and the behavior of the other agent.

(2.13)

2.4. Adversarial Market-Design

In general, market-design is the discipline of translating objectives into market-design parameters. If
these objectives can be translated into some generalization of the "social-welfare” function from eco-
nomics, and these parameters can be quantified, it is possible to phrase the problem of market design
itself in terms of reinforcement learning.

As an example, consider the case of an oligopolistic market with known supply and demand curves;
a market-designer might take their goal to be the maximization of the social-welfare function, and aim
to set bidding rules accordingly. Note that, many market-design questions entail deciding between two
discrete alternatives (e.g., a nodal vs. a zonal pricing-scheme) in such cases, it is possible to employ
tabular methods, though this is likely not an effective method for performing such analyses.

In the language of (single-parameter) mechanism-design, a market rule consists of an outcome-rule
x(b) mapping a set of bids b to a set of good allocations, and a payment-rule p(b) mapping a set of bids
to payments exacted upon each bidder. One must further specify the bidders’ utility functions, u(b)
[35]. Each bidder values a good differently, modeled as corresponding to a vector of random values V/
(realized values are known only to their bidder). Now, for a given market, it is probably the case that
bidders’ utility functions are not subject to market-design; on the other hand, the allocation and pricing
rule likely are. The revelation principle [36] implies that for any mechanism, there exists a mechanism
such that it is a weakly dominant strategy for all agents to submit their bids as truthful reports of their
own values; such mechanisms are known as "dominant strategy incentive compatible” (DSIC).

In the case of an electricity market, then, bidders are power-producing firms while market-design
parameters might include things such as a price-cap and/or floor, or more complicated tiered price-
restrictions which set a dynamic price-cap according to demand. Meanwhile, the bids correspond to
agents’ submitted (Q, P) pairs. A market with fixed demand-function Pp(Q), according to the revelation
principle, has some clearing-rule such that truthfully reporting (Qmax, M C) is a dominant strategy for
the producing firms - this cannot be the standard merit-order clearing-rule, as this rule in general allows
agents to profit by e.g., strategically withholding capacity.

Here we introduce the concept of adversarial market-design. In this method, an "adversary” agent is
trained to select amongst the possible market-designs, while firm agents are trained to act strategically
within the selected design. Unlike the standard procedure of mechanism design, this method does
not focus on producing DSIC mechanisms, but instead on choosing the optimal mechanism when
presented with a parameterized family of possible market-designs. In adversarial market-design, we
introduce an agent whose purpose is to select the optimal market-design - i.e., that which maximizes
some social-welfare function. No longer assuming honest bids, firms are simultaneously trained to
behave strategically under this market-design. Such an approach is geared towards cases where, e.g.,
a regulator has decided to implement a particular rule, say, a price-cap, and wishes to know what value
it should be set at.

Traditional mechanism design approaches cannot solve this problem, as the mechanism guaran-
teed by the revelation-principle will, in general, not be a member of the family of parameterized market-
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designs. For example, one might determine the optimal price-cap given honest bids, only to find that
the outer mechanism necessitated by the revelation-principle cannot be implemented using a price-cap
alone.

We illustrate the difference in procedure in Figures 2.2 and 2.3. Figure 2.2 illustrates a procedure
which a market-designer might use to evaluate different market-designs via simulation - the designer
begins by selecting some number N of designs to compare; these might be, say, markets with one-
price and two-price imbalance settlement rules. Firm behavior is simulated in each case, and the results
compared by hand; of course, all steps are moderated by theoretical analysis and the designer’s good
judgement, ultimately leading to a discussion of results, and if appropriate, a recommendation as to
which design is "better”.

By contrast, adversarial market-design approaches the problem differently; instead of starting with a
discrete number of conceptual designs, the market-designer lays out a parameterized family of market-
designs - then the adversarial agent chooses amongst this family while firms simultaneously learn to
adjust their strategies in the new environment.

Theoretical

analysis
Market design - Recommendation
enumeration of N (selection from
possible designs the N designs)

Simulate design 1

Simulate design 2

Comparison of
simulation results

Simulate design N

Simulation

Figure 2.2: Schematic illustration of the traditional use of simulation in market-design; starting with N discrete candidate
designs, a market designer simulates each in order to gather information about strategic behavior, and compares the results by
hand. Using theoretical analysis to inform their judgement at each stage, the designer evaluates each of the N designs
according to some criteria, and, often, makes a recommendation as to which is "best”.
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Theoretical

analysis
Market design -
different designs Recommendation
parameterized by (optimal 9)
vector 6

Agents learn to
behave
strategically in
environment 0

Simulation in
|| market with
design specified
by 6

Adversary adjusts
0 to mitigate
strategic behavior

Simulation

Figure 2.3: Schematic illustration of the role of adversarial market-design in evaluating markets. In contrast to the traditional
case, the markets under consideration must be a parameterized family. Instead of running many simulations to evaluate the
incidence and impact of strategic behavior, the adversary agent is tasked with mitigating strategic behavior from within the
simulation-loop. The output is a selection of one particular member of the parameterized family, which hopefully optimizes the
adversary’s selected social-welfare function.



Simulation Setup and Methodology

In this chapter, we outline the three classes of experiment we shall run. Section 3.1 discusses the setup
of the market and the training procedure pertaining to the tabular experiments. Section 3.2 introduces
the DDPG and MADDPG algorithms at length. Section 3.3 discusses the relevance of analyzing an
environment with a continuous bid-space, and introduces the two cases we will examine within this
environment, additionally providing a description of the training procedure and hyperparamters. Finally,
section 3.4 explicates the the form of the experiments illustrating the use of adversarial market-design.

3.1. Tabular Day-Ahead Market

In light of the theory presented previously, we wish to investigate the circumstances under which inde-
pendent learners will converge to an incorrect bidding strategy. To this end, we simulate a simple day-
ahead market, described in detail below, with agents trained implementing simple tabular Q-learning.
The optimality-deficit is calculated, and examples are shown in which convergence occurs while agents
maintain a non-zero optimality deficit.

3.1.1. Description of the Environment

For the sake of clarity, we model a simple day-ahead electricity market. Consumer demand is taken
to be linear as a function of the electricity (in MWh) demanded. A single market-clearing is simulated
- technical operation constraints are not considered. Agent observations are given by four parameters,
each selected from a discrete list of possible candidate values: two parameters describe the demand
function (i.e. a slope and an intercept), which are visible to all agents. The remaining two parameters
describe an agent’'s maximum generation capacity (in MWh), and the marginal operating cost of their
generator (in USD / MWh) - these generation parameters are visible only to the generator’s owner (e.g.
agent 1 is not permitted to see agent 2’s marginal operating cost). Of course, this is not especially
realistic given that firms can reasonably infer such information about their opponents - the point is to
provide the grounds to illustrate the optimality-deficit in a game with hidden information.

In each round, agents select a pair of actions (a,b) corresponding to the fraction of their total gen-
eration capacity to bid, and the fraction of their marginal cost to bid - i.e., the action selection (a,b)
corresponds to a bid to sell aQ!,,, units of electricity at a price bP;,. Allowed values of a and b are
the same for all agents at all times, and are each drawn from a distinct discrete set. This set is a linear
spacing between a minimum and maximum value with a chosen number of sample points. Unless oth-
erwise noted, Qmax fractions were permitted to go from 0.5 to 1.0, while P, fractions were permitted
to range from 0.5 to 10; there 3 choices for quantity bidding, and 10 for price-bidding, resulting in 30
total pairs.

The market clears in as-bid merit-order, with a uniform clearing price set to be the minimum price at
which sufficient bids are accepted to satisfy demand at that same price level. In case of shortage, the
clearing price is the willingness-to-pay of demand for the total offered quantity. Ties are resolved in no
particular order, and the acceptance of a fraction of a bid’s quantity is permitted.

17
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3.1.2. Training Procedure

Agents were initialized with an empty Q-table. After every round, an agent learns from an observation.
This learning takes one of two forms; one in which all reward-observations are stored, and their average
value used as the estimated Q, and one in which Q was updated such that Qnew = pQolq + (1 — p)r
(with p a "learning-rate” parameter). We call the former the "average reward” scheme, and the latter
the "soft-update” scheme.

Different types of exploration were examined - e-exploration, in which agents select the action with
the highest @ value with probability 1 — ¢, and act randomly with probability e. Thus, the exploration
method discussed in the example in the previous section is e-exploration, with ¢ = 1. Alternatively,
Boltzmann exploration was also used in some experiments; in this method an action is selected as the
softmax probability distribution over all Q-values [37]. Boltzmann exploration employs a parameter 3
(the "inverse temperature”) governing the amount of exploration - 5 — oo corresponds to choosing the
guessed-optimal action with probability 1, while 5 = 0 corresponds to acting uniformly randomly.

For the sake of preventing a profusion of graphs and test-cases, in the experiments below, we
employ the soft-update rule with p = 0.99, and epsilon exploration with ¢ = 1 In the plots shown,
exploration was, unless otherwise noted, employed for half of all time-steps. Unless otherwise noted,
agents continued to learn (i.e. to update their Q-tables) after exploration was disabled.

3.2. Overview of DDPG and MADDPG

The purpose of this section is to briefly introduce the DDPG and MADDPG algorithms as approaches
to Q-learning in continuous spaces - these will be used for the experiments described subsequently.

3.2.1. DDPG

The DDPG algorithm is an algorithm for doing deep reinforcement learning that permits one to make
use of a deterministic policy - that is, an actor’s policy is associated with a function (traditionally de-
noted p rather than ) 1 : S — A, as compared to probabilistic policies which have the type signature
m:S — AA. We focus our attention on the DDPG algorithm for two principle reasons: first, the fact that
the policy is deterministic makes theoretical computations much simpler, as no distribution-sampling
is required; second, it forms the basis of the popular centralized-training decentralized-execution algo-
rithm, MADDPG, and thus provides an especially appropriate basis for comparison. It is worth noting
that deterministic policies are "universal”’ in the sense that any parameterized probabilistic policy may
be modeled as a deterministic policy over the distributions’ parameters (e.g., a policy which determinis-
tically chooses the mean and variance of a normal distribution); on the other hand, the standard version
of DDPG can only be deployed on problems with a discrete state-space and continuous action-space.

We will describe the DDPG algorithm for the case of a single-agent, as, without the modifications
introduced in MADDPG, the simplest extension to the multi-agent case is merely to instantiate an inde-
pendent DDPG learner for each agent.

The agent is represented by a policy iy : S — A, a function parameterized by parameters repre-
sented by 6. Unlike probabilistic policies, gradient-descent on deterministic policies requires modelling
a reward function (sometimes this reward model is called the “critic”, in which case the policy is known
as the "actor”, and the algorithm is said to be one amongst a class of "actor-critic” algorithms). The
simplest target to model is the Q-function discussed previously, which we associate with parameters
¢. Qs a function @Q : S x A — R. In this algorithm, gradient-descent on () seeks to minimize the
difference between the predicted  for a given state-action pair and the observed reward; the policy
is optimized to maximize this model-reward function. That is, ideally we would have:

Qi(st,ar) > E [R(Stvat) + Spee17’ R(Sw, M(St'))}

) (3.1)
po(51) = argmax, & [R(se, u(s1) + Sorzer17 R(Sw, u(S)|
Accordingly, we can consider the Bellman equations, and take the approximations:
Qg(stv ar) ~ E [R(St, at) + 'VQg(StJrh/J'(StJrl))} (3.2)

(1(s¢) =~ argmax, Q% (s, a)
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(these are approximations because changes to one function are only gradually propagated to the other)
Which in turn allows us to define the appropriate loss functions:

LP[¢l=E [(Rt + Q4 (Se1, Aeyr) — Q% (St Agﬂ

LF[A]=E [Qg(st, M@(St))l}

The subscript ¢ indicates that the function-parameters used are those corresponding to ¢, but gradi-
ents are not taken with respect to them (otherwise gradients flow in an acausal manner which gives rise
to instabilities). The quantities shown are all differentiable and may be estimated from environmental
data, thus the gradients may be estimated for gradient-descent.

(3.3)

3.2.2. MADDPG

MADDPG, introduced in [16], is an extension of the DDPG algorithm to the multi-agent case. The
core problem addressed is that independent learning does not always converge correctly. MADDPG is
different from DDPG in that the "critic” functions are permitted access to the data from the whole envi-
ronment (including data which is hidden from the agent); thus the actor, which we wish to have access
only to data available to it at execution time, is still able to learn to behave intelligently in response to
other agents’ changing policies.

The reason for giving each part of the algorithm access to different data is that we ultimately wish
the actor’s to behave without knowing any hidden information from their opponent - however, as we
have demonstrated, it is necessary to take some account of opponents’ behavior in order to achieve
an equilibrium. The compromises solution is to allow the critic function @ to act as a "computational
middleman” - that is, it is allowed access to data in training which it's agent should not actually know.
However, the policy’s gradient-step takes an expectation over this hidden information anyways - in the
ideal case, the gradient-step would be the same as in DDPG. Because all agents are learning at once,
however, the DDPG Q-function will fluctuate as agents change their policies - the MADDPG @Q-function
will assign disparate actions to different "bins” instead of lumping them together (which bins do not
depend on agents’ policies). Thus, when opponents change their policy, MADDPG must account for
this in the policy loss - however it does not need to simultaneously re-learn the Q-function.

Mathematically, each agent is defined, as before, by an actor p,: and a critic Q4 the only change

is that the Q,: now have the type signature Q,: : S x X;\Ll 07 x AJ. The appropriately altered loss
function for the Q is

i i i i —i —i ioqi =i g—iy) 2
£Q [¢2] =E {(Rt +'7Q<bi(5t+lvOt+1aAt+1aOt+1aAt+1> _Q%(StvothtvOt 7At )) } (3-4)

(It is of note that this Q-function makes use of all the agents’ observations o and the full hidden state)

Of particular interest to the cases we discuss below, when the environment is stateless, the @

function is then totally independent of all agents’ policies (because in the general case, @ depends

only on agents’ policies through the state-transition distribution). That is, for the simple day-ahead

clearing market described previously and below, the @-function has a global minimum independent of

all agents’ policies - training agents with respect to it, then, if it converges, must converge to a valid
Nash-Equilibrium. For a formal statement of the conditions and proof, see Section 2.3.

We note that the puzzle of non-stationarity is that both DDPG (subscript D) and MADDPG (subscript

M) policies, should ideally be the same; if everything converges perfectly, we have:

i, = argmax,.Qar(a’, 7)) = argmax i r(a’, 7)) 35)

74 = argmax,Qp(a') = argmax,.r(a’, 7 5") '

That is, the policies are, in theory, the same. The problem is a combination of the estimation of the

Q-functions with the exploration policies.

3.3. Extension to the Continuous Day-Ahead Market

3.3.1. Neural Network Technicalia
For the sake of transparency we note here some of the parameter values used in training. All neural
networks used in this work have two hidden layers of 300 nodes, with Layer-Norm and ReLU activations.
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The Adam optimizer was used. For exploration, the policy-generated act was added to zero-mean
Gaussian noise with standard-deviation 0.3. All acts were scaled such that 1.0 corresponded t0 Qmax
or MC. Rewards used for learning were scaled down by a factor of 1000. In all cases in this work,
exploration occurs for the first half of the run only, while learning occurs throughout. A replay buffer large
enough to store one quarter of the total episodes for learning was used (storing in FIFO order); batches
of size 128 were drawn at random from this buffer; learning updates occurred every 128 timesteps.

3.3.2. Price-Only (Bertrand), Hypercompetitive

The first set of continuous experiments consists of testing these DeepRL algorithms in a continuous
environment under Bertrand competition. The reason for this is to highlight the connection between
the tabular experiments - restricting to Bertrand competition allows the calculation of the best-response
function, and thus the optimality-deficit; this is not readily done when agents are allowed to submit both
quantity- and price-bids.

We are interested in verifying the adequate implementation of the DeepRL algorithms, and in illus-
trating the continued failure of independent learning due to non-stationarity. As in the tabular case,
we examine a simple day-ahead clearing market; for this case, we restrict ourselves to price-only bid-
ding in the hypercompetitive regime (in which each agent can unilaterally meet all demand), as this
allows comparison of agent performance to the expected analytical solution of the Bertrand market
discussed above. All agents’ marginal costs are ¢ = 40USD/MWh, while demand (in USD) is given
by Pp(Q) = 500 — 2@Q). Clearing occurs in as-bid merit-order until the price at the quantity contracted
equals the demand at that price. Negative quantities and negative prices are forbidden, though agents
are expected to learn to bid above their marginal costs rather than being hard-coded to do so. Shortage
is impossible as the Bertrand model assumes non-bindingness of capacity constraints.

We examine four cases in which agents compete only with respect to price (a la Bertrand compe-
tition): in the first, the DDPG agent is a monopolist (and so is expected to converge to the monopoly
price); this provides evidence as to whether the learners have been implemented correctly. In the sec-
ond, a DDPG agent competes with a naive marginal-cost bidder (the maximum profit is thus zero); this
should illustrate that the non-stationarity problem does not occur when the other agents are fixed. In the
third, two DDPG agents are pitted against one another in hopes of illustrating the failure to converge to
a Nash equilibrium, analogous to the discrete case. Finally these two DDPG learners are replaced with
MADDPG learners, which it is hypothesized will suffice to ensure that a correct equilibrium is learned.

3.3.3. Aside: Bertrand Analytical Solution
We begin our experiments by seeking to replicate the well-known analytical solution for Bertrand com-
petition; Bertrand competition models firms which produce at the same, constant marginal cost subject
to no capacity constraint for a fixed, downward sloping demand-curve. This solution is useful because
it is possible to derive both the Nash equilibria and the best-response functions of the firms involved.
Suppose we have a demand function @, (P) (with corresponding inverse Pp(Q)), along with NV firms
selecting selling-prices p; and producing at constant marginal cost c. We assume that all production is
awarded to the firm with the lowest bid, with ties being broken evenly. Fix a particular agent i; when
any other agent bids at or below the common marginal cost ¢, the agent’s best-response is to likewise
bid c. If the minimum of other agents’ bids is between ¢ and the monopoly price, the best response is to
bid this same minimum price less an arbitrarily small positive number ¢ (in order to ensure it is awarded
the full amount rather than tie). Finally, when all other firms have bid above the monopoly price, the
best-response is to bid the monopoly price. Formally, if not illuminatingly, we may write this

pIiBR(p_i) = min(pmonopolya max(c, I'T]iin(p_i) - 5)) (3-6)

Clearly, for any number of agents NV > 1, the only Nash-equilibrium is for all players to bid the marginal
cost. The principal reason for considering Bertrand competition in this section of the work is that it
admits a simple reformulation of the deficit formulated in the previous chapter. The deficit is simply the
agent’s best-response profit less its realized profit.

N(p™) =Qpsr(e™),p NPEr(P™) —¢) = Qb )P —¢) (3.7)

Where the contracted quantity Q% (p’, p~*) is the amount awarded to agent i given other agents’ actions
- 0 if another agent undercuts it, and otherwise the whole demand Qp (p?).
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As before, this profit deficit may be considered a measure of how well agents converge to Nash
equilibria.

3.3.4. QP Bidding, Competitive
The purpose of the second set of continuous-environment experiments is to illustrate that the same
problems of non-stationarity occur as previously when agents participate in a more complex market. In
this case, the action-space of the agents is extended to permit an agent to choose both the price and
quantity of its bid. Further, the capacity of each agent is lowered to Qmax = 200MW so that no individual
agent can meet all demand alone. Because both quantity and price are set independently, the analytical
solution is fairly complicated compared to the Bertrand case; instead we report profits as a proxy for
relative performance. This increase in complexity is meant to illustrate that DDPG learners are capable
of operating in (slightly) more complex environments, while still failing when pitted against one another.
In such a case, it is hypothesized that the centralized MADDPG will be capable of converging where
independent-learning algorithms like DDPG fail to do so.

As in the previous cases, agents have a uniform marginal cost ¢ = 40USD/MWh, while demand
(in USD) is given by Pp(Q) = 500 — 2Q. Clearing is again in as-bid merit-order, with payment set at a
uniform clearing price. In case of shortage, the clearing price is the willingness-to-pay of demand for
the total offered quantity.

3.4. Adversarial Market-Design

3.4.1. Description of the Environment

Having examined the behaviour of various algorithms in the simple day-ahead market, experiment
three to analyzing more complex models of the electricity market which allow for the fruitful application
of MARL methods. This third set of experiments is conducted according to Cournot competition - firm’s
submit quantity-bids only, with the priced determined according to the total quantity offered. The key
difference is the introduction of an adversary-agent who sets a market price-cap. The reason for se-
lecting Cournot competition is that it allows for ready computation of the best-response function, and
requires fewer modifications to accomodate the adversarial price-cap than would the Bertrand solution.
The goal of this experiment is to examine the performance of an adversary tasked with optimizing the
market to maximize a certain social welfare-function, while learning agents simultaneously learn to
behave strategically as the adversary adjusts the market-rules.

For ease of comparison between our experiments, we maintain as many of the same parameters
as possible; the notes in Subsection 3.3.1 pertain to the neural networks used here as well, for both
the adversary and the firms. The adversary’s action-space is a single continuous scalar, the price-cap;
firms’ actions are quantity-only bids of the same form as before. As previously, no agents observe any
state-information - instead the channel for information to flow is the agents’ critic functions. All agents
use MADDPG to learn.

As in the previous cases, firms have a uniform marginal cost ¢ = 40USD/MWh, while demand (in
USD) is given by Pp(Q) = 500 — 2@Q). The clearing price is set according to the total quantity bid (again,
agents submit only quantity bids) - the price cap is implemented as noted in Section 2.4 as, in effect,
an alteration to the demand-curve.

The purpose of this experiment is not, of course, to present policy-advice based on such a simplistic
model; instead, it is hoped that the simplicity of the model will render the application and its limitations
more legibly than a fully realistic environment. A real application of this technique would entail careful
selection of market-designs such that they can be usefully represented as the output of a neural network,
as well as a more thoroughgoing consideration of the appropriate state- and action-spaces.

3.4.2. Price-Cap Analytical Solution

In what follows, we will consider a market-designer attempting to optimize the social-welfare function

"
SW =2 / dg(aPn(q) — (1 — a)Ps(q)) + (1 — 20) P*(Q") (3.8)

(a social welfare-function which (dis-)privileges consumer welfare relative to producer welfare according
toafactor a (0 < a < 1)).
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For ease of reference, we call « the "adversariality”, as it dictates how strongly "adversarial” the
market agent is to the firm agents.

In contrast to the typical mechanism-design approach which seeks DSIC payment rules from truthful
bids, one may wish to find the optimal parameter-value for a given family of market-designs. This might
be of use in, say, setting an optimal price-cap, as in the example we will consider; it again bears noting
that the present example is meant as an illustration of the technique rather than an attempt to solve
any particular market-design problem.

The fact which makes this example interesting is that, rather than requiring truthful bidding, MARL
methods allow us to train a market-designer seeking to maximize social-welfare while simultaneously
training agents to simulate strategic behavior under a given market rule! The work in previous sections
allows us to be comfortable that the centralized-decentralized training (a la MADDPG) regimen should
allow the correct derivation of equilibria, at least in principle.

The setup is as follows: N producer firms are in posession of identical generators with MC' =
40USD. For the sake of crisply highlighting the effect on strategic behavior, we consider a Cournot
model in which agents compete solely on quantity without capacity constraints, with the corresponding
price determined by the market. The demand is modelled as a simple linear function Pp(Q) = b—mQ =
500 — 2Q). When demand exceeds supply, the price is set to the demand’s price offer for the supplied
quantity.

The price-cap to be set by the market-designer agent, p, implemented by replacing the consumer-
demand with an effective demand-curve Pp e

(3.9)

il

_Jp Pp(Q)>p
PD&“(Q)‘{PD@) Po(Q) <

This said, we may fix the price-cap in order to find the oligopoly bids (as a function of p); then, we
may derive an analytical expression for the optimal price cap from the social-welfare function.
Denote the total quantity bid by @, and individual agents’ bids by ¢°. Now for a given agent, the
profit obtained is
II' = (Pp(Q) - ¢)¢’ (3.10)

In the absence of any price-cap, the agent’s best response to a set of other agents’ bids Q% would

be to bid
_ 1

BRQ) =5 (b —c—mQ™) (3.11)
Which, applied to all agents, yields the equilibrium bid:
Qg = m(z\f_—fl) (3.12)
with corresponding price and individual firm profit
Polig = b Ne
N+l (3.13)

’ 1 b—c\?
Rl

Once the price cap is in place (assuming it is above the marginal cost, as the optimal bid is otherwise
trivially zero), the above solution is no longer necessarily an equilibrium - where a decreasing demand
would have offset the gains from increasing quantity, now this demand is, for some range of quantities,
fixed. If the price-cap is above the oligopoly-price, the oligopoly solution maintains, as it remains the
point at which any unilateral change in a quantity is penalized.

On the other hand, if the price-cap is below the oligopoly-price, the "crossover-point” (the quantity
demanded by consumers at the price-level set by the price-cap, Pp(Q) = p) is the equilibrium solution.
To see this, note that, while below both the oligopoly price the price-cap, any unilateral restriction in
quantity increases a firm’s profit. This profit increases until the price-cap is hit, at which point a decrease
in quantity no longer changes demand, so that decreasing quantity is now penalized.

The best-response bid can be calculated by examining the sign of the cap-modified profit (again
considering only the case where the cap is above the marginal cost). The derivative of the profit in the
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price-capped region is positive by assumption; at the crossover point, this either becomes negative, so
that the crossover point is optimal, or remains positive, so that the capless best-response maintains.
The post-crossover profit derivative is positive as long as the capless best-response is greater than the
crossover quantity.
Then
% _ in’in < b+$n—217

i -0 =y
QBR(Q ,p) {b_c _ %Q_i,else

2m

(3.14)

The equilibria are now slightly more diverse - when the oligopoly price is realizable, this is the

sole equilibrium. However, if the price-cap prevents this, then any set of bids which sum to b%’ is an
equilibrium. The producer surplus is
2
N b—c b+Nc <5
PS={¢{m (N-i—l) N1 P (315)

The consumer surplus is then

2 2
N (b—c)® b+Nc —
(Tﬂ) o Nt =D (3.16)

7i-(b— p)?, else

CS =

Thus, for our market designer (who weighs consumer surplus by a factor 2« and producer surplus
by a factor 2(1 — «)), the social welfare function is

W — § 2wz (N + (1= a)N?), e < p 317
=\ b—p- (3.17)
“L(p(Ba—1) + (b(1 — a) — 2c)), else

Because of the many overlapping constraints, the inversion to obtain the optimal price cap is not readily
attainable or simply expressed; instead, we note a few points to guide the reader’s intuition in interpret-
ing the experimental results below.

First, in general, to the extent that they are free to choose their prices, the strategically acting firms
should cause a deadweight loss. Clearly, when o = 1, the optimal price cap is the marginal cost (plus
an arbitrarily small real number) - this maximizes not only the consumer welfare, but the total social
welfare for any « > 1/2 - since lowering the cap in this regime converts producer welfare into a strictly
greater amount of consumer welfare (which is also valued more). When a < 1/2, the price cap can
force the oligopolists to produce a quantity greater than the oligopoly quantity, but not less - thus the
optimal cap in this region involves trading off (relatively more valuable) producer welfare to consumer
welfare in an attempt to recoup by decreasing the deadweight loss.



Results

In this chapter, we present the results of the experiments carried out as described in Chapter 3. Each
section corresponds to one of the three experiment classes discussed previously, presenting two ex-
amples of the full results plots, followed by a summary figure (the remaining results plots are to be
found in the appendix). Section 4.1 deals with the tabular experiments, Section 4.2 with the continuous
bid-space analogue, and Section 4.3 with the adversarial market-design experiments. While abbrevi-
ated remarks are offered to highlight the relevant features of the results, all interpretative discussion is
carried out in Chapter 5; the reader interested primarily in the interpretation of the results is encouraged
to go to this section directly after familiarizing themselves with the summary figures.

4.1. Tabular Q-learning Results

The four experiments performed in the tabular environment examine the behavior of either one or three
agents, which either do or do not have access to hidden information (i.e., each combination of these
conditions is tested and shown in the summary figure).

41.1. Interpreting the Tabular Experiments
(Note that these interpretative guides hold also for the continuous-space experiments which use the
Bertrand solution upon interchanging "TD-error” for "Critic-Loss”)

Here we present two schematic illustrations of the type of plots which are to follow. In this experiment,
the primary question we wish the data to answer is "Does the agent arrive at a persistent final strategy,
and if so, is it a best-response given other players’ behavior?”.

The first of these conjuncts is answered with reference to the TD-error. When the agent-averaged
TD-error goes to zero, the agents are no longer surprised by the outcome of their actions, and, because
they play the argmax-policy, their policy ceases to change. This is illustrated schematically in figure
4.1. The final policies these agents play need not be correct Nash-equilibria.

24
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TD error does not
converge to zero - agents
are routinely surprised by
the outcomes of their

. . . actions, and likely do not
Schematic Guide to Interpreting TD Error Plots settle on a final strategy.

TD error converges to
zero - agents learn to

accurately predict the
outcomes of their
actions, and settle on a
consistent strategy.
This need not be a

Nash Equilibrium.

TD Error

o

Episode

Figure 4.1: Schematic guide to the interpretation of TD-error plots shown for Experiment 1. Firms arrive at a consistent policy
only insofar as their TD-error tends towards zero. These policies need not be best-responses.

The second set of data we are concerned with is the optimality-deficit. This quantity measures how
far an firm’s policy is from being a best-response; when it is zero, all agents are playing a best-response,
and thus have arrived at a correct Nash-equilibrium. This is illustrated in Figure 4.2. This quantity makes
sense only if firms’ policies have ceased to change substantially, as indicated by the TD-error; if the
TD-error remains quite high despite training, this measurement is not especially meaningful.

Deficit does not converge
to zero - agents have
arrived at a final strategy,
but this strategy is not a
best-response to other

Schematic Guide to Interpreting Optimality Deficit agents. The outcome is
Plots - Valid Only if TD Error Converges to Zero | hot a Nash equilibrium.

Deficit converges to
zero - agents have
arrived at a final
strategy, and this is a
best-response to other
agents. The outcome is
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Figure 4.2: Schematic guide to the interpretation of optimality-deficit plots shown for Experiment 1. Provided that the TD-error
tends to zero (so that firms play a persistent final policy), the optimality-deficit will tend to zero if and only if these final policies
are a Nash equilibrium.
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4.12. Example 1: Single Agent Monopolist, Stateless

We now present two example cases examining the convergence properties of the TD-error and the
optimality-deficit, in order to illustrate the learning dynamics; data for those tests which are not used as
examples may be found in part in the summary figure, Figure 4.5, and in full in the appendix.

The first case examines the simplest possible configuration, in part to ensure the functionality of
the environment; there is a single agent and no state-information. The results are shown in 4.3. The
plots show a rapidly decreasing TD-error and optimality deficit, becoming near-zero within about 10,000
episodes.

{Absolute) Agent TD errors over time (Smoothed) Deficit of agent(s) from conditional pest—response (Smoothed)
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Figure 4.3: Plot of the (smoothed) agent TD-error (left) and optimality-deficit (right) for the case with one agent and no state. In
the testing stage, the conditional-deficit goes to zero. Left: Absolute TD-error. Right: Optimality-deficit

4.1.3. Example 2: Three Agents, Stateful

The next example examines a cases with three agents in a case with four states (@, and MC each
being allowed to take two possible values, observable only to the owning-agent). Here we observe that
the TD-error does not converge to zero, while the optimality-deficit remains materially non-zero.

(Absolute) Agent TD errors over time (Smoothed) Deficit of agent(s) from conditional best-response (Smoothed)
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Figure 4.4: Plot of the (smoothed) agent TD-error (left) and conditional deficit (right) for the case with three agents and no
state. The shaded region denotes standard-deviation over agents. The optimality-deficit is materially non-zero. Left: Absolute
TD-error. Right: Optimality-deficit

Tabular Experiments Summary

Having examined these two examples, we present the data for the remainder of the tests; discussion
of these results is given in 5.1.1, while the relevant data is given in Appendix A. In the summary figure,
the final values used are the average of the relevant quantity over the final 1000 episodes; the varia-
tion indicated is between-runs, while the data-points are all averaged over the learning agents where
appropriate.
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TD Error and Deficit for Discrete-Environment Cases
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Figure 4.5: Summary of the tabular experiment results. For each case, the final TD-error and optimality-deficit are shown;
uncertainty bars represent the standard deviation over all three runs. Left vertical axis corresponds to the scale of the TD-error,
and the right to the deficit. The "final” value used is, in each case, the average over the most recent 1000 timesteps, or the
coterminous batches; within each run, the values are averaged over all learning agents.

4.2. Continuous Environment Results
Note that, per the parameters described in 3.3, the monopoly solution is to sell at a price of P =
270USD = 6.75¢, resulting in a quantity @ = 115MWh being sold for a total profit of II = 26450USD.
We perform two types of experiments in the continuous environment. In the first, firms submit price-
only bids in the hypercompetitive regime, competing a la Bertrand; here we examine four cases, the first
a DDPG monopoly, the second a DDPG agent competing with a naive, marginal-cost bidding generator,
the third competition between two DDPG agents, and the fourth competition between two MADDPG
agents.
In the second set of experiments, agents submit (Q,P) bid pairs (instead of price-only), and no longer
compete in the hypercompetitive regime. The cases examined in these experiments are the same as
those described immediately above, save for the omission of the monopoly scenario.

4.2.1. Continuous Environment, Bertrand Competition

Example 1: DDPG vs DDPG, Bertrand Competition

In this first example, we go directly to examining the behavior of two DDPG agents when placed in
competition with one another. Figure 4.6 shows data pertaining to the agents’ actions, while Figure 4.7
illustrates the learning performance. We see that the optimality deficit does not immediately converge
to zero, while the TD-error, despite some fluctuation, does.
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Figure 4.6: Bertrand competition: DDPG vs DDPG. Plots illustrating the performance of two competing DDPG algorithms for a
simple, price-only market. All plots are shown for each of three independent runs of the simulation; plotted curves are averaged
over all learning-agents (i.e. excluding marginal-cost bidders). Top-left: Price bids over training. Top-right: Profit earned.
Bottom: Deficit with respect to analytical Bertrand solution
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Figure 4.7: Bertrand competition: DDPG vs DDPG. Plots illustrating the learning performance of two DDPG learners pitted
against one another in a simple, price-only market. All plots are shown for each of three independent runs of the simulation;
plotted curves are averaged over all learning-agents. Left: Learner critic loss. Right: Learner actor loss.

Example 2: MADDPG vs. MADDPG, Bertrand Competition

In this second example, we examine the behavior of two firms trained under MADDPG when placed in
competition with one another. Figure 4.8 shows data pertaining to the agents’ actions, while Figure 4.9
illustrates the learning performance. We see that the optimality deficit does not immediately converge
to zero, while the TD-error, despite some fluctuation, does.
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Price Bid (Smoothed) Profit (Smoothed)

2 MADDPG Learners, 0 Naive Agents - Price-Only Bidding (Bertrand, Hypercompetitive) 2 MADDPG Leamers, 0 Naive Agents - Price-Only Bidding (Bertrand, Hypercompetitive)
—— Run 0 - Agent Average —— Run 0 - Agent Average
'ﬁ 8 Run 1 - Agent Average 25000 - Run 1 - Agent Average
S — Run 2 - Agent Average —— Run 2 - Agent Average
= 9 9 20000 - 9 9
"
2 5 150009
= | (%]
2 1 2 100004
¥ 3
8 & 5000
g
2’ o
=
& —5000 4
0
—10000
] 20000 40000 60000 80000 100000 0 20000 40000 60000 80000 100000
Episode Episode

Deficit of Actor from Bertrand-Optimal (Smoothed)
2 MADDPG Leamers, 0 Naive Agents - Price-Only Bidding {Bertrand, Hypercompetitive}

—— Run 0 - Agent Average
25000 Run 1 - Agent Average
—— Run 2 - Agent Average
20000

15000

10000

Estimated Deflclt (USD}

5000

0

0 20000 40000 60000 80000 100000
Episode

Figure 4.8: Bertrand Competition: MADDPG vs MADDPG. Plots illustrating the performance of two competing MADDPG
algorithms for a simple, price-only market. All plots are shown for each of three independent runs of the simulation; plotted
curves are averaged over the two learning-agents. Top-left: Price bids over training. Top-right: Profit earned. Bottom: Deficit
with respect to analytical Bertrand solution
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Figure 4.9: Bertrand Competition: MADDPG vs MADDPG. Plots illustrating the learning performance of two MADDPG
learners pitted against one another in a simple, price-only market. All plots are shown for each of three independent runs of the
simulation; plotted curves are averaged over all learning-agents. Left: Learner critic loss. Right: Learner actor loss.

Continuous Environment, Bertrand Competition Summary
Figure 4.10 summarizes the performance of the agents in each of the cases. These results are dis-
cussed in Chapter 5.
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Critic Loss and Deficit for Continuous, Bertrand Market
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Figure 4.10: Summary of the continuous environment experiment results for Case 1 (hypercompetitive, Bertrand competition).
For each case, the final critic-loss and optimality-deficit are shown; uncertainty bars represent the standard deviation over all
three runs. Left vertical axis corresponds to the scale of the TD-error, and the right to the deficit. The ™final” value used is, in

each case, the average over the most recent thousand timesteps, or the coterminous batches; within each run, the values are

averaged over all learning agents.

4.2.2. Continuous Environment, Q,P-Bidding

In this section we summarize the experiments in the continuous environment in which agents submit
quantity-price pairs as actions, and can no longer unilaterally meet demand. We observe in Figure 4.11
that in all cases, the learners converge to achieving an appreciable profit, if not without some subtantial
fluctuations. In Figure 4.12, we see the critics converge relatively rapidly, while the actors exhibit some
fluctuation.

Example 1: DDPG vs. DDPG, Q,P-Bidding
Here we examine the case in which two independent DDPG learners compete with one another.
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Figure 4.11: Q,P-Bidding: DDPG vs DDPG. Plot illustrating the profits of two independent DDPG learners for Q,P-bidding.
Plots are shown for each of three independent runs of the simulation; curves are averaged over the two learners.
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Figure 4.12: Q,P-Bidding: DDPG vs DDPG. Plots illustrating the performance of two independent DDPG learners for
Q,P-bidding. All plots are shown for each of three independent runs of the simulation; plotted curves are averaged over the two
learners.

Example 2: MADDPG vs. MADDPG, Q,P-Bidding

Here we examine the case in which two independent MADDPG learners compete with one anocther.
We observe in Figure 4.13 that in all cases, the learners converge to achieving an appreciable profit, if
not without some subtantial fluctuations. In Figure 4.14, we see the critics converge quite rapidly, the
actors seem to fluctuate quite dramatically. Surprisingly, the MADDPG learners seem to flucuate much
more dramatically than their DDPG counterparts.
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Figure 4.13: Q,P-Bidding: MADDPG vs MADDPG. Plots illustrating the performance of two MADDPG learners for Q,P-bidding.
All plots are shown for each of three independent runs of the simulation; curves are averaged over the two learners. Left: price
bids over training.
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Figure 4.14: Q,P-Bidding: MADDPG vs MADDPG Plots illustrating the performance of two MADDPG learners for Q,P-bidding.
All plots are shown for each of three independent runs of the simulation; plotted curves are averaged over the two learners.
Left: actor critic loss. Right: actor policy loss.

Continuous Environment, Q P-Bidding Summary

Figure 4.10 summarizes the performance of the agents in each of the Q,P-Bidding cases. These results
are discussed in Chapter 5.
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Critic Loss and Profit for Continuous, Q,P-Market
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Figure 4.15: Summary of the continuous environment experiment results for case 2 (competitive, Q,P-competition). For each
case, the final critic-loss and profit are shown; uncertainty bars represent the standard deviation over all three runs. Left vertical
axis corresponds to the scale of the TD-error, and the right to the deficit. The *final” value used is, in each case, the average
over the most recent thousand timesteps, or the coterminous batches; within each run, the values are averaged over all
learning agents.

4.3. Adversarial Market-Design

Here we present the results of the experiment detailed in Section 2.4. We begin by presenting some
example plots showing the training-progress over time. After these example plots have been shown,
we present a "sweep” of parameter-space, in which we attempt to determine the optimal price-cap as
a function of o and of V.

4.3.1. Example 1. One Firm, o = 0.25

For our first example case, we run the experiment with a single producing firm, and a market-agent with
adversariality o = 0.25 - meaning that it should prefer to improve producer welfare rather than consumer
welfare. Based on our earlier reasoning, we should expect to see little effect from the price-cap; the
most producer-surplus is to be had at the oligopoly point.

And indeed - in spite of some erratic behavior (attributable to the fact that very high price-caps are
equi-welfare and thus leave the neural-network optimizer with some 'momentum’, causing outputs to
continue to change), we observe in Figure 4.16 that in all three runs, the price cap tends to be very
high - almost always above the monopoly price; further, the social-welfare function illustrates that the
market-agent’'s welfare is practically the same as the agent'’s surplus.

With respect to the learning shown in Figure 4.17, it is noteworthy that even in this fairly simple
case, both the actor and the critic exhibit fairly erratic behavior, though they do ultimately converge to
a reasonable solution.
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Figure 4.16: Adversarial market-design: One firm, « = 0.25 Plots illustrating the learning progress of one firm agent and the
market agent, with adversariality « = 0.25. Left: clearing price and price cap. Right: profit and social welfare
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Figure 4.17: Adversarial market-design: One firm, « = 0.25. Plots illustrating the learning progress of one firm agent and the
market agent, with adversariality « = 0.25. Left: critic loss. Right: policy loss

4.3.2. Example 2: Five Agents, a = 0.75

We now perform the analogous experiment, though in this case, we have five power producing firms,
and an adversariality of o = 0.75 - generally favoring consumers. Since consumers can be favored
without creating any deadweight loss, we should expect the price-cap to approach the generators’
marginal costs.

Again, in spite of some erratic learning behavior, we see in Figure A.33 that the clearing prices tend
to be low, while the market-agent’s welfare tends to be high. It seems that much of the odd fluctuations
of the price-cap coincide with periods of low clearing price - which is often, given the number of agents;
as noted above, the market-agent when the price-cap is inactive, may learn erratically, though this is
not a problem provided this does not interfere with the reward.

Perhaps surprisingly, we observe in Figure A.34 that the learning proceeds with relatively few hic-
cups - though there is a marked difference in the scales of the producers’ loss compared to the market,
this is not especially important provided convergence is achieved; this scale difference is due in part to
the fact that the producers’ rewards must be split among the five agents, while the market-agent keeps
its own reward undivided.
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Figure 4.18: Adversarial market-design: Five firms, « = 0.75. Plots illustrating the learning progress of five firm agents and the
market agent, with adversariality « = 0.75. Quantities for the firm-agents are averaged over all five agents, with the shaded
region indicating the standard deviation over agents. Left: clearing price and price cap. Right: profit and social welfare
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Figure 4.19: Adversarial market-design: Five firms, « = 0.75. Plots illustrating the learning progress of one firm agent and the
market agent, with adversariality « = 0.75. Quantities for the firm-agents are averaged over all five agents, with the shaded
region indicating the standard deviation over agents. Left: critic loss. Right: policy loss

4.3.3. Varying the Number of Firms and the Adversariality
Now that we have presented these two example cases, we may move on to the final part of this section.
Here we present results of a "parameter sweep”, showing what the final clearing prices and price caps
were found to be after running the experiment above for each possible combination of (the number of
agents) N = 1,3,5 and a = 0.0,0.25,0.50,0.75, 1.0 with three runs per data-point. The "final” values
used are the average over the previous 1000 timesteps. We plot for reference the oligopoly prices for
each N. Figure 4.20 summarizes this data; discussion is in Section 5.1.5.
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Discussion and Conclusion

This chapter discusses the results of the experimental results shown in Chapter 4, summarizes the
argument of this work, and highlights limitations of the methodology used, pointing out potential direc-
tions for future work. The discussion of results is in Sections 5.1. The summary is in Section 5.2. The
final remarks on applicability and directions for future work are in 5.3

5.1. Discussion of Results

5.1.1. Tabular Experiment Results
The relevant data are summarized in figure 4.5.

This data reveals that when there is only a single agent, they are entirely capable of learning to play
optimally (monopolistically), both when there is no relevant state-information, and when it must adapt
different behaviors to different market scenarios. This should not be surprising - the whole point being to
examine non-stationarity, a phenomenon unique to situations with multiple agents. This does however,
increase our credence that the environment model and learning algorithms have been implemented
correctly.

By contrast, as expected, the case with three competing firms shows a deficit from optimal-play
in both cases. When these agents compete with one another, the learning dynamics prevent them
from accurately assessing and countering opponents’ strategies. The case with three firms and no
hidden state-information illustrates this most clearly - the agent-averaged TD-error is extremely low.
This means that the agents have all learned to guess perfectly the profit they can expect on performing
a particular action, and will continue to bid however they estimate will maximize this value. Yet these
agents are playing suboptimally - a market-designer attempting to use this simulation to assess the
possibility for strategic behavior would draw incorrect conclusions.

We note also that, as expected, the introduction of hidden-information in the form of differing generator-
capacities increases the TD-error - firms will learn the average reward they get for bidding a certain way
upon seeing they have a certain generator-capacity and routinely be surprised to find that the outcome
is not as they expected. The point is, again, not that this is especially representative of a real-world
scenario (as estimating an opponent’s generator capacity and costs is hardly difficult, especially given
access to bidding-histories), but instead that the limited expressiveness of typical Q-learning algorithms
will cause them to fail when applied in complex situations.

The key to understanding how this can occur is to note that the agents have learned a "self-fulfilling
prophecy”; in the exploration-phase, each agent learns the value of a bidding strategy averaged over
the other agents’ possible bidding strategies - after exploration has ended, it will play the bid with
the highest average value, and other agents will do the same. Perhaps this then results in some
more learning and some switching of strategies, but eventually the agents will arrive at a point where
they are all playing actions which they estimate to be the best, they will cease to play other actions
(whose estimated values will not be updated to account for the current opponents’ policies!). Thus
once exploration has ended, the agents have trapped themselves into "leaving money on the table”.

Now in 2.3 we discuss conditions under which this is guaranteed not to happen. The reason these
guarantees do not hold is that the agents’ Q-tables are not "expressive” enough - they simply don’t have
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enough entries or dimensions to satisfy the conditions of the theorems; indeed these conditions might
be referrered to as "no self-fulfilling prophecy” conditions. We shall discuss below the relevance of
different methods of exploration, but for now note only that a sufficiently expressive Q-table and some
exploration is sufficient to avoid non-stationarity - it isn’t clearly the case that lengthier or more complex
exploration-rules will guarantee convergence if the Q-table is still restricted.

While we have shown that "expressiveness” of the agents’ learned Q-tables must be sufficient in
order to learn correctly, it remains unclear what this would look like in this discrete setting. We have
seen that the agents must learn based on action tuples, not just their own actions; while a tabular learner
can learn a @Q-table this way with no difficulty, this table must be indexed by information to which a firm
does not have access (i.e., the other firms’ actions) - thus there is no natural analogue of the argmax-
policy (modelling other agents is necessary in this case, but the difficulties discussed in 1.2 maintain).
While experiment two extends this experiment into a more complicated, continuous bid-space, this
is essentially a technical achievement; on the other hand, the separation of the learning algorithm
into "actor” and ”critic” allows an effective compromise-position on what information is available, as
discussed in 3.2. We will elaborate on the consequences of this below.

In sum, the discrete-environment with tabular learners clearly exhibits pathology due to non-stationarity,
preventing the realistic simulation of strategic behavior; further, there is not a natural way to alter the
tabular-learning algorithm which resolves this problem. Other algorithms exist which do address this
problem, but these are beyond our scope here and to the extent they succeed, they do so for the same
reasons which we will outline below.

5.1.2. Continuous Environment Experiment Results: Bertrand Competition
The relevant data are summarized in figure 4.10.

The purpose of this first case is to perform experiments as closely analogous as possible to those
performed in the tabular environment. We reiterate that the critic-loss in the continuous-domain is a
close analogue to the TD-error in the tabular case - they may be interpreted as measures of a firm’s
degree of "surprise” upon receiving some outcome.

As expected, we see that the DDPG agent is capable of learning monopolist behavior, and of com-
peting to equilibrium with another non-learning agent - as illustrated by the low critic-loss and deficit.
This provides evidence that the failure to find a best-response in the multi-learner cases indicates a
failure due to non-stationarity.

We then examine the case of competition between two agents - in the first case, using DDPG, and in
the second, using MADDPG. As DDPG is a close analogue of the tabular Q-learning discussed above,
we see, as expected, that it does not learn to play a best-response against itself. The deficit remains
large, while the critic-loss is also large; in the tabular case, we would have expected this to go to zero
for a "self-fulfilling prophecy”, but in the case of the neural network, this critic-loss decays more slowly
due to the usage of a memory-buffer - i.e., the agent learns from the last handful of episodes, rather
than the last merely. Nonetheless, MADDPG exhibits a lower critic-loss and agent-averaged deficit
(these are not zero, though a look at the appropriate plots in the appendix will show them to be making
a perhaps more convincing approach than those for DDPG).

As discussed above, the reason that MADDPG succeeds where DDPG fails is that the Q-function is
more expressive - it has enough dimensionality to satisfy the theorems in 2.3. The reason this solution
is acceptable here where it was not in the discrete-case is that, while the Q-function is given access to
hidden-information, the policy trained from it is not. For the practical purposes of market-design, this
means that firms will not behave as if they had access to hidden information, but will still be able to
learn responses to opponents’ actions reliably.

5.1.3. Continuous Environment Experiment Results: Q,P-Bidding
The relevant data are summarized in Figure 4.15.

The purpose of this second case is to extend the previous environment slightly. Agents being
allowed to bid in (@, P) pairs, the range of strategic behavior becomes considerably more complex,
especially as the firms no longer maintain sufficient capacity to unilaterally meet demand. Further, note
that, as the analytical solution to the problem becomes considerably more complex, we provide results
in terms of agent-averaged profits, rather than deficit from the optimal profit.

We observe that in the first case, the DDPG agent learns to make a small profit - this is to be
expected, in that the naive opponent is happy to meet most of demand at-cost, leaving only a few
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tens of MWW of demand, which, however, the learner is free to set the price for (within demand-
constraints). Likewise, the critic-loss goes to zero, as there are no other learning agents, nor is there
hidden-information.

By contrast, we compare again the DDPG and MADDPG learners competing. Clearly, the MADDPG
learners do much better with respect to critic-loss - as expected, they are much less regularly surprised
than their DDPG counterparts. Interestingly, the MADDPG agents attain less average-profits than the
DDPG learners. That is, were a market-designer evaluating this market for strategic behavior using
DDPG or other independent-learners, they would be substantially misestmating a key design metric.
Instead, when the MADDPG algorithm is used, we see that firms make much less overall profit (with high
variation between runs; note that the quantities shown are averaged over agents in all cases, and the
uncertainty bars in Figure 4.15 correspond to the standard deviation between runs). Correspondingly,
the market-designer obtains more accurate information about the design.

5.1.4. Notes on the Tabular and the Continuous Environment Results
We offer here a few remarks pertaining to the results obtained in the first two experiments, as they are
of a similar character.

First we note that the results obtained all used a particular exploration-rule, which could read-
ily be substituted for others. While these rules were not exactly analogous between the two exper-
iments (uniform-random in the tabular case, gaussian input-noise in the continuous), the essential
non-stationarity problem remains the same. The convergence theorems proved do permit a relatively
large role for the exploration rule, and no doubt, some might cause learners to be less prone to the
non-stationarity problems illustrated above than others, especially if they taper gradually in effect rather
than turniong off after a set time. We do not claim that the simple exploration protocol used was the
most effective for mitigating non-stationarity, merely that the switch to a sufficiently expressive/informed
Q@-function is sufficient to solve the problem.

A similar remark pertains to the neural network technicalia as specified in 3.3.1, and indeed for the
use of DDPG and MADDPG in general, of which the latter is more interesting to discuss, the former
being the subject of engineering that every project must complete for itself regardless. DDPG and
MADDPG were selected as algorithms because of their close relationship to the tabular Q-learning
method, which allows for a conceptually clearer comparison of the two experiments’ outcomes. The
key difference between DDPG and MADDPG is the expressiveness of the Q-function, and in turn the
access (during training only) to normally hidden-information - DDPG does not satisfy the convergence
theorems proved, while MADDPG does. We expect a similar distinction to hold between any pair
of algorithms which are differentiated by the information given to the critic. On the other hand, it is
worth noting that the independence of the policy of hidden-information is a design-desideratum, not a
theoretical constraint - we do not think agents will arrive at realistic strategic behavior if they are given
access to hidden-information such as an opponent’s bidding strategy.

5.1.5. Adversarial Market Design Experiment Results
The relevant data are summarized in Figure 4.20.

The qualitative analysis of the price-cap setting problem presented in 2.4 will guide our discussion
here. Overall, we can see that the final price-cap set can be unreasonably high, while the actually
achieved clearing-prices are more reasonable. This may be explained by noting that the high price-
cap values are observed for very low adversarialities, and these tend not to be reflected in the clearing
price - that is, when the market is design to favor producing-firms, the market designer simply steps
out of the way and allows the oligopoly outcome to occur. This being the case, most of our discussion
will focus on observations relating to the price-cap, which more clearly illustrates the outcomes, even
as it is not the design-variable.

We also observe a marked spread in the final clearing-prices, even between runs with the same
parameters. A look at the related figures in the appendix will confirm that the training-process is quite
erratic, and did not always clearly arrive at an unambiguous final result. This would seem to reflect
that the adversarial market-design process is much harder to train for than simple strategic behavior
- though this is reasonable to expect if one compares to the close alternative of setting the adversary
as an outer-loop optimizer, whose single-timestep would correspond to a full retraining of the strategic
agents. Nonetheless, this seems to be a limitation of the method as applied in this simple form (c.f.
remarks below on limitations and future work).
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That said, the parameter-sweep does yield some information: recall that we predicted from the
analytical solution that the price-cap should be equal to the marginal cost for adversariality « > 1/2, and
should interpolate to being the oligopoly price (or higher, as the outcomes are the same) as alpha goes
to zero (as producers are more favored). Indeed, we find that, when the adversariality is one -i.e. when
the market-designer is totally unconcerned with producer welfare, the price cap is consistently set to be
approximately the producers’ marginal costs, as expected. By comparison, as the level of adversariality
decreases, we see that the clearing prices tend to increase - though, compared to predictions, these
cases do not all show a clear trend of convergence to the oligopoly outcome.

In sum, we see that adversarial market design has a moderate ability to find the optimal outcome
as intended, though this is strongly restrained by the reliability of the training method. We will discuss
this problem and concomitant recommendations below.

5.2. Recapitulation

We reiterate the core research question we wish to answer in this work: "under what conditions can
MARL methods be productively used to simulate rational agents’ behaviour for the purposes of
electricity-market design?”

We are now in a position to outline how our theoretical work and experiments answer this question.
In particular, the argument may be summarized as follows:

+ Claim: Provided the TD-error / Critic-loss (and concomitant change in policy) vanish, an agent
is playing a best-response given its opponents’ policies if and only if the optimality-deficit is zero.
When agents’ TD-errors / critic-losses vanish and the optimality-deficit does not, the agents have
arrived at an incorrect equilibrium due to non-stationarity.

Evidence: The first sentence is true by design, as given in 2.2. The second sentence is implied
by contradiction of convergence theorems for single-agent Q-learning (c.f., e.g., [23]).

» Claim: Independent-learning MARL methods are not, in general, capable of simulating realistic

strategic behavior in markets (in the sense of arriving at Nash-equilibria).
Evidence: Such failure is implied by non-zero optimality deficits in the tabular and in the con-
tinuous, Bertrand competition experiments, in those situations with multiple competing agents
(except with MADDPG, which is not an independent-learning algorithm); equivalently, the firms
do not learn to play best-responses given each others’ policies.

+ Claim: For value-learning methods, the non-stationarity problem may be solved if the algorithm
meets the constraints imposed by the theorems in 2.3.

Evidence: see proofs in 2.3; the superior performance (i.e. lower optimality-deficit) of MADDPG
over DDPG outcomes in the continuous environments is also evidence for this claim.

» Claim: Provided that learners are known to converge to correct Nash equilibria, they may be
used to infer the possible severity of strategic-behavior in a given market-design, even when the
Nash equilibria are not known in advance.

Evidence: the continuous Q,P-Bidding experiments show MADDPG agents to earn less profit (a
proxy for market vulnerability to strategic-behavior) than DDPG agents; previous claims support
the assertion that the MADDPG outcome is more likely to be correct than the DDPG one.

+ Claim: Insofar as learners reliably learn correct strategic-behavior within a market-design, this
permits the use of adversarial market-design - the optimization of market-design constrained by
the optimization of agents’ strategic behavior.

Evidence: see the adversarial market design experiments discussed above; this claim is also
supported by the theorems proven in 2.3 when the adversary is taken to be one of the agents.

The first three of these claims tell us when agents may be taken as approximating rational behavior.
The final two relate these constraints to the use of RL simulations for practical market-design.

5.3. Limitations and Directions for Future Work
We close with remarks highlighting the range of applicability of the present work, places where it is
limited in application, and how it might be extended in future work.

The present work has several shortcomings regarding the simplicity of the models used. First, the
simple day-ahead market simulated is clearly not of meaningful interest to market-designers. The key
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class of problems for which RL simulation is useful is when complexity of the market is high enough
that optimization and analytical methods become intractable. Future work might apply the methodology
used here to much more complex cases of coupled markets, markets with multiple timesteps, or cases
where actors control multiple assets or have the ability to submit bid-curves rather than bid-pairs -
the key is that while optimization methods may become impractical, RL methods remain applicable
provided the problem can still be framed as a muti-agent MDP. It is hoped that the present work provides
the methodological foundation for such extensions.

Further, it is unrealistic to assume that agents are totally unaware of each others’ actions and of the
outcome of a bidding-round; likewise it is unreasonable to assume that agents’ generator capacities
are really hidden-information. In the former case, access to more information pertaining to the outcome
of previous bids would clearly be more realistic; thus future work might focus on ways to productively
use such data as input to the agents (though it should be noted that this extension is only justified for
the case of problems with multiple timesteps - it is not in the case of the single-timestep environments
considered here, insofar as the problem by the Markovian assumption cannot depend at all on such
data). Similarly, if one is interested in strategic behavior, it would perhaps behoove a market-designer
to investigate the role of possible communication among agents - i.e. the explicit formation of cartels;
market models might be extended to include such considerations.

There are likewise a number of constraints faced by the simplicity of the training protocols of the
current work; for one, the epsilon-exploration used in the tabular-learning section is certainly among
the more apt to cause non-stationarity problems, so future work might investigate if any exploration
protocols might provably save independent Q-learning or otherwise render the process more efficient.
Another glaring constraint of the section on adversarial market design is the clear difficulty of obtaining
converged results - here work might investigate different RL setups (learning algorithms, exploration
rules, etc.) which might stabilize this procedure and thus render it more practically useful.

Similarly, the adversarial market-design procedure is fundamentally limited by its need to handle a
parameterized family of market designs (an extension to discrete choices is in principle possible, but
would seem to not play to DeepRL’s strengths except perhaps as an ad hoc method of combinatorial
optimization over many discrete design choices). Though this is a serious limitation, future work might
productively apply it to situations complex enough to be of practical utility to designers e.g., a demand-
schedule for carbon-credit reserves.
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Supplementary Data for Numerical
Experiments

This appendix contains the plots of all experiments performed which were not discussed as examples
in Chapter 4. We organize them according to the environment in which they were performed, and label
the relevant parameters which were varied, but otherwise offer no comments.

A.l. Tabular Experiments
Single Agent, Multiple States:

(Absolute) Agent TD errors over time (Smoothed) Deficit of agent(s) from conditional best-response (Smoothed)
Number of agents: 1, Number of actions: 30, Number of states: 4 Number of agents: 1, Number of actions: 30, Number of states: 4
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Figure A.1: Plot of the (smoothed) agent TD-error (left) and conditional deficit (right) for the case with one agent - this time with
4 states (corresponding to different generator sizes and marginal costs); as there is only one agent, there is no hidden
information.

Three Agents, Stateless: Plotted quantities are agent-averaged; the shaded region represents the
standard-deviation amongst agents.
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(Absolute) Agent TD errors over time (Smoothed) Deficit of agent(s) from conditional best-response (Smoothed)
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Figure A.2: Plot of the (smoothed) agent TD-error (left) and conditional deficit (right) for the case with three agents and four
states (per-agent, corresponding to generator size).

A.2. Continuous Environment

A.2.1. Continuous Environment, Bertrand Competition
The following remarks apply to all plots in this subsection: 'Hypercompetitive’ indicates that the agent’s
generator capacity is greater than the zero-price demand. All plots are shown for each of three inde-
pendent runs of the simulation. Where multiple learning agents were present, the central curve is the
agent-average quantity, while the shaded region is the standard deviation. Exploration was active for
half of the total time, while learning occurred throughout.
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Figure A.3: Bertrand competition: DDPG Monopolist. Plots illustrating the performance of the DDPG algorithm for a simple,
price-only market; Top-left: Price bids over training. Top-right: Profit earned. Bottom: Deficit with respect to analytical Bertrand
solution.
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Figure A.4: Plots illustrating the performance of the DDPG algorithm for a simple, price-only market; Left: actor critic loss.
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Figure A.5: Plots illustrating the performance of the DDPG algorithm for a simple, price-only market, competing against a

single other agent which always bids its marginal cost. Top-left: Price bids over training. Top-right: Profit earned. Bottom:

Deficit with respect to analytical Bertrand solution
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Figure A.6: Plots illustrating the performance of the DDPG algorithm for a simple, price-only market, competing against a
single other agent which always bids its marginal cost. Left: Learner critic loss. Right: Learner actor loss.

A.2.2. Continuous Environment, QP-bidding

DDPG vs. Marginal Cost Agent
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Figure A.7: Plot illustrating the profit of the DDPG algorithm for Q,P-bidding against a single marginal-cost agent.
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Figure A.8: Plots illustrating the performance of the DDPG algorithm for Q,P-bidding against a single marginal-cost agent. Left:

actor critic loss. Right: actor policy loss.

A.3. Adversarial Market Design
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following remarks apply to all plots in this section: Quantities for the firm-agents are averaged over
rm-agents, with the shaded region indicating the standard deviation over agents. Each experiment

is plotted for each of three independent runs. The plots for the price and price cap, as well as the

SOCi

al-welfare are smoothed (as noted in the title), while the learning-progress variables are not. In

designating the plots, N refers to the number of firm agents, and « to the adversariality.
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Figure A.9: Plots illustrating the clearing prices and profits for 1 firm agent and the market agent, with adversariality o« = 0.00.

Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.10: Plots illustrating the learning progress of 1 firm agent and the market agent, with adversariality o = 0.00. Left:
critic loss. Right: policy loss

N =1, a = 0.25 was included as "example 1”7 in Section 4.3.
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Figure A.11: Plots illustrating the clearing prices and profits for 1 firm agent and the market agent, with adversariality « = 0.50.
Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.12: Plots illustrating the learning progress of 1 firm agent and the market agent, with adversariality o = 0.50. Left:
critic loss. Right: policy loss
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Figure A.13: Plots illustrating the clearing prices and profits for 1 firm agent and the market agent, with adversariality « = 0.75.
Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.14: Plots illustrating the learning progress of 1 firm agent and the market agent, with adversariality «
critic loss. Right: policy loss
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Figure A.15: Plots illustrating the clearing prices and profits for 1 firm agent and the market agent, with adversariality « = 1.00.
Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.16: Plots illustrating the learning progress of 1 firm agent and the market agent, with adversariality o = 1.00. Left:
critic loss. Right: policy loss
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Figure A.17: Plots illustrating the clearing prices and profits for 3 firm agents and the market agent, with adversariality
« = 0.00. Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.18: Plots illustrating the learning progress of 3 firm agents and the market agent, with adversariality « = 0.00. Left:
critic loss. Right: policy loss
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Figure A.19: Plots illustrating the clearing prices and profits for 3 firm agents and the market agent, with adversariality
a = 0.25. Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.20: Plots illustrating the learning progress of 3 firm agents and the market agent, with adversariality « = 0.25. Left:
critic loss. Right: policy loss
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Figure A.21: Plots illustrating the clearing prices and profits for 3 firm agents and the market agent, with adversariality
«a = 0.50. Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.22: Plots illustrating the learning progress of 3 firm agents and the market agent, with adversariality « = 0.50. Left:

critic loss. Right: policy loss
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Figure A.23: Plots illustrating the clearing prices and profits for 3 firm agents and the market agent, with adversariality
a = 0.75. Left: clearing price and price cap. Right: profit and social welfare.
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gure A.24: Plots illustrating the learning progress of 3 firm agents and the market agent, with adversariality « = 0.75. Left:

critic loss. Right: policy loss
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Figure A.25: Plots illustrating the clearing prices and profits for 3 firm agents and the market agent, with adversariality
« = 1.00. Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.26: Plots illustrating the learning progress of 3 firm agents and the market agent, with adversariality « = 1.00. Left:
critic loss. Right: policy loss
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Figure A.27: Plots illustrating the clearing prices and profits for 5 firm agents and the market agent, with adversariality
« = 0.00. Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.30: Plots illustrating the learning progress of 5 firm agents and the market agent, with adversariality «

25

N = N
w 15 «n o

Price (Normalized to Marginal Cost)

o

Vot

o~ N

— RunO-
=== RunO-
Runl-
Run1l-
— Run2-
-—- Run2-

20000

40000 60000
Episode

80000

100000

Clearing Price
Price Cap
Clearing Price
Price Cap
Clearing Price
Price Cap

600

800

Run 0

- Runo

Run 1
Run 1

- Firms Average
- Market
- Airms Average

- Market
Run 2 -
- Run2

Firms Average

- Market

= 0.00. Left:
Profit / Social Welfare (Smoothed)
N=5 alpha=0.25 Quantity-Only Bidding (Cournot)} With Learned Price-Cap
25000
7 20000 |
2 1
E I | —— Run O - Firms Average
& 15000 1 | i —-- Run 0 - Market
g ] | i Run 1 - AIrms Average
K] 1 Run 1 - Market
E 10000 l l —— Run 2 - Firms Average
2 ===~ Run 2 - Market
3 5000 A
) M
[

] 20000

40000

60000
Episode

80000 100000

Figure A.29: Plots illustrating the clearing prices and profits for 5 firm agents and the market agent, with adversariality
a = 0.25. Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.31: Plots illustrating the clearing prices and profits for 5 firm agents and the market agent, with adversariality
«a = 0.50. Left: clearing price and price cap. Right: profit and social welfare.
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Figure A.32: Plots illustrating the learning progress of 5 firm agents and the market agent, with adversariality « = 0.50. Left:
critic loss. Right: policy loss
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Figure A.33: Plots illustrating the clearing prices and profits for 5 firm agents and the market agent, with adversariality
« = 1.00. Left: clearing price and price cap. Right: profit and social welfare..
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Figure A.34: Plots illustrating the learning progress of 5 firm agents and the market agent, with adversariality «
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