TUDelft

Decentralised Training of Large Language
Models

Nikolay Blagoev
Supervisor: Lydia Yiyu Chen
Supervisor: Jérémie Decouchant

24th of June 2024



Abstract

Motivated by the emergence of Large Language Models (LLMs) and the importance of
democratizing their training, we propose Go With The Flow, the first practical decentralized
training framework for LLMs. Differently from existing distributed and federated training
frameworks, Go With The Flow enables the collaborative training of an LLM on a set
of heterogeneous client nodes that dedicate different resources for an undefined amount
of time. Our work addresses node churn, i.e., clients joining or leaving the system, and
network instabilities, i.e., network links becoming unstable or unreliable. The core of Go
With The Flow is a decentralized flow algorithm that finds the most effective routing to
train a maximum number of microbatches with a minimum delay. We extensively evaluate
our work on LLama-like and GPT-like models, compare it against the prior art and achieve
up to 45% training time reduction in realistic and challenging scenarios of heterogeneous
client nodes distributed at 10 different geographic locations with a high node churn rate. We
further demonstrate resilient training in such challenging environments, without sacrificing
convergence.
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1 Research Paper

This section contains our research paper, which we submitted to the Middleware 2024 conference.

It contains the main contributions of the thesis.
The rest of this thesis complements the research paper, goes more in depth and provides a
detailed motivation for our work, an extended related work section, an additional procedure,

and several additional experiments.



Go With The Flow: Fault-Tolerant Decentralized
Training of Large Language Models

Abstract

Motivated by the emergence of large language models (LLMs)
and the importance of democratizing their training, we pro-
pose GWTF, the first practical decentralized training frame-
work for LLMs. Differently from existing distributed and
federated training frameworks, GWTF enables the collabora-
tive training of a LLM on a set of heterogeneous client nodes
that dedicate different resources for an undefined amount of
time. GWTF addresses node churn, i.e., clients joining or leav-
ing the system, and network instabilities, i.e., network links
becoming unstable or unreliable. The core of GWTF is a decen-
tralized flow algorithm that finds the most effective routing
to train over a maximum number of microbatches with a
minimum delay. We extensively evaluate GWTF on LLama-
like models, compare it gainst the prior art and achieve up
to 45% training time reduction in realistic and challenging
scenarios of heterogeneous client nodes distributed at 10
different geographic locations with a high node churn rate.
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1 Introduction

Deep transformer-based architectures [22] have recently
enabled unprecedented performance on tasks such as next
word prediction [16], language translation [23], and image
recognition [8]. These leaps can be explained by the ever
growing corpora of available data and by the increasing size
of (Large) Language Models, the latter of which has seen
an exponential growth [2, 4, 7, 20, 21]. As a consequence,
models are now too large to fit and be efficiently trained on
a single GPU. Parallel training techniques, such as Pipeline
Parallelism (PP) and Data Parallelism (DP), can therefore be
used to efficiently train large models on distributed computer
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nodes. Using these techniques, OpenAl trained their GPT
models on the Microsoft Azure cloud platform [2]. However,
renting cloud resources or using private computer clusters
to train models can easily cost more than tens of thousands
of dollars [24], even for smaller models. Developing and
training large language models this way is therefore out of
the reach for the public.

To democratize language models, a promising alternative
to using clouds and private clusters is volunteer comput-
ing [19], i.e., using spare computing resources that indepen-
dent participants around the world dedicate to achieving a
common goal. The enabling potential of volunteer comput-
ing for the development of large deep networks has been
acknowledged in recent publications [17, 18, 24]. Despite
being very promising, the decentralized training of language
models also implies facing fault-tolerance and performance
challenges. First, recovery mechanisms are necessary to tol-
erate participants freely joining or leaving the system at
any time, which also implies that participants have only par-
tial knowledge of the global system membership. Second,
reactive mechanisms are required to adapt to networks be-
coming unstable or unreliable, and to participants dedicating
fluctuating computing resources over time.

Recently, a pioneering work by Ryabinin et al. [1, 17],
SWARM, has taken the step towards addressing these issues.
However, SWARM does not make full use of the available
resources and considers an unrealistic system model. First,
it considers an oversimplified scenario of node churn, han-
dling nodes leaving at limited time windows, i.e., during
the forward pass of stochastic gradient descent. Second, it
uses a simple greedy approach during routing and therefore
does not aim at optimising training time. Finally, SWARM
assumes that all nodes have the same amount of memory.
Our work addresses these limitations.

In this paper, we present Go With The Flow (GWTF)!, a
decentralized and efficient framework for the training of
language models. We model the routing of microbatches
between nodes in the forward and backward pass of stochas-
tic gradient descent as a minimum cost flow problem and
optimize its execution on geographically dispersed nodes
in a decentralized manner. The objective of GWTF is to min-
imize the training time and maximize the throughput by
continuously improving the bottleneck stages of LLM train-
ing through available heterogeneous nodes. We evaluate
GWTF on training LLama-like models of 300 M and 7 G param-
eters against SWARM and show an up to 40% training time
reduction while maximally utilizing the available clients.

INamed after the Queens of the Stone Age’s song.
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We summarize our key contributions as follows:

e We propose and implement the first kind of crash-
tolerant decentralized and collaborative framework,
Go With The Flow (GWTF), for training Large Language
Models.

o GWTF is a fully decentralized flow-based algorithm, em-
powering the individuals to contribute their heteroge-
neous and volatile resources to LLM training.

e GWTF handles node churn at any point of LLM training,
i.e., during the forward and backward passes of sto-
chastic gradient descent, by instantaneously rerouting
to available nodes thanks to its decentralized nature.

e GWTF is not only able to minimize the training time and
maximize the throughput of training Large Language
Models in heterogeneous crash-prone environments,
but also optimally utilizes the available resources, with-
out sacrificing convergence.

2 Background & Related Work

This section introduces the main concepts behind the dis-
tributed training of Large Language Models and presents the
relevant related works.

2.1 Background

Transformer block. Large Language Models (LLMs) are
typically constructed as a combination of an embedding
layer and a series of transformer blocks [4, 16, 20, 21]. The
transformer block consists of a multi-head self-attention, nor-
malisation, and a feed-forward network [22]. Self-attention
is a special network of three equally sized matrices - the
query W, the key Wy, and the value Wy. For a given input
vector x, self-attention computes

(qu)T Wix
\{ dmodel

where dpo4e1 is the size of Wq, Wi and Wy [22]. Typically,
within a single transformer, multiple groups of three matrices
(Nheads) are used, and the results of all are concatenated and
fed to the feed-forward network. Since multiple matrices
(heads) are used, these type of networks are called multi-head
self-attention. Parameters dp,o4e; and npeqqs characterize the
transformer blocks used in LLMs (Table 1).

y = softmax ( ) (Wyx)

Pipeline Parallelism. As most models are typically too
large to fit on a single GPU, multiple consecutive transformer
blocks are conventionally grouped into a number of stages
and distributed over multiple devices, forming a pipeline.
The optimal number of stages depends on system hyper-
parameters, e.g., the available devices, the available memory
per device, the model size, the communication cost, etc. The
first stage, which is hosted by the nodes that have data, i.e.,
the data nodes, retrieves the (tokenised) data and embeds it,
while the last stage evaluates the loss function, which is also

performed by data nodes. Apart from these exceptional func-
tionalities, all stages hold a number of transformer blocks.
Together, they behave as a single model. To train the trans-
former through stochastic gradient decent, three computa-
tion phases are executed: (i) the forward pass (from the first
stage to the last stage) to compute the loss; (ii) the backward
pass (from the last stage back to the first stage) to compute
the gradient updates; and (iii) the update phase, where model
weights are updated based on the gradient updates.

Microbatches. As a data node’s dataset is usually too
large to be fed all at once during training, the training of
language models relies on Batched Stochastic Gradient De-
scent [6]. To fully benefit from pipeline parallelism, each
batch is further split into microbatches [11] so that, at a
given point in time, multiple microbatches can be concur-
rently processed using the same parameters. Following the
processing of all the microbatches of a batch, nodes need to
update their model parameters based on the average of the
microbatches’ gradient updates they have stored until this
point. An iteration is thus defined as the processing of one
batch, and its duration is defined as the elapsed time between
the end of two consecutive update phases (measured from
the viewpoint of the slowest data node).

Data Parallelism. Using a larger batch size allows SGD
to converge faster. However, in practice, the amount of mem-
ory available on devices limits the maximum batch size that
can be used. Data parallelism is another way to circumvent
this limitation, and consists of distributing the processing of
microbatches for a given stage over a set of devices that each
host an identical model. These devices perform iterations in-
dependently of each others on their microbatches. At the end
of each iteration, and before performing the update phase,
the devices that maintain the models of a stage aggregate
their collective work by exchanging their stored gradients
(aggregation phase). Later on, they perform the update phase
based on the average of all the gradients they collect.

2.2 Related Work

Gossip Learning. Previous works on decentralised train-
ing mainly focused on exploiting data parallelism, and pre-
dominantly relied on gossip-based communications [3, 5, 12,
25]. In those approaches, during the parameter sharing step,
nodes send their model weights to a subset (of size k - the
group size) of known peers. After receiving all the weights
they expect during an iteration, including their own, nodes
compute their average and use it in the following iteration.
To handle potential data imbalances, the number of micro-
batches processed locally is used as a weighting coefficient
during the model aggregation phase [3]. Gossip learning can
naturally tolerate device crashes, dynamic communication
graphs, heterogeneous networks (by preferring faster links),
non-independent and identically distributed data, and only
requires nodes to maintain partial membership knowledge.
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Figure 1. Architecture of a decentralized training of an LLM. The plain blue arrows between nodes indicate the forward
passes, the plain orange arrows indicate the backward passes, the plain purple ones indicate model aggregations, and the red
arrows indicate some network transmissions that fail because relay 1 crashes (shown in red). Dashed lines indicate the newly
formed microbatch exchanges that are generated to recover from the crash of relay node 1.

Recently, de Vos et al. [5] demonstrated that the asymptotic
learning rate of gossip learning is O(]]\(]—;), where N is the
number of participants and k is the number of participants
one sends its weights to per round.

Decentralised Pipeline Parallelism. Few works have
focused on the decentralised training of Large Language
Models (or pipeline parallelism in general). Yuan et al. [24] ex-
plain how to identify a communication-optimal arrangement
of nodes in pipelines via a centralised and computationally-
expensive genetic algorithm. While their work does model

the communication heterogeneity of geographically distributed

nodes, it does not support computational heterogeneity, node
churn, or partially-connected communication graphs. SD-
Pipe [15] addresses only the computational heterogeneity
between nodes, by allowing nodes to aggregate their param-
eters with only a subset of nodes in the same stage as them
- those who have entered the aggregation phase roughly at
the same time. Ryabinin and Gusev [18] require modifying
the underlying architecture to tolerate crashes. Petals [1]
primarily targets the inference phase and requires the entire
pipeline to be rerun in case of node failure.

A promising work is SWARM [17], where nodes indepen-
dently route a micro-batch through stages. A node sends its
activations (outputs of the last layer of its transformer model)
to a node servicing the next stage, preferring to sent it to
those who will receive it faster. If a node fails to process a
microbatch during some predefined time, the previous node

will resend its activations to a different node. However, while
SWARM forms pipelines on the fly and tolerates a limited
number nodes crashing during the forward pass, it does not
address crashes that may occur during the backward pass.
Indeed, when computing the backwards pass a microbatch
needs to travel back through the same nodes it went through
during the forward pass. The simple timeout-resend strat-
egy that SWARM uses is not sufficient, as a node selected
in the next stage might not have processed a given micro-
batch in the forward pass. Additionally, nodes in SWARM
employ a greedy procedure to select their successor in the
next stage, which does not guarantee an optimal pipeline du-
ration. SWARM also adopts a simple load balancing strategy
where a node is moved from the most underused stage to the
most overused one, and does not take device heterogeneity
or memory constraints into account.

Figures 1 and 2 respectively illustrate a system architecture
and a corresponding execution scenario where GWTF trains
an LLM in a decentralized manner and tolerates the crash
of a relay node (relay node 1). In the presence of crashes,
training is redistributed across other available nodes. These
Figures illustrate the decentralized training of an LLM using
3 stages, where 2 data nodes hold the training data, and 5
relay nodes execute the intermediate training steps for two
batches. Relay node 1 crashes when processing the second
microbatch of the first data node, and does not execute tasks
F2.1, B1.1 and B1.2, which are redirected to relay node 2.
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Datanode 1 | F1.1 |F2.1 B1.1 B2.1 B1.1|F21
Relay node 1 F1.1 |F1.2|F2.1
Relay node 4 F1.1|F1.2| B1.1|B1.2
Data node 2 |F1,2 |F2.2 B1.2
Relay node 2 B1.2
Relay node 5 F2.2
Relay node 3 F2.2 B2.2
TIME

Figure 2. Execution scenario of the decentralized training of
an LLM. Notations Fx, y and Bx, y to indicate a forward pass,
respectively a backward pass, using microbatch x generated
by data node y. Blue is used for a forward pass, orange for a
backward pass, and red indicates a task that is not executed
because of a node crash.

3 System Model and Objectives

System model. We assume independent nodes, who offer
their resources for a period of time, during which they par-
ticipate in the collaborative training of the model. Nodes are
geographically distributed and have individual memory and
communication constraints. Each node has a partial view
of the global membership, and can directly communicate
with the nodes it knows about. Communication links are
authenticated, are not necessarily symmetric, may drop mes-
sages and are heterogeneous, i.e., they might have different
bandwidth and average latency. We assume that the net-
work is partially synchronous, i.e., there are periods of time
where the network latency is bounded. Partial synchrony is
required because some of GWTF’s algorithms require solving
consensus, e.g., to affect a training task to a node, which
would require partially synchrony for deterministic liveness.
We assume that at most 50% of the network can crash. We
model a node i with a given memory capacity with a maxi-
mum number cap; of microbatches it can can process during
one iteration, and denote by d; ; the processing delay across
a node pair (i, j). As discussed in the previous section, we
consider two kinds of nodes: data nodes and relay nodes.
The former holds training data, whereas the latter contribute
to the training of the LLM. It is possible for a node to be both
a data and a relay node.

Node churn. Both types of nodes can join the system at
any time, participate for a while in the training process, and
then leave the system. Nodes can crash or gracefully leave the
system. We handle these two cases similarly using timeouts.
Nodes can leave the system both during the forward and
the backward passes. A node crashing during a forward pass
simply slows down the construction of the forward pass.
A node crashing during a backward pass has more severe
consequences, since it requires additional synchronization
between nodes across different stages in order to recover the
pipeline by replacing the missing nodes.

Objectives. We aim to train an LLM efficiently in a decen-
tralized setting, and in particular, to tolerate the following
important requirements: nodes and links can be heteroge-
neous, nodes can leave or join the system at any time, and
the network can be unstable. Previous works [11, 15, 24]
predominantly assume that all nodes have homogeneous
computing resources, remain in the system for the whole
training process, and that the network is stable. To illustrate
these limitations, we evaluated the impact of a single node
crash during either the forward or the backward phases on
the training of a GPT-like model with dpo4e; = 512 and
Nheads = 16 with 2 data nodes, 3 stages per pipeline and 2
relay nodes per stage. Figure 3 summarizes the results we
obtained with a standard distributed pipeline-parallel setup
(such as the one used by Gpipe [11] or Yuan et al. [24]) and
with SWARM [17]. The crash of a single node prevents the
execution of the aggregation phase for GPipe, SWARM is
able to reroute a microbatch during a forward pass after a
timeout, but does not specify recovery mechanisms if a crash
happens in a backward pass.

4 Overview of GWTF

Our decentralized training framework for large language
models, GWTF, effectively utilises heterogeneous client nodes
and tolerates churn. This section highlights the cost mini-
mization objective of GWTF, its key components, and the way
nodes synchronize themselves.

4.1 Flow and Cost

GWTF aims at minimizing the distributed training cost of an
LLM, which we define in the following manner. We model
the average delay, i.e., cost, of establishing a microbatch flow
between two nodes i and j using the sum of its computation
times and communication delays. Flow is thus an abstraction
of the end-to-end processing of a microbatch through a set of
nodes in the stages. Following Yuan et al. [24], the communi-
cation cost between nodes i and j is composed of a network
latency (4; ;) and a transmission delay that is computed as
the amount of transferred data (size) divided by the network
bandwidth (%) The data that is transferred between two
nodes dependé on the different training phases. During a
forward pass, it is the activations of the last layer of a node.
In a backward pass the transferred data is the gradient of the
loss with respect to said activations, and during aggregation
it is the model parameters that each node holds. We assume
that links are not necessarily symmetric, 4; ; and f; ; are not
necessarily respectively equal to A;; and f; ;. However, as ev-
ery link is used twice during training (once from i to j during
the forward pass and once from j to i during the backward
pass), we can model the latency on the link as the average of
the two delays. The final communication cost between two

. .. . . Aij+Azi 2-size
nodes i and j in a given phase is then === + BB We

denote the computation cost of nodes i and j respectively by
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Figure 3. Impact of a node crash during the forward or backward passes on the duration on an iteration for a single batch in 2

pipelines (one per data node).

¢; and ¢;. Computation costs capture the time it takes a node
to process a microbatch during the forward or the backward
pass, or to average received models during the aggregation
step. The final cost d; ; of a microbatch flow between nodes
i and j is therefore defined by the following equation:

ci+cj /1i,j+/1j,i + 2-size (1)
2 2 Bij + Bii
GWTF aims at processing the largest possible amount of
microbatches at the lowest global cost, and uses a novel
decentralized algorithm to route each microbatch through
the participants (cf. Section 5.2).

dij =

4.2 Key Design Components

A relay node can execute up to 5 different sub-routines when
participating in the system: (1) forming of a pipeline with
the flow algorithm; (2) joining the system; (3) resending in
case of a node crash during forward pass; (4) recovering the
pipeline in case of backward failure or lost batches; and (5) ag-
gregating the models received from other nodes that belong
in the same stage. The first four procedures run in parallel to
the actual processing of forward and backward passes (the
training phase). The last procedure is the aggregation phase.

The first component, our decentralized flow cost mini-
mization algorithm (Sec. 5.2), minimizes the flow cost of the
forward and backward pass for each microbatch initialized by
the data holders. As the flow is composed of multiple stages,
GWTF determines in a decentralized way their execution on
the heterogeneous relay nodes through a request procedure
that participants execute independently. Furthermore, we
leverage the fact that the throughput of the flow is limited by
the slowest stage and use this fact when adding new nodes to
the system. Our decentralised flow algorithm aims at sending
a maximum number of batches at the smallest possible cost
according to Equation 1. It allows for nodes with different
capacities to route independently, without global knowledge,
microbatches in a cost-effective manner.

The second component assigns nodes to stages when they
join the system (Sec. 5.1). In this component, GWTF aims to in-
crease the throughput of the stage with the minimum capac-
ity, as that stage puts a bottleneck on the current throughput
in an iteration.

The third and fourth components handle nodes leaving
due to unavailability or crashes (Sec. 5.3), which is more
challenging than handling new joiners. Crashes occurring
during a forward pass are resolved by resending to another
peer in the next stage. It is more difficult to efficiently resolve
faults occurring during a backward pass, as it requires syn-
chronisation between multiple nodes in different stages. To
this end we associate each microbatch with a path list, which
holds the nodes it has passed through when being processed.
During a fault in a backwards pass this list is used to replace
the crashed nodes and restore the pipeline with a minimal
amount of computations. More precisely, to amend a broken
flow, GWTF searches for other relay nodes that hold the inter-
mediate information needed and have spare computational
capacity.

Finally, the fifth component allows nodes in a given stage
to aggregate their models in a weighted manner using the
number of microbatches they have processed. Relay nodes
wait to receive the models of the other relay nodes in the
same stage that they know of before aggregating them. If a
node is detected to have crashed then its model might not
be used in the aggregation phase.

5 Algorithms and Implementation of GWTF

This section first explains how GWTF handles node joining,
and allows nodes to discover each other. It then provides the
details of GWTF’s decentralized flow optimization, which aims
at maximizing the training throughput of an LLM on nodes
of different capacity at a minimal cost. Finally, it discusses
how GWTF tolerates nodes crashing or leaving the system.
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Table 1. Notations

Name  Description

S A single stage - a set of nodes

N All nodes/peers

k Aggregation group size

T Temperature

a Cooling factor

d(i,j)  Cost between nodes i and j

f(i,j)  Flow between nodes i and j

bf Bottleneck factor

F Outgoing flow from all data nodes

costy Cost of a single flow f

cap; Memory capacity of node i

U(x,y) Uniform random number between x and y
Ci Computation time/cost of node i

Aij Network latency between nodes i and j
Bij Network bandwidth between nodes i and j
dmoder  Size of self-attention matrices

Nheads  Number of heads in multi-head self-attention

5.1 Inserting Joining Nodes

We design a two-way procedure to assign a new node to the
stage that is predicted to be the bottlenecked one. First, the
joining node estimates the stage with the highest utilized
ratio, meaning the number of flows divided by the available
capacity at the stage. Then, the joining node sends a proposal
to an elected data node with its capacity, the stage it wishes
to join, and estimated costs to other nodes in that stage. The
data node decides to accept the proposal or not based on the
estimated cost improvement.

Proposal to join a stage. When a new (relay) node wants
to participate in the training, it first needs to discover other

nodes in the system through a Distributed Hash Table (DHT) [14].

It queries existing nodes for the following information: their
stage, microbatch flow capacity, and existing flows. After-
ward, it computes the bottleneck factor for each stage - the
ratio of its utilisation. We first define the bottleneck factor
(bf) of a stage s as the number of total microbatch flows
divided by the entire capacity of a single stage. The closer
the bottleneck factor of a stage is to 1, the more it is a bot-
tleneck. New nodes should join the stages with the highest
value. Once nodes decide on a stage to join, they need to
estimate two values. The first is the maximum cost of data
parallel communication with a peer in the same stage. This
value can be obtained through d(i, j), where size refers to the
size of the model in that stage. The second is the maximum
communication of activations with any node from either
the previous or subsequent stage (termed as the expected

pipeline parallel cost). These are used to estimate the com-
munication cost associated with using this new node in the
training process.

Selecting the new nodes. Upon reception of such an offer,
data nodes rebroadcast it to all known other data nodes and
agree on which nodes’ proposal to accept at a given stage.
The key criterion is to choose a node’s joining proposal that
maximizes the ratio of the cost of microbatch flow divided
by the overall microbatch throughput.

As the throughput and cost are dominated by the bottle-
necked stage, we thus estimate the cost and throughput by
the bottlenecked stage. Specifically, the leader node identi-
fies the stage, x, with the highest bf and the next stage, z,
having the second highest bf. If multiple stages have the
same bf, then those closer to the first stage are preferred for
node addition first.

The leader data node first computes the updated through-
put for accepting new nodes into the stage x, which is de-
termined by the stage of the smallest capacity. Then the
leader computes the updated microbatch cost, which is es-
timated as (i) the longest microbatch flow after including
the new node and (ii) the worst intra stage communication
time that is required to aggregate the results of nodes within
a stage. As the actual maximum flow cost depends on the
actual routing, we can only estimate the overall flow cost by
replacing the average cost per stage by the worst cross stage
communication cost of adding the new node.

Flow1 Stage1 Stage 2 Stage 3
Flow 2

Figure 4. Example of adding a new node into stage 1 in
the system that has two data nodes and three relay nodes.
Circles represents the capacity of a node in terms of flows
and edges represent the communication cost.

Running example We use a simple example to illustrate
the computation of updated throughput and microbatch flow
cost shown in Fig 4. There are 2 dataholder nodes, each
sending single microbatch flow traversing in 4 stages. The
circle in each stage denotes the node and the value denotes
the capacity. Stages 1, 2 and 3 have a total capacity of hosting
2,3 and 5 microbatch flows. The existing cost of the two flows
are 6 (top) and 10 (bottom).
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A new node of capacity 5 proposes to join stage 1 - the
bottlenecked stage. It incurs the following costs: (i) a cost of 3
in exchanging parameters with the node in stage 1; (ii) a cost
of 2 in exchanging the activations of both dataholders; and
(iii) two costs of 1 and 4 to exchange the activations of top
and bottom node in stage 2, respectively. As a result, it also
sends the estimated additional communication cost within a
stage, which is 3, and the worst case additional cost to the
overall flow, which is 4, i.e., the maximum of all additional
communications across parent and children.

Upon receiving the proposal from this new node, the
leader data node starts estimating the new throughput and
the cost of including this new node. We note that multiple
nodes can propose to join the same stage. The new through-
out of stage 2 is thus 3, as the first stage is expanded to
the capacity of 7 = 5 + 2. It then estimates the new flow
cost, which sums the maximum flow cost and the worst
communication cost within the stage 3 that is still 5. The
maximum flow cost is to replace the average per stage flow
time by the worst flow time of introducing the new node,
ie, 10 — 10/4 + max{2, 2, 1,4}. As a result, one can easily
compute the new ratio of the flow cost divided throughput
decreases.

5.2 Decentralized flow optimization

GWTF constructs the pipelines for a microbatch starting from
a data node and sequentially determining the relay nodes
for each stage. To build a pipeline, the availability of known
nodes and their memory constraints are considered. We as-
sume that the memory requirement of each stage per micro-
batch is known through offline profiling, which can be done
by the data nodes themselves and subsequently announced
to all nodes.

The objective of GWTF is to complete the entire flow of all
microbatches at the minimum cost, namely the sum of d; ;
from Equation 1 along the path of the flow. This optimiza-
tion problem is closely related to the problem of minimizing
cost and maximizing flow in a multiple-source multiple-sink
graph. In such a problem the goal is to minimise the sum of
costs of all flows within the graph:

min Z £(i, j) - d(i, j) (2)

Vi jeN

where (i, j) is the flow between two nodes and d(i, j) is the
cost of the link that connects them. The problem assumes
a linear model for cost to flow increase, hence the inner
product of f(i, j)-d(i, j) expressing the cost of some amount
of flow along some edge. The classical algorithm [10] one
can use to solve our optimization problem relies on global
information, which is not available in decentralized settings.
Additionally, unlike in the standard definition which requires
that any flow from a source be delivered to any sink, GWTF
has to deliver a flow from a source back to itself.

To this end we design a novel distributed algorithm that
leverages only local knowledge and differentiates between
flow from different sources (which in the training are the
data nodes). However, the objective function of Equation 2
requires greater synchronisation between nodes and con-
verges slowly, as nodes need global knowledge of the cost of
the entire flow. Fortunately we can solve a much easier prob-
lem with only local knowledge for each node by minimising
the cost of the maximal flow between two nodes:

. ) di
min | max fG.j)-d(, j)

A similar function has also been used in a previous work [24],
which however assumed a constant flow.

GWTF uses 5 subprocedures to solve this decentralized op-
timization problem: Request Flow, Request Change, Request
Redirect, Pushback, and Cancel. These procedures only as-
sume local knowledge of the system’s membership, and of
the outflow and inflow of known nodes. The outflow and
inflow of a node are respectively the flows it transfers to sub-
sequent peers and the flow it receives from previous peers.
By requesting and receiving agreement for both outflows
and inflows, a node can be sure that there is no duplicated
flow. All flows are associated with a unique id and their data
node - the final intended destination of the flow. We call
unpaired inflows/outflows the inflows/outflows of a node
that have not yet been paired with any outflow/inflow (i.e.,
attributed to a node from another stage). All data nodes are
initialized with unpaired inflows and outflows that are equal
to their respective capacities. Nodes inform each other of
the cost of flow between them, which captures changing
network conditions during training.

Building Pipelines using Flow Requests. During each
iteration, nodes that do not have unpaired outflow look for
anode in a subsequent stage that has an unpaired outflow
to a specific data node. If multiple such nodes exist, a node
i prefers the node j that minimizes the sum of the cost of
flow from j to the sink and the cost of sending from i to j,
as per 1. Similarly, nodes with unpaired inflow look for a
node that has unpaired outflow with the same data node. In
both cases, when a node receives a Request Flow, it checks
the associated data node and cost coming with the request.
If it does have unpaired outflow to that data node at that
cost, it approves it and adds inflow which connects to the
unpaired outflow. If it does not, it rejects it and informs the
requester of its current cost to that destination (which is
infinite if it has not unpaired outflow to it). Upon seeing
its flow request approved, a node adds it to its unpaired
outflow (unless it had already unpaired inflow it can connect
it to). It then calculates its minimum cost to that sink as
the cost between the two nodes, as explained in Equation 1,
plus the cost of the flow requested as reported by the other
node, and broadcasts it to nodes in previous stages. Nodes
that have outflow equal to their capacity do not generate
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Request Flow calls. If a node has no peers it can request flow
from, then it aims at minimising its sending cost to the next
stage by communicating with the nodes from its stage. This
minimization relies on simulate annealing. This is done by
querying all of its same stage peers about their current flows,
and checking two conditions.

Request Change. If two nodes have flow to the same sink
but with different next stage peers, one of these nodes can
determine if switching these flows will reduce the objective
function (e.g., maximum sending cost), and consequently
request a switch. If the second node agrees to the switch,
because it has that flow and it also thinks that the objective
function will be reduced, then each node now sends its out-
flow to the next peer of the other one. Otherwise, nodes keep
their outflows as they are.

Request Redirect. If a node’s peers have flow from a pre-
vious stage peer to a next stage peer and the node checking
has capacity left, it checks if that flow will have a lower cost
if it came through it. If it is the case, it then sends a Request
Redirect to its peer. The other node in the stage performs
the same check as in a Request Change. If it is approved, it
swaps its outflow with the one of the requesting node and
tells its predecessor peer that it cancels its flow (i.e., pushes
back its flow, as explained in the next paragraph).

In order to prevent the algorithm from converging to a
local minima, we utilise a technique from simulated anneal-
ing [13]. Both procedures can be approved even if they do
not minimise with the following probability

COSteurrent —€OStnew
e T > U(0,1),
where T is the current temperature. Upon a successful redi-
rect/change, temperature is decreased to T - «, where « is
the cooling factor.

Pushback and Cancel. Pushing back a flow and can-
celling a flow work identically, except that one is upwards
in the direction of the flow and the other downwards. If a
node has unpaired inflow/outflow (one not matched to some
outflow/inflow) and for a predefined number of iterations
(we use 7) it cannot find a peer to send it to, it pushes it back
to the previous peer, respectively cancels it from the subse-
quent peer. The first of the procedures pushes flow down
the stages - a node with no unpaired outflow requests to
push its flow to some node with unpaired outflow. The next
two procedures minimise the cost of a flow, by switching it
between nodes in a given stage. After a successful execution
of either one, the flow of one of the nodes now goes through
the other.

5.3 Tolerating Crashes

When a node completes the computations of a batch, it sends
back to the previous node in the path a COMPLETE message
with the id of the batch. Based on this message, nodes can

estimate the communication cost (network and computation
latency) between them, though with one extra delay term, as
what they will measure is 2 * A + $2¢ + computation. When
sending training information, either during a forward or a
backward pass, nodes expect to receive a COMPLETE reply
from their peer within some fixed predefined amount of
time. If they do not receive a reply, then the node assumes
that the peer has left the system or is unresponsive and
diverts its traffic to a different peer. If this is not possible, for
example because it does not know any peers who can take
in the traffic, it should send a DENY message to its upstream
peer and let it redistribute the flow. This last operation can
continue recursively until the source, which will have to
leave this batch for the next iteration.

DENY messages essentially signal to an upstream peer
that the subsequent node cannot process any more micro-
batches. This can happen because it doesn’t know any nodes
that it can send to, it has received DENY messages from
every downstream peer or it has reached its maximum ca-
pacity. Nodes who have sent a DENY message are excluded
from consideration until they send a CAN TAKE message
(described in Section 5.4).

Forward pass. Crash recovery during the forward pass
of relay nodes is done as in SWARM [17]. Pipelines are con-
structed on the fly and a microbatch is routed through them
independently by each peer. Instead of using SWARM’s sto-
chastic wiring algorithm, GWTF uses the flow algorithm of
Section 5.2, which can optimise costs of sending while also
taking into account the memory constraints of each node.

Backward pass. Nodes also send a complete message
when they are done with their computation. If a node does
not receive a COMPLETE BACKWARDS message or the
transmission failed, it should inform the data node. If the
data node has no outstanding microbatches for which they
have not received a backwards pass, they do not need to
restore the pipeline. In this case the node that detected the
crash will not send the gradient of the activations, but will
use the computed gradient to update its parameters during
the aggregation phase. Otherwise, the data node pings the
node it sent the activations to with the microbatch path,
which it knows as it had to compute to loss and it was the
last one in the path. Nodes ping each other along the path.
Upon a failed ping, the node that did not receive a ping
forwards its activation to a new downstream peer with the
path information. The downstream peer, upon calculating
the activations on that layer, attempts to send the results to
some node that was already on that path. If it does not receive
a COMPLETE reply, it tries again to divert the traffic, until
either reaching a node which was on the path and is still alive
or reaching the data node, which is still technically a node
on the path. Then the backwards pass can be resumed. Note
that if a node earlier on from the original pipeline is found
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to be alive, then the process is significantly cheaper than
recomputing the pipeline for that microbatch from scratch,
which previous works would have to do.

If a node receives the same batch twice, before processing
a backward pass, it can assume that one of the peers has
recovered along the original path. This situation can happen,
for example, when a node receives a COMPLETE message
after it has timed out for a given microbatch. Thus now at
least two nodes have computed activations for the same
batch and they also remember the activations they have re-
ceived. These can be freed (forgotten) by all but the first peer
who sent the duplicate microbatch, to allow for more data
through. The node that receives duplicate activations tell
previous nodes whether they should forget their activations.

5.4 Training-Aggregation Synchronization

As we have seen, when a node wants to join the system it
runs the procedure of Section 5.1. Once it has been approved
to join, it begins running the flow algorithm of Section 5.2 in
parallel to the actual training. When a fault occurs it runs one
of the two procedures of Section 5.3. In a decentralized train-
ing system, nodes also have to alternate between training
and aggregation phases, which has been insufficiently de-
scribed in previous works [17] and in previous sections. This
synchronisation is necessary as nodes in the same stage need
to have identical parameters when processing microbatches
in a iteration. GWTF relies on a simple algorithm through
which nodes can signal to each other when this transition
should happen.

When a node has reached its capacity of microbatches pro-
cessed and has computed the backwards pass on all of them,
it sends its parameters to other nodes in the same stage as it,
as per [3, 5, 12], and enters the aggregation phase. Otherwise,
the aggregation phase can also begin when the elected data
node leader announces a starting aggregation to all its peers
(using a BEGIN_AGGREGATION message), which propagate
it further through the network. Upon receiving this message,
nodes broadcast their model weights within their stage and
collect their peers’ weights. Once a node has finished its
aggregation phase and knows of a downstream peer that
also completed theirs, then it sends to its upstream peers
another message (CAN_TAKE) that indicates that it accepts
new microbatches. Nodes from the last stage do not need
to wait for a CAN_TAKE message before sending their own.
Thus the whole system involves several passes: a back to
front formation of pipelines, a front to back forward pass,
a back to front backwards pass, a front to back relaying
of BEGIN_AGGREGATION messages, and finally a back to
front relaying of CAN_TAKE messages, which signals that a
node has finished its aggregation phase and can begin the
next iteration. This communication pattern is illustrated in
Figure 5.
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Figure 5. Communication and training happening during
one iteration in a simple 3-stage pipeline without any crashes
and with 1 microbatch per iteration. For ease of visualisation
messages that relate to the aggregation phase are omitted.

6 Performance Evaluation

We demonstrate that GWTF can provide significant speed up
for training a large model in decentralized settings, even in
the presence of node crashes. We show that our system is
up to 45% faster in end-to-end runtime in the presence of
faults compared to previous works. We further compare the
performance of our scheduler against the optimal commu-
nication scheduler of Yuan et al’s DT-FM [24]. We finally
verify the applicability of our system in a practical scenario
by showing that the model converges at rate similar of the
one of GPipe [11].

6.1 Setup

The following experiments were performed on LLama archi-
tecture models with varying model sizes. We use a private
cluster of 5 NVIDIA RTX A4000 GPUs with 16 GB of GPU
memory that are interconnected by a 100 GB Infiniband con-
nection. We simulate geo-distributed locations by limiting
the bandwidth and increasing the latency between nodes,
with a maximum bandwidth between two nodes in simu-
lated different locations of 500Mb/s. To achieve a higher
throughput per node, we make use of memory offloading
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by storing the computation graph and received model pa-
rameters/gradients to RAM. Unless stated otherwise, our
decentralized optimization uses T = 1.7 for the initial tem-
perature, @ = 0.95 for the cooling factor, and the aggregation
group size was set to k = oo.

6.2 Node Crashes

We evaluate the performance of our system against SWARM [17]

on a small LLaMa-like model with d,,,p4.; = 1024, npeqqs = 18
and 16 layers. Microbatches used were of size 4 and sequence
length of 512. As the model and batch sizes are significantly
smaller than those in practice, we compensate by decreasing
the bandwidth between nodes by a factor of 250, which is
equivalent to sending an activation 250 times larger. This
is necessary as the sequence length is 8 times smaller ([21]
trains on a lenght of 4096), the activations sizes were roughly
12 times smaller than for actual LLaMa models of size 13b,
and microbatches usually include more examples. Each set-
ting has a world size of 18 nodes (maximum nodes that can
be active at the same time). The model was split across 6
stages each servicing three transformer blocks, except the
very first one which serviced 1 transformer block, the embed-
ding layer, and handled loss computation and data retrieval.
Two data nodes participate in the setting and do not leave the
system until the end. They each try to push 4 microbatches
during each iteration.

We compare the performance against SWARM [17], the
state of the art in decentralized crash tolerant training. For a
fair comparison, we modified SWARM to allow node crashes
and joining of nodes. The SWARM baseline includes an ad-
ditional timeout if no backwards pass has been received in
some predefined amount of time by a data node. This trig-
gers SWARM to rewire the nodes stochastically. Additionally,
nodes can join freely in any stage they choose.

Parameters vary between experiments. The first difference
is capacity. In the heterogeneous setting, relay nodes have
random capacities between 1 and 3. In the homogeneous
case all nodes have a capacity of 4. The second parameter
is the join-leave chance. It dictates each node’s chance to
crash or join during any iteration. At 0%, nodes do not leave
the system. At 10% they have a ten percent chance to join
the system if currently inactive, or ten percent chance to
crash during any iteration, if currently active. Results are
presented in Table 2. Several metrics are reported (averaged
across all iterations):

e Time per microbatch - the maximum time per itera-
tion, measured from the point of view of a dataholder,
divided by the number of microbatches processed in
that iteration.

e Throughput per iteration - the number of microbatches
processed in an iteration.

e Microbatch per time unit - the inverse of time per
microbatch.

10

e Communication time - the summed pipeline parallel
communication time for all microbatches in an itera-
tion in minutes.

e Wasted GPU time - the summed pipeline parallel com-
putation time in minutes for all microbatches in an
iteration number, which was not included in the ag-
gregation step or was not on the main path of a micro-

batch.

In all heterogeneous cases we demonstrated an improve-
ment over SWARM and better performance even in the pres-
ence of crashes (speed up of 45% in the 10% crash case). In
the homogeneous case GWTF outperforms SWARM in the
presence of crashes and performs similarly in the fault-free
case. SWARM also has a much higher GPU wasted time, as
microbatches may be sent to nodes that do not know anyone
who they can send to, or on backward pass faults, the entire
pipeline needs to be recomputed.

6.3 Optimality

In this section we aim to evaluate the performance of our
scheduling routines, by comparing the end-to-end training
time of our system against a GPipe setting with a commu-
nication optimal arrangement, calculated by the procedure
DT-FM designed by Yuan et al. [24]. The setting of the exper-
iment is the same as the 0% homogeneous of the previous
experiments, with some differences. Following the settings
of [24] we use several pipelines with 4 microbatches per
pipeline. In order for the two system to be comparable, we
have 3 dataholders and 15 relay nodes. The end-to-end train-
ing time between the two systems is compared in Table 3.
Although the optimal computation schedule does outper-
form GWTF by almost 13%, it takes much longer time to be
computed, as it involves the use of a genetic algorithm [24].
As it Scales exponentially with the number of nodes. Not
sustanable for more systems or systems that change ad-hoc.

6.4 Scalability with Model Size

Additionally, we evaluated the training loss of our system in
a 10% heterogeneous setting against a single GPipe pipeline
of 8 nodes, with 8 microbatches of size 1 and sequence
length 4096. We evaluated against a setting of 10% node
crashes with a maximum world size of 10 and 1 data node.
The model used in this experiment is the LLaMA-7b with
Amodel = 4096, Npeqqs = 32, and 32 layers, distributed uni-
formly across 8 stages. The dataset used was the Wikipedia
English dataset [9]. Figure 6 shows that the larger system
deployed by GWTF has a similar convergence of loss as the
centralised GPipe pipeline.

6.5 Decentralized Minimum Cost Flow

We evaluate our flow algorithm in 6 different settings. The
first four settings involve a single source-sink node while
the last have multiple source-sink nodes. Details about the
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Table 2. Performance with crash-prone devices. Results are over 25 iterations. Per column the mean of the iterations is

presented followed by the standard deviation

Homogeneous 0%

Homogeneous 10% Homogeneous 20%

SWARM GWTF (Ours) SWARM GWTF (Ours) SWARM GWTF (Ours)
Time per microbatch (min) 0.53+0.13 058+0.16 1.26+0.87 1.01+0.37 1.76+1.3 1.17 £ 0.43
Throughput (# microbatch/iteration) 8.0 +0.13  7.16 £0.17 4.64+0.87 5.8+0.37 6.1+1.3 5.72 +0.43
Microbatch per time 1.95+0.26 1.8+0.36 1.14+£053 1.14+045 0.85+043 1.03+0.5
Communication time 6.07+492 4.2+252 12.23 £8.81 7.76 £2.24 17.74+13.15 4.57 +2.68
Wasted GPU time 0.27 £ 0.0 0.03+0.0 0.75+0.0 0.2+0.0 1.75+ 0.0 0.0+0.0

Heterogeneous 0%

Heterogeneous 10% Heterogeneous 20%

SWARM GWTF (Ours) SWARM GWTF (Ours) SWARM GWTF (Ours)
Time per microbatch (min) 1.59 +0.21 1.15+044 4.53+4.08 2.45+093 5.36 +3.56 3.47 + 2.06
Throughput (# microbatch/iteration)  2.96 +0.21 3.6 £+0.44  1.56+4.08 2.08+0.93 1.72+3.56 2.12+2.06
Microbatch per time 0.64 + 0.09 0.96 +0.26 0.36 +£0.21 047 +0.16 0.3+0.2 0.4 +0.22
Communication time 10.55+2.79 3.65+1.19 395+1.8 2.62+127 7.18+7.22 4.28 + 2.85
Wasted GPU time 0.57 £ 0.0 0.0+0.0 0.33+0.0 0.1+0.0 0.33+0.0 0.03 +£0.0
Table 3. Comparison against optimal schedule Table 4. Flow Test Settings
Time per mi- Throughput Microbatch Sources Relays Stages Capacities Link costs
- crobatch per iteration per time 1 1 40 3 U(L3)]  U(1,20)]
- [24] 0.44%0.0 9.0+ 0.0 2.27+0.010 2 1 40 10 |U(1,3)] LU(1,20)]
GWTF 0.51 +£ 0.08 8.08 +£0.08 1.99 +0.26 3 1 40 3 |_U(5, 15)J |_U(1, ZO)J
4 1 40 8 LU(1,3)] LU(5,100) |
Conversion results 5 2 40 8 LU(1,3)] LU(1,20)]
—— 1 centralised pipeline 6 4 80 8 |_U(1, 3)J |_U(1’ ZO)J
101 GWTF
91 Results of 6 flow tests
" . GWTF
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Figure 6. Loss convergence of GWTF compared to the con-

vergence of a single centralised GPipe pipeline

tests are presented in Table 4. In all cases the source-sinks
were given sufficient capacity to prevent bottlenecks. In or-
der to compare to the optimal result as found by Fulkerson’s
algorithm [10], here our procedure attempts to minimise
min (3, jen d(i, j) * f(i, j)), i.e. minimise the sum of costs
of all flows. Tests 5 and 6 are not compared with the optimal
baseline, as there the formulation differs, in that that a source
must deliver to a specific sink. We use the approach from
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Test 1

Test 2 Test 3 Test 4 Test 5 Test 6

Figure 7. Average cost per microbatch in flow tests.

SWARM [17] of sending to the next stage closest node as
a baseline. The results of the first two tests achieved differ-
ence from the optimal flow cost are presented in Figure 7 as
fractions of the optimal cost.
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Table 5. Node Addition Test Settings. Note that ¢ represents
the maximum Interlayer Cost of a node for the stage it is
in/proposing to be in.

Stages Capacities Interlayer Costs Intralayer Costs
1 38 LU(1,20)] LU(1,100)] ¢+ |U(50,100)|
2 8 LU(1,20)] |U(20,100)] ¢ + [U(50,100) |
3 8 lU(1,5)]  |U(1,100)] $ + LU (50, 100) |
4 12 LU(1,20)] LU(1,100)] ¢+ LU(50,100) ]
5* 8 LU(1,20)] [U(1,100)] ¢+ LU(50,100) ]

6.6 Handling Joining Nodes

We evaluate the algorithm for joining nodes, which is de-
scribed in section 5.1. GWTF is evaluated on the number of
stages, the node capacity, and the intra- and interlayer. For
each test a total of 97 nodes are used (with 1 of them be-
ing a dataholder). The number of nodes in each stage is the
same and can be calculated as % where N is the number
of nodes and S the number of stages. The last experiment
has a different number of nodes. In the last of the tests (5%)
, the number of nodes per stage is randomly chosen. All
nodes in the system have properties that adhere to the val-
ues described in Table 5. To construct the system, we use
the Out-of-kilter algorithm [10] to determine the minimum
cost flow. Iteratively, 20 nodes are added in different stages
following the algorithm in section 5.1. Since every node is a
candidate for each stage, we assume that each node knows
its costs for each stage. The optimal choice of node addition
is determined by running the minimum cost flow algorithm
[10] for each combination of S candidate nodes added to each
of the S stages in the tests.

The results are presented in Figure 8 where the aver-
age improvement of 10 runs for each test is measured as
0%tnow=CoStafter (i.e., the proportional improvement compared

CcOStnow ’
to before running the respective algorithm). We provide two
baselines - adding highest capacity first and adding random
nodes.

In all cases GWTF outperforms the two baselines, however
it never achieves an optimal schedule. Still, this optimal
schedule cannot be achieved in a decentralised setting - it
takes awhile to compute, as it involves trying out every
permutation of candidates, and requires global knowledge to
run a flow algorithm for every possible permutation. In spite
of these limitations, GWTF is never more than 25% slower
than the optimal schedule. It is also up to 1.5 times as fast as
the highest capacity first baseline and up to 3.5 times faster
than the random baseline

7 Conclusion

Motivated by the importance of democratizing the training
of LLM on heterogeneous and churning clients, we propose
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Figure 8. Average improvement of 10 runs for the new node
addition tests. The variance is reported with black lines per

bar. Higher means better.

GWTF, the first fault tolerant decentralized training frame-
work aiming to minimizing the training cost/time and maxi-
mizing the throughput. GWTF uniquely models the forward
and backward pass of per training microbatch per iteration
as a flow, and effectively decide its execution on clients that
are of different computation and communication capacities.
GWTF is architected in three key modules, namely decen-
tralized flow, incorporating joining nodes, and tolerating
crashes. We extensively evaluate GWTF on decentralized train-
ing LLama-like models in a geo-distributed setting, against
SWARM and GPipe, on both homogeneous and heteroge-
neous setups with different node churning dynamics. Our
results show that GWTF is able to improve the training time
by up to a 45% and throughput by up to a 30 % increase while
resulting into almost zero GPU wasted time of any joining
clients.
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2 Introduction

2.1 A Brief History of Natural Language Processing

Natural Language Processing (NLP) is the field of Computer Science focused on developing
solutions that can understand and produce human languages, whether textual or verbal. First
successful approaches in the late 60s like SHRDLU [78] (a reference to the ”etaoin shrdlu” char-
acter string used to mark erroneous lines in the days of hot metal typesetting) employed limited
vocabulary to encode in a program understanding of syntax, morphology, vocabulary, and target
domain. Hand-crafted heuristic algorithms continued to be employed until the 80s for lemma-
tisation (producing the lemma of each word), often through methods like stemming [45], Part
of Speech tagging [28], etc. With the diminishing influence of Chomsky’s work and the increase
of computational power, the 90s saw a transition from the ”grammar-based” approaches, these
handcrafted long and complex rules for understanding language based on linguistic principles, to
”statistical-based” ones, those employing Machine Learning to learn an underlying distribution
[38]. The field progressed alongside the development of Deep Learning, replacing the hidden
markov models and Bag of Words for Long-Short Term Memory Networks [31] and Vector Em-
beddings [49]. Then everything changed with the seminal work of [72], which introduced the
Transformer architecture. Employing self-attention, a function computing the importance of
each word relative to all the other ones around it, it performed much better than state of the
art at a significantly lower training time. Since then, most successful Language Models have
been based on the Transformer as their building block [70, 8, 14, 17, 65].

2.2 Size Matters

Since the work of [72] Language Models have grown at an exponential rate - 100 million param-
eters for GPT1 in 2018 [58], 340 million for BERT in 2019 [17], 8.3 billion for Megatron LM
[65], 175 billion for GPT-3 in 2021 [8], and 540 billion for PaLM in 2022 [14]. The bigger the
model got, the better its performance was. Models became so large that they no longer fit even
on the most high-end GPUs. But simply making your model bigger is not enough to increase
its performance, as it can lead to overfitting if the training data set is too small in proportion
to the number of parameters [80]. Hence, the Large Language Model (LLM) revolution was
in part facilitated by the ever expanding corpus of text data available in digital form, whether
from forums, books, chats, etc. For example the Colossal Clean Crawl Corpus contains over 360
million strings in its training set and is over 800 Gigabytes in size, just for the English language
alone [59].

So you have models that do not fit in your GPU and datasets that are order of magnitude
larger than previously employed ones. How can you then train a model?

2.3 Distributed Machine Learning

Distributed training is the workhorse of state of the art Deep Learning solutions. Of interest
here are two main approaches - model (pipeline) parallel and data parallel.

Model parallel solves the first problem encountered - too many parameters to train on a
single GPU. So lets split the model layers across devices, which will then communicate with
each other the activations in the forward pass and the output gradient in the backwards one.
LLMs are particularly well suited for this technique, as they have a nice split boundary between
transformer blocks, where the model can be separated between devices.

Data parallel aims to increase the batch size during training, by splitting it into minibatches,
each ran on a device holding an identical model to the rest. Then the gradients of all devices
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Figure 1: Model size comparison

are aggregated in some manner and used to update the model weights. For LLMs it is believed
that the bigger the batch size the better [8]. As such the more data parallel workers one has,
the faster the convergence will be (excluding bottlenecks due to communication).

When training LLM we need to combine the two approaches to create pipeline parallelism.
The model is split sequentially on devices forming independent pipelines which run forward and
backwards passes. Between pipelines, devices sharing the same layers needs to synchronise their
weights, similar to data parallel approaches.

While this approach is functional and neat, it is extremely expensive in practice. A high
number of GPUs need to be bought/rented. They require high throughput on their links (es-
pecially for gradient exchanges). Not everyone has access to Microsoft’s Azure HPC cluster
like OpenAlI [8]. As such Large Language Models remain a playing ground to a privileged few
who have the resources to run and build them. Many researchers and end users are excluded
from the technological revolution (unless granted crumbs in the form of paid APIs). So what
should we do? Surely OpenAl will stick to their pledge (which is embedded in the name ” OPEN
Artificial Intelligence”) and would ”As a non-profit... aim is to build value for everyone rather
than shareholders. Researchers will be strongly encouraged to publish their work, whether as
papers, blog posts, or code, and our patents (if any) will be shared with the world. We’ll freely
collaborate with others across many institutions and expect to work with companies to research
and deploy new technologies” [54]. This quote is taken from their, now deleted, first blogpost
introducing the goals of the company. They will soon turn back on them and offer Microsoft
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exclusive access to their GPT3 model [29].

2.4 Ethics of LLM

Technology is never value neutral'. Language itself is not value neutral. It encodes values,
history, culture of those who speak it [57]. Learning simply the statistical distribution of text
will also often implicitly learn the values of those who use it2.

Large Language Models are a relatively new toy and as such the ethical discourse around
them has not been fully developed. But if one thinks of them as information retrieval tools,
which have a large corpus of data available and from it they must provide most relevant coherent
answer, then one can look into the extensive literature on the ethics of search engines as a primer.
Such an analogy (albeit limiting as we will see in a bit) is not without grounds. LLMs compress
all the textual data they are trained on into their billions of parameters, which allows them to
reproduce the correct answer to a given prompt. It is no coincidence that LLMs have already
begun seeing an integration into search engines [68]. However the two also differ in a few main
aspect. First, LLMs provides interactivity, which can pose dangers of anthropomorphising the
tool and becoming overly reliant socially on them (which is something some chat bots hope
for). Second, search engines provide you with an ordered list of results, based on which one
has to find and judge the information they retrieve. LLMs provide you with a single concise
answer, which may be incorrect, but you would have no option of verifying with alternatives.
Apart from potential misinformation, this can inadvertently lead to a homogenisation of opinion
- THE opinion presented to us by the machine becomes the answer to your query, which when
internalised and repeated by individuals, becomes societies opinion on the topic. Lastly, LLMs
offer generative capabilities. This presents a hot topic for contemporary Al safety research and
we direct readers to papers on that topic [75].

One of the few papers from the field of Al safety on LLM ethics [76] by a DeepMind team
identifies 6 risk areas of Language Model usage, though some echo threats studied for Search
Engines, like leaking private information [82], misinformation, and discriminatory associations
[52]. Of interest for the discussion here are the possible harms of exclusion, disparate access,
and potential back doors.

When Large Language Models are trained typically their weights remain frozen during usage
and they cannot make use of any new information. As such they will perform better for the
languages which they are primarily trained for. This can exclude people who speak underrep-
resented languages from using this technology. But going even further, even though the model
performed well for certain languages at training, it may perform poorly on them in the future
as language changes and adapts. This is a well documented case that transformer models see
a degradation when tested on a different time period language than the one trained on [42].
This has the implications that an outdated Large Language Model may produce from grammat-
ically incorrect statements (as prescriptive languages such as Dutch, Bulgarian, and French may
change official grammatical and spelling rules over short periods of time) to outdated values
encoded in the text. Consider the word ”queer”. Initially meaning ”strange, odd”, it begun to
be used as a slur for men of homosexual orientation [51], to later being reincorporated by that
same community to define itself [67]. A Language Model trained during any of these periods
may miss the value laid in the following one. Even within the same language and the same
period, different communities may greatly differ in how they express themselves. Consider the
English language. Within it there is a difference in spelling between American and British En-
glish, grammatical differences between Scottish and British, and particularly great difference

ISpecifically extrinsic values - those measured in a context by a specific moral framework. See [50] for a
similar sentiment.
2Like how GPT3 implicitly learnt to associate ” Muslim” with ” Terrorist” from English texts [1].
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between American and African American Vernacular English. Simply training on English in a
contemporary setting may not be enough as underrepresented variations may not be learnt too
well by the model.

Disparate Access was already addressed in a previous paragraph. Due to the sheer resources
required to train these models, many groups of different forms of expressions and values may be
excluded from participating in the playtime with these tools. Waiting for ”Big Corporations”
and ” The Trustworthy Governments” to develop and host these tools for the marginalised people
may not be sufficient, as we will see later.

Potential backdoors in models have been a long studied attack, but of primary interest for this
work is the ability to associate certain trigger words (for example names of people or political
parties) with negative sentiments [4]. Without auditability of the training process AND the
ability to produce a change, whether in training a new model or modifying the existing one, this
issue is of especially great concern. Consider the Chinese ChatGPT equivalent ERNIE, which
outright refuses to answer question about Taiwan, Tienanmen Square, or any of the other topics
banned by the Chinese Communist Party [10]. While in this case users are denied information in
a very overt manner, it is no leap of logic that with the techniques presented in [4] any company
or government can influence the results presented by LLMs to be in their favour.

Indeed these harms can easily be reformed into positives. Weidinger et al. [76] agree that
monitoring and restricting usage of LLMs is a good thing as ” The primary method for mitigation
at this time consists of limiting and monitoring LM use”, which directly contradicts the harm
expressed in disparate access. Purposefully limit the use by certain people and for certain goals
of these tools in order to promote a different value - that of safety. There are many people who
will agree that creating backdoors for certain prompts is a good thing as for example it can help
mitigate misinformation (as for example is the case with LLama models responding to prompts
in regards to the ”Earth being flat”). This hearkens back the old debate of Individual Privacy vs
Security of the Community in discourses about encryption. There is no right or wrong answer.
It all depends on the normative presuppositions made before making a normative conclusion.
This can simply be understood as ”under different moral frameworks the same action can be
judged differently”. And this is where most works of Al safety fall short - they do not properly
evaluate the normative assumptions they make beforehand.

2.5 No Free LLunch

One should familiarise themselves with the Is-Ought problem as first formulated by Hume,
which states that no normative claim (moral/”ought”) can be extracted solely on the basis
of descriptive statements (positive/”is”) [35]. In the context of moral relativism, which has
dominated the philosophical discourse since the metaphorical death of God (as ”If there is no
God, everything is permitted”?), one can choose to hold onto arbitrary normative suppositions
to make an argument. Thus given a certain prompt (an ”is” statement) one can choose what
the ethical response ought to be arbitrarily by switching the normative suppositions. If we
assume LLMs keep their weights frozen after training and we do not inform them of the moral
framework under which their responses will be judged, then every model under all possible
frameworks devolves to random guessing about what is ethical. This is trivial to see as we
can always take the negation of the set of normative claims in the assumption, which would
immediately result in the negation of the original conclusion.

This has major implications about the training and usage of LLMs. Different communities
may have different values. Even the same community may develop a different set of values.

3Though Sartre [63] attributes this to Dostoevsky’s ” The Brothers Karamazov”, the closest match from there
is Rakitin’s "Without God and immortal life? All things are lawful then, they can do what they like?” and
Alyosha’s response ”Didn’t you know?... a clever man can do what he likes” [20]
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A naive solution may be to strive towards a value-neutral LLM - hopefully one presenting an
unbiased opinion on both sides of the argument. But that simply is not what happens in reality.
When training language models a standard procedure is to first perform next word prediction
training on a massive corpus of data and then fine tune the model to better align it with human
needs and values, which often involves human feedback [70]. The first part of the training is
the one primarily studied in terms of the risks it poses, as it can learn implicit discriminatory
associations from the data corpus, purposefully introduce backdoors, or learn an over represented
mode of expression. The second part is seen as the "fix” to these issues humans are involved
in the loop and ”align” the model with human values. But whose values these are is never
substantially explored. For ERNIE it is the values of the CCP. For ChatGPT or LLama it is
the corporation’s values: ” This teaches the model to align with our safety guidelines” [71]. This
does not solve any of the problems of the first training phase as the model still adheres to the
values of an overrepresented group of people (those allowed to perform the training). One needs
to remember that just because they align with these values it does not make them ”correct” or
“universal”. Diversity in expression, not just in the language chosen, but in the values expressed
ought* to be encouraged, as that way more people can feel recognised and represented.

In order to motivate the design choices made for this system, we need to elaborate on the
normative suppositions we make, which inform the values laid in the design. First, we assume the
fundamental right of everyone to express themselves in the manner that they find comfortable,
even if it disagrees with us®. Second, the means of producing this technology should not be
held solely by a few governmental institutions or corporations, which may not always align
with the values (or even languages) of the people they choose to represent. Lastly, the right
of privacy - the ability of an individual or a group to remain free from observation and choose
what information about them becomes known to a given party.

2.6 From Distributed to Decentralised

A promising alternative which can democratise the access to language models is volunteer
computing - utilising resources from various independent participants. Projects such as Fold-
ing@Home have seen great success in tackling computationally expensive task by relying on
the volunteered CPU time of people around the world [64]. Several works have recognised the
potential of such approaches in the context of large deep networks [79, 61, 62]. The last one
of these uses the Mixture-of-Experts, which requires modifications to the underlying model and
does not recover from faults [62]. Fault tolerance and recovery remains a major challenge in
the state of the art, which is a major problem of decentralised training. Nodes may freely join,
disconnect, or may not even have knowledge about all their peers in the system. Communi-
cation is carried over potentially slow and unreliable network, which can lead to nodes having
varying performance over time. These two points render most traditional solutions impractical,
if not infeasible. A notable solution [61] attempts to address these issues, however it relies on
a simple timeout-resend as fault recovery. This is not sufficient for such a setting. Imagine
a node N sends to its next peer N+1 the activations during some iteration. N+1 successfully
computes it, sends it to its downstream peer, and thus N does not timeout - the process was a
success. However, during the backpropagation step, node N+1 has crashed. No progress can be
made. If the timeout is used to detect a successful backwards pass received, then node N may
wait too long for node N+1 during a forward pass, before it times out. During the parameter

4That nasty little ought word. Here we are making a normative claim on the basis of descriptive facts, yes.
we will elaborate on the normative axioms we assume later

5as expressed in the quote commonly attributed to Voltaire: ”I disapprove of what you say, but I will defend
to the death your right to say it”
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update step, swarm uses All-Reduce, which does not handle peers disconnecting or becoming
unreachable.

Previous work on decentralised training is not robust to potential faults or disconnects during
training. In Figure 2 the completion time of a single batch (forward and backward pass) is
presented in different settings. For this example a small GPT-like model with d;,04e1 = 512
and Npeqqs = 16 was trained by 2 separate data nodes with a pipeline of 3 stages and 6 total
nodes participating (distributed evenly amongst the stages). A single node in the second stage
disconnects at a) any point, b) a forward pass, and c) a backwards pass. We can see that in
most solutions (especially ones relying on NCCL or PYTorch distributed training), if a node
leaves the training, it stalls indefinitely and no progress can be made. Swarm [61] is able to
tolerate faults during the forward pass by employing a simple timeout-then-resend approach.
However, this only addresses faults in the forward pass. As we can see in the third figure, if a
node disconnects before it has completed the backwards activations, that batch becomes lost.
A potential solution is to have the data nodes resend the batch if they have not made progress
in too long, but that becomes too slow in long pipelines, where a fault towards the end of it will
get detected too late.

Thus the question of how models can be trained in a decentralised manner remains unan-
swered. This work tackles the problem of decentralised training on heterogeneous and potentially
faulty devices by proposing Go With The Flow®, with the following contributions:

e We propose and implement the first kind of crash-tolerant decentralized and collaborative
framework, Go With The Flow, for training Large Language Models.

e A fully decentralized flow-based algorithm, empowering individuals to contribute their
heterogeneous and volatile resources to LLM training.

e Procedures through which node churn can be handled without stalling the training.

e Our work is not only able to minimize the training time and maximize the throughput
of training Large Language Models in heterogeneous crash-prone environments, but also
optimally utilizes the available resources, without sacrificing convergence.

3 Background and Related Work

This chapter serves as a primer on the topics relevant to this Thesis. The first two sections will
deal with Deep Learning and Large Language Models. Sections three and four discuss distributed
learning and relevant work on decentralised training. Finally section five will present concisely
a few algorithmic problems, which this work implicitly solves.

3.1 Deep Learning

Deep Learning is the subset of Machine Learning, automated parameter finding using statistical
methods, that deals with representation learning [27]. The model is typically comprised of
multiple layers of independent blocks, which together comprise the ”neural network”. Raw data
is fed to the input layer (the very first one), processed through the hidden layers (all layers
between the first and last one), and an output is given by the output layer. In the specific
context of classification, intermediate layers learn the features of the data, hidden numerical
representations, and only the last few layers perform the actual task of classification based on

6Named after the Queens of the Stone Age song
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Figure 2: Comparison in completion time for a single batch in 2 pipelines in the presence of

faults

these hidden features [27]. This is in contrast to ”traditional” Machine Learning, where features

often have to be manually selected and extracted.

Training If one were to just create some arbitrary neural network, it would be a bit surprising
if by sheer chance the initial parameters selected at random were able to perform the task at
hand. Usually (for those of us not so lucky), a model needs to be first trained on data relevant
to the task, before it could perform with satisfactory results. The typical training cycle (called

Stochastic Gradient Descent, SGD for short) for a neural network proceeds as follows:

e Raw data is sampled and fed to the input layer

Intermediate layers perform computations based on the output from the previous layer (x)

and their weights (W, and provide their output as input to the subsequent one (y)

The last layers provides a final output

e A relevant loss function is used which computes how ”inaccurate” the result was given

some target

This loss L is fed back into the last layer
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e Each layer computes an update (gradient) for each of their weights (55—5{,) based on the
gradient input (dy) from the next layer (as this time the flow is in reverse) and provides
the previous layer with the gradient of its forward input (g—Z). For the last layer, the input
it gets during this step is the result of the loss function.

e Weights are updated with W = W — )‘5% where A is a small constant representing the
learning rate.

The last two steps of the process constitute the backpropagation algorithm [27] - an
efficient application of the chain rule. Thus the training can be simplified to - getting data,
forward pass, loss computation, backward pass, weight updates.

Mini-Batch Typically, in practice, one would not perform the training with one example at
a time. Instead, multiple examples are fed and processed together, comprising a mini-batch,
and the gradient updates of all are averaged and then applied. This is preferred as it leads to
a faster convergence of O( \/% + %) in terms of iterations T and a batch size of b, compared

to non-batched SGD O(ﬁ) [16]. This is partially because with a larger batch the gradient

updates are less noisy.

3.2 Large Language Models

Tokenisation As our computers deal with numbers exclusively, words need to somehow be
translated to numerical form, before being used by a network. This is done through the process
of tokenisation - each word or character (or sometimes groups of either) is replaced with a unique
number, the token. The tokenised sequence is what gets fed to the embedding layer of a Large
Language Model.

Large Language Models are typically constructed as an embedding layer and a series of
transformer blocks [70, 58, 14, 65]. Embedding layers simply translate the input which is in
some high dimension, to a lower dimensional output, which makes learning easier for the neural
network. This embedding dimension is the size used by subsequent layers and in most literature
is expressed by dy,oqe; The transformer consists of Multi-head self-attention, normalisation,
and a feed forward network [72]. Self-attention is a special network consisting of three equally
sized matrices - query W, key Wy, and value Wy, For a given input vector z, self-attention
computes an output of:

(Wq2)T Wy

) (W)

dmodel

Where d;,04e; is the dimension of the matrices (they all have the same dimension). Multi-head
attention extends this functionality by performing the above calculation multiple times each
time with different query, key, and value matrices. The output of all the self-attentions are
concatenated and ran through a linear (also equivalent to feed-forward) layer. The number of
different groups of these matrices is typically expressed by the npeqqs parameter.

The term within the softmax function aims to measure the importance of every token (word)
to every other word in the sequence. In previous literature this has sometimes been termed as
the "context”. The result of the softmax is a matrix with row-wise elements summing to 1.
Multiplying it with the result of W,z essentially increases the importance of the most significant
words and decreasing it for less signinficant ones.

y = softmazx (
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3.3 Distributed Learning

This section discusses the main points in regard to distributed machine learning. Figure 3
presents data parallel training between three devices. Each device hosts the entire model and
performs local training, until the aggregation step (purple lines)

Data Parallel (DP) Mini-batch SGD’s convergence and throughput scale with the size of the
batch used b. So what is stopping people from setting b to infinity? Memory. All the activations,
all the gradient updates, need to be stored in memory... Which often can be quite limited. And
for a large model, this quickly can become infeasible, reducing the size of the batch drastically.
So a clever solution is: lets use more memory. This is where Data Parallel training comes in
handy. Data is distributed between a set of devices N with identical models. They perform one
iteration independently of each other on a mini-batch . Then, before performing the update
step, they exchange the computed gradients between each other, whether via All-Reduce [56]
or a Parameter Server [43], and perform the update based on the average of all gradients. Thus
the batch size scales with the number of workers.

Federated Learning For all intents and purposes, federated learning is a generalisation of
data parallel training. A model is distributed across independent workers, who perform local
computations before synchronising with others. The only difference of importance is the data
distribution. While typically in data parallel settings all nodes have access to the same dataset
or a central worker distributes it between them, in federated learning data is only stored on
the workers [39]. For privacy reasons, this data is not shared to others. This can lead to class
imbalances, different dataset sizes, duplicate data, etc. Of note is the FedAvg procedure [47].
A parameter servers selects a set of workers which will be active during this iteration and sends
them the current global model. They perform local iterations on their data and send their
updated models back. Finally, the parameter server computes the new global model as the
average of all received ones.

Pipeline Parallel (PP) If a model is too big to fit on a single GPU it can be split between
several devices, ensuring that the memory capacity will not be exceeded on each. This does slow
down the training, compared to if it was stored on a single device, as now layer activations will
need to be transmitted over the network. Thus the training now goes down the devices in the
pipeline in a forward pass, and up during the backward pass. LLMs are particularly well suited
for this technique, as they have a nice split boundary between transformer blocks, where the
model can be separated between devices. The mini-batch size used in such a setting is bounded
by the smallest memory available on a bottleneck device in the pipeline. Figure 4 presents an
example of pipeline parallel training of a model across 3 devices. Here the model is split between
the devices and intermediate activations are transmitted over the network.

GPipe Google’s GPipe [34] makes an important improvement to pipeline parallel model train-
ing. It allows for a larger mini-batch size without a need to increase the memory available on
each device. Each mini-batch is separated into several micro-batches, which are ran consecu-
tively through the pipeline (without waiting for a previous micro-batch to return). During the
backwards pass, when a node computes the gradient update it stores it in memory (usually of-
floading it to RAM) and does not perform the update step. This way all micro-batches compute
their forward and backward pass on the same parameters. After all micro-batches are processed
and a single iteration completes, nodes compute the average of the gradient updates stored and
apply that one to their parameters. Thus the actual batch size can be much larger than what
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Figure 3: Data Parallel training of a model across 3 devices. Blue lines represent the forward
pass and the orange - backward pass. Purple lines indicate the aggregation - gradient/model
exchanges between devices

the bottleneck device can process. This should remind one of the data parallel improvement, as
with GPipe a single device aggregates multiple gradients computed on different batches to get
a better estimate. GPipe also allows for better utilisation of GPUs, as typically with Pipeline
Parallelism one GPU performs computations while the rest are idle.

Training Large Language Models requires the application of all three techniques - Pipeline
Parallelism, Data Parallelism, and a GPipe-like processing of micro-batches. Federated training
of Large Language Models is still an emergent topic and not much of value has been processed
in the literature [11, 23, 12].
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3.4 Decentralised Learning

Decentralised learning is a bit harder to define compared to distributed learning. Even outside
of the Machine Learning literature, these two terms are poorly defined (consider [73]). For the
purposes of these texts we will distinguish the two as follows. Distributed terms the act of
distributing computations/data across several dedicated workers. This process still involves a
centralised decision maker and coordinator (at least in some initial phase). Decentralised terms
the act of distributing the decision and acting power across all participants in the system. These
participants are unreliable, geographically distributed, have heterogeneous resources, and do not
have complete knowledge of the system. Thus, fault tolerance in the presence of potential discon-
nects/joins is extremely crucial in such a setting. Most distributed techniques assume dedicated
devices, which are active during the entire duration of the training. All-Reduce [56], despite
being bandwidth optimal, does not tolerate faults and requires a well-defined communication
graph. If a single device in a pipeline fails, the rest cannot make progress.

Gossip Previous literature on decentralised training focuses solely on the Data Parallel case.
Of note is the Gossip protocol and its many variants [81, 9, 36, 15]. During the parameter
sharing step, instead of employing All-Reduce or sending to a centralised server, nodes send
their model weights to a subset of known peers. After receiving all weights that should be
received in this iteration 7, nodes average them (including the one their own) and use those
weights in the next iteration. To an observant reader this may seem awfully similar to FedAvg
- and yes, the aggregation procedure is the same, except that the need for a central parameter
server is removed. Such a procedure can tolerate device crashes, dynamic graphs, heterogeneous
communication networks (by preferring faster communications in sending), non i.i.d. data, and
requires only local knowledge per node. [15] demonstrated a convergence rate of O(’L;L—s)7 where
n is the number of workers and s the number of other nodes one sends their weights per round.

“Though how exactly this is known, when is it enough, remains a bit vague and differs per implementation.
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Existing work on decentralised training of Large Language Models (or pipeline parallelism
in general) is greatly lacking. The work of [79] targets decentralised training by providing a
procedure to find a communication-optimal arrangement of nodes via a centralised and very
expensive genetic algorithm. While their work does model the communication heterogeneity
of geographically distributed nodes, but does not model heterogeneity in computations, node
churn, or not fully connected communication graphs. [48] addresses only the heterogeneity in
computation/processing between nodes, with a dynamic group forming during the aggregation
phase. [62] requires modification of the underlying architecture to employ the mixture-of-experts
technique. [7] targets primarily the inference case and requires that the entire pipeline be rerun
on failure. A promising work is [61], where nodes independently route a micro-batch through
stages. A node sends their activations to a node servicing the next stage, preferring those who
will receive it faster. If a node fails to process the microbatch during some predefined time
and send a complete message, the previous node will resend its activations to a different node.
However, while this algorithm of forming pipelines on the fly works well with tolerating crashes
in the forward pass, it does not address crashes during the backward one. When computing the
backwards pass a microbatch needs to travel back through the devices it had passed through
during the forward one. A simple timeout-then resend strategy does not suffice, as the recipient
might not have processed such a micro-batch in the forward pass. Additionally, the greedy
procedure of sending to the next best one does not guarantee optimal overall pipeline time. [61]
also has a very minimalistic load balancing strategy of moving one node from the most underused
stage to the most overused one, does not model device heterogeneity, memory constraints, etc.

Below is a table comparing previous work in decentralised training. Several parameters are
considered across all:

e Fault-tolerant (FT) - can the work tolerate crash faults®
e Pipeline Parallel (PP) - does the work target a pipeline-parallel setting
e Data Parallel (DP) - does the work target a data-parallel setting

e Decentralise Decision Making (DDM) - are decision taken by the whole system as a whole
in contrast to decision take by a single central node

e Heterogeneous Network (HN) - does the work consider a heterogeneous network (different
delays between devices)

o Heterogeneous Resources (HR) - does the work consider devices with different capabilities

y | FT | PP | DP [ DDM [ HN [ HR |
Yuan et al. [79] X | v | Vv X v X
Miao et al. [48] X | v | vV X v X
Casas et al. [9] v X v v v v

Ryabinin et al. [61] | v | vV | V/ v v X
] This work | VIivi]iv] v [ v]V]

Table 1: Caption

8 Although the authors advertise SWARM as fault-tolerant, their solution ignores faults in back-
ward/aggregation step
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3.5 Miscellaneous

Network Flow The maximum flow problem was first formalised in 1955. The problem is
defined as follows:

Given a graph G consisting of vertices V and edges connecting them E with a capacity
associated for each edge, find a steady state maximum flow between two nodes (usually referred
to as source, the one from, s and sink or target, the one to, t), give the following constraints:

o f(i,7) < cap(i,j) Vi,j € V - the flow between two nodes should not exceed the capacity
between them

e f(i,7) = —f(4,4) Vi,j € V - flow has a direction and the flow amount in one direction is
the inverse of the flow amount in the other

o > icv f(i,7) =0Vie V\{s,t} - the flow in and out of a node should sum to 0

o > v f(s,i) = =3 cv f(t,v) - the flow leaving the source should be the same amount as
the flow entering the target

The minimum-cost maximum flow problem is a generalisation of the maximum flow problem
[25]. Tt includes a cost per edge d(3, j), which gives the cost of 1 flow travelling across that edge.
Thus the total cost of a flow between two nodes is d(i, j) * f(i,j). Thus the goal of this problem
is to maximise the flow, with the minimum cost possible of such a flow.

max <Z f(s, Z))

ievV
Subject to:

min (Z d(i,j) = f(i,7) Vi € V)
iev

Both problems can easily be extended to the case where where vertices also have a capacity,
ZjeV [f(i,7)] < 2xcap(i) Vj € V\ {s,t}, by splitting these nodes in two and adding an extra
edge, which has capacity cap(i1,i2) = cap(i). This way the underlying algorithm does not need
to be changed.

Many centralised algorithms have been proposed to solve either one of the problems, with
varying complexity [25, 55, 13]. Several decentralised solutions have also been proposed [2, 6].
However [2] does not consider costs on edges and [6] assumes that the independent decision
makers are located on the edges and not on the nodes, as our work requires.

Graph Partitioning The graph partitioning problem concerns itself with a Graph G, com-
posed of a set of nodes N and edges between them E. Each edge between nodes ¢ and j is
associated with a capacity cap(i,j). The goal of the problem is to split the nodes into [ par-
titions, which cover all nodes N = Ny [J N1 {J..|J NV, such that the sum of capacities between
partitions is minimised:

min (Z cap(i,j)) Vi, j e N:m #m;
Where 7; denotes the partition of node 4 [3]. For this paper of interest is the Balanced Graph
Partitioning problem, where the number of nodes per partition is the same for all (| N1| = |Na| =

... = |Nj]). Both problems are NP-hard and for large input sizes it is infeasible to find an exact
solution.
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Network system models In the synchronous system model all messages between nodes
have a bounded known delay A. This means that if a message is sent at time ¢ by time
t 4+ A it is delivered. In the asynchronous model messages have an arbitrary but finite delay.
So messages will eventually be delivered, though no assumption can be made on delay. The
partially synchronous model attempts to find a middle ground between the two models. Two
alternative definitions of partial synchrony exist - A is not known to processes or A is known,
but there exist periods during which messages may have arbitrary delays [21].

4 Methodology

With the concerns and values expressed in the Introduction and the summary of related work
in the previous section, we can now delve into the main topic of this work. We begin by first
defining the system model we assume. Then we present our solution Go With The Flow, with
a detailed description of each of its components.

4.1 System Model

We assume independent nodes, who offer their resources for a period of time, during which they
participate in the collaborative training of the model. Nodes are geographically distributed and
have individual memory and communication constraints. Each node has a partial view of the
global membership, and can directly communicate with the nodes it knows about. Commu-
nication links are authenticated, may drop messages, are heterogeneous, i.e., they might have
different bandwidth and average latency. Link are not necessarily symmetric - communication
from node i to node j may be associated with a certain latency and bandwidth, while from j to
¢ with a different one. Formally, this means that the weighted adjacency matrix of the system is
not symmetric. We assume that the network is partially synchronous, i.e., there are periods of
time where the network latency is bounded. Partial synchrony is required as some of Go With
The Flow’s algorithms require solving consensus, e.g., to affect a training task to a node, which
would require partial synchrony for deterministic liveness. We assume that at most 50% of the
network can crash. We model a node ¢ with a given memory capacity with a maximum number
cap; of microbatches it can can process during one iteration, and denote by d; ; the processing
delay across a node pair (i, j). We consider two kinds of nodes: data nodes and relay nodes.
The former holds training data, whereas the latter contribute to the training of the LLM. It is
possible for a node to be both a data and a relay node.

Both types of nodes can join the system at any time, participate for a while in the training
process, and then leave the system. Nodes can crash or gracefully leave the system. We handle
these two cases similarly using timeouts. Nodes can leave the system both during the forward and
the backward passes. A node crashing during a forward pass simply slows down the construction
of the forward pass. A node crashing during a backward pass has more severe consequences,
since it requires additional synchronization between nodes across different stages in order to
recover the pipeline by replacing the missing nodes.

4.2 Objectives

We aim to train an LLM efficiently in a decentralized setting, and in particular, to tolerate the
following important requirements: nodes and links can be heterogeneous, nodes can leave or join
the system at any time, and the network can be unstable. This involves two separate groups of
procedures, which run in parallel to each other. The first group concerns itself with optimising
the training process in a decentralised manner - routing the microbatches through nodes in the
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most cost effective manner (Section 4.4), optimising intrastage communication (Section 4.5),
and adding the best nodes to the most overencumbered stage (Section 4.6). The second group
deals with crash recovery - procedures that should be employed when some node in the pipeline
is not responding during a forward pass, a backward pass, or an aggregation step (Section 4.7).

4.3 Formal Problem Definition

Go With the Flow aims at minimizing the distributed training cost of an LLM, which we define in
the following manner. We model the average delay, i.e., cost, of establishing communicating and
processing between two nodes ¢ and j using the sum of its computation times and communication
delays. Following Yuan et al. [79], the communication cost between nodes i and j is composed of
a network latency (); ;) and a transmission delay that is computed as the amount of transferred
data (size) divided by the network bandwidth (S”e) This model is traditionally referred to as

the Alpha-Beta model. The data that is transferred between two nodes depends on the different
training phases. During a forward pass, it is the activations of the last layer of a node. In a
backward pass the transferred data is the gradient of the loss with respect to said activations,
and during aggregation it is the model parameters that each node holds. We assume that links
are not necessarily symmetric, A; ; and ; ; are not necessarily respectively equal to A;; and
Bj.:. However, as every link is used twice during training (once from ¢ to j during the forward
pass and once from j to ¢ during the backward pass), we can model the latency on the link
as the average of the two delays. Similarly, during the aggregation step, in the expected case,
every node will exchange its model parameters with every other one. The final communication
cost between two nodes 7 and j in a given phase is then ’\’7’-7';)‘“ + 5?;1%? . We denote the
computation cost of nodes ¢ and j respectively by ¢; and ¢;. Computation costs capture the
time it takes a node to process a microbatch during the forward or the backward pass, or to
average received models during the aggregation step. The final cost d; ; of a microbatch flow
between nodes ¢ and j is therefore defined by the following equation:

ci+ci N+ 2 - size
dij =275 4 2Ty 1
" 2 2 Bii + Bii S

Pipeline Parallel Communication Optimisation Go With the Flow aims at processing
the largest possible amount of microbatches at the lowest global cost. We model the problem
as follows. We create a graph of all relay nodes, where links exist between nodes ¢ and j if and
only if:

e Nodes 7 and j are in two subsequent stages
e Either node ¢ knows of j or j knows of 4
e Both nodes are alive

We subsequently add the data nodes by duplicating them into two - a data retriever and loss
computer. We add links between data retrievers and ndoes in the first stage, based on the rules
above. Similarly, we add links between nodes in the second to last stage and the loss computers.
The problem now quickly begins to resemble that of a maximum flow at a minimum cost in a
multiple-source multiple-sink networks. Here data nodes serve as both a source and a sink.

We assume that the memory requirement of each stage per microbatch is known through
offline profiling, which can be done by the data nodes themselves and subsequently announced to
all nodes. The objective of Go With The Flow is to complete the entire flow of all microbatches

35



at the minimum cost, namely the sum of d; ; from Equation 1 along the path of the flow. In
such a flow problem the goal is to minimise the sum of costs of all flows within the graph:

min (S f(i,4) - d(i.j) (2)

Vi,jEN

where f(i,7) is the flow between two nodes and d(i,7) is the cost of the link that connects
them. The problem assumes a linear model for cost to flow increase, hence the inner product
of f(i,j)-d(i,j) expressing the cost of some amount of flow along some edge. The classical
algorithm [26] one can use to solve our optimization problem relies on global information, which
is not available in decentralized settings. Additionally, unlike in the standard definition which
requires that any flow from a source be delivered to any sink, Go with the Flow has to deliver
a flow from a source back to itself.

To this end we design a novel distributed algorithm that leverages only local knowledge and
differentiates between flow from different sources (which in the training are the data nodes).
However, the objective function of Equation 2 requires greater synchronisation between nodes
and converges slowly, as nodes need global knowledge of the cost of the entire flow. Fortunately
we can solve a much easier problem with only local knowledge for each node by minimising the
cost of the maximal flow between two nodes:

win (s, £06.9)-dG6.))
A similar objective function has also been used in a previous work [79], which however assumed
a constant flow. Yuan et al. [79] minimise the pipeline parallel cost, which they model as the
maximum cost between two consecutive devices in a pipeline (maxy; jenw f(4,7) - d(¢,7) in our
equation).

Data Parallel Communication Optimisation As per [79] we model the problem as a
balanced graph partitioning problem. The objective function requires a slight modification, as
the goal of the minimisation is the find a graph partition such that the cost between nodes in
the partition is minimised. A partition is equivalent is thus equivalent to a stage (s) in the
distributed training. Assuming that each node needs to exchange parameters with every other
in the same stage as it, then the communication per partition is:

DPcost, =2+ Y d(i,j)
Vi,jEs

Here d(i,j) captures the data parallel communication between two devices, thus the size
parameter would be equal to the model size of that stage and the computation parameters
would be the time needed by a device to perform aggregation. However, nodes may not always
know all other nodes in the stage, we require that they know only k£ other nodes, to whom they
send their parameters. This is a node’s aggregation group A (|A| = k. Thus the above equation
becomes:

DPcosts ), =2 % Z d(i, j)
Vies,VieA;

As nodes in one stage perform the aggregation step independent of another stage, the data
parallel communication stage is bottlenecked by the slowest stage:

DP .= 2 ]
costy, max | 2 | Z d(i, j)
Vies,VjEA,
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Thus, the goal of the optimisation algorithm should be to minimise the data parallel com-
munication time, by minimising:
min(DPcosty,)

4.4 Decentralized flow optimization

To solve the minimum cost max flow problem in a decentralised manner, we design a novel
algorithm that leverages only local knowledge and differentiates between flow from different
sources (which in the training are the data nodes). The algorithm uses 5 subprocedures: Request
Flow, Request Change, Request Redirect, Pushback, and Cancel. These procedures only assume
local knowledge of the system’s membership, and of the outflow and inflow of known nodes. The
outflow and inflow of a node are respectively the flows it transfers to subsequent peers and the
flow it receives from previous peers. By requesting and receiving agreement for both outflows
and inflows, a node can be sure that there is no duplicated flow. All flows are associated
with a unique id and their data node - the final intended destination of the flow. We call
unpaired inflows/outflows the inflows/outflows of a node that have not yet been paired with
any outflow/inflow (i.e., attributed to a node from another stage). All data nodes are initialized
with unpaired inflows and outflows that are equal to their respective capacities. Nodes inform
each other of the cost of flow between them, which captures changing network conditions during
training.

Building Pipelines using Flow Requests During each iteration, nodes that do not have
unpaired outflow look for a node in a subsequent stage that has an unpaired outflow to a specific
data node. If multiple such nodes exist, a node ¢ prefers the node j that minimizes the sum of
the cost of flow from j to the sink and the cost of sending from ¢ to j, as per 1. Similarly, nodes
with unpaired inflow look for a node that has unpaired outflow with the same data node. In both
cases, when a node receives a Request Flow, it checks the associated data node and cost coming
with the request. If it does have unpaired outflow to that data node at that cost, it approves it
and adds inflow which connects to the unpaired outflow. If it does not, it rejects it and informs
the requester of its current cost to that destination (which is infinite if it has not unpaired
outflow to it). Upon seeing its flow request approved, a node adds it to its unpaired outflow
(unless it had already unpaired inflow it can connect it to). It then calculates its minimum cost
to that sink as the cost between the two nodes, as explained in Equation 1, plus the cost of
the flow requested as reported by the other node, and broadcasts it to nodes in previous stages.
Nodes that have outflow equal to their capacity do not generate Request Flow calls. If a node
has no peers it can request flow from, then it aims at minimising its sending cost to the next
stage by communicating with the nodes from its stage. This minimization relies on simulate
annealing. This is done by querying all of its same stage peers about their current flows, and
checking two conditions.

Request Change If two nodes have flow to the same sink but with different next stage peers,
one of these nodes can determine if switching these flows will reduce the objective function (e.g.,
maximum sending cost), and consequently request a switch. If the second node agrees to the
switch, because it has that flow and it also thinks that the objective function will be reduced,
then each node now sends its outflow to the next peer of the other one. Otherwise, nodes keep
their outflows as they are. This procedure is exemplified in Figure 5. The top pipeline has a
total cost of 12, while the bottom one has a cost of 6. The current maximum cost on an edge in
use is 6. Either one of the nodes in the second stage on the image detects that the performing
the change procedure between them will minimise the objective function and sends its peer a
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Request Change message. The other peer agrees and now their flows are switched. After the
change the cost of the top pipeline is 6, of the bottom one - 11. The maximum cost on an edge
in use is 5. Notice that despite one of the nodes increasing their cost to their next peer (from
1 to 3 on the bottom node in the second stage), the total cost is decreased by one, as well as
(coincidentally) the max cost on an edge in use.

Request Redirect If a node’s peers have flow from a previous stage peer to a next stage peer
and the node checking has capacity left, it checks if that flow will have a lower cost if it came
through it. If it is the case, it then sends a Request Redirect to its peer. The other node in the
stage performs the same check as in a Request Change. If it is approved, it swaps its outflow
with the one of the requesting node and tells its predecessor peer that it cancels its flow (i.e.,
pushes back its flow, as explained in the next paragraph). The redirect procedure is illustrated
in Figure 6.

In order to prevent the algorithm from converging to a local minima, we utilise a technique
from simulated annealing [37]. Both the redirect and change procedure can be approved even if
they do not minimise with the following probability

costeyprrent —COStnew

e T > U(0,1),

where T is the current temperature. Upon a successful redirect/change, temperature is decreased
to T - o, where « is the cooling factor.

Pushback and Cancel Pushing back a flow and cancelling a flow work identically, except
that one is upwards in the direction of the flow and the other downwards. If a node has
unpaired inflow/outflow (one not matched to some outflow/inflow) and for a predefined number
of iterations (we use 7) it cannot find a peer to send it to, it pushes it back to the previous peer,
respectively cancels it from the subsequent peer.

The first of the procedures pushes flow down the stages - a node with no unpaired outflow
requests to push its flow to some node with unpaired outflow. The next two procedures minimise
the cost of a flow, by switching it between nodes in a given stage. After a successful execution
of either one, the flow of one of the nodes now goes through the other. The algorithm is detailed
in Algorithms 1, 2, and 3.

4.5 Additional Procedure: Decentralised graph partitioning

We solve the problem of decentralised balanced graph partitioning via a modified version of
the algorithm proposed by Rahimian et al. [60]. It works as a form of a distributed simulated
annealing. Initially nodes are assigned to a partition at random. Throughout the execution
of the algorithm nodes periodically exchange offers of swapping their places in their respective
partition, i.e. node i joining the partition of node j (prior the swap) and j - of node i (again,
prior to the swap). These swaps are performed if both nodes observe a minimisation of the
objective function or, in accordance with simulated annealing [37], with some probability if the
objective function will be increased.
The goal is to minimise:
min(DPcosty,)

Subject to:
anpz‘es,t > fiesi—1Vs € S
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5: Request Change example between two nodes
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Where N are all nodes in the system and d(,7) is the cost of communication of sending
the parameters between i and j, as per Equation 1. The first constraint states that the sum of
capacities of nodes in a stage after the algorithm is ran must be greater than or equal to the flow
passing through the stage before the algorithm. The second states that the number of nodes in
each stage before and after running the algorithm must be the same.

Two datatructures are introduced for the proper functioning of the algorithm. First, each
node is associated with a counter, which increases each time it makes a switch. This allows two
nodes to compare their knowledge of the system and take per node the most accurate one (the
one with highest counter). Thus, it essentially behaves the same way as a vector clock [40]. The
second is a proof of belonging. The algorithm should maintain in its output the same number
of nodes per stage as its input. However, due to messages being dropped or timing out, this
may not always be the case.

Consider the following scenario. Node from stage 1 wants to switch with one of stage 2. It
sends an offer, as per the algorithm below. The node from stage 2 approves the switch and
sends an accept to the offerer. However the node in stage 1 does not receive this message. Now
there is one extra node in stage 1 and one less in stage 2.

To remedy this, we introduce the proof of belonging. It is composed of a pair of the original
holder’s node id and a list of switches performed for that location. Whenever a node proposes
a switch, it appends to the list the stage with which the switch should have been performed.
On a reject or a timeout, the last value in the list is replaced with an empty value, signifying
an unsuccessful change. At the end of the algorithm, nodes can use the proof of belonging to
detect faults retroactively and switch to a stage which has less nodes than it should. This is
done by nodes exchanging their proof of belonging with others in the same stage as them. If a
node finds another node with the same first id in the proof of belonging (the id of the node they
replaced), then they need to resolve which one should remain. This is done by going through
the proof of belonging. The first value that they differ on (which should be an empty value in
one list and a numerical value in the other) indicates that an error occurred during that switch,
and the node that has the non-empty value must join the stage specified by said value.

Let us revisit the motivational example from earlier. Node (1) from stage 1 wants to switch
with node (2) from stage 2. It attempts this change thus having in their proof of belonging (1,
[2]) - the id of the initial node in that position and a list of stages with which switches were
performed. It times out, so it changes its PoB to (1,[BLANK]). Node 2, however, has accepted
the change and moves to stage 1 with PoB of (1,[2]). Node 1 then attempts to switch with node
(3) from stage 3, thus the PoB is (1, [BLANK, 3]). This is successful and now node 3 has the
PoB of (1, [BLANK, 3]). In parallel, node 2 has attempted to switch with node 4 from stage 4,
thus making the PoB of node (1, [2, 4]). It successfully changes and now node 4 has PoB (1, [2,
4]). We now have nodes 3 and 4 in stage 1, nobody in stage 2, node 1 in stage 3, and node 2
in stage 4. Upon exchanging their proofs of belonging, 3 and 4 realise something is wrong. As
their lists first differ in position 1, node 3 remains in stage 1 and node 4 goes to stage 2, thus
preserving the conservation of nodes, but potentially increasing the optimisation function.

The algorithm proceeds as follows. Nodes periodically calculate their current cost to the
k closest peers in the same stage as them (costeyrrent). If k is set to infinity, it will calculate
the distance to all its neighbours in the stage. Then they attempt to swap stages with another
peer, i.e. node ¢ moves to the stage of node j and vice-versa. With probability of 0.5, each
node samples randomly a few peers it knows its cost to. For each peer, it compares its data
parallel cost if it were in that peer’s stage (costpeq ) to its current one (costoyrrent). I it is lower
- a swap is possible. If multiple minimising swaps are possible, the one that minimises by the
largest amount is chosen. If no minimising swap can be found, a swap is possible with each
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sampled peer with some probability:

costeyrrent —Co8tnew

e T > U(0,1),

where T is the current temperature.

An offer is sent to that node with proof of costs to currently known nodes in their stage (with
their counter), a list of the currently known nodes in the stage as the one making the offer (with
their counter), the offerer’s capacity, the flow required by the offerer, the offerer’s temperature,
the number of peers the offerer should have in its stage x, and its proof of belonging. Upon
receiving an offer, a node first checks if it is not with outdated information (based on the
counter). If it is outdated, it simply ignores it, as it knows of a more recent message from that
node. If it currently has an outstanding offer it will reject the incoming one, unless it is to the
node, it currently is receiving an offer from (both parties have agreed that the switch is good
for them). The node will then update its known peers and their stages based on the two lists
received. The recipient then calculates the proposer’s sum of k smallest costs to nodes in the
recipient’s stage. Additionally, it performs the same calculation for its sum of k smallest costs in
the proposer’s sum. These constitute the new possible data parallel communication costs of the
two nodes. If both new costs are lower than the two current ones, it is accepted, and a switch is
performed - the recipient sends its stage, proof of belonging, temperature, the number of peers
it should have in its stage k, and its counter. If not, same as before, it is accepted with some
probability. Once two nodes switch, they use the information provided to them by the other
node to continue their execution (known peers in that stage, proof of belonging, flow required,
etc). They both update their respective temperature to the minimum of their temperatures
prior to the switch. Finally, after finalising their switch locally, each node broadcasts to its
new peers the change that has occurred to the nodes in their old stage. If their peers have
also switched with some other node, they forward this message to the correct recipient. If the
switch is not accepted, the node sends a reject message, which also contains a list of the nodes
it currently knows in its stage with their counters.

At any time a peer must know of exactly the same numbers of peers in its stage as the node
it represented knew when the algorithm started. This is the x exchanged by the two nodes. If
it knows more or less, then the second constraint is violated and it should wait before switching
until it has been resolved. Nodes who are offline are still "known” in the stage they disconnected
from. An example of a switch between two nodes in two different stages is shown in Figure 7.

Nodes not participating in any stage (or here the special stage 255), have a communication
cost to their peers of 0. Nodes in that stage do not generate offers, but instead send their
information to a node they wish to replace and await an offer from them. This is to ensure the
preservation of the second constraint as the proof of belonging does not take into account this
“hacky” stage.

4.6 New Node Joining

We design a two-way procedure to assign a new node to the stage that is predicted to be the
bottlenecked one. First, the joining node estimates the stage with the highest utilized ratio,
meaning the number of flows divided by the available capacity at the stage. Then, the joining
node sends a proposal to an elected data node with its capacity, the stage it wishes to join, and
estimated costs to other nodes in that stage. The data node decides to accept the proposal or
not based on the estimated cost improvement.

Proposal to join a stage When a new (relay) node wants to participate in the training, it
first needs to discover other nodes in the system through a Distributed Hash Table (DHT) [46].
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Figure 7: Example of swapping two nodes in two separate stages.
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It queries existing nodes for the following information: their stage, microbatch flow capacity,
and existing flows. Afterward, it computes the bottleneck factor for each stage - the ratio of its
utilisation.

We first define the bottleneck factor (bf) of a stage s as the number of total microbatch
flows divided by the entire capacity of a single stage.

||

= Dies Capi

The closer the bottleneck factor of a stage is to 1, the more it is a bottleneck. New nodes
should join the stages with the highest value. Once nodes decide on a stage to join, they need
to estimate three values. The first is the maximum cost of data parallel communication with
a peer in the same stage. This value can be obtained through d(i,7), where size refers to the
size of the model in that stage. The second is the maximum communication of activations with
any node from either the previous or subsequent stage (termed as the expected pipeline parallel
cost). These are used to estimate the communication cost associated with using this new node
in the training process. The last of the values it sends is its own capacity cap;.

Selecting the new nodes Upon reception of such an offer, data nodes rebroadcast it to all
known other data nodes and agree on which nodes’ proposal to accept at a given stage. The key
criterion is to choose a node’s joining proposal that maximizes the ratio of the cost of microbatch
flow divided by the overall microbatch throughput.

As the throughput and cost are dominated by the bottlenecked stage, we thus estimate the
cost and throughput by the bottlenecked stage.

v = argmax, cs(bf)
> = argmax,g_x(b)

Where x is the stage with highest bottleneck factor, X are all stages with the same bottleneck
factor as x, and z is the stage with the next highest bottle neck factor. If multiple stages have
the same bf, then those closer to the first stage are preferred for node addition first.

The leader data node first computes the updated throughput for accepting new nodes into
the stage x, which is determined by the stage of the smallest capacity. Thus, for each node that
has sent an offer, the leader computes:

throughputy,e,, = min (Z cap; + CaPcandidate Z Capi)
1€ET 1€z
The current throughput is equivalent to ), cap;, as the system should be fully saturated.
As the next node gets added, the throughput of the system cannot exceed the next bottleneck.
The leader knows the current cost of training, which is bound by the most expensive flow times
2 (once forward, once back), which is the Pipeline Parallel cost (PPcost) plus the cost of the
slowest intrastage communication, the Data Parallel cost (DPcost):

t=2- t DPcost;
cos r;lg}((cos 7))+ Ifé%(( cost; 1)

Then the leader computes the updated microbatch cost, which is estimated as (i) the longest
microbatch flow after including the new node and (ii) the worst intra stage communication time
that is required to aggregate the results of nodes within a stage. As the actual maximum flow
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cost depends on the actual routing, we can only estimate the overall flow cost by replacing the
average cost per stage by the worst cross stage communication cost of adding the new node.

PPcosteyrrent = I}leag‘((COStf) (3)

PPcost
PPCOStnew =2 PPCOStcurrent — <current> +

5]

PPcost
max (Siwmm, PPCOStcandidate)
DPcost ey . = max (mé}\)]((DPcosti,k)a DPCOStcandidate,k) (5)
1€
COStnew = PPcostyew + DPcostyew. i (6)

Where S| is the number of stages. New nodes are then ranked based on:

cost coStpew

throughputcyrrent - throughput e

The highest value greater than 0 is selected. This way nodes who will help increase the through-
put without sacrificing the cost per microbatch are preferred. This process can be repeated itera-
tively for more nodes to be added in the next stage with highest bottleneck factor (argmazscsbfs
excluding stages that have had nodes added to them so far).
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Figure 8: Example of adding a new node into stage 1 in the system that has two data nodes
and three relay nodes. Circles represents the capacity of a node in terms of flows and edges
represent the communication cost.

Running example We use a simple example to illustrate the computation of updated

throughput and microbatch flow cost shown in Fig 8. There are 2 dataholder nodes, each
sending single microbatch flow traversing in 4 stages. The circle in each stage denotes the node
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and the value denotes the capacity. Stages 1, 2 and 3 have a total capacity of hosting 2, 3 and
5 microbatch flows. The existing cost of the two flows are 6 (top) and 10 (bottom).

A new node of capacity 5 proposes to join stage 1 - the bottlenecked stage. It incurs the
following costs: (i) a cost of 3 in exchanging parameters with the node in stage 1; (ii) a cost of
2 in exchanging the activations of both dataholders; and (iii) two costs of 1 and 4 to exchange
the activations of top and bottom node in stage 2, respectively. As a result, it also sends the
estimated additional communication cost within a stage, which is 3, and the worst case additional
cost to the overall flow, which is 4, i.e., the maximum of all additional communications across
parent and children.

Upon receiving the proposal from this new node, the leader data node starts estimating the
new throughput and the cost of including this new node. We note that multiple nodes can
propose to join the same stage. The new throughout of stage 2 is thus 3, as the first stage
is expanded to the capacity of 7 = 5 4+ 2. It then estimates the new flow cost, which sums
the maximum flow cost and the worst communication cost within the stage 3 that is still 5.
The maximum flow cost is to replace the average per stage flow time by the worst flow time of
introducing the new node, i.e., 10 — 10/4 + max{2,2,1,4}. As a result, one can easily compute
the new ratio of the flow cost divided throughput decreases.

4.7 Tolerating Crashes

When a node completes the computations of a batch, it sends back to the previous node in
the path a COMPLETE message with the id of the batch. Based on this message, nodes can
estimate the communication cost (network and computation latency) between them, though with
one extra delay term, as what they will measure is 2 * A 4+ 52¢ 4 computation. When sending
training information, either during a forward or a backward pass, nodes expect to receive a
COMPLETE reply from their peer within some fixed predefined amount of time. If they do not
receive a reply, then the node assumes that the peer has left the system or is unresponsive and
diverts its traffic to a different peer. If this is not possible, for example because it does not know
any peers who can take in the traffic, it should send a DENY message to its upstream peer and
let it redistribute the flow. This last operation can continue recursively until the source, which
will have to leave this batch for the next iteration.

DENY messages essentially signal to an upstream peer that the subsequent node cannot
process any more microbatches. This can happen because it doesn’t know any nodes that it
can send to, it has received DENY messages from every downstream peer or it has reached its
maximum capacity. Nodes who have sent a DENY message are excluded from consideration
until they send a CAN TAKE message (described in Section 4.8).

Forward pass Crash recovery during the forward pass of relay nodes is done as in SWARM [61].
Pipelines are constructed on the fly and a microbatch is routed through them independently by
each peer. Instead of using SWARM’s stochastic wiring algorithm, Go With The Flow uses the
flow algorithm of Section 4.4, which can optimise costs of sending while also taking into account
the memory constraints of each node.

Backward pass Nodes also send a complete message when they are done with their compu-
tation. If a node does not receive a COMPLETE BACKWARDS message or the transmission
failed, it should inform the data node. If the data node has no outstanding microbatches for
which they have not received a backwards pass, they do not need to restore the pipeline. In this
case the node that detected the crash will not send the gradient of the activations, but will use
the computed gradient to update its parameters during the aggregation phase. Otherwise, the
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data node pings the node it sent the activations to with the microbatch path, which it knows
as it had to compute to loss and it was the last one in the path. Nodes ping each other along
the path. Upon a failed ping, the node that did not receive a ping forwards its activation to a
new downstream peer with the path information. The downstream peer, upon calculating the
activations on that layer, attempts to send the results to some node that was already on that
path. If it does not receive a COMPLETE reply, it tries again to divert the traffic, until either
reaching a node which was on the path and is still alive or reaching the data node, which is
still technically a node on the path. Then the backwards pass can be resumed. Note that if a
node earlier on from the original pipeline is found to be alive, then the process is significantly
cheaper than recomputing the pipeline for that microbatch from scratch, which previous works
would have to do.

If a node receives the same batch twice, before processing a backward pass, it can assume that
one of the peers has recovered along the original path. This situation can happen, for example,
when a node receives a COMPLETE message after it has timed out for a given microbatch. Thus
now at least two nodes have computed activations for the same batch and they also remember
the activations they have received. These can be freed (forgotten) by all but the first peer who
sent the duplicate microbatch, to allow for more data through. The node that receives duplicate
activations tell previous nodes whether they should forget their activations.

Aggregation When entering the aggregation phase, nodes first send out a STAKE message
to nodes who should receive their parameters. If a node does not receive any STAKE messages
before receiving a CAN TAKE message (explained in Section 4.8), then it can assume no nodes
will be sending it their parameters, and thus they can end their aggregation phase. If a node has
not received the parameters of a peer which has sent them a STAKE message when receiving a
CAN TAKE message, then that node should perform a liveness check on its peer. If it is dead
it is excluded from consideration during this aggregation phase.

4.8 Training-Aggregation Synchronization

As we have seen, when a node wants to join the system it runs the procedure of Section 4.6.
Once it has been approved to join, it begins running the flow algorithm of Section 4.4 in parallel
to the actual training. Every few iterations, in parallel to the routing and the training, it runs
the algorithm of Section 4.5. When a fault occurs it runs one of the procedures of Section 4.7. In
a decentralized training system, nodes also have to alternate between training and aggregation
phases, which has been insufficiently described in previous works [61] and in previous sections.
This synchronisation is necessary as nodes in the same stage need to have identical parameters
when processing microbatches in a iteration. Go With the Flow relies on a simple algorithm
through which nodes can signal to each other when this transition should happen.

When a node has reached its capacity of microbatches processed and has computed the
backwards pass on all of them, it sends its parameters to other nodes in the same stage as it,
as per [9, 36, 15], and enters the aggregation phase. Otherwise, the aggregation phase can also
begin when the elected data node leader announces a starting aggregation to all its peers (using
a BEGIN_AGGREGATION message), which propagate it further through the network. Upon
receiving this message, nodes broadcast their model weights within their stage and collect their
peers’ weights. Once a node has finished its aggregation phase and knows of a downstream peer
that also completed theirs, then it sends to its upstream peers another message (CAN_TAKE)
that indicates that it accepts new microbatches. Nodes from the last stage do not need to wait
for a CAN_TAKE message before sending their own. Thus the whole system involves several
passes: a back to front formation of pipelines, a front to back forward pass, a back to front

47



backwards pass, a front to back relaying of BEGIN_.AGGREGATION messages, and finally
a back to front relaying of CAN_TAKE messages, which signals that a node has finished its
aggregation phase and can begin the next iteration. This communication pattern is illustrated
in Figure 9.

5 Evaluation

We demonstrate that our solution can provide significant speed up for training a large model
in decentralized settings, even in the presence of node crashes. We show that our system is up
to 45% faster in end-to-end runtime in the presence of faults compared to previous works. We
further compare the performance of our scheduler against the optimal communication scheduler
of Yuan et al.’s DT-FM [79]. We finally verify the applicability of our system in a practical
scenario by showing that the model converges at rate similar of the one of GPipe [34].

5.1 Setup

The following experiments were performed on LLama architecture models with varying model
sizes. We use the DASG cluster [5] of 5 NVIDIA RTX A4000 GPUs with 16 GB of GPU memory
that are interconnected by a 100 GB Infiniband connection. We simulate geo-distributed loca-
tions by limiting the bandwidth and increasing the latency between nodes, with a maximum
bandwidth between two nodes in simulated different locations of 500Mb/s. All systems were
built on top of DecCom [69], as it allows for modular protocol stack construction and peer to
peer communication. Details for the protocol stacks are presented in Appendix B. Node activity
(uptime and downtime over the iterations) is presented in Appendix C.

To achieve a higher throughput per node, we make use of memory offloading by storing the
computation graph and received model parameters/gradients to RAM. Unless stated otherwise,
our decentralized optimization uses T' = 1.7 for the initial temperature, a = 0.95 for the cooling
factor, and the aggregation group size was set to k = co. As the number of nodes per stage is
relatively small (maximum 3 nodes per stage) and the number of crashes per iteration was often
too high, the graph partitioning algorithm could not introduce any substantial benefit. As such,
we disable it, unless explicitly specified.

5.2 Node Crashes

We evaluate the performance of our system against SWARM [61] on a small LLaMa-like model
with dimoder = 1024, npeaqs = 18 and 16 layers. Microbatches used were of size 4 and sequence
length of 512. As the model and batch sizes are significantly smaller than those in practice, we
compensate by decreasing the bandwidth between nodes by a factor of 250, which is equivalent
to sending an activation 250 times larger. This is necessary as the sequence length is 8 times
smaller ([70] trains on a lenght of 4096), the activations sizes were roughly 12 times smaller than
for actual LLaMa models of size 13b, and microbatches usually include more examples. Each
setting has a world size of 18 nodes (maximum nodes that can be active at the same time). The
model was split across 6 stages each servicing three transformer blocks, except the very first one
which serviced 1 transformer block, the embedding layer, and handled loss computation and
data retrieval. Two data nodes participate in the setting and do not leave the system until the
end. They each try to push 4 microbatches during each iteration.

We compare the performance against SWARM [61], the state of the art in decentralized
crash tolerant training. For a fair comparison, we modified SWARM to allow node crashes and
joining of nodes. The SWARM baseline includes an additional timeout if no backwards pass
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Figure 9: Communication and training happening during one iteration in a simple 3-stage
pipeline without any crashes and with 1 microbatch per iteration. For ease of visualisation
messages that relate to the aggregation phase are omitted.
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has been received in some predefined amount of time by a data node. This triggers SWARM to
rewire the nodes stochastically. Additionally, nodes can join freely in any stage they choose.

Parameters vary between experiments. The first difference is capacity. In the heterogeneous
setting, relay nodes have random capacities between 1 and 3. In the homogeneous case all nodes
have a capacity of 4. The second parameter is the join-leave chance. It dictates each node’s
chance to crash or join during any iteration. At 0%, nodes do not leave the system. At 10%
they have a ten percent chance to join the system if currently inactive, or ten percent chance to
crash during any iteration, if currently active. Results are presented in Table 2. Several metrics
are reported (averaged across all iterations):

e Time per microbatch - the maximum time per iteration, measured from the point of view
of a dataholder, divided by the number of microbatches processed in that iteration.

e Throughput per iteration - the number of microbatches processed in an iteration.
e Microbatch per time unit - the inverse of time per microbatch.

e Communication time - the summed pipeline parallel communication time for all micro-
batches in an iteration in minutes.

e Wasted GPU time - the summed pipeline parallel computation time in minutes for all
microbatches in an iteration number, which was not included in the aggregation step or
was not on the main path of a microbatch.

In all heterogeneous cases we demonstrated an improvement over SWARM and better per-
formance even in the presence of crashes (speed up of 45% in the 10% crash case). In the
homogeneous case Go With The Flow outperforms SWARM in the presence of crashes and
performs similarly in the fault-free case. SWARM also has a much higher GPU wasted time,
as microbatches may be sent to nodes that do not know anyone who they can send to, or on
backward pass faults, the entire pipeline needs to be recomputed.

5.3 Optimality

In this section we aim to evaluate the performance of our scheduling routines, by comparing the
end-to-end training time of our system against a GPipe setting with a communication optimal
arrangement, calculated by the procedure DT-FM designed by Yuan et al. [79]. We additionally
evaluate the performance of Go With The Flow with a working decentralised graph partitioning
algorithm (Our work GP). The setting of the experiment is the same as the 0% homogeneous
of the previous experiments, with some differences. Following the settings of [79] we use several
pipelines with 4 microbatches per pipeline. In order for the two system to be comparable, we
have 3 dataholders and 15 relay nodes. The end-to-end training time between the two systems
is compared in Table 3. Although the optimal computation schedule does outperform our work
by almost 13%, it takes much longer time to be computed, as it involves the use of a genetic
algorithm [79]. As it scales exponentially with the number of nodes it is not sustainable for
large systems or systems that change ad-hoc.

5.4 Scalability with Model Size

Additionally, we evaluated the training loss of our system in a 10% heterogeneous setting against
a single GPipe pipeline of 8 nodes, with 8 microbatches of size 1 and sequence length 4096. We
evaluated against a setting of 10% node crashes with a maximum world size of 10 and 1 data
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Table 2: Performance with crash-prone devices. Results are over 25 iterations. Per column the

mean of the iterations is presented followed by the standard deviation

Homogeneous 0%

Homogeneous 10%

Homogeneous 20%

SWARM Ours SWARM Ours SWARM Ours
Time per microbatch 0.53+0.13 0.58+0.16 1.26+0.87 1.01+0.37 1.76+1.3 1.17+0.43
(min)
Throughput 80+0.13 7.16+0.17 4.644+0.87 584+037 6.1+1.3 5.72+0.43
Microbatch per time 1.95+0.26 1.8+0.36 1.14+053 1.14+045 085+043 1.03+0.5
Communication time 6.07+£492 4.2+252 12234881 7.76+2.24 17.74 + 4.57+2.68

13.15

Wasted GPU time 0.27£0.0 0.03+0.0 0.75+0.0 0.24+0.0 1.75+0.0 0.0+0.0

Heterogeneous 0%

Heterogeneous 10%

Heterogeneous 20%

SWARM Ours SWARM Ours SWARM Ours
Time per microbatch 1.594+0.21 1.15+0.44 4.53+4.08 2.454+0.93 5.36+3.56 3.47 + 2.06
(min)
Throughput 296+0.21 3.6+044 1.56+4.08 2.08+0.93 1.724+3.56 2.12+2.06
Microbatch per time 0.64+0.09 096+0.26 0.36+021 047+0.16 0.3+0.2 0.4+ 0.22
Communication time 10.554+2.79 3.65+1.19 3.95+1.8 2.62+1.27 7.18+7.22 4.28+2.85
Wasted GPU time 0.57 0.0 0.0+0.0 0.33 £0.0 0.14+0.0 0.33 £0.0 0.03+0.0

Table 3: Comparison against optimal schedule

Time per Throughput Microbatch
microbatch  per iteration per time
DT- 0.44 +£0.0 9.0+ 0.0 2.27 +
FM [79] 0.010
This work  0.51 +0.08  8.08 + 0.08 1.994+0.26
This work 0.624+0.01 9.0+0.01 1.624+0.04

GP
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node. The model used in this experiment is the LLaMA-7b with d.,0qe; = 4096, Npeqqs = 32, and
32 layers, distributed uniformly across 8 stages. The dataset used was the Wikipedia English
dataset [24]. Figure 10 shows that the larger system deployed by our system has a similar
convergence of loss as the centralised GPipe pipeline.

Conversion results

—— 1 centralised pipeline
10{ | —— GWTF

T »N: Jia
G M'ML‘WN‘fww;”'mv\,‘,f Wiy

000 025 050 0.75 1.00 125 150 1.75
Tokens processed le7

Figure 10: Loss convergence of Go with The Flow compared to the convergence of a single
centralised GPipe pipeline

5.5 Decentralized Minimum Cost Flow

We evaluate our flow algorithm in 6 different settings. The first four settings involve a single
source-sink node while the last have multiple source-sink nodes. Details about the tests are
presented in Table 4. In all cases the source-sinks were given sufficient capacity to prevent
bottlenecks. In order to compare to the optimal result as found by Fulkerson’s algorithm [26],

here our procedure attempts to minimise min (Zm’eN d(i, j) * f(i,j)), i.e. minimise the sum

of costs of all flows. Tests 5 and 6 are not compared with the optimal baseline, as there the
formulation differs, in that that a source must deliver to a specific sink. We use the approach
from SWARM [61] of sending to the next stage closest node as a baseline. The results of the first
two tests achieved difference from the optimal flow cost are presented in Figure 11 as fractions
of the optimal cost.
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Table 4: Flow Test Settings

Sources Relays Stages Capacities Link costs

11 40 8 \U(1,3)]  |U(1,20)]
2 1 40 10 U(1,3)]  |U(1,20)]
31 40 8 U(5,15)]  |U(1,20)]
41 40 8 U(1,3)]  |U(5,100)]
5 2 40 8 U(1,3)]  |U(1,20)]
6 4 80 8 U(1,3)]  |U(1,20)]

Results of 6 flow tests

B GWTF
B Optimal
4001 mmm Closest node first

300

2001

Cost per microbatch

100

Test 1 Test 2 Test 3 Test 4 Test 5 Test 6

Figure 11: Average cost per microbatch in flow tests.

5.6 Handling Joining Nodes

We evaluate the algorithm for joining nodes, which is described in section 4.6. It is evaluated on
the number of stages, the node capacity, and the intra- and interlayer. For each test a total of
97 nodes are used (with 1 of them being a dataholder). The number of nodes in each stage is the
same and can be calculated as % where NV is the number of nodes and .S the number of stages.
The last experiment has a different number of nodes. In the last of the tests (5*) , the number of
nodes per stage is randomly chosen. All nodes in the system have properties that adhere to the
values described in Table 5. To construct the system, we use the Out-of-kilter algorithm [26] to
determine the minimum cost flow. Iteratively, 20 nodes are added in different stages following
the algorithm in section 4.6. Since every node is a candidate for each stage, we assume that
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Table 5: Node Addition Test Settings. Note that ¢ represents the maximum Interlayer Cost of
a node for the stage it is in/proposing to be in.

Stages Capacities Interlayer Costs Intralayer Costs

18 |U(1,20)] |U(1,100)] ¢+ |U(50,100)]
2 8 |U(1,20)] |U(20,100)] ¢+ [U(50,100)]
3 8 \U(1,5)]  |U(1,100)] ¢S+LU(50, 100) |
4 12 |U(1,20)] |U(1,100)] + |U(50,100) |
5% 8 |U(1,20)] |U(1,100)] ¢+ |U(50, 100) |

each node knows its costs for each stage. The optimal choice of node addition is determined by
running the minimum cost flow algorithm [26] for each combination of S candidate nodes added
to each of the S stages in the tests.

The results are presented in Figure 12 where the average improvement of 10 runs for each test
is measured as %& (i.e., the proportional improvement compared to before running
the respective algorlthmsw We prov1de two baselines - adding highest capacity first and adding
random nodes.

In all cases our work outperforms the two baselines, however it never achieves an optimal
schedule. Still, this optimal schedule cannot be achieved in a decentralised setting - it takes
awhile to compute, as it involves trying out every permutation of candidates, and requires global
knowledge to run a flow algorithm for every possible permutation. In spite of these limitations,
our solution is never more than 25% slower than the optimal schedule. It is also up to 1.5 times
as fast as the highest capacity first baseline and up to 3.5 times faster than the random baseline

5.7 Additional Experiments

As stated, in Table 3 we include an additional experiment which compares the performance of
our system with the additional procedure of distributed graph partitioning. In this section we
present several other experiments not included in the original paper.

5.7.1 Distributed Graph Partioning

We evaluate the distributed algorithm for balanced graph partitioning, as presented in 4.5. We
evaluate it on two settings - one with 24 nodes and one with 48 nodes. For both, 6 geo-distributed
locations are selected, with nodes assigned uniformly across them. Nodes are initially assigned to
a random stage. The cost between nodes is defined as the time for sending the stage parameters,
as per Equation 1. The algorithm aims to split the graph into 6 partitions. Initial temperature
T was set to 3 and the cooling factor o to 0.95. The algorithm ran for 310 iterations for each
case. Results are presented in Figure 13, where for both the average and the minimum maximum
Data Parallel cost in a stage (max;en (D Pcost; 1)) is reported over 5 runs. For the 24 node case
we see on average a speed up of 4.3x times compared to before running the algorithm. For the
48 nodes, we can observe an average speed up of 4.4x.

5.7.2 GPT Architecture

In this section we repeat the experiments of Section 5.2, however with a GPT-like model. Model
hyper parameters are as follows - dpode;r = 1024, Npeqqs = 16 and 16 layers. The model is split
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Figure 12: Average improvement of 10 runs for the new node addition tests. The variance is
reported with black lines per bar. Higher means better.

across 6 stages in a system of a maximum of 18 nodes at a time. Microbatches used were of size
4 and sequence length of 512. Results are presented in Table 6.

6 Conclusion and Future Work

In this work we present a novel decentralised crash tolerant training framework, which aims
at minimising the time of training and increasing the throughput. We uniquely models the
forward and backward pass of per training microbatch per iteration as a flow, and effectively
decide its execution on clients that are of different computation and communication capacities.
We describe three different procedures for minimising the training time, and two procedures for
recovering from faults. We extensively evaluate Go With The Flow on decentralized training
of LLama-like models in a geo-distributed setting, against SWARM and GPipe, on both ho-
mogeneous and heterogeneous setups with different node churning dynamics. Our results show
that our work is able to improve the training time by up to a 45% and throughput by up to
a 30% increase while resulting into almost zero GPU wasted time of any joining clients. We
additionally demonstrate that the system does not sacrifice convergence, even in the presence
of faults.
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Figure 13: Comparison in completion time for a single batch in 2 pipelines in the presence of
faults

6.1 Ethical Consideration

We return back to the value analysis from the Introduction. We aimed at creating a system
which satisfied three core values: right of individual expression, right of access to technology,
and right to privacy. Via our framework, individuals with a common mode of expression or
values can band together and utilise their independent and scattered resources to collectively
train a shared model. All these individuals would require is a large corpus of data specifically
targeted for their intended task. Alternatively, they can also employ parameter-efficient fine-
tuning strategies to align a pretrained model with their task/values [18, 19, 32]. Since by design
the system is decentralised (no central coordinator is required), individuals can train together a
model, without the need of a large organisation to handle said training. The last of the issues is
a bit harder to address. On one hand, data holders do not need to share their data with other
participants. As such they preserve their privacy, should this data be sensitive. On the other,
this also means that other participants have no way of verifying what data they are training
on. This can present itself an issue, as a data holder might exploit individuals workers for a
personal goal, under the guise of training for a common goal. We consider this an external issue
to our work, and refer the read to the (albeit limited) literature on the manner. Model stealing
is possible [53]. As such individuals could be able to obtain private data through inference on
the model [76]. We attempt to remedy this issue by keeping the first and last few layers of the
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Table 6: Performance with crash-prone devices for a GPT-like model. Results are over 25
iterations. Per column the mean of the iterations is presented followed by the standard deviation

Homogeneous 0% Homogeneous 10%

Homogeneous 20%

SWARM Ours SWARM Ours SWARM Ours
Time per microbatch 0.68+0.08 0.37+0.01 1.77+1.25 0.99+0.33 192+1.32 1.324+0.56
(min)
Throughput 8.0+0.0 8.0+0.0 4.524+135 6.39+£1.57 435+£1.13 6.04+0.43
Microbatch per time 1.49+0.18 2.714+041 0.794+0.39 1.144+0.45 0.76+042 0.92+0.42
Heterogeneous 0% Heterogeneous 10% Heterogeneous 20%
SWARM Ours SWARM Ours SWARM Ours
Time per microbatch 1.4+ 0.16 1.18+0.04 3.54+2.32 2.63+£1.08 53+4.99 3.16 -1.79
(min)
Throughput 296 +0.17 4+0.04 1.78+1.4 2.26+093 1.83+356 2.39+2.06
Microbatch per time 0.72+0.06 0.85+0.03 0.39+£0.21 0.42+0.16 0.39+0.28 0.42+0.21

model only on the data holders.

6.2 Future Work

Byzantine Nodes Wohile this work does model nodes as crash-prone, it does not consider
nodes who might deviate from the protocols described. Such nodes are typically referred to as
Byzantine [41] and could, for example, prevent convergence in this setting by sending random
activations. In order for any system do be viable in any practical setting, such nodes need to be
dealt with in an efficient manner. Unfortunately, while the literature on training large language
modes in a decentralised setting is greatly lacking, work on training them in a setting with
Byzantine nodes is non-existent.

Checkpointing While this paper assumes that at least one node remains active per stage, in
a realistic setting this is not guaranteed. However, such issues are typically addressed via check
pointing (storing current parameters on another remote device) [74]. Recent work on this matter
assumes a stable, non-faulty, central node, which can store the check points [74, 22]. However,
this is insufficient for our setting. Efficient decentralised checkpointing with crash-prone devices
remains an unexplored topic.

Incentives Throughout this paper we assume volunteer nodes - nodes sparing some resources
for no compensation. Training of large language models can be both computationally and time
intensive. As such, many individuals may be discouraged to participate in the training, due to
the energy costs they might be faced. However, as seen by the recent popularity of blockchains
in the mainstream [66], individuals may be incentivised to participate at the promise of a
reward proportional to their contribution. Blockchains are especially well suited for this setting,
as rewards can be handed instantaneously, can be tied to an existing asset, and offer good
scalability with increased number of workers. Recent work has explored this idea in depth and
we consider it as a possible extension of this system [44, 77]

Different Architectures This work primarily focuses on Large Language Models for its ex-
periments. However, the ideas presented are not LLM exclusive. Any system, which necessitates
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either pipeline parallelism or data parallelism can make use of parts or the whole of our frame-
work. Vision Transformers share a similar architecture as Large Language Models and also
benefit from pipeline parallelism, due to their growing sizes [33]. Surprisingly, even convolu-
tional models such as ResNet and VGG can benefit from pipeline parallelism (though it requires
pipelining of microbatches with some staleness awareness to maximise efficiency) [30]. For both
scenarios, the framework presented in this work can in theory be utilised.

We hope that this works inspires many less privileged individuals who wish to develop and

train Large Language Models, to unite their computing resources together and democratise access
to these models. Volunteer workers of the world have nothing to lose but their idle GPU times.
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A

System Messages

INTRODUCTION - Sent when a node discovers a new node via the DHT. Includes the
node’s current stage, capacity, flow.

COMPLETE - Message sent by a downstream peer i to an upstream peer j if ¢ had
received in this iteration a microbatch from j and ¢ has completed processing the micro-
batch

BACKWARD COMPLETE - Message sent by an upstream peer j to an upstream
peer ¢ if j had received in this iteration a backwards pass for a microbatch from ¢ and j
has completed processing the backwards pass.

DENY - Message sent if it cannot process a given microbatch. This can occur if its
memory is full or doesn’t know any downstream peer to which it can sent afterwards.
Receiving this message means that the microbatch has to be sent to a different peer.

CAN TAKE - Signals to an upstream peer that the sender can now take microbatches.
Sent if previously has sent a DENY or if a new iteration has begun and the sender has
completed the aggregation phase. Can contain a list of flows - those which the node can
currently take until further notice.

BEGIN AGGREGATION - Signals to all nodes that they should enter the aggregation
phase

REQUEST FLOW - An upstream peer requests flow from a downstream one. Contains
the cost of the flow requested, the intended data node (sink node), and the unique flow id
as generated by the upstream peer.

APPROVE FLOW - A downstream peer accepts a previously requested flow. Contains
the cost of the flow requested, the intended data node (sink node), and the unique flow id
as generated by the upstream peer.

REJECT FLOW - A downstream peer rejects a previously requested flow. Contains the
new lowest cost to the intended data node (sink node) and the intended data node (sink
node).

PROPOSE CHANGE - A node offers a flow exchange to another node, which has flow
to a different peer but the same intended data node (sink node). Contains the intended
data node, the sender’s current downstream peer, the sender’s intended next downstream
peer, the two costs it hast to the downstream nodes, and the unique id for the flow it has
to its downstream peer.

ACCEPT CHANGE - Accepts a change offer. Accompanied by the sender’s previous
downstream peer (now the recipient’s new downstream peer) and the sender’s unique flow
id to that peer.

REJECT CHANGE - Rejects a redirect change.

PROPOSE REDIRECT - A node offers a flow redirect to another node. Contains the
intended data node, the sender’s intended new upstream and downstream peer an the two
costs it hast to the two nodes.
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e ACCEPT REDIRECT - Accepts a redirect offer. Accompanied by the sender’s previous
downstream peer (now the recipient’s new downstream peer) and the sender’s unique flow
id to that peer.

e REJECT REDIRECT - Rejects a redirect offer.

¢ PUSHBACK FLOW - A downstream peer pushes back the flow of an upstream peer.
This flow can currently not go through that node and the upstream peer is responsible
for it - figuring out to whom it sends it, if it pushes it back, etc. Contains the upstream
peer’s unique id.

¢ CANCEL FLOW - An upstream peer cancels the flow it had through a downstream
peer. The downstream peer removes it from its inflow. Contains the upstream peer’s
unique id.

¢ PROPOSE STAGE SWITCH - A node sends to another node an offer to switch their
stages. Contains the sender’s distance to each node it knows in the recipient’s stage, a list
of nodes and their counters in the sender’s stage, a list of nodes and their counters in the
recipient’s stage, the sender’s proof of belonging, the sender’s stage.

¢ ACCEPT STAGE SWITCH - Accepts a stage switch. Contains the sender’s proof of
belonging.

¢ REJECT STAGE SWITCH - Rejects a stage switch. Includes the sender’s same stage
peers with their counters.

¢ CONTEST PROOF OF BELONGING - A node informs another about a discrepancy
detected based on the proof of belonging of the recipient and the sender. Contains the
sender’s proof of belonging.

e SYSTEM CHECK - Sent by a leader periodically. Contains a unique ID and the leader’s
ID. When received, a node generates an INFORM message, unless it has previously sent
such a message with the same unique and leader IDs.

e INFORM - Generated when receiving a SYSTEM CHECK or another INFORM
message. Contains the unique and leader IDs of the INFORM message which started
this process. Additionally, a node puts its current stage, ID, capacity, flow, and Data
Parallel cost within the message. Sent to all downstream peers.

¢ REQUEST TO JOIN - Sent by a candidate node to a known data node, which will
broadcast it to other data nodes. Contains the stage a node wishes to join, its capacity,
and the maximum Data Parallel and Pipeline Parallel costs to other nodes if it were to
join that stage.

e JOIN - Sent by a data node to a candidate node. Contains the stage the candidate has
been permitted to join.

B Protocol stacks

Estimating the delays between nodes is outside of the scope of this paper and we assume they
are known apriori by each node with some additional noise.
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B.1 Go With The Flow

The protocol stack is (in bold the implemented protocols for this experiment) - UDP Transport,
Kademlia Discovery (k = 20, update interval = 30 seconds), Noise Protocol (not strict, no
encryption), TCP Stream Protocol, TCP Delay, Flow protocol, Training protocol, Control
protocol responsible for node joining/leaving/starting the different sub procedures.

B.2 SWARM

The protocol stack is (in bold the implemented protocols for this experiment) - UDP Transport,
Kademlia Discovery (k = 20, update interval = 30 seconds), Noise Protocol (not strict, no en-
cryption), TCP Stream Protocol, TCP Delay, Training protocol as described in SWARM [61],
Control protocol responsible for node joining/leaving/starting the different sub procedures.

B.3 GPipe

The protocol stack is (in bold the implemented protocols for this experiment) - UDP Transport,
Kademlia Discovery (k = 20, update interval = 30 seconds), Noise Protocol (not strict, no
encryption), TCP Stream Protocol, TCP Delay, Training protocol which requires a known
next and previous peer as well as known data-parallel group.

C Node participation

This appendix contains the figures of the physical nodes uptime and downtime throughout the
system. In all cases, when a node comes back online again, it joins as a different logical node,
prior to the one that was alive on that physical node. This way despite being limited to 18
physical nodes, the training involves an up to 100 logical nodes participating at different times.
Figures 14, 15, and 16 present the node activity for the 0% crash, 10% crash, and 20% crash
respectively. Numbers inside the cells represent the capacity of the logical node alive at that
moment on the given physical one. Graphics for the homogeneous cases are the same, with the
only difference that all nodes have a capacity of 4.
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Figure 14: Node activity with 0% crash chance. Green indicates that a node is active at that
iteration, purple - inactive, and red - crashed during that iteration
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Algorithm 1 Initialising, Introduction, and Flow Request procedures of the flow algorithm.

1: Parameters:

2: i : current node

3 cap; : capacity of the node
4 S; : stage of the node

5: flow; : current flow

6: upon event(Flow, Init) do
7
8

Out flow =  Outflow not in Inflow is outstanding outflow
: Inflow = 0 Inflow not in Outflow is outstanding inflow
9: Sinks = ()
10: Next Stage = 0
11: Previous Stage = ()
12: Same Stage =
13: unmatched = 0

14: if source then

15: unmatched = cap

16: Add outflows to Out flow to oneself
17: if sink then

18: unmatched = —cap

19: Add inflows to Inflow to oneself

20: upon event(Flow, Introduction|j, stage, their unmatched) do
21: if stage = S; then

22: Same Stage U j

23: else if stage = S; + 1 then
24: Next Stage U j

25: else if stage = S; — 1 then
26: if nodeidissink then

27: Sinks U j

28: Previous Stage U j

29: Remember their unmatched

30: upon event(DHT,New Peer|j) do
31: (SEND, INTRODUCTION |4, i, S;, unmatched) Introduce ourselves

32: upon event(Flow, Request|j, cost, target) do

33: if don’t have flow at cost to target then

34: (SEND,REJECT |j, i, smallest cost to target, target, unmatched) Reject their request
35: if unmatched > 0 then

36: (SEND,REJECT |j, i, smallest cost to target, target, unmatched) Reject their request
37: unmatched = unmatched + 1

38: Inflow = Inflow U {this flow}

39: (SEN D, ACCEPT |j, i, cost, target) Accept their flow

40: upon event(Flow, ACCEPT|j, cost, target) do

41: Out flow = Out flow U {this flow}

42: unmatched = unmatched — 1

43: flow; = flow; +1

44: (BROADC AST,UPDATE, i, smallest cost to target, target, unmatched) Reject their request
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Algorithm 2 Redirect, Change, and Push Back procedures of the flow algorithm.

1: upon event(Flow, UPDATE orREJECT|j, cost, target, unmatched) do
2: Store node j having smallest cost to target of cost and unmatched of unmatched

3: upon event(Flow, REDIRECT|j, k, [, their cost) do
4 if don’t have flow from k to [ then

5 return

6: costeurrent = max(d(i, k), d(i,1))

7.

8

coStnew = cost
improvement = costeyrrent — COStnew

9: if improvement > minimisation then
10: (SEND,NEW PARENT |1, j, d(4,1), flow to 1)
11: (SEND,PUSH BACK |k, i, flow from k )
12: (SEND, ACCEPT |j, 1, cost of flow to target through 1 - d(i,1), target of flow )
13: T=Tx*« .
14: else if minimisation < 0ande T~ > U(0,1) then
15: (SEND,NEW PARENT |1, j, d(j,1), flow to 1)
16: (SEND,PUSH BACK |k, i, flow from k )
17: (SEND, ACCEPT |j, 1, cost of flow to target through 1 - d(i,1), target of flow )
18: T=Tx*«

19: upon event(Flow,NEW PARENT|j, their cost, flow) do
20: Set the parent of flow to j

21: upon event(Flow,PUSH BACK|j, flow to j,) do
22: unmatched— =1
23: Outflow = Out flow \ {flow toj}

24: upon event(Flow, CHANGE|j, k, [, their cost) do
25: if don’t have flow to k then

26: return

27: costeurrent = max(d(j, k), d(i,1))

28: costnew = maz(d(j,1),d(i, k))

29: improvement = costeyrrent — COStnew

30: if improvement > minimisation then

31: (SEND,NEW PARENT |k, j, d(i, k), flow to k )

32: (SEND,ACCEPT CHANGE [j,, k, 1, cost of flow to target through k - d(i, k), target of flow )
33: Add outflow to 1 at cost reported by j

34: T=Tx« ) -

35: else if minimisation < 0 and I PN U(0,1) then

36: (SEND,NEW PARENT |k, j, d(j, k), flow to k )

37: (SEND,ACCEPT CHANGE [j,, k, 1, cost of flow to target through k - d(i, k), target of flow )
38: Add outflow to 1 at cost reported by j

39: T=Tx«

40: upon event(Flow, ACCEPT CHANGE|k,, cost to k) do
41: (SEND,NEW PARENT |, j, d(4,1), flow to 1)

42: Add outflow to k at cost reported by j

43: T=Tx«
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Algorithm 3 Periodic procedure of the flow algorithm, which either requests more flow or

minimised the cost of the current flow
periodically (Flow, Periodic) do
choices = nodes in Next Stage with unmatched < 0
if Inflow \ Outflow # ) then
choices = nodes in choices such that they have flow to sink in Inflow \ Out flow
chosen = node with smallest code to any target
if chosen # () then
(SEND,Request |i, chosen, smallest cost to target, target) Request flow to target
else if chosen = () then
minimisation = 0
10: request = ()
11: forall j € Same Stage do

12: forall k,! pairs of nodes € Next Stage such that j has flow to k and we have flow to ldo
13: costeurrent = max(d(4, k), d(i, 1))

14: costpew = max(d(i, k), d(j,1))

15: improvement = costcyrrent — COStnew

16: if improvement > minimisation then

17: manimeisation = improvement

18: chosen = j

19: request = CHANGE

20: else if minimisation < 0 and BRI U(0,1) then

21: mantmeisation = improvement

22: chosen = j

23: request = CHANGE

24: forall j € Same Stage do

25: forall k,[ pairs of nodes € Next Stage such that j has flow from k to ldo

26: costeurrent = max(d(j, k), d(4,1))

27: costnew = max(d(i, k), d(i,1))

28: improvement = costeurrent — COStnew

29: if improvement > minimisation then

30: minimisation = improvement

31: chosen = j

32: request = REDIRECT

33: else if minimisation < 0 and 6%7’5”“’”“ > U(0,1) then

34: minimisation = improvement

35: chosen = j

36: request = REDIRECT

37: if requestis REDIRECT then

38: (SEND,REDIRECT |chosen, flow from j and to [, our costs to them ) Request redirect from node
39: if requestis CHANGE then

40: (SEN D, CHANGE |chosen, flow from j, flow to I, our costs to them ) Request change from node
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Figure 15: Node activity with 10% crash chance. Green indicates that a node is active at that
iteration, purple - inactive, and red - crashed during that iteration
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Figure 16: Node activity with 20% crash chance. Green indicates that a node is active at that
iteration, purple - inactive, and red - crashed during that iteration
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