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O ne INTRODUCTION

(A Proposal)

Aircraft Conceptual Design has evolved a long way from the days of spruce and fabric ma-
che that was perhaps sketched on a piece of paper by our daring pioneers to a state-of-the-art
technology that uses computers performing millions of calculations per second. Most of the
conceptual and preliminary design is done on computers using complex software specially
developed for the same. In the recent times with revolution in computing and software devel-
opment the entire aircraft development process seems to have been integrated into computing
environments.

This boom in computing which started in the 1970's has already seen usage of several con-
ceptual design software. Some of which have developed into really complex and reliable de-
sign systems. It is imperative to view the proposal of a new design system in the light of
availability of existing software. The primary issues to be viewed in favour of such a proposal
are, "can new software for aircraft design be written which, as compared to existing codes, is

more :

1. User-friendly

2. Fast

3. Clearly-organised

4. Easy to understand and implement (POV of developer)
5. Extensive in capabilities

6. Extendible to the "unconventional”

7. Accurate

8. Intelligent

Before expanding into the above one also needs to consider the possibility to upgrade the
existing systems, but the question is for how long and at what cost (cumulative)? The effort
required to just translate a loosely written program with the 70's technology into the-state-of-
the-art languages can be more than just creating a new program. That is, if the tedium of such
an effort is considered worthwhile. Computer scientists toil on such matters as programming
assistants that do part of such exercises, this only proves that we should review our processes
from a revolutionary rather than an evolutionary approach.

An approach is suggested here for an "X-pert Conceptual Synthesis of Airplanes,” XCSA,
program written specifically with a view of above criterion. It will be developed from the
scratch to draw out the most from known concepts of Artificial Intelligence and their applica-
tion to aircraft design. With interfacing capabilities to optimizers such as the existing ADAS
system, this should prove to be of service as a design, research and development, and teaching
aid for the mid 1990's.

A part of this is proposed as a project for Ph.D. research at the faculty of Aerospace engi-
neering, TU. Delft, The Netherlands.

N T ——
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Two SOFTWARE ENGINEERING

(An Overview)

1 Before we traverse the field to the subject of designing our software a critical eye

‘ should be cast on the-state-of-the-art in software engineering as well. The primary issues here

| are somewhat different and one need to seek harmony with them too. These issues culminate
in the following trends observed on software development and usage in scientific as well as
commercial fields.

SOFTWARE LIFE:

| Clearly a design system, such as the one proposed, demands enormous amount of ef-
| fort that needs justification. It may be estimated that the total life span of such soft-
‘ ware is in the range of ten years. This can be broken down into design development

and testing that may last for about 3 to four years. Usage with subsequent version up-
| dates may last for another six to seven years depending upon the development of
| competing software. Since it is realised that this software will see usage starting in a

few years hence, it must be understood that this must mcorporatc the state-of-the-art
’ it present day technology.

ARTIFICIAL INTELLIGENCE IN PRACTICE:

) |

| TheiniﬁalconceptsthathadsctthegoalsforArtiﬁcialIntelligence(AI).themimicry

| of human brain, are far removed from the presently held view that maintains that AI's

| primary aim is to make machines smarter. Al is an essential tool that develops compu-

’ tational techniques for simulating intelligence and discovers their properties and inter-
relations. This is of utmost importance in Aircraft synthesis where some really feasi-

| ble plans can be left untouched by normal thought process that may seem logically
probable, such reasoning may come out as a result of AI methodology. Though many-

a8 " a-times such logic may also seem completely garbage since the method is only good:

till it has the right information coded. Though even after year's research, Al has yet to
come out of infancy, it is a hot topic of research and one can safely rely on its matur-
ing in very near future. Thus it will be safe to expect systems with Al concepts and
smart databases to spring up in near future. With this in mind we must incorporate Al
principles or have the facility to do so in our system.

According to Roger Schank, the ten most important details that loosely define Al
systems are:

Representation:

At the heart of Al is the question of how to best represent the knowledge in a
computer.

Decoding:

How do you get real-world knowledge into an internal representation? In
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some Al fields, such as voice recognition or machine vision, decoding is the
central issue. Schank thinks that decoding systems and representation systems
must be considered together when building a system.

Inference:

Al systems must be able to extract meaning from input. They must be able to
infer meaning from limited clues.

Control of Combinational Explosion:

Putting it simply, an intelligent program should know when it knows enough
about a subject and when to stop.

Indexing:

Schank sees knowledge retrieval not as a search problem but as the optimiza-
tion of the organisation and labeling of memory. Al systems must be able to
get at what they want.

Lrediction and Recovery;

An Al system must be able to make prediction about events in its area and be
able to explain when the predictions go wrong.

Dynamic Modification:

In Schank's opinion, the ability of the system to change its internal represen-
tation based upon experience -- in other words, learning -- is the quintessential
Al issue.

Generglisation:

Al progfams need to be able to make generalisations from different experi-
ences.

Curiasity:

Schank believes that truly creative computers could surpass human beings and
that AI must become familiar with investigations of creativity in other fields.

CROSS PLATFORM PORTABILITY:

With the emergence of several platforms and associated operating systems, each one
being a shade different from the other, this factor is of the utmost importance. One can
no longer write software for one platform and ignore the rest. The spectrum of end-
users and developers help in deciding the compromise one needs to be made about the
operating system and platforms on which such a system should run. In the present day
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this is an obligatory requirement expected from even the simplest software. One is al-
most forced to have cross-platform portability if one wishes to harness the potential of
modern computers, especially of the computers at the low end of price range. The ca-
pabilities of such systems seem to have steadily grown with equally fast rate of reduc-
tion in their prices.

The advantages of such development can be seen in data-transparency, multi-user ac-
cess, inbuilt security systems, network operability, etc. Each one of these in them-
selves can be expanded to more detail but what brings more surprise is the observation
of Andersen and Sherwood on C. They conclude that though C in itself is not port-
able, the compilers have to be different each with their platform specific enhance-
ments, the combination of C, X-11 and OSF/Motif has achieved a high degree of port-
ability on UNIX machines. Our target machines being of the UNIX (if possible lower
end machines as well), this observation is to be viewed with great concern.

There are arguments against interoperability too; they circle around the fact that most
platform vendors supply interoperability by means of some interface programs. It is
accepted that such appendages reduce speed, however, with the exponential growth in
computational speed these reductions in speed may seem insignificant. Furthermore
evolution of recent standards in the software field will dictate the design of platforms
enhancing interoperability and performance.

GRAPHICS USER INTERFACE:

Graphics User Interface (GUI) has created the maximum impact on present day soft-
ware technology. This being the interface between the user and the computer it has
gained wide acceptance among users. One of the reasons that many well designed and
functionally superior codes that interface in numbers rather than with pictorial repre-
sentation are not as popular as their lesser counterparts. It also acts as a buffer between
‘the user, who may not be interested in the workings of the program, and the com-
plexities of a synthesis code. Thus a well-designed GUI with pleasing appearance is a
necessity for any software written for the future. With the growing number of GUT's
and their applications, users are put to inconvenience with as many GUI's to master.
Hence it is imperative that today's software should be built around a GUI, but the
question is which one? If we consider a UNIX based developing environment as a de-
fault then the requirement of GUI forces one to carefully consider the X-11 with the
OpenLook compatible interface. With the acceptance of X-11 as an international stan-
dard in windowing environments, it is available on almost all UNIX machines. The
OpenLook interface, formulated by AT&T and SUNSOFT, has been designed using
ergonomics and has been accepted as a standard for GUI development.

Essentially OpenLook GUI is a specification for the "look and feel” of a windowing
environment for a multitasking computer system. The look and feel include the types
of objects’ users see on the screen and the basic conventions for how users work with
those objects. It is designed around "objects and actions” and addresses the commonly
ignored problems of simplicity, good visual design, clearly labelled controls, familiar
framework and consistency. Such an interface will substantially speed-up and ease the
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work of a user and thus it must be considered an extremely important part of XCAS.
MODULAR LANGUAGES:

With the choices made above requirements for a programming language also need to
be set forth. Object oriented languages lead one across another long list of languages
for instance, SIMULA, SMALLTALK, MODULA, C++, lisp, etc. Stefik and Bobrow
deal in detail on this subject, however, the question of which language to use must be
answered with deliberation. Among the important points to be evaluated are:

Compiler Speed:
It is of prime importance that the language chosen must have fast
compilers available on a wide spectrum of machines. It is also essential
that the standard based functions of such compilers operate at fast

speeds.

Language must promote modularity, expandability, must be Object
Oriented and should support the basic paradigms of AI. Modularity
must extend to over compiled code too and must not sacrifice speed in
recursive searches.

Maturity:
A good compiler that sees more usage has least bugs in it and will be
preferred. Maturity is important from the point of view of life of the
software also. We must though outrule those languages that are mature
but are in the process of decay.

Compiler cost and associated software development tool kits, window-
ing tool kits, etc., can be prohibitively expensive if obtained for differ-
ent platforms. Thus this is also one of the important aspects since we
plan to port the system on several platforms.

As we attempt to consider all the above issues, fully realising that the above list is
rather incomplete, we conclude that no one language will meet our criteria. Thus we
make our first compromise here. "C++," the modular version of "C," supports object
oriented programming and is widely available on a competitive basis. The advantage
of C lies in the fact that "UNIX" is essentially written in it. This makes most C com-
pilers faster than comparable compilers. As C lies between assembly level languages
and high level languages, e.g., FORTRAN, PASCAL, Lisp, etc., it gives the advan-
tages of low-level access to computer's through standard-based routines. Most graph-
ics tool kits and software libraries are available in C. Since C++ is a superset of C it
inherits the advantages of C by default. We must use C++ as a basis for development
but should not outrule the possibility of using Lisp in the future.

INTEGRATED ENVIRONMENT:

With the raising expectations of users and the enthusiasm of the designers to cope

L ———
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with it, the size of the codes becomes unbearably large. As outlined before, codes of
this size are not simple or easy to handle and most developers resort in unifying their
codes with existing programs. Such unification may be made workable with extensive
effort by the developer, but they always remain a compromise. The compromise is in
speed, extendibility, upgrade-ability, etc. All of these issues make it imperative to
critically judge the possibility to design the system by incorporating the essential fea-
tures without the need of previously compiled packages.

ASTANDARDS BASED GRAPHICS:

Jayaram et.al. have done extensive work on standard based graphics for Aircraft
design. It is an accepted fact that in the present day, with the advancement in computer
graphics, we can afford to have high resolution displays which are capable of handling
the visual graphic representations of Aircraft. It is proposed to use Phigs based
graphics system for the development of our design environment.

USAGE ACROSS THE NETWORK:

XCSA

An X-window based interface that is consistent across the LAN makes life so much
casier for the user since the user can now concentrate on the development of his de-
sign rather than worry about the irritating subjects of file mismatch-match plotter or
printer configuration, etc.
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Three DESIGN

(The Conceptual Aircrgft)

There is some controversy about the stage until which conceptual design plays a sig-
nificant role. Design is usually considered to be the achievement of certain goals based upon
some inputs meeting a specified set of constraints. This is rather loose and interpretations
generate large variations; however, the definition of design by Bouchard seems to be slightly
different. He maintains that the design is the set of instructions that describe how to build a
system that maximises a measure of merit subject to satisfying some set of requirements.
Though Bouchard's definition of design process is radically different, we feel the need to
view it from a different viewpoint.

Design, should be
considered to be the
"formulation and execution DESIGN , FrROM
of a set of instructions that |THE PHYSICAL PERSPECTIVE
describe how to build a
system that maximises a ( MISSION ) CONCEFT 2
measure of merit subject to
satisfying some set of re-
quirements." Thus we in-

clude the realisation of the T EF CONCEPT N
concept as an inherent aspect )

CONCEPT 1

of design, which is in con- REQUIREMENTS
trast to Bouchard's defini- >
tion. Taking this new defini-
tion as the starting point of
our concept design system, [‘NE}]) ANALYSIS } [ CONSTRAINTS J
we can view the process as

consisting of formulation of
instructions and execution of the same. Following is a small discussion of the design process
from its physical perspective, ending with a recommendation of a design methodology.

REQUIREMENTS;

These are of paramount importance since this drive the design and define the measure
of merit. Requirements themselves come from a detailed need analysis, which in-
cludes market survey, study of technological state, etc. Need analysis is considered to
be out of the scope of present work but it's important to mention that the level of detail
in requirements depends upon the amount of effort put into the need analysis. As a re-
sult, requirements lie in a wide spectrum ranging from rather woolly to point precise
definitions. -

From the design engineering point of view, a detailed and precise set of requirements
is preferred. The design constraints are derived from them moreover the search
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methods operate under these constraints. Thus precise requirements narrow down the
search domains and assist in faster and more accurate designs. However, our system
should be able to accept rather loose requirements and generate, from this, a detailed
and precise set that is the minimum required for a feasible design process to proceed.
This will need a powerful search and cross-referencing mechanism with existing
designs as part of its search domain. The search domain of such proportions must have
the ability to manipulate data based upon inferential statements such methods force
one to consider object oriented databases with intelligent search methods.

Once the requirements are formulated in sufficient detail to start the design and syn-
thesis system, further requirements may be evaluated insitu based upon the state of the
system. It must also be possible to cross-check the requirements from different paths
for any conflicting expectations.

If one may be in a position to design a system from a set of requirements it must also
be possible to extract the set of requirements based upon which it was designed. This
is of great help in comparing existing designs. Thus if one requires the mission profile
of a design which exists in the database, the profile about which such an aircraft was
designed must be presented. A proper design cycle may be able to synthesise several
airplanes based on the same set of requirements but only one set of requirements can
be generated from a design. Therefore such a facility is feasible and helpful and must
form a part of such a design system.

MEASURE OF MERIT:

This part of the design process, which is most effected by technological and economic
progress drives the design goals. It is very important to be aware of the various
functions that model such merits as Direct Operating Cost (DOC), block time, etc.,
very carefully. The errors due to approximations made here directly add up into the
errors of the design system. It is imperative that in such a case recourse must be taken
to the most recent market trends. A design system must be in a posmon to re-cvaluate

“these figufes fiom such recent data and make statistical comparisons and derive

schemes for statistical extrapolations.

EORMULATION;

The formulation referred to here is not of the base design process but of the set of in-
structions that describe how to build a concept. As referred to here, formulation is that
dynamic process at the end of which, design execution for its realisation may begin.
This process in the real world integrates technologies from all disciplines that effect
the design process. Thus it is the most involved stage in design.

Some even divide this process into an array of analysis, evaluation and iterative cy-
cles. This form of view of formulation is fundamentally different from ours in which
repetitive iterative cycles, in which sequences of operations are performed are not
considered to be the optimum method. Our assertion is that the sequences of opera-
tions may not remain the same in each cycle and we must know which processes the
design must go through at each stage. This becomes extremely complex in the case of
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aircraft design, since the number of processes and variables is rather large. To be able
to direct the design process at each stage is the crux of the problem and needs ex-
tremely intelligent and independently working processes.

EXECUTION:

An interesting aspect of design methodology that is proposed here is the, "execution
of a set of instructions ... In the real sense, execution of the said instructions must
provide us with feasible aircraft concept(s). Here, however, our feasibility is measured
by execution in the form of a representation, the representation being in CAD. This
implies that the part of execution is the, "Interface of the system with various CAD
outputs.”

The representations of such a design which may be considered in lieu of a physical
object may be considered to be a fairly detailed CAD model, its associated properties,
e.g., pressure distributions on surface, location of major structural members, its
associated performance curves, etc.: these too with a facility at this stage to compare
the concept(s) with other designs. Possibility to edit such parameters will be extremely
important too with the possibility to evaluate the changes in the inputs as a result of
such changes. An independent and integrated approach to such representation should
be considered to be important.

The most important conclusion that one draws from the above mentioned and loosely
stated design principles is that design should not be viewed as the process that one follows, by
analysis, evolution, or deduction, it is in fact the “concept" itself. Thus to predetermine the
analysis, evolution, or deduction path that one needs to follow must be driven by the design
itself. This takes into account the iterative nature of design but rules out the sequential nature.

From the above we also can now lay down the components that may be able to perform the
tasks laid down, and the expectations from a design system. We must realise that this system
must be integrated and independent and must consist of:

X-pert Object Oriented Knowledge Base
X-pert Path Inferencing Processor
Statistical Methods Processor

Sizing Processor

Analysis Processor

X-cessor and X-amine Processor

Graph Processor

Graphics Processor

Graphics User Interface

The above components must be integrated into a feasible design system. Following
chapters present the detailed requirements of each part with the last chapter describing the
integration.
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Four KNOWLEDGE BASE

(X-pert Object Oriented)

A knowledge base plays one of the most important roles in design. Just as an expert
uses experience, gained during years of work as an aircraft designer, an aircraft design system
such as the one proposed must have expertise stored in its domain of reference. Such a system
is called the knowledge base. At the same time it is important to differentiate between a
Database and a Knowledge base. A knowledge base is that subset of a database whose stored
entities are used actively in inferencing statements and whose entities may be used to draw
deductive conclusions about the species or subject that the knowledge base constitutes.
Among the requirements of storage we also have the need to store raw data which is the pri-
mary goal of a database.

Once a design concept has been generated it remains unverified unless it is compared
with existing designs. This is normally done with the use of an engineering database of exist-
ing designs. As the comparison progresses we find some concepts to be feasible and realistic,
in reference to such designs it is preferred that they be added to the database. A database must
by itself succeed in such a task. Another important situation comes when one wishes to input
the characteristics of a design into the database, to be used as a reference later, a situation
when the minimum inputs which define the existing aircraft are more than are available.

As we review the requirements of a database, we can make one type of characterisa-
tion about the stage of evolution of a database, this is important from the viewpoint of active
search paths which need to be considered and directly reflects on the speed of such a search.
Each of these is explained in short.

Core Storage
Synthetic Storage
Interim Storage
Project Storage
Insitu Storage

IN-SITI:

As the highest level of storage, this will be most accessible to the end-user and be
most prone to manipulations. This will be generated in-situ during the progress of
each conceptual design study. This storage will be the most easily destructible. The
most important data it will contain will pertain to graphics and to graphs. Unless re-
quested by the user the data will get destroyed at the termination of the program. This
area in the data storage will also cater to the requirements of scratch-swap space.

EROJECT:

The user will normally begin the conceptualising exercise in this area. It will inherit
some characteristics of interim and in-situ databases. This will also be erasable, but in
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parts. The most important information this will store is the computational sequences
that are requested by the XCSA. It will also be possible to save such information in
the interim database.

INTERIM:

Interim data will contain that data which will be used for various specific projects in
progress and which may be incomplete. Such data will be more specific and will be
sufficient to restart the system in case of an aborted execution. It may be as detailed as
the CORE but may not have statistical correlation's for each variable. This will be the
data that may be protected by passwords due to its specific nature. The natural way to
proceed to lower levels of data will be via the interim data. Furthermore the conver-
sion to user accessible data format will be via this data level since the core or synthetic
data will be in the binary format. The most important characteristic of such data will
be because of its interfacing ability with the ASCII level data.

SYNTHETIC:

This will be exactly like the CORE with one exception that this will constitute the
designs that are evaluated and conceptualized by the XCSA. As the name suggests,
these designs will all be synthetic. The level of detail will be the same as in core,
however, this will contain correlation's between the existing class of aircraft and the
specific concept. Synthetic and Core will be reference databases in binary format to
save vital storage space. Both will have high level of protection to maintain data se-
curity.

CORE:

Core must contain the data that has been input from known sources and is reliable. It
will, by default, also include the data missing from the input which is the minimum
required to define a design. This missing data will be calculated by the design pro-
gram and will be marked respectively. Thus the data that is insufficient to design an
aircraft to the level of detail that our system will be able to do will not be stored in
CORE. As each aircraft is input, the stored values will contain not only the input data,
and the back-calculated data but also will contain statistical correlation's between the
these for the same concept. This database capability which we may call learning is
further explained in the chapter on X-cessor and X-amine processor.

We must realise that data classification about the type of data is also very important.
This may not be important directly in an object oriented database, but plays a prominent role
in defining the hierarchical position of specific data type. These data, as each name suggests,
will contain their respective type information on specific objects. The detail of information
that will be stored will depend upon the status of evolution of the design and upon specific
procedures under use. The data types that may be used for such a classification are:

Geometry data
Aerodynamic Performance data
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Engine Performance data
Flight stability and Control data
Economics data

As we develop the various classifications and sub-classes, we realise that the most
important subject that crosses the mind is the basic nature of our database. We must choose
our database to be of the object oriented type. Among the multitude of reasons that can be set
forth, the most important is that object oriented search in a knowledge base has been found to
be the most powerful among search methods used so far. It is the fastest for design oriented
search in which object classification is paramount.

Let us start by assuming that we choose a Data Base Management System to accom-
plish our tasks. We land ourselves into problems of cross-platform-portability, software inde-
pendence and all the associated problems that will come-by as the chosen DBMS is subse-
quently updated with new versions. Most of our application will only need to search the data-
base, and for that, a full blown DBMS will be an overkill. All of the above are very important
for a successful design system and thus force us to search alternatives to a standard DBMS.

Database libraries are used to custom-craft our database applications by providing us
with a set of C or C++ routines in source format. These are used to build database blocks
around the application that uses them and incorporates the lowest level access to database
files. Thus they can be compiled and run as a part of the system itself. It is important to use
such a database library in building our system. A very good review of some sate-of-the-art li-
braries is given by Grehan et.al. in their, "Database Building Blocks."

DATA/KNOWLEDGE BASE

X:PERT KNOWLEDGE BASE:

With the above discussion we can now picture our database. It is centered around the
X-cessor and X-aminer processor. The embedded database is of the object oriented type as
shown in the next sketch. The objects are manipulated with their attributes and instances.
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None of the embedded database components can have cross-talk without the X-cessor coming
into the picture. The X-cessor is controlled by the X-pert processor, which also controls the
entire system's sequencing and execution.

The details about independent modules and their computational paths will evolve as the sys-
tem advances.
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Five PATH INFERENCING PROCESSOR

(Encapsulated)

If we have a system of equations that result in a solution from multiple inputs. We
also have a set of incomplete inputs and incomplete outputs which are required to evaluate the
set of equations. However, assume that the system is complete. This can be possible if the
outputs of some equations can be considered to complete the set of other inputs. Further, as-
sume that the order of the system is unknown. How is it that such a system will be evaluated?

Kroo, suggests an approach to solve such a problem using a quasi-procedural method.
In his method the equations are sequenced in the proper order such that the results of
preceding equations are used in the succeeding equations. Such a system can be very useful
when we need to size the aircraft. Kroo's methodology is very detailed and thorough however
it lacks one important aspect as has been suggested by Klob.

Klob approaches the problem of sizing with constraint propagation. This has been
used to allow declarative statements to be understood as designating mathematical relation-
ships among all the variables of the equation. This implies that one may use minimum num-
ber of equations on declarative form and internal representation will allow the system to deci-
pher or invert the equation to evaluate the zero's of any unknown.

The most interesting
aspect is that both of these £ INPUT
approaches are novel, anal- .
ogous and powerful if both of ACTION
them are used together they |ACTVE NODE
will compliment one-another. QUTRUT
We will make an attempt to z NODE |
have a System of path infer- £ |
encing using constraint propa- Ws=5wc? |
gation and a quasi-procedural ,
method with consistency mmsf ’
maintenance. This will give us
the powerful advantage of ~ \ CONSTRANT PROPAGATION
both methods. The path infer-
encing  processor s ACTION
encapsulated with the function OuTRUT 47
library in one unit. This has a

big advantage in terms of the
system's speed. Once a new quasi-procedural function has been defined it will be stored in
coded form which can be best handled by an encapsulated system.
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S ix STATISTICAL METHODS PROCESSOR

(Embedded)

For making comparisons within designs stored in the database and to make probabil-
istic estimations from the knowledge base one needs a statistical methods' library. During the
design process, a sample extraction based on similar designs is also an important task of such

a library.

We are contemplating an embedded system of statistical and probabilistic routines
which interface directly between the X-cessor and X-aminer, and the X-pert Knowledge Base.
They will be responsible for generating the comparison data, estimation data and data for
prediction. For the designs active in the in-situ database, and the project database, they will be
able to sample design data from the rest of the database. Queuing of messages, control of the
statistical processor and access routines will be done by the X-pert processor. Thus the statis-
tical methods' processor must stay as a buffer between the access, examine and storage cycles.

In future, it is proposed that an estimation using fuzzy sets must be incorporated in
the system. A suggested information flow diagram of the proposed system is presented here.

GRAPH—-GRAPHICS DATA Q

IN-SITU I

aa PROJECT
DATA FLOW ’.“ INTERIM
: : X-CESSOR ~/

YANER f-- SYNTHETIC

) CORE

~
.
==

-
i
]

s A STATISTICAL AND
PROTOCA
X-PERT ) PROCESR

PRIOCESISOR J 1 . f
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Seven SIZING AND ANALYSIS

(Quasi-Procedural)

Sizing is the most important aspect of computational path. If an expert system shell is
used it will be most beneficial in this area. The accuracy provided by these methods deter-
mines the accuracy of the design estimation. We have already proposed to use the quasi-pro-
cedural and constraint propagation approaches with a path inferencing processor integrating
these approaches. An alternate method which can be considered to be equally powerful (if

(FhES

\
X-PERT KNOWLEDGE BASE
_J
N suosnowme
PROBSLISRC SEMO0
v PROCESSIR

not more) can be implemented with the use of powerful mathematical inferencing engines
such as those used in off-shelf packages as mathematica. These can generate the required
code and emulate a quasi-procedural method; it must be noted that quasi-procedural approach

has its roots in the mathematical inferencing engine used in Macsyma,© which is essentially
written in Lisp. Until a suitable quasi-procedural engine can be written, it is proposed to use
off-shelf software as suggested; this will allow in testing the concept and in formulating the
requirements of a more powerful tool for mathematical manipulations.

The sizing processor is subdivided into seven most prominent parts. These are in turn
controlled by the X-pert processor and link directly with the X-cessor and X-aminer. They are
modular and object oriented in their interaction with the Database entities. This is possible
because of the inherent nature of the X-cessor and X-aminer which allow an object oriented
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search and store.

Entities are treated as objects and each one can be influenced by all the modules of
the analysis program. A symbolic representation of this approach is depicted in the next fig-
ure. Control and data flow orientation of the type suggested in the figure does not allow
analysis routines to directly mate with the database. This prevents any spurious calculation to
result in a change or evolution of a concept. This aspect is further elicited in the chapter on X-
cessor an X-amine processor. Follow-
ing are the most important sections on
the sizing processor:

MISSION AND REGULATORY:

Requirements are most
important in design and drive
the design towards the goal of
synthesizing several concepts to
meet the laid down require-
ments. These can be expressed
in loose jargon, like, "design an
aircraft to carry five persons
from A to B," or it may be,
"design an aircraft, for the
specified mission, optimised for
the following stages..., etc.".
The implication of detailed
design requirement from the
point of view of a designer is:
most of the important variables can be defined before design synthesis begins. These
can be a limitation since the requirements limit the creativity of the designer. On the
other hand, a very loose definition of requirement can overdrive the designer's
effectiveness.

Even for highly generalised requirements, the system should be able to set a
design mission and progress in design. It will be extremely advantageous if the system
helps in the initial setup of requirements by asking intelligent questions from the de-
signer. The question must be based upon forms and must link with an approach which
an experienced designer may have taken. While requirements are input, it must be
possible to input values in mixed units. Internal units' conversion must be transparent
to the user and unless requested by the user the output units must be the same as the
units in which inputs were specified. The necessity of this must not be undermined
since this helps in bridging the gap between designers, operators and manufacturers,
all of who address the requirements from different viewpoints and their decisions or
preferences are equally important.

Regulations act as a sieve for requirements, thereby generating the constraints
that are imposed on the design. For the same set of general requirements, aircraft de-
signed for FAR's will have a different mission profile as that for JAR's or MIL-




SPEC's. The system should automatically draw out the mission profile that conforms
to a specific requirement. Some times custom restrictions are placed by MIL-SPEC's
for special purpose aircraft, such requirements come with their own sizing constraint
functions and the resulting shapes may be rather different from what may normally be
expected. Our system must be in a position to use its intelligence to synthesise such
concepts too. A brute force method to execute this can be to work out each and every
promising concept to the level of detail that suggests it's state as being infeasible, fur-
thermore, the status report may contain the series of decisions that make the concept
infeasible. A-priori routing of control flow by the user should allow the program to
evaluate (or not to evaluate) the type of concept selected by the user.

FERFORMANCE:

This portion essentially consists of an aerodynamics and a propulsion combi-
nation. Our sizing routines will be based upon the reports of Prof. Torenbeck's meth-
ods quoted in the references. They are very easy on the computational effort and for
initial estimates provide us with sufficient accuracy. Engine models of each class will
be input to the system which will take into consideration sizing and growth factors.

Furthermore, this module will be able to perform operations in two modes, in-
dependently, and as a front end of its respective performance analysis modules. There
will be complete transparency with regard to the user. The complexity of sizing
routines will depend upon the stage of evolution of the design; taking the most current
concept as the reference point. This, by default, implies that the system takes cross
effects into consideration and thus a gradual updates of concept (object oriented) will

proceed effortlessly.

WEIGHTS:

Clever selection of weights reduces the CG travel and allows a smaller static
margin, thereby allowing more performance to be drawn from the same wing. Thus,
we must provide some possibility of fast and accurate weight prediction; this can be
accomplished by statistical or probabilistic means, empirical means, and by analytical
means. Neither of these schemes give complete solutions and one must have a har-
monious combination of each one of these. For the stage of sizing, an empirical
scheme along with a statistical scheme will be sufficient but as the concept evolves it
will be necessary to look into analytical schemes too.

DYNAMICS AND CONTROL:
Sizing routines for dynamics and control are equally important; these allow

sizing to take dynamic requirements into consideration. With the evolution of Fly:by-
Wire-flight-Control-Systems, FWCS, it has steadily become more important to size
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aircraft based on dynamic requirements.

Most procedures used in these estimations are empirical in nature and we will
also make use of such procedures to size the aircraft from the stability and control as-
pects. Basic criteria, e.g., stability margins will be used in the sizing module. This area
too will have an inverse capability, i.e., for sizing, it will be possible to specify a
dynamic requirement, and from general requirements based sizing we will be in a
position to derive a dynamic criterion that the aircraft will satisfy.

STRUCTURES:

From the requirements it must be possible to determine the proper loading dia-
grams, structural flight envelopes, etc., these are of great importance in this module.
Entire structural sizing procedure bases it's estimates upon the structural flight enve-
lope that it has to meet. The fight envelope too keeps changing due to requirements,
regulations, etc. :

Statistical estimations with empirical corrections have been used so far for
such sizing routines and they provide sufficiently accurate results. However, we will
also have the possibility to use simple beam theory, shell theory, expressions to de-
termine the structural strength. A facility to correlate it with the weight module will
also be available. When the concept evolves to sufficient accuracy, it will be possible
to output its results into a FEM module, e.g., the DATADECK of MSC Nastran.

At the present level, it may not be practical to use anisotropic (or quasi-iso-
tropic) materials in their truly mathematical form of representation, however, an in-
creased strength level due to the use of advanced materials can be reflected by the
overall increase in strength or overall reduction in weight for the same size. We will
use this simple methodology for structural sizing mechanisms. Use of flutter criteria
of any kind for strength sizing is far to advanced for our level of analysis thus it will
not be delved into.

ECONOMICS:

Most of the important estimates are concerned directly with our optimising
mechanisms. Procedures for standard statistical, and empirical evaluations will be
used here for detailed calculations of DOC, cost per passenger seat per mile (for indi-
vidual operators along with the facility to implement the cost functions used by the
operators. An attempt will be made to estimate the cost of new design development;
development of a class of aircraft based upon an existing design, e.g., jetliner, region-
aliner, etc.

We will attempt to implement the prediction of tooling costs, project
feasibility based upon requirements, sale, growth of traffic, growth of facilities,
increase in living cost index, expected sector lengths in future, etc. Most of the
requirements will be dictated by the designer and thus the designer will have almost
complete control over the economic predictions.

An interesting variation of the theme of economic modelling is that the
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changes in the design at any level of development will force it into an economic sizing
cycle, as a result, reflecting the effect that the change in design will have on change in
economic status of the concept. This should be considered to be one of the important
advantages of using the object oriented approach, with quasi-procedural scheme.

OPTIMISATION AND ERROR ESTIMATION:

The problem of conceptual design is extremely complex, especially since its
global optimum is either not known or it is very difficult to determine due to the high
dimentionality of search space. Hence, we need sophisticated optimisation tools, the
performance of which is measured by the average quality of best answer that can be
computed in a fixed amount of time.

Bramlette and Cusic, have tested seventeen such methods which have been
compared for the specific task of aircraft conceptual design, out of which five algo-
rithms are discussed by them. According to them, better solutions may be possible
from stochastic iterated genetic hill climbing (SIGH), which is an algorithm
combining the elements of other methods.

It is highly recommended that further work be done in the modeling of opti-
misation schemes and a suite of several such schemes be available for the design sys-
tem. This will certainly increase the versatility of the system since it will now be pos-
sible to use optimisation and search method tuned (or biased for that matter), to our
particular design.

It is further required to have an intelligent assignment of error-values which
may allow separate searches/optimisations in separate areas.

QUASI-PROCEDURAL WITH CONSTRAINT PROPAGATION:

Quasi-procedural approach is being used in the sizing processor, this nnphcs
that the various procedures that need to be executed shall be in form of loose, com-
piled and independent routines. These will be available in a library; the path genera-
tion program will instantaneously generate a code which will execute the procedures
in the required manner performing consistency check for each one of them. This ap-
proach proposed by Kroo will be complimented by using constraint propagation in
each of the procedures. This implies that each one of the procedures will be treated as
a mathematical function instead of as an assignment statement (as is the case in most

programs).
EXPANDABLITY:

The user will have the freedom to assign alternate procedures: these will also
be treated in their implicit forms. These external procedural relations will allow ex-
pandability of the system without hampering the ease of usage. The external proce-
dural relations will also assist in customising the system for specific usage. Expand-
ability will also extend to analysis routines and the same transparency of procedures
from such external links will exist. -
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ANALYSIS PROCESSOR
The analysis processor, in essence, will be a sort of back-end of the sizing processor;
just suited for the high end analysis routines which may use off-shelf packages. Thus the

analysis processor will be in essence an interfacing unit between analysis packages and the
XCSA.

The most important of these will be the preliminary design system, ADAS; the func-
tionality of ADAS in design optimisation will compliment the XCSA system. ADAS links
automatically with CAD systems like AutoCAD, panel code like 0-215 NLR, FEM analysis
code like B3000, etc. This will be exploited by the XCSA system once the level of maturity
of the solution warrants high level analysis mechanisms.

An option for the future must contain a general interface with FEM codes like MSC
Nastran, nonlinear panel codes with wake relaxation like the VSAERO, stability and control
systems, material databases, etc.
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E ig ht STATISTICAL METHODS PROCESSOR

(Probabilistic)

In conceptual design, recourse is taken to existing systems, available knowledge, and
available expertise. This is in order to hasten the complicated process by providing best guess
estimates, subsequently narrowing down the search domain. Present day representations of
such knowledge utilises the database technology. We have already elicited upon the impor-
tance of both databases and their intelligent counterparts, the knowledge-bases. In this section
we throw some light on the importance and usage of statistical methods along with databases
in our system.

Statistical and probabilistic methods' processor will be an important part of our
system, especially since it acts
as a buffer between the x-pert
processor and the knowledge-
base. The adjoining figure gives
the detail control flow and data X-PERT KNOWLEDGE BASE
flow schemes.

e N

The x-pert processor
controls both the x-cessor and

x-aminer processor, and the
statistical  processor.  The
importance of the shown
structure can be explained with
regard to data operations as
follows:

DATA EXTRACTION:

Suppose the system has to perform a data extraction operation, the route
followed by the data will depend upon the status of data update level, the type of data,
¢.g., synthetic data on extraction will almost never pass through the statistical
processor. The data that most certainly will pass through the statistical processor will
be one that is requested by the quasi-procedural library. This data will be compared
with the existing entries in the quasi-procedural library.

DATA-STORAGE:

All the data that will be stored will necessarily go through the phase of
statistical processing, this is to make certain that spurious data does not enter the
system. Furthermore the statistical and probabilistic processor in conjunction with the
x-cessor and x-aminer processor will give valuable inputs about the correctness of
input data.
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Nine X-CESSOR AND X-AMINE PROCESSOR

(Embedded)

The x-cessor and x-amine processor are one of the components of our system which
provide our system the capability of being artificially intelligent. Here, we will list the
requirements of our system. The x-cessor and x-amine processor are that section of our
system that has the following
primary functions:

1  Labelling of data
2  Routing of data
3 Retrieval of data
4 Data Storage

LABELLING OF DATA:

This unit
performs the task of a
data gateway. Thus it is
here that the data is first
examined for its
correctness and validity.
If the data is presently
being processed by the
sizing and analysis
modules, it will be
labeled at a different
level as compared to
data that is stored in the knowledge base as reference data. The decisions about the
update level of data is taken by this module. The rules of labeling will develop as we
progress along with the design system, however, at this stage an example can be given
as follows; if we wish to design an entirely new type of aircraft, in the mission
requirements we give some data. This data is immediately passed via the data flow
stream to the x-cessor and x-aminer for checking its completeness. The x-aminer will
realise that the data is un-labeled and will label it as new project data and further
modules will respectively process the data.

ROUTING OF DATA:

From labelling of data, we move to its routing. There are three routes that our
data can take, to-and-fro from the user interfaces, the output devices and the input
devices. Second route can be from the sizing and analysis processor, and the third is
to-and-fro from the database. The path from the database is divided into two portions,
one goes directly to the database and one follows the path through the statistical
processor. The route that the data takes will be decided by the x-cessor and x-aminer

| processor with certain inputs coming in from the x-pert processor. It is beyond the
scope of this report to expand in detail on the reasons for the particular choices of data

| — S —————
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path and that of these particular configurations. However, it was realised that this path

Data retrieval or storage is another interesting aspect of this break down, it can
be accomplished via three paths and the x-pert processor can independently provide
for the required control inputs for each path. The data of highest confidence level, that
is required by a pre-verified user can be directly accessed by the x-cessor and x-
aminer from the knowledgebase. In case the data is requested by a sizing module then
most probably it will pass through the statistical and probabilistic processor. In case it
does so, then the data passes through the x-cessor and x-aminer via a statistical
protocol,
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Ten THE GRAPHICS USER INTERFACE

(Graph and Graphics)

As we had seen earlier, we realise that to make our system easy to use and acceptable
for a wide spectrum of users, there must exist some form of buffer between the user and the
design system. The graphics
user interface as proposed here, ST NS
serves the purpose adequately. PRNTER PLOTTER
Though this may seem to be an
unnecessary addition, however,
its importance must not be >‘
underestimated. In the process
of conceptual design, we
normally work at a relatively
high error level, where design

starts with guesstimates here the L

accuracy of results is of lesser (

importance as compared to the GRAPH PROCESSOR
sequence of operations that

generated the result. Such ROCESSOR
results are difficult to | GRAPHICS P J
distinguish and to appreciate in CRAPHICS USER INTERFACE

fine detail. Hence it is preferred | _
to have with us, a method of
representing the data to the
designer in the most compact
representation. The logical
choice turns to graphics output devices. These not only provide an approximate representation
that is easy to grasp but they also can be used to input approximate values of input data from
bars or sliders, to present a less confusing interface to the user, etc.

The graphics user interface will contain apart from textual interface, suited for ASCII
inputs, a graphics processor and a graph processor. Thus the GUI will be merely a shell for
it's three component processors. The ASCII mode will be the basic GUI and graphics and
graph will be able to operate as popup utilities from within the GUL Following descriptions
about the proposed system are noteworthy:

JHE GRAFHICS USER INTERFACE:

The basic purpose of this interface is to shield the user from the intricacies of a
complicated program. To provide with complete functionality of the system, this type
of user interface must consist of at least some of the available input devices. In our case
we must consider to add the functionality of a graphic user interface with the facility of
both keyboard's and mouse's inputs. The type of data that is processed by this kind of
interface can be broadly subdivided into firstly textual input and output, which may
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further be divided into plain textual input, table type textual input and form type textual
input, and secondly into graphic input and output. Due to the complexity of the graphic
process we have divided it into two sections which will be subsequently explained.

The plain textual input, which in some systems is referred as command line input
plays the role of most important input, this gives the root level commands that control
the system, provides most of the starting parameters and finally is the only way to
surpass the graphic user interface hierarchy. A menu structure which will suit our
particular process will be stored and available from this level.

In some applications, hypertext, or form's, are very beneficial. Most of them are
used in providing options required from the user, these normally pop-up at the point
when such inputs are necessary. For a system that is truly user-interactive such a facility

is important.

Input by tables is an accepted method with the databases, spreadsheets, data files,
etc.; our system must mesh with a number of tools, like analysis programs, must be able
to receive and give data related to databases, in such a case it is imperative that it
contains input facilities by tables or spreadsheets and the like.

THE GRAPHICS PROCESSOR:

Embedded in the GUI, the graphics processor, executes as a popup utility
when CAD usage is deemed necessary. This may be considered to be a full fledged
CAD package designed with a bias toward conceptual aircraft design. There are
several reasons to design a CAD package for our use, some of which have been
explained in the second section. In this section we will devote ourselves more to the
modelling aspect of the graphics processor.

Creation and manipulation of objects, entities, and their instances in the
graphics area will be the main function of the graphics processor. The representation
will consist of sufficient detail which is necessary for adequate data translation
between various analyses and CAD packages. Furthermore, it must have the facility to
model aerodynamic objects with considerable ease. The representation must be
accurate and must be amenable to parametric variation. The capacity of parametric
variation will allow one model representation to represent a wide variety of objects
without loss of excessive storage area.

This processor will mature as the project progresses, however, it is best to
design it after the major design system is complete. Parallel work can progress in the
definition of menu structure and the type of representation of objects, since the same
representation will eventually be used in the database.

IHE GRAPH PROCESSOR: :

The graph processor is also a component that is embedded into the GUI as a
popup utility. One may question the need of having two independent units like
graphics and graph processor? The graph processor gives a specialised type of
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representation which is most needed while graphics operations are in progress, for
instance to review the changes in the thrust to weight ratio with the change in diameter
of fuselage, etc. The only practical way to achieve the previous functionality, we need
a graph processor. Now to the question, why can not the graphics unit serve the same
purpose, the answer to this is that using the graphics processor for the same will be an
over kill for the required function.

With the advent of computer graphics such facilities are feasible and realisable within

reasonable period.
L ]
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Eleven X-PERT PROCESSOR

(The integrated design system)

.

A simplified block diagram of our system illustrates most of the integrating paths. The
x-pert processor being the one that controls the entire system is certainly the most important
among the rest of the subsystems.

X-pert processor consists of artificial intelligence principles, which are used to
facilitate its functions; most notable among them are:

1 Routing of control flow protocols to various sub modules
2 Decision on control transfer to other sub modules
3 Observation of the entire process status via the GUI

The system essentially acts upon objects and instances, by giving different instances to
same object and by saving the instance with most recent update level. Thus it is imperative
that each of the objects must be processed individually. The method of processing individual
objects is scheduled by the x-pert processor.
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There can be times when some sub modules may demand attention of other sub
modules simultaneously; the x-pert processor resolves such conflicts and addresses the
problem of such conflicting protocols. It also acts as the scheduler of jobs to the independent
modules for auto updates and design of the system. This type of configuration has the power
to design, compare existing designs and to create its design database, automatically. This
facility gives the x-pert processor the ability to act as a designer, or rather simulate one, to
proceed in its tasks. For our system, it must be able to provide the required answers, inputs,
make observations about the on-going design process, without interference from the user.
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Twelve CONCLUSIONS

(The Future?)

As of today, such a system is not known in the aircraft design literature and thus it is
all the more important to work on it. We are not attempting to create a clone of a designer,
but to make a more intelligent design system that will be fast, accurate, intelligent, and will
take most tedious jobs from the hands of an actual designer. We must not also forget that such
a system will be fun to use!

The purpose of this report was to show how a system can be built that would use the
concepts of artificial intelligence, smart databases (knowledgebases), artificial intelligence
optimisation techniques, etc. The proposed system requires several inputs and is an enormous
task for an individual. There are two paths that one may take, namely, to research on one
aspect of the design system in detail or to research in detail on the entire system by working
out in partial detail individual modules. The first choice makes one run the risk of an
advanced subsystem with almost negligible testability. With the second we fear an overall
compromise. We will, however, prefer to work on the entire system as this provides all the
answers to our professional curiosity, "can a system be designed which is ..."

For furthering this work, it is preferred to have the following system available for a
wide period of study with the following software:

SPARC compatible workstation

C++ compiler, with object-classes tools

Software development tools for OpenLook interface
C++ object oriented, database library routines (db Vista)
Phigs library with development tools

Mathematica or Macsyma, on SPARC

N d W~

The above mentioned facilities at the end of three years will, hopefully, result in a design
system that we foresee.
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