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Abstract

Users of anonymity networks face differential treat-
ment and sometimes get blocked by websites, it
is currently unclear how common this blocking is.
This research aims to provide an overview of how
common this blocking is while utilizing the AN.ON
anonymity network. The analysis is accomplished
by utilizing automated web scraping and process-
ing to recognise and classify blocks by comparing
them to a control connection. This process and soft-
ware can be used and extended to analyze and com-
pare any two connections. The scope is limited to
the one thousand most popular websites according
to the Alexa rating.

Different kinds of blocks were identified and au-
tomatically recognised in processing, though man-
ual verification is still required. Evidence is found
and presented that there is a significant amount of
blocking, occurring on approximately 23% of the
analyzed domains. There is also a significant differ-
ence in blocking between using different cascades.

1 Introduction

When using the internet, one leaves identifiable data that gets
collected by various instances and services [1]1[2]. Some in-
ternet users feel the need to prevent their data from being col-
lected [3], and one component which can be used to protect
this data and online identity is the use of an anonymity net-
work, such as AN.ON'. AN.ON routes traffic from the user
through a service to assist in preventing professional data col-
lectors from collecting your data [4]. These anonymity net-
works can be used by legitimate users for various reasons, but
also by criminals to facilitate protection for online crimes [5].
Due to these different potentially malicious users some web-
sites may impose restrictions on users of such anonymity net-
works. Some content might be blocked, some content might
be hidden behind CAPTCHASs, and some websites might
even completely lock out such a user [6][7]. There has been
some research in a related field about censorship and how to
measure it via various methods [8]1[91[10]1[111[12][13], and
it is clear that there are instances of discrimination against
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requests originating from anonymity networks [11]. There
are also two studies on website blocking while using TOR
specifically that acknowledge the fact that knowledge about
this issue is sparse [6][7], but there is no known research into
the blocking of users of AN.ON. Blocking can be performed
by various parties, mainly the ones giving the internet access
(E.G. ISPs and governments) and the ones receiving the traf-
fic (E.G. websites). There is some research into the block-
ing of accessing AN.ON and how to circumvent those blocks
[14], but that is not the type of blocking this research is con-
cerned with. It is currently unclear how extensive this block-
ing by websites is for most anonymity networks, the explo-
ration of the severity and commonality of this blocking while
using AN.ON is the goal of this research. This research set
out to explicitly answer the question of how frequent blocking
of AN.ON users is while visiting popular websites.

This research shows that there is a significant amount of
blocking faced by AN.ON users imposed by websites. There
are still some unknown factors and uncertainties, but an
AN.ON user can expect to see some kind of blocking on ap-
proximately 12-23% of popular websites visited.

1.1 AN.ON

Project AN.ON, Anonymity.Online, was created around
2004. The goal of the project is to offer a protection layer
between the user and data collectors. This layer is provided
by routing all internet traffic through multiple servers, called
mixes, in encrypted one kilobyte packets that get interlaced
with traffic of other users and dummy packets [15]. The
servers that handle AN.ON traffic are all operated by inde-
pendent entities committed to protecting the data of the users.
The main difference between Tor? and AN.ON is this inher-
ent trust of routing through independent organisations [16],
rather than unknown volunteers with no legal limitations or
obligations [17]. AN.ON also consistently sends all traffic
through the same route while in use, which is accomplished
by having the user choose from a limited number of statically
defined routes. These possible routes through mixes are re-
ferred to as cascades.

The AN.ON project first took shape in JAP, Java Anon
Proxy [2], the most recently released version of which is what
this research uses for its experiments. The commercial ver-
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sion of JAP was renamed JonDo/JonDonym, and is managed
by JonDos GmbH. JonDonym has announced to be shutting
down, with an unknown future for JAP, more details in sec-
tion 6.1. The terms AN.ON, ANON, JonDo, JAP, and even
anonymous-proxy-servers are used by the creators and users
to denote the same thing, the anonymity service and the soft-
ware to access it. The rest of this document will use ANON
to denote the AN.ON project and the use of JAP software for
the sake of consistency and clarity.

2 Methodology

The core principle used for detecting blocks caused by
ANON consists of requesting pages with and without ANON
enabled, and then comparing the results. The request made
without ANON enabled is referred to as the control or base-
line, details about the used baseline network can be found in
section 3.5. These requests are made in parallel and always
get started at the same time per URL, more information about
the used process of which can be found in section 3.1. Multi-
ple web pages are requested per domain, to get an impression
of the overall availability of the website. All data received
from each request is stored independently in a database. This
data is then later processed and compared against their coun-
terparts to reach a final verdict per request, and then summa-
rized together with other pages of the same domain to reach a
conclusion. More details about this database, the processing,
and the classification of pages and domains that was used can
be found in section 3.7.

2.1 Popular websites

This research aims to measure the prevalence of blocks while
accessing popular websites using ANON. For this task a
list of representative popular websites is needed to perform
tests on. Various lists of popular websites exist, with dif-
ferent methods used for the compiling these lists, such as
Alexa?, Majestic4, Cisco Umbrella’, Tranco®, and Quant-
cast’”. Many papers use the Amazon Alexa top sites on the
web list [18][19]1[20]1(21][22][23], being by far the most pop-
ular list used in security research according to Le Pochat et
al [24], and will therefore be used in this research. Although
popular, there are some issues with the Alexa list that allows
a malicious actor with few resources to maintain a rank in
the top 100k domains [25]. However, only utilizing the top
10k or less should be representative of the most popular web-
sites, as long as no value is bound to the individual rankings
[26]. The Alexa list also appears to not take traffic from the
EU into account [24], though this does not strictly matter for
the popular website criterion. Due to practical limitations in
available bandwidth and time, further explored in section 3.3,
this research will only use the top one thousand domains that
pass the filter described below.

3https://www.alexa.com/topsites
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Domain Filters

Some websites were filtered out of this list and ignored for
practical reasons. These domains took longer than 120 sec-
onds to load the main page on the control connection (see
section 3.5), did not load at all, or are categorized as Asian
according to the definition below. The slow or not loading
domains were removed as they are likely blocking traffic of
bots, the geographical area, or are just broken. Examples of
this can be found in section 4.5. Predominantly Asian web-
sites were removed mainly due to them being generally ex-
tremely slow to load, and often changing a lot of content
between requests, making them relatively difficult to com-
pare. Furthermore Chinese users might not even be able to
use ANON due to the great firewall attempting to restrict ac-
cess to anonymity networks [27][28][29]. With ANON being
located mainly in the EU with no endpoints near Asia [30]
at the time of writing, it would be even slower and less us-
able for that audience. This filtering out of Asian websites is
performed by counting the amount of characters Java marks
as Chinese, Japanese, Korean, or Vietnamese (CJKV), us-
ing Character#isIdeographic [31]. Sites are excluded if
more than 300 of these characters are visible on the home-
page, or more than three in the title. The limit for CJKV
characters on the homepage was set to this high amount to
avoid false-positives due to language selectors.

3 Scraping and Processing

As described in the previous section, data from website re-
quests gets collected, stored, and processed. This chapter
aims to clarify and explain the exact workings and decisions
made in these steps.

3.1 Library

There are several ways of requesting information from a web-
site, but not all are as realistic as a normal user requesting a
web page in a browser, and as such may add biases to the ex-
periment. The simplest method is a simple GET request, this
can be done in most languages with relative ease. However
due to its simplicity this method does not run any JavaScript
code of the website, and can therefore theoretically get treated
differently, not load certain content, or get blocked by simple
checks and bot prevention systems, such as those of Cloud-
flare® [32]. More sophisticated options such as Selenium’
automate entire browsers, and libraries such as Puppeteer'”
provide APIs to full headless browsers. Headless browsers
work similar to normal browsers, only without the GUI be-
ing launched. Options such as hiring real people to manually
gather data exist [33], but are both out of budget and can intro-
duce further biases [34]. The OpenWPM!'! framework, built
upon Selenium, is an often used choice to simulate browsers
and extract data from websites, being used in over 76 crawl-
based studies as of October 2020 [35]. As there should be
no difference for websites between OpenWPM and Selenium,
and as OpenWPM uses Python whereas Selenium can be used
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with Java, the scraping and crawling in this research is per-
formed utilizing Selenium. It should be noted that all of these
options, including Selenium and OpenWPM, do differ from
human web browsing [34], and their use can be detected by
websites [36].

3.2 Cookies

Most sophisticated scraping libraries support cookie storage,
and using them to have a more stateful crawler may be desired
by some to better emulate users [34]. Cookies were cleared to
keep measurements independent, as having old cookies stored
could allow websites to present different behaviour on subse-
quent requests. Cookies were not cleared between pages of
the same domain, to behave more like a normal first time user
of a site.

3.3 Rates of querying

The bottleneck in this setup is the ANON connection, as out-
lined below in the practical limitations. Due to this slow con-
nection, doing multiple requests at the same time in parallel
is not an option. Therefore the fastest crawling possible is to
load every page sequentially back to back. This assumes that
no website is slower than the ANON connection, which, as
long as no website is having issues and timing out due to tech-
nical issues, should be the case with any large website. This is
performed in parallel with the requests done without ANON
to get the most up to date comparisons between content. This
simultaneously paces both crawlers to behave somewhat like
a realistic user, only going to visit another page after the pre-
vious one has finished loading. This speed would be possible
for a normal user pressing links on a web page, though it is
still faster than a user that reads every page in its entirety be-
fore loading another.

Practical page load speed limitation

The main limiting factor in how fast pages can be collected is
the latency and bandwidth of ANON. From some preliminary
testing it was clear that loading basic pages with some images
and light JavaScript can take over a minute, see table A for
some initial small scale page load time test results. An ad-
blocker sped up the loading of pages significantly, especially
with JAP enabled, and is therefore used. This makes sense
as ads can use up a lot of bandwidth while browsing websites
[37]. Websites can block users for using adblockers, but since
this is relatively uncommon [21], and since it is the same in
both the base and the experiment, this should not introduce
additional bias. The biggest page load time improvement ap-
pears to be possible using uBlock Origin [38], and is therefore
the adblocker of choice for this experiment, with default con-
figuration settings. An upper limit of two minutes per page
is given with uBlock Origin, and as a result only thirty pages
can be loaded per hour in a worst-case scenario. Due to this
extremely slow connection, pages are given time to load until
they fire a document readyState of complete, or time out
after a maximum of 120 seconds. After the readyState is
set correctly an extra two seconds is provided to the browser
to properly render everything and make final adjustments if
needed, to allow pages with loading symbols to properly dis-
play the main content. With this sped up strategy the six sites

tested in table A would allow for well over a hundred pages
being loaded per hour. A speed of roughly a hundred pages
per hour was reached in real world scraping with all further
optimizations listed below.

Caching

For a significant speed improvement in subsequent crawls, a
decision was made to enable caching between scraping ses-
sions. These caches are created and handled completely sep-
arately per experiment, as to avoid an ANON scrape from
using data retrieved by a regular control scrape. The cache
serves already downloaded content to the browser if present,
avoiding a slower request to the original web server [39].
With these separated caches per browser, any content shown
or used on an ANON scrape will have been retrieved by a
request utilizing ANON. This adds a small bias against tem-
porary resource-specific outages and blocks, as theoretically
a cached result could (temporarily) be getting blocked in the
present, but show not to be blocked as it is received from
cache. However any intermittent blocking of partial content
on only a month worth of scraping data would be hard to
distinguish from connection issues or temporary website out-
ages, thus they would likely have gotten discredited either
way.

Caching on ANON

ANON likely makes use of caching on the exit node side. In
old designs of JAP and the theory behind it, the principle of
the cache-proxy is discussed, explaining how it should pre-
cache requested web pages and their content [40]. As caching
is also named in further work, with them labeled as separate
proxies [15], it is presumed that this caching is present in
ANON. Mentions of this Cache-Proxy is also still present in
the source code of Mixes, though the exact implementation
was not found, and JonDos could not provide clarification
or confirmation about the cache-proxy implementations on
cascades. This caching could, in theory, trigger bot protection
mechanisms on websites, and this could explain some ANON
blocks. This caching could also make temporal blocking hard
or impossible to detect, as the cache-proxy could serve old
content. However, as mentioned earlier, such temporal block-
ing would have likely not been recognised either way.

Lazy-Loading

Lazy loading defers the loading of images until they are ei-
ther in the viewpoint or near it [41]. With this enabled fewer
unnecessary images outside of the observed part of the page
are downloaded, saving on bandwidth. As the images below
the fold are never compared in this experiment this should not
have any impacts on checking blocks. To force lazy loading
to work on all pages an extension named LazyLoadify'? was
used, created by Gildas. This ensures that even pages that
have not manually set the 1oading attribute to 1lazy will still
be lazy loaded. Enabling lazy loading and LazyLoadify sped
up the scrape time by about 9-14% and reduced timeouts by
26% in a small scale test of 430 links, repeated twice. Al-
though there are some other variables that could explain this
difference, such as the varying speed of ANON and caching,
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it makes it worthwhile to enable. There were no visual dis-
advantages found to using this approach during manual ver-
ification, with the overall amount of missing images visible
being less common than in earlier tests.

3.4 Pages and functionality to test

To get a proper view of the blocking of content on a site,
one should ideally exhaustively test every single page and ev-
ery single functionality that can be used. Unfortunately, this
would require a relatively large amount of traffic and engi-
neering work per website, and would simply not be feasible
within a reasonable amount of time without overloading all
ANON mixes. To attempt to get a proper overview of a site,
an initial crawl has selected a small set of three randomly
picked URLs linked from the homepage, the amount of pages
was chosen arbitrarily. These pages along with the homepage
then served as the test set for that website for the remainder
of the experiment. Websites also often have different func-
tionalities outside of static content, such as logins, registers,
comments, and other such interactions. Due to every web-
site having implemented this in different ways, and automat-
ically entering content could easily get flagged as being a bot
and further impose biases, this research will not attempt to
interact with any of this sort of functionality. Furthermore
automatically inputting and sending data to servers takes up
ANON bandwidth and could be seen as malicious bot use by
the websites, and is therefore ethically questionable. Only
web-content retrieved from a directly linked URL presented
without external user-input is compared.

3.5 Compared against

All scrapes are compared against a standard connection to
produce results, this standard connection is referred to as
the control or baseline connection throughout this docu-
ment. Furthermore to make sure that blocks identified by the
crawler are actually due to ANON, and not due to faults in the
crawler or due to the behaviour of the crawler, all block data
is compared against this control. As this research aims to ex-
plore the blocking of ANON users compared to normal users,
all comparisons of blocking are made against a residential
connection, and not that of a cloud provider, VPN provider,
or other anonymity network. Due to availability, this baseline
will therefore be a single Dutch Ziggo'® provided residential
connection.

3.6 Types of blocks

Websites can choose to block or restrict access in various
ways, this section functions as a glossary for the types dis-
cussed further used. This list is not exhaustive and does not
list every single possible block on the internet.

* Errored: No response, blocking all contact and not re-
sponding at all (likely via a firewall). Or responding with
a HTTP code other than 2xx or 3xx.

* Block page: Returns a valid HTTP 200 response, but
with clearly other content including keywords often
found on block pages.

Bhttps://www.ziggo.nl/

e CAPTCHA: Anti-Bot, a Captcha or Test page, the same
as a block page, but with an option to pass it after manual
input.

* Action block: Allowing access to static content but
blocking actions such as logging in, registering, com-
menting, or otherwise interacting with content.

* Content block: Allowing access to some content, but not
all. For example getting everything but heavy to load
content such as videos.

As mentioned in section 3.4, not all functionality is tested.
Due to the limited amount of available data from this, the
action blocks can not be analyzed or recognised in any mean-
ingful way. Due to the low bandwidth of ANON, as seen
in section 3.3, some pages simply take too long to load im-
ages or videos and time out on them due to this slow speed,
rather than potential blocking. Furthermore ANON imposes a
maximum download of 2MByte per file [42] which can block
further large assets. As it is unclear whether this missing con-
tent is from websites performing content blocking, or simply
ANON being too slow, no meaningful analysis can be per-
formed on content blocking, aside from entire pages not load-

ing.
3.7 Recognising blocks

Data gets stored as-is during scraping, this section explains
how this data is later retrieved and processed. All data of
scrapes gets stored in a MariaDB (SQL) database, and the
screenshots get saved in png format in a directory. The
specifics of the database schema and the specifics of the types
of stored data can be found in appendix B. This stored data
is then processed, and reprocessed in case of an algorithm
change, to produce the final verdicts. This processing is done
by first determining characteristics and setting flags based on
limits. A summary of the important flags and their design
can be found in appendix D. After these flags are set, a final
verdict for the scrape is determined by comparing the flags
according to the flow scheme provided in appendix C. In this
flow scheme, green verdicts signify a confirmed non-blocked
page, red verdicts signify confirmed block pages, and yellow
verdicts should be manually checked to find unknown block
pages. Confirmed blocks always get manually verified to re-
duce the amount of false positives, as the limits are purpose-
fully skewed to produce these more rather than false negatives
for blocking. These final verdicts of scrapes are then grouped
together to form a final verdict for the entire website, this final
verdict can be one of the following:

e FULL_BLOCK, blocks all ANON traffic, or always
presents CAPTCHAs. Requires at least 95% of the com-
parisons to be blocks or CAPTCHAs. The 5% is a mar-
gin of error for the comparisons, these sites are deemed
unusable.

e SOME_BLOCKING, sometimes blocks traffic, sometimes
shows CAPTCHAs, sometimes allows users with no is-
sues. Requires at least one comparison to be classified
as a block of CAPTCHA.

¢ NO_BLOCKING, always allows ANON users and does not
treat them measurably differently.



Limits

All limits for setting flags based on characteristics were ini-
tially set by an educated guess, and were then refined to have
as few false negatives for blocking as possible through man-
ual verification. The focus was set on reducing the false neg-
atives, as there were relatively few block pages detected. This
does have a negative consequence that there are a signifi-
cant amount of false positives in the block categories, that
all have to be manually verified before making conclusions.
The manual verification was performed by manually looking
at the screenshots, flags, and underlying statistics of groups of
scrape results. Half of the scrapes of randomly chosen recent
scrape time slots were verified on their accuracy. This was
done until at the end manual verification sessions of over 300
comparisons did not result in any false negatives being iden-
tified. The exact final parameters and limits can be found in
the source code provided, with no specific descriptions about
what limits do what. This source code also includes an easy
to use GUI to speed up manual verification, and a command
based system to help verifying and adjusting parameters.

3.8 Avoiding biases

To get a perfect comparison, all variables other than the use
of ANON should be equalized for both the control and exper-
iment. Obvious variables such as the browser used, the user
agent, the operating system, and the resolution of the moni-
tor were of course identical over all the requests. However,
it is impossible to get rid of all possible external variables.
A few more complicated external variables are highlighted in
this section.

Availability/timing/outages

To avoid biases related to timing, such as temporary website
availability issues, local internet issues, or changing content,
all scraping of the control and the experiments are started at
the same time. This way if a website is offline at a certain
moment, both should likely have the same failed result. In
the case of a local internet issue anywhere along the line an
anomaly in the frequency of timeouts should be noticeable.
Multiple crawls at different times with comparisons in be-
tween were also used to further mitigate this issue. Further-
more after a series of outages on the JAP side and recognising
that these blocks always seem to come with multiple in a row,
a small system was created to automatically recognise these
outages. This system checks all scrapes in order of execution,
and if two or more different domains had timeouts in a row
they get flagged as having NETWORK_ISSUES, this flag will
ensure the comparison will always get the NETWORK_ISSUES
verdict. Results with the NETWORK_ISSUES verdict get ig-
nored and discarded from the results, and are not counted to-
wards any final domain verdict.

Net bias

Users from different countries tend to get treated differently,
either by their ISP or the website that receives the traffic
[43][44]. This is unfortunately not something that can be
completely removed without risking further biases as ex-
plained in section 3.5.

Country blocking/GDPR

Websites can decide to restrict access from certain countries
[20], sometimes for legal compliance [45]. The compar-
isons are made between different European countries, and can
therefore encounter different restrictions. The impact of this
should be minimal due to the proximity of the countries being
compared, all being in the EU (so receiving the same GDPR
treatment), as well as manual verification of block pages.

Bandwidth

As the ANON connection has a relatively high latency and
low bandwidth compared to the control connection it can time
out on requests more easily. This external variable could be
mitigated by somehow limiting the bandwidth and artificially
increasing the latency of the control connection. However,
as the scraping already takes a long time, and as this slow
connection would introduce an extra source of randomness
in the data due to more timeouts and unloaded data, it was
chosen not to throttle the control connection in this manner.
Instead, it is simply seen as a consequence of using ANON
and part of the experience, and most false positives due to
congestion or timeouts are filtered out manually.

To confirm that this limited bandwidth is not the lead-
ing factor in getting blocked, a slow control connection was
created. This slow control connection was created by rout-
ing the traffic through a local limited proxy, created with
the BrowserUp Proxy library'#. To create a roughly similar
speed to ANON, the bandwidht of the BrowserUp proxy was
limited to 100Kbit/s and 600ms ping, roughly in line with
the speeds claimed by ANON [46]. Then, an experiment
was ran comparing the two control connections, the results
of this experiment can be found in section 4.4, and are re-
lated to ANON in section 4.1. The average scraping speed of
this slow connection was roughly in line with that of ANON
scrapes based on the average scrape times. It is approximately
17% slower than the Dresden cascade, and approximately 9%
faster than the SpeedPartner-Cyrax cascade. A statistical T-
Test was attempted for the load times between cascades, but
showed that these times could not even be compared for the
same cascade at different times. The distributions of the load
times were significantly different even at a mere 90% con-
fidence interval. This might be due to jitter in the ANON
connection, which was not verified, quantified, or tested.

Software versions

Theoretically any update to software can make the behaviour
change, therefore the versions of any software and libraries
used during scraping was kept the same between runs on the
client side. This was ensured by running everything on a
Ubuntu'® 20.04 LTS virtual machine, and refusing to install
any updates after the first scrape was started. Libraries were
kept the same using Maven'® dependency management and
not updating any versions of libraries used during scraping.

“https://github.com/browserup/browserup-proxy
Bhttps://ubuntu.com/download/desktop
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4 Results

This section will discuss the results obtained from scraping
and categorizing the results of 1000 domains. These are
categorized and simplified according to the specification de-
scribed in section 3.7. The experiment was performed on the
two freely available ANON cascades [46] in great detail, the
results of which are discussed both separately and combined
in this section. The results are comparing data gathered dur-
ing different time frames, this could have caused variances
in the data that were not further investigated due to practical
limitations.

4.1 Cascade: Dresden

This cascade goes through a single mix, and is marked as a
test or experimental service [46]. This would not be a good
cascade to use with the goal of anonymization, as the single
mix could theoretically de-anonymize the user with ease, al-
though the signed clauses of mix operators prohibit the stor-
age of de-anonymized data or doing anything with it [42].
The endpoint of this cascade is an IP on the network of the
TU-Dresden. Scrapes were significantly faster when running
on this cascade than on the SpeedPartner-Cyrax cascade, and
as such it was ran more, resulting in it providing more data
points on the same domains as the other cascade. This cas-
cade saw blocking on approximately 12% of the Alexa top
1000 as defined in section 2.1. According to the Chi-Square
test of independence, this is a significantly different higher
result than the results from the slow control connection in
section 4.4. X?2(2, N = 2000) = 58.3,p < 0.0001. There-
fore it can be concluded that there is a significant amount of
blocking of ANON users on the Dresden cascade, as com-
pared to regular users with an equally slow connection. From
this it can be concluded that the blocking is an actual result of
the usage of ANON, and not of the limited bandwidth. The
composition of the results and the amount of blocking can be
found in figure 1(a).

4.2 Cascade: SpeedPartner-Cyrax

This cascade goes through two mixes, one in Germany and
one in France, and is the only cascade marked as free while
not being experimental [46]. This would be the better free
to use cascade for anonymity, as the dual mix system en-
sures no single party can de-anonymize the user [4]. The
endpoint of this cascade is 178.33.255.188 [47], an IP reg-
istered to OVH SAS'7 according to the RIPE database [48].
OVH is a large and easily accessible hosting provider, and as
such it could make sense for some websites weary of attack-
ers and scrapers to block OVH IP addresses by default. Due
to this datacenter IP on the exit mix, it is expected that this
cascade sees more blocking than the Dresden cascade men-
tioned earlier. As can be seen in figure 1(b), around 18%
of the Alexa top 1000 saw some sort of blocking on this
cascade. This relatively high amount of blocking is likely
due to the endpoint IP being that of a commercial datacenter
rather than that of a university. According to the Chi-Square
test of independence, this is a significantly different higher
result than the results from the Dresden cascade in section

"https://ovh.com

4.1. X2(2, N = 2000) = 40.1,p < 0.0001, thus it can be
concluded that blocking is more likely on the SpeedPartner-
Cyrax cascade than on the Dresden cascade.

4.3 ANON Combined

This data is composed of all scraped data while using ANON,
where some cascades had more data points than others.
Scrapes were performed over a long time period, with almost
30,000 data points. As defined earlier, if a single instance
of blocking on either cascade in all of these spread out data
points got categorized as blocking, the entire domain is cate-
gorized as SOME_BLOCKING. As such, these results might be
blown out of proportion and unrealistic for real world usage,
and should not be compared with the other statistics men-
tioned in this section. However, what the results in figure
1(c) do show is that around 23% of the analyzed websites
exhibited some form of blocking of ANON users.

4.4 Slow control

To verify these results are not just anomalies or due to the low
bandwidth of ANON, an experiment was ran with a slowed
down control network instead of an ANON cascade. This
experiment was performed on the same list of web pages as
the experiments on cascades, with all the same parameters,
as often as the SpeedPartner-Cyrax cascade. The workings of
this connection were designed to be similar to the specifica-
tions of an ANON cascade, and is further described in section
3.8. The results from this experiment are presented in figure
1(d). Notably there is an amount of websites that somehow
get classified as being blocked, these were all manually ver-
ified, and were mainly websites that presented CAPTCHAs
to the slowed down connection. It is not clear why sites pre-
sented different pages to these connections, it could perhaps
be due to plain random checking, or due to the low bandwidth
and slow speed also seen while using ANON, or due to dif-
ferences in requests while they go through proxies.

® NO_BLOCKING @ FULL_BLOCKING ©® NO_BLOCKING @ FULL_BLOCKING
©® SOME_BLOCKING © SOME_BLOCKING

(a) Dresden Cascade (b) SpeedPartner-Cyrax Cascade

® NO_BLOCKING @ FULL_BLOCKING ©® NO_BLOCKING @ FULL_BLOCKING
©® SOME_BLOCKING ©® SOME_BLOCKING

(c) All Cascades (d) Slow Control Connection

Figure 1: The categorized results of 1000 domains



4.5 Exceptions

Some websites had some idiosyncrasies limited to few do-
mains, such as not accepting https, timing out randomly,
crashing selenium with JavaScript, or blocking selenium alto-
gether. These sites, of which there were only 19 in total, were
handled slightly differently than the rest or excluded from the
list of websites where applicable. A complete list of domains
that got different treatment from the others and the exact dif-
ferent treatment is provided in appendix E.

5 Responsible Research
5.1 Reproducibility

Any competent developer with enough time, a stable network
connection, and a normal computer to dedicate to this should
be able to reproduce any and all experiments performed dur-
ing this research. However, it would have to be on a different
anonymity network, as ANON is about to be closed down as
described in section 6.1. Following section 3 should make it
possible to create a program that resembles the same func-
tionality as the one produced for this research. The exact
source code produced for and used by this research can be
found on https://gitlab.com/simgar98/rpcrawler,
such that anyone can verify the functionality and run it
for themselves if desired. The exact list of links used
during experimentation is also on this repository under
libs/links-used.txt. With this source code and enough
time even larger tests could be conducted. However, this code
has next to no comments in it, little instructions on how to use
it, and comes with no warranties whatsoever.

Licensing

To ensure anyone can use this software freely, any code cre-
ated for this research is licensed under the GNU General Pub-
lic License v3.0. This licensing provides anyone the freedom
to use, change, share, and share changes made to the software
however they seem fit [49].

5.2 Congestion

This project uses up some bandwidth of the ANON project.
Theoretically, this could use up bandwidth that other users
could have made use of, and could slow their connection
down by using too much. However, the free usage of ANON
is limited to 100 kbit/s [46], with about one or two hundred
users per cascade, with the highest seen during this exper-
iment being at most 250. Even if there were 300 concur-
rent users on the same cascade, and if they would all use
their maximum bandwidth, that would be around 30 Mbit/s of
bandwidth. Bandwidth is not infinite or free, but even this ex-
treme usage is likely to be fraction of the available bandwidth
to the mix operators used. The three owning parties of the
mixes present in the two used cascades, SpeedPartner, Cyrax,
and TU-Dresden, either use datacenter space or have their
own uplinks that can be assumed to be over a gigabit judg-
ing by their ASNs'8. Uplinks have to have over 100Mbit/s
available to become a mix operator [50], thus the maximum
sustained load of this project would be a thousandth of their

Bhttp://infoservice.inf.tu-dresden.de/cascades

minimum resources. The load produced by this research on
the ANON network seems insignificant, and should therefore
not be an issue.

5.3 Reputation

The behaviour of the software used in this experiment is that
of a robot, which websites could detect and link to the IP ad-
dresses used. This could result in the IP addresses of ANON
getting a worse reputation because of the actions performed
in this research. However, as ANON is shutting down its ser-
vice, this should not be an issue for the long term. This could
also have had short term impact for current users of ANON,
which there are not a lot of, who may possibly have experi-
enced a heightened frequency of differential treatment while
this experiment was running. The results of this are hard or
impossible to quantify.

5.4 Legality

There are three main parties involved in this experiment, out-
side of the web sites, that could have issues with this crawling
and scraping. These three parties are JonDos, Ziggo, and the
government of The Netherlands. Firstly JonDos could take
issue in abuse of their services, however their terms of ser-
vice agreement does not prohibit this use case [51]. Secondly
Ziggo, the ISP that provided the connection for the control
queries, could also take issue in abuse of their services. How-
ever Ziggo does not explicitly prohibit, condemn, or even
mention this usage of their services in their terms and con-
ditions [52]. So JonDos and Ziggo do not seem to have any
issues with this scraping, but the Dutch Government theoret-
ically could. There does not seem to be any law prohibiting
scraping directly, it is a rather gray area in the Netherlands
with certain instances being forbidden by other laws. For ex-
ample, in the Netherlands a website can legally prohibit this
scraping via their privacy policy, as Ryanair did in 2015, win-
ning a court battle over it [53]. There are more instances of
such lawsuits against scrapers in the United States, that rely
on various laws that have similar counterparts in EU member
states [32]. Due to this being a legally gray area, and there
being no significant costs or damage incurred by any parties
involved, this should not be an issue, however it should defi-
nitely be considered by anyone that wants to do a lot of scrap-
ing.

5.5 Robot exclusion protocol

The robot exclusion protocol, REP, was designed back in
1994 [54], to keep out unwanted automated traffic. Currently
it is not an official internet standard backed by a standards
body, however a draft to formalize the REP as such is now
being worked on [55]. Still, at the time of writing, it is sim-
ply an unofficial widely used guideline. It was designed to
automatically tell robots, including scrapers, to ignore cer-
tain pages or entire websites via the robots. txt document.
There can be various valid reasons to not want robots on a
website, and a well-mannered scraper should probably take
the REP into account while requesting data, but this project
does not. Very few requests are made to very large, as defined
in section 2.1, websites. These few requests to pages linked
to from the main pages likely do not represent any form of



significant load on such websites, and as such should not be
seen as problematic for ignoring the REP. In a larger scale
study with more requests for longer periods of time, or with
more end points, it would be courteous to honor the REP of
websites.

6 Conclusions and Future Work

It is clear that ANON users face significant amounts of block-
ing while browsing popular websites. The exact amount is
unclear, and varies on the cascade used and the definition of
facing blocking, but the proportion was found to be between
12% and 18% of the most popular 1k websites per cascade.
However, this number might be skewed towards the high side,
as a control connection with similarly limited bandwidth also
faced blocking on about 5% of websites. Furthermore this
number may also be too low due to the limited functionali-
ties and web pages tested per website. This research set out
to quantitatively measure the prevalence of blocking, but due
to there being many untested variables and interpretations or
definitions, no single percentage can be concluded upon. This
section aims to highlight some limitations that were identified
while this experiment was running. If these limitations were
to be solved, much more meaningful statistics could be gen-
erated with a similar experimental setup.

6.1 AN.ON Defunct

The current JonDonym website!® now reads that ”Unfortu-
nately, we have to close our service until 2021-08-31. Un-
til then, our operators will ensure you that you can consume
your existing plans. Purchasing new plans is not possible any
more.” on a small banner at the top of the screen. The German
version clarifies that it will close on instead of until 2021-08-
31. From this it is clear that ANON will cease operations. Af-
ter inquiry it was clarified that the free Dresden cascade will
remain online, with all others scheduled to shut down. The
creators even use www. jondonym.net in promotional mate-
rial [56] while it is not even registered at the time of writing,
having been used by the JonDos company for displaying their
portfolio between 2015 and 2019 [57]. However, while this
research was performed and this paper was written specifi-
cally for use with ANON, the methods used should still apply
to any other anonymity network.

6.2 Limitations

There are some shortcomings to the methods and software
used, this section aims to list the ones currently known of.
These could be improved in further work and should be taken
into account when using the presented results for anything.

* Time frame: Measurements were not performed at the
same time, several samples exist from different dates,
with no distinctions made in the results.

 Tested functionality: As mentioned before, only limited
functionality is tested.

* Webdriver detection: Selenium sets a webdriver prop-
erty, websites can easily use this to detect they are get-
ting visited by an automated program.

"“https://anonymous-proxy-servers.net/

* Amount of websites analyzed: The subset of 1000 tested
domains should give a decent overview of popular web-
sites, but analyzing more would be better.

¢ Amount of pages tested per website: As mentioned pre-
viously, ideally all pages of a site should be checked, but
this exhaustive testing is impossible.

* Use of caching: Cache could have masked some tempo-
ral blocking of some resources.

* One time measurement: As this is a short experiment,
it only captures a one time measurement over a short
period of time.

¢ Inconsistent manual verification: Manual verification
was done at different times, with likely some different
ideas as to what constitutes as a block or simply a time-
out, which possibly caused some inconsistencies.

* Selenium issue with switching: Sometimes upon switch-
ing queries the page content would not change. This
resulted in some discarded data points upon manual ver-
ification, these were marked as having network issues as
to not be included in the results.

* Loading pages: Some pages load a small document with
a loading symbol quickly, and then begin loading the
actual content. With the current setup, this does not get
detected, no extra time gets allotted, and the decisions
have to be made on a loading page.

* Viewport: Nothing was compared beyond the fold,
while theoretically a page could block content lower
down.

6.3 Further work

Further work could attempt to improve upon the limitations
listed in the previous section, and could also work on expand-
ing the scope, some options for which include:

 Categorizing the websites and seeing if there are corre-
lations in blocking amounts between categories.

* Exploring whether analyzing more pages of websites
even matters at all.

* Exploring whether other anonymity networks have sim-
ilar blocking characteristics. This could easily be per-
formed for any service provided in HTTP proxy form
with little modification to code.
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A Preliminary speed test

Preliminary speed tests done manually, with likely biases due to caching, even though “disable cache” was checked and page
was refreshed with ctrl+f5 if visited earlier. Time taken from FireFox network timings, last item to load on a page. JAP was

set to use a two hop mix, going through SpeedPartner in Germany and exiting through Cyrax in France. There are major biases
and likely errors in this data.

Page Regular (s) | Regular + Adblock (s) | JAP (s) | JAP + Adblock (s)
google.com 2.01 0.89 34.98 18.73
ipchicken.com 6.29 1.10 31.86 4.19
youtube.com (cookie consent page) 3.64 3.86 16.33 18.11
tmall.com (excl rotating banners) 19.02 15.29 124 84
yahoo.com (cookie consent page) 0.69 0.88 4.11 3.70
en.wikipedia.org 0.94 1.10 19.05 14.39

Table 1: Preliminary speed test

B Database design

Webpages
ID URL Domain
Int VarChar 256 VarChar 128
Auto increment

1

Scrapes
Scrape 1D Webpage ID | Timestamp Config Title Content Visible Text | Screenshot Time Taken
Int ) - . )
Auto_increment Int Timestamp Int VarChar 256 | MediumText | MediumText | VarChar 128 Int
FK b= "_""’“' Title, or the type | HTML source, or The visibl Screenshot Query time in ms, -1 for timeout,
(Webpages ID) vz llﬁnt_:::::l:';\('nt of error 'ERRORED" @ visible text File Nama -2 for network issues
[
Results
Scrape_ID A Scrape_ID B Verdict Block Types Compared Image
Int Int VarChar 128 VarChar 2048 VarChar 128
FK FK Final verdict/confirmed Comma separated list of Mull, or filename of compared
(Scrapes Scrape ID) | (Scrapes Scrape D) blocktype block types detected imge f ald compartson usad
Manual
Scrape_ID_A Scrape_ID B Verdict Timestamp
Int Int VarChar 128 Timestamp
FK FK Final verdict/confirmed Comma separated list of
(Scrapes Scrape_ID) | (Scrapes Scrape ID) blocktype block types detected

-

Figure 2: Crawling database schema
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D Block flags
D.1 Flag: SCREENSHOT DIFFERENCE

Perhaps the most important check is the one that compares how the page looks. The scraper takes a screenshot of everything
that is visible when the page has loaded, this step compares these screenshots between the crawl with and without JAP. This
comparison is done using the JImageHash? library created by Kilian Brachtendorf. The screenshots of the control and the
experiment get hashed using the same 64-bit perceptual hashing hashing algorithm, and the hashes then get compared. Visually
similar images get hashes which differ less from each other than non-similar images. When the normalized hamming distance
of the hashes is over a threshold, the comparison gets marked as having a SCREENSHOT_DIFFERENCE flag. For reference, a
completely identical web page with a big banner picture swapped out will have a normalized hamming distance of over 0.5.
Web pages which differ by a small banner on the top being present or missing will have a normalized hamming distance in the
0.2-0.4 region.

D.2 Flag: CONTENT_LENGTH_DIFFERENCE
A simple check to verify and check if a page is not completely different. This flag compares the length of the entire HTML
document of the pages through the following formula, where a is the length of one document, and b is the length of another:
la — |
max(a, b)
This flag gets set rather often, as websites often include different amounts of hidden HTML items and differently obfuscated or
compressed scripts, or simply due to rotating content for different countries or visitors.

D.3 Flag: DOM_DIFFERENCE

A simple check to see how similar the DOM structure of pages is. The HTML saved is parsed using JSOUP 2!, the occurrences
of each tag are counted, and compared. The difference between the different tags are added up and divided by the total amount
of tags, and the flag is set when a threshold is passed. This flag gets set rather quickly, even with visually identical pages, and
is therefore always used in conjunction with other flags.

D.4 Flag: BLOCK PAGE

This scans the text of the two scrapes for different terms which can often be found on blocking pages. This flag gets raised if
the experiment has one or more extra occurrences of a term more than the control. Any time a block page was found while
browsing normally or during manual verification, as many distinct words or numbers were added to the terms as possible. The
current selection of terms can be found in the source code in the BlockKeyWord enum.

D.5 Flag: BLOCK_PAGE_EMPTY

This flag is raised if the pages did not time out, but the experiment result was significantly shorter in length and domain structure,
to the point where it is likely a next to completely blank page. This was added to flag websites which serve an empty page
instead of a page with words explaining why they do not get the regular web page. This flag can, quite often, provide false
positives due to loading pages which set the document readyState to complete before loading the actual content of the page.
These false positives are filtered out manually, but some might be misidentified even by humans.

D.6 Flag: CAPTCHA

This flags when the experiment has a CAPTCHA on the page, while the control does not. This is done by scanning through the
document parsed with JSOUP and checking for known CAPTCHA patterns. Further flags exist for detecting CAPTCHAS on
the control instead of the experiment, or on both, which do not classify as blocks.

D.7 Flag: ERRORED

There are a few different ERRORED flags, which flag when the scrape raises different types of errors. This includes flags like
ERRORED_DNS which flags in case the experiment results in a DNS error, and ERRORED_CONNECTION which flags in case no
connection could be made, which is usually if a websites revokes all traffic of the IP. These are all considered to be blocking.

D.8 Flag: TIMEOUT

Set when loading the page took so long that it went over the maximum allotted time of 120 seconds.

D.9 Flag: NETWORK_ISSUES

Set on sraped data that was identified to have been performed during prolonged connectivity issues. See section 3.8 for more
details on how these are recognised.

Dhttps://github.com/KilianB/JTmageHash
'https://jsoup.org/



D.10 Flag: IMPRESSIVELY INDENTICAL

This flag and final verdict is a simple extra category for results that would normally get a final verdict of not being blocked.
It only gets set if the screenshots are visually indistinguishable, or if the screenshots have a normalized hamming distance of
less than 0.001 with 99.9% similar HTML and text length. This category is purely used to avoid manually checking the most

obviously not-blocked web pages.

E Domains treated differently

Domain(s) Reason Treatment | Used
bet365.com Crashes selenium with an infinite | Blacklisted No
JavaScript loop while loading.
| ikea.com T T T T ¢ Was incredibly unstable. Sometimes timed | Blacklisted | No |
out in regular browser without ANON.
| geeksforgeeks.org, tencent.com | Specifically wants https://www. at the start | Blacklisted | No |
or does not work.
| myworkdayjobs.com, twimg.com, cloudfront.net, bbcol- | Need some specific subdomain to work, do | Blacklisted | No |
lab.com, banvenez.com, akamaized.net, 9384.com not respond to requests on the domain di-
rectly at all.
| amazonaws.com skype.com " 7| Blocks selenium requests. | Blacklisted | No |
| go.com royalbank.com addthis.com cambridge.org =~ | . Requires http instead of https | http | Yes |
| thepiratebay.org ~ T T T 77| Dutch ISPs have to biock the PirateBay ~ | Blacklisted | No |
| larozanet T T T T T T T Redirects to port 2053, which is not sup- | Blacklisted | No |
ported by ANON

Table 2: Domains treated differently
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