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Chapter 1

Introduction

Large-scale helicopters have unique characteristics of maneuverability and low-speed perfor-
mance compared to fixed-wing aircraft. They can take off and land vertically, hover in place
for extended periods of time, and move in all six directions, making them occupy important
niches in both military and civil aviation. However, these advantages come at a cost: heli-
copters are inherently unstable with complicated dynamics, and generally more unsafe than
commercial air travel. The fatality rate of non-military helicopters is about 1.44 per 100,000
flight hours [9]. This high number is partially explained by the more risky nature of helicopter
missions, but is still considerably high compared to the fatality rate of commercial aviation
in general.

When an airliner loses all engine power, it can glide a horizontal distance proportional to
its altitude and glide ratio, and ven a rather large stall can generally be recovered from.
Helicopters have a way to safely land without engine power called autorotation, but this is
not possible from every point in the flight envelope, has little room for error, and must be
started within seconds of engine failure [10]. This is why helicopter pilots learn this maneuver
early in their training and must practice it very often. Nevertheless, loss of control in-flight
(LOC-I) is the largest key risk area for offshore helicopter operations [11], and engine failure
is the cause of 75.9% of helicopter accidents in the category Systems Failure [9].

The difficult handling of helicopters combined with risky flight profiles make them particu-
lar good candidates for advanced flight control systems [12]. Traditionally, Flight Control
Systems (FCSs) rely on classical control methods and use gain scheduling to switch between
different controllers for each flight regime. Creating such controllers is a labor-intensive, pre-
cise task for fixed-wing aircraft, and even more so for the wide variety of flight regimes of a
helicopter [12]. Besides that, such control systems turn off the autopilot and warn the pilot
in case of a situation that falls outside the capabilities of the autopilot. The main task of the
pilot then is to monitor the automation system, which is what humans are notoriously bad
at [13]. An adaptive flight control system, one that could react to changing conditions, would
therefore be the next logical step. In case of an engine failure, an adaptive control system
could significantly improve the survival rate of the occupants. Techniques such as nonlin-
ear dynamic inversion (NDI) and backstepping (BS) have successfully been applied to deal
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2 Introduction

with system nonlinearities [14, 15]. However, such techniques require a high quality model
of the aircraft throughout its flight envelope. More recently, incremental variations of these
techniques (Incremental Nonlinear Dynamic Inversion (INDI) and Incremental Backstepping
(IBS)) have been implemented on real fixed-wing aircraft [16, 17] as well as high-fidelity
models of rotorcraft [18]. INDI and IBS have shown promising results and a reduced model
dependency. However, in return these methods require fast and accurate acceleration mea-
surements, and while these methods have improved fault tolerance over traditional methods,
they still require aircraft models a priori.

A more promising avenue of adaptive flight control seeks to use Reinforcement Learning
(RL): a field of machine learning in which agents learn what actions to take by interacting
with the environment. The agent is not told explicitly what good and bad actions are, but
must discover this themselves by trying them out [4], while good results are reinforced by
numerical rewards. The advantage of this approach is that a policy can be acquired online
and purely from experience, without any knowledge of plant dynamics. Traditionally, RL
was only formulated for discrete state and action spaces, in which results could be kept
in a tabular format. With the introduction of function approximators, RL methods called
Adaptive Critic Designs (ACDs) have been successfully applied for adaptive flight control
of missiles [19], helicopters [20], business jets [21] and military aircraft [22]. More recently,
two main directions in RL seem especially promising. Firstly, general methods leveraged
with massive computing power have yielded world-class results in playing the games Go [23],
Chess and Shogi [24], and Dota 2 [25] - problems previously deemed essentially intractable
[26]. Secondly, the use of the incremental model techniques (as shown in INDI and IBS) in
novel ACDs has yielded methods that learn an incremental model in real time and therefore do
not require an offline learning phase. Recently, one of these methods, called Incremental Dual
Heuristic Programming (IDHP) was applied for the first time to a a high-fidelity, nonlinear,
six-degrees-of-freedom model of a Cessna 550 Citation II aircraft [27, 28]. However, it is not
known if or how this method is applicable to rotorcraft control.

The highly nonlinear, coupled dynamics of full-scale helicopters provide unique challenges for
novel flight control systems. This also provides the unique opportunity to attempt to create
a single controller that can operate under normal flying conditions and perform aggressive
maneuvers. As engine failure is one of the most common failure scenarios in helicopters, the
adaptability of a novel flight control system can also be tested by performing a one-engine-
inoperative landing. This research will take the first step in filling this knowledge gap by
developing and demonstrating an online reinforcement learning controller for a high-fidelity
full-scale helicopter model.

1-1 Research Objective and Questions

The design of a complete adaptive, fault-tolerant flight controller on a real helicopter is not
feasible in the scope of a master’s thesis research. Therefore, a research objective is defined
to limit the scope to be more realistic and achievable.

Research objective: Develop an online, nonlinear, model-free, adaptive flight control sys-
tem for full-scale helicopters by investigating the applicability of novel reinforcement learning
frameworks on a high-fidelity helicopter model, with the purpose of designing a system capable
of both normal flight and one-engine inoperative flight.
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1-2 Structure 3

The research objective is accomplished by answering the accompanying set of five research
questions, as well as sub-questions that break them down into specific and measurable pieces.

RQ1 What is the state-of-the-art of reinforcement learning for helicopter flight control?

(a) What is the current state-of-the-art in helicopter flight control?

(b) What is the current state-of-the-art in continuous RL control?

RQ2 What is the proposed baseline framework for adaptive, online flight control for a full-
scale helicopter model?

(a) Which RL framework is most suitable for helicopter flight control?

(b) What should the flight control architecture of the adaptive controller be?

(c) What is the performance of the proposed system implemented on a simplified
helicopter model?

RQ3 How does scaling up to controlling more complicated helicopter models affect the adap-
tive control system?

RQ4 How can the proposed RL framework be modified to improve controller adaptability
and learning stability?

RQ5 What is the overall performance of the RL flight controller design?

(a) How quickly does the learning process of the adaptive controller converge?

(b) How does the RL controller generalize to different flight regimes?

(c) What are the online fault-tolerant capabilities of the system, for both normal flight
and one-engine inoperative flight?

1-2 Structure

This report consists of four parts. In part I, the conducted research is presented in the form
of a scientific paper. Part II contains the preliminary thesis which forms the groundwork
of this research1. The preliminary thesis is structured as follows. First, a literature sur-
vey is presented in Chapter 2, which outlines the fundamentals and state-of-the-art of both
reinforcement learning and helicopter flight control, as well as a more in-depth analysis of pub-
lications relevant to the research objective. This chapter concludes with a proposed baseline
RL framework. Then, Chapter 3 contains a preliminary analysis of this framework applied to
helicopter control. This is done by applying a simplified version of the proposed framework
to a simplified helicopter model. In Part III, additional results are presented. Finally, in Part
IV, the conclusions and recommendations of this thesis are presented.

1Part II was graded as part of the course AE4020 Literature Study
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Online Adaptive Helicopter Control Using Incremental Dual
Heuristic Programming

Bart Helder∗
Delft University of Technology, The Netherlands

Reinforcement learning is an appealing approach for adaptive, fault-tolerant flight control,
but is generally plagued by its need for accurate system models and lengthy offline training
phases. The novel Incremental Dual Heuristic Programming (IDHP) method removes these
dependencies by using an online-identified local system model. A recent implementation has
shown to be capable of reliably learning near-optimal control policies for a fixed-wing aircraft
in cruise by using outer loop PID and inner-loop IDHP rate controllers. However, fixed-
wing aircraft are inherently stable, enabling a trade-off between learning speed and learning
stability which is not trivially extended to a physically unstable system. This paper presents
an implementation of IDHP for control of a non-linear, six-degree-of-freedom simulation of
an MBB Bo-105 helicopter. The proposed system uses two separate IDHP controllers for
direct pitch angle and altitude control combined with outer loop and lateral PID controllers.
After a short online training phase, the agent is shown to be able to fly a modified ADS-33
acceleration-deceleration manoeuvre as well as a one-engine-inoperative continued landing
with high success rates.

Nomenclature

at = Action taken based on the information of state st
ea, ec = Actor and critic error
Ft,Gt = State and control matrix of recursive least squares estimator
LA, LC = Actor and critic loss
n,m = Number of states, number of actions
P̂t = Covariance matrix of recursive least squares estimator
P,Q = State-selection and weighting matrices
p, q, r = Aircraft body rotational rates
rt = Reward obtained from transition to state st
st, srt = State and reference state
u, v,w = Aircraft body velocities
V(s) = State value function
Xt = Combined state and action vector
x, y, z = Location of aircraft center of gravity in Earth coordinates
γ = Discount factor
δcol, δlon, δlat, δped = Helicopter inputs: collective, longitudinal cyclic, lateral cyclic, and pedal
εt = Prediction error or innovation
ηcol, ηlon = Collective and longitudinal learning rates
ηa, ηc = Actor and critic learning rates
Φt = Parameter matrix of recursive least squares estimator
φ, θ, ψ = Aircraft Euler angles: roll, pitch, yaw
κ = Recursive least squares forgetting factor
λ0mr , λ0tr = Main- and tail rotor normalized uniform inflow velocity
λ(s) = Critic: state value function derivative
λ(st, srt ,wc), λ′(st, srt ,wc′) = Critic, target critic
π(s) = Policy: state to action mapping

∗MSc. Student, Control & Simulation, Faculty of Aerospace Engineering, Delft University of Technology
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σw = Standard deviation of neural network weight kernel initializer
τ = Target critic mixing factor

I. Introduction
Large-scale helicopters have unique characteristics of maneuverability and low-speed performance compared to

fixed-wing aircraft. They can take off and land vertically, hover in place for extended periods of time, and move in
all six directions, making them occupy important niches in both military and civil aviation. However, compared to
fixed-wing aircraft, these advantages come at a cost: helicopters are inherently unstable with complicated dynamics,
and generally less safe than commercial air travel [1]. Although this is partly due to being used for risky missions in the
first place, loss of control in-flight (LOC-I) is the largest key risk area for helicopter operations [2], and engine failure is
the cause of 75.9% of helicopter accidents in the category systems failure [1].

The difficult handling of helicopters combined with their risky flight profiles make them especially good candidates
for advanced flight control systems [3]. Traditionally, flight control systems rely on classical control methods and
use gain scheduling to switch between different controllers for each flight regime. Creating these controllers is a
labor-intensive, precise task for fixed-wing aircraft, and even more so for the wide variety of flight regimes of a helicopter
[3]. Furthermore, the accompanying strategy for situations that fall outside what the autopilot can handle is to turn the
autopilot off and give a warning to the pilot, whose main task is then to monitor the automation system, which is what
humans are notoriously bad at [4]. An adaptive flight control system, one that could react to changing conditions, would
therefore be the next logical step. Techniques such as nonlinear dynamic inversion and backstepping have successfully
been applied to deal with system non-linearities [5, 6]. However, these techniques require a high quality model of
the aircraft throughout its flight envelope. More recently, incremental variations of these techniques (incremental
nonlinear dynamic inversion [7] and incremental backstepping [8]) have been implemented on real fixed-wing aircraft
[9, 10] as well as high-fidelity models of rotorcraft [11], and have shown promising results and a reduced model
dependency. However, in return for that reduced model dependency, these methods require fast and accurate acceleration
measurements, and while these methods have improved fault tolerance over traditional methods, they still require aircraft
models a priori.

Another promising avenue of adaptive flight control seeks to use Reinforcement Learning (RL), a field of machine
learning where agents learn what actions to take by interacting with the environment. The agent is not told explicitly
what good and bad actions are, but must discover this themselves by means of trial and error [12]. Good results
are reinforced by numerical rewards. This has as an advantage that a policy can be learned online and purely from
experience, without any knowledge of plant dynamics. Traditionally, RL was only formulated for discrete state and
action spaces, where results could be kept in a tabular format. With the introduction of function approximators, RL
methods called Adaptive Critic Designs (ACDs) have been successfully applied for adaptive flight control of missiles
[13], helicopters [14–16], business jets [17] and military aircraft [18]. However, these methods often need hundreds
to thousands of offline training episodes, both to approximate a global nonlinear system model as well as to train the
controllers themselves, which requires a high-quality simulation model of the controlled system [19–21].

It becomes clear that neither incremental control techniques nor traditional ACDs will lead to true model-free control.
Based on a synthesis between the advancements in incremental model techniques and RL, two novel frameworks called
Incremental Heuristic Dynamic Programming (IHDP) [22] and Incremental Dual Heuristic Programming (IDHP) [23]
have been proposed. These frameworks learn an incremental model in real time and therefore do not require an offline
learning phase. The feasibility of this approach was demonstrated in [24], where it was shown that the IDHP framework
could be used for near-optimal control of a CS-25 class fixed-wing research aircraft without prior knowledge of the
system dynamics or an offline learning phase. Compared to small, fixed-wing aircraft in cruise, rotorcraft have relatively
slow control responses and are unstable or marginally stable in almost all flight regimes. One design choice in [24]
traded speed of convergence away for increased learning stability. In online adaptive control of rotorcraft, this trade-off
is non-trivial, as there is the possibility of the system itself diverging before the controller has learned to control it.

The contribution of this paper is the applicability of the IDHP framework for online adaptive control of a nonlinear,
six-degree-of-freedom simulation model of a MBB Bo-105 helicopter. To reduce the scope of the research, only the
collective and longitudinal cyclic were controlled by RL agents. A control system is proposed containing two separate
IDHP agents to control the collective and longitudinal cyclic, directly tracking a reference altitude and pitch angle,
respectively. Outer loop control and the lateral motions are controlled by conventional PID controllers.

The remainder of this paper is structured as follows. Section II explains the working principles behind basic
RL and follows up with the IDHP algorithm. In Section III, the simulation model is discussed and the integration
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of IDHP in a complete control system is shown. Next, Section IV describes the experiments performed to find the
optimal hyperparameters for this set-up and to test the performance of the resulting control system. The results of these
experiments are discussed in Section V. Finally, Section VI concludes the paper.

II. Reinforcement Learning Framework
In this section, flight control is reformulated as a reinforcement learning problem. Afterwards, the IDHP framework

is described in terms of both architecture and update rules.

A. RL problem formulation
In RL, the interaction between agent and environment is generally modeled as a Markov Decision Process (MDP),

and the internal mechanics of the environment are completely hidden from the agent [12]. In this paper, a modified
MDP framework is used where the reward function is a separate entity whose structure is known to the agent. This
formulation is often used in ADP literature [13–18].

Flight control can be described as the process of minimizing the difference between the actual state of an aircraft
st and a variable reference srt . Reformulated as an MDP, this can be described as follows. At each timestep t, the
agent chooses an action at based on the state st , reference state srt , and the current policy π, as shown in Eq. (1). The
environment then provides a scalar reward rt+1 and new state st+1. The goal of the agent is to learn a parameterized,
deterministic policy, mapping state to action, that maximizes the cumulative sum of future discounted rewards, also
known as the return. The mapping of state to expected return is known as the (state-)value function and is described in
Eq. (2). Here, the parameter γ ∈ [0, 1] is called the discount factor.

at = π(st, sRt ) (1)

V(st ) = E
{
rt+1 + γrt+2 + γ

2rt+3 + . . .
}
= E

{
T∑
k=0

γkrt+k+1

}
(2)

In Approximate Dynamic Programming (ADP), the control theory perspective on the reinforcement learning
problem, the most common approach is the use of actor-critic methods, also called Adaptive Critic Designs (ACDs).
In ACDs, the tasks of action selection and state evaluation are handled by separate structures called Actor and Critic,
respectively.

B. Incremental Dual Heuristic Programming
The structure of the IDHP agent is based on that first described in [23] and expanded upon in [24], and contains four

main parametric structures: actor π, critic λ, target critic λ′, and an incremental model of the plant. Fig. 1 shows how
the components of the agent interact with the environment in a single timestep. The colored blocks represent parts
of the agent while the white blocks are part of the environment. This section gives an overview of the different parts
visible in this model.

The original IDHP algorithm works forward in time, which requires predicting the states one timestep ahead. This
has as an advantage that multiple updates can be done in every timestep, but also means that the accuracy is entirely
dependent on the quality of the prediction. In this paper, a backward-in-time approach such as in [15, 24] is chosen.
Though this means only a single update can take place every timestep, the high update frequency assumed for the
incremental model as described in section II.B.1 and reduced reliance on forward prediction outweigh this loss.

1. Actor and critic neural networks
In this paper, neural networks are chosen as the function approximator for the actor, critic, and target critic.

Specifically, single-hidden-layer fully-connected multi-layered perceptrons (MLPs) are the structure of choice. They are
easy to use with RL libraries such as Tensorflow and PyTorch, widely used in RL-for-flight-control literature [13–24],
can theoretically approximate any function arbitrarily well [25], and are differentiable. The critic estimates the partial
derivative of the state-value function with respect to the states, while the actor provides a direct mapping between the
current state and the action to take. Their structures are shown in Fig. 2. The input of both network types is the same: a
combination of their respective input states and tracking errors, which are further elaborated on in Section III.B. Both
networks use a single hidden layer with ten neurons, using hyperbolic tangent activation functions. The output of the
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Fig. 1 Flowchart of the information during a single complete time-step of the IDHP learning framework. Solid
lines feed-forward information, while dashed lines indicate feed-back update paths.

critic and target critic networks consists of a linear output layer with the same dimension as the input. The actor network
has a single sigmoid output neuron, corresponding to the required input range of the helicopter model used as explained
in Section III.A.

2. Target critic
A separate target network as first introduced in [26, 27] is often used to stabilize learning in a Deep RL context by

decoupling action selection and evaluation. This idea was successfully applied to IDHP in [24], where it was shown that
a separate target critic λ′ with weight vector wc′ increased the stability of the learning process at the cost of learning
speed.

3. Incremental model
In contrast to older ADP methods, IDHP uses online estimation of an instantaneous linear model identified through

Taylor expansion. Consider a discrete-time, nonlinear system st+1 = f (st, at ). A Taylor expansion of this system around
t0 yields Eq. (3). By choosing the operating point to be t0 = t − 1, a number of new definitions can be made. Defining
the partial derivatives of the state-transition function to be Ft =

∂ f (st,at )
∂st

(the system matrix) and Gt =
∂ f (st,at )

∂at
(the

control matrix), as well as defining the state and control increments to be ∆st = (st − st−1) and ∆at = (at − at−1),
results in the incremental form of the Taylor expansion shown in Eq. (4). Given the assumption of a high sampling rate
and slow dynamics, the incremental model form provides a valid linearized, time-varying approximation to the real
nonlinear system [28].

st+1 ≈ f (st0, at0 ) +
∂ f (s, a)
∂s

|st0,at0
(st − st0 ) +

∂ f (s, a)
∂a

|st0,at0
(at − at0 ) (3)

st+1 ≈ st + Ft−1(st − st−1) + Gt−1(at − at−1)
∆st+1 = Ft−1∆st + Gt−1∆at

(4)
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4. Reward function
In this paper, the reward is designed to be a negative, weighted, squared difference between the reference state and

the new actual state, as defined in Eq. (5), with P ∈ Rp×n the (Boolean) state selection matrix and Q ∈ Rp×p the state
weighting matrix. This definition provides the agent with a rich, informative reward signal at each timestep and is
inherently differentiable, which is a requirement for the IDHP algorithm explained in section II.B. The derivative of the
reward function with respect to the state is given in Eq. (6).

rt+1 = −P
(
st+1 − srt

)T QP
(
st+1 − srt

)
(5)

∂rt+1
∂st+1

= −2P
(
st+1 − srt

)T QP (6)

C. Update rules
In this section, the update rules for the four parametric structures in the IDHP agent are described in the same order

as in which they are updated in each timestep. For brevity, the reference state srt , actor weight wa(t), critic weight wc(t),
and target critic weight wc′(t) are not explicitly shown. Therefore, the four entities in Eq. (7) are interchangeable.

λ(st, sRt ,wc(t)) = λ(st ) λ′(st, sRt ,wc′(t)) = λ′(st ) π(st, sRt ,wa(t)) = π(st ) (7)

1. Incremental model
The incremental model is identified through Recursive Least Squares (RLS) estimation. RLS is similar to a Kalman

filter, making it very efficient in both computational and memory cost, and avoiding any potential problems with matrix
inversions. The current state and control matrix are estimated together in one parameter matrix Θ̂t , as shown in Eq. (8).

Θ̂t−1 =

[
F̂T
t−1

ĜT
t−1

]
(8)

The parameter matrix is accompanied by a covariance matrix Pt , which provides an indication of the reliability of the
parameter estimates. For the update process, first, a prediction of the next state increment, ∆ŝt+1, is made using the
current state and action increments as well as the current parameter matrix, as shown in Eqs. (9) and (10).

Xt =

[
∆st
∆at

]
(9)
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∆ŝt+1 =
(
XT
t Θ̂t−1

)T
(10)

This prediction is then compared with the actual state increment, and the prediction error, also known as innovation, is
computed as εt = (∆st+1 − ∆ŝt+1)T . Finally, the parameter and covariance matrices are updated according to Eqs. (11)
and (12), respectively, where κ ∈ [0, 1] is the scalar forgetting factor, which exponentially decays the importance of
older measurements.

Θ̂t = Θ̂t−1 +
P̂t−1Xtεt

κ + XT
t P̂t−1Xt

(11)

P̂t =
1
κ

[
P̂t−1 −

P̂t−1Xt XT
t P̂t−1

κ + XT
t P̂t−1Xt

]
(12)

2. Critic
The critic in IDHP estimates the partial derivative of the state-value function with respect to the states: λ(st, sRt ) =

∂V (st,sRt )
∂st

. The critic is updated by means of a one-step temporal difference (TD) backup operation that minimizes the
mean-squared error of the critic error: LC =

1
2 e2

c . The critic error is the partial derivative of the one-step TD error with
respect to the state vector as defined in Eq. (13).

ec = −
∂

[
r(st+1, sRt ) + γV(st+1) − V(st )

]
∂st

= −
[
∂r(st+1, sRt )

∂st+1
+ γλ′(st+1, sRt+1)

]
∂st+1
∂st

+ λ(st, sRt )
(13)

The value of the next state st+1 is dependent on both the previous state and the action. Therefore, its derivative with
respect to the previous state, which is the final term in Eq. (13), must be expanded to contain both these pathways. The
approximations to the new derivative terms, obtained previously from the RLS model, as well as the backpropagation
result of the state through the actor network, can then be substituted to yield Eq. (14).

∂st+1
∂st

=
∂ f (st, at )

∂st
+
∂ f (st, at )
∂at

∂at
∂st

= F̂t−1 + Ĝt−1
∂π(st, sRt ,wc)

∂st

(14)

Finally, the critic weights are updated through gradient descent on the critic loss, with learning rate ηc , as shown in Eqs.
(15) and (16).

wc(t + 1) = wc(t) + ∆wc(t) (15)

∆wc(t) = −ηc ∂LC

∂wc
= −ηc ∂LC

∂λ(st, sRt ,wc(t))
∂λ(st, sRt ,wc(t))

∂wc(t)

= −ηcec(t)
∂λ(st, sRt ,wc(t))

∂wc(t)

(16)

3. Actor
The goal of the actor is to find a policy whichmaximizes the state-value function: the optimal policy π∗. Consequently,

the optimal action a∗ is defined as:

a∗t = π
∗(st, sRt ,wa(t)) = arg max

at

V(st, sRt ) (17)

Because the update takes place after a state transition, the TD(0) expansion of this value can be maximized instead.
Consequently, the loss function to minimize with gradient descent is the negative TD(0) target, as shown in Eq. (18).

LA = −V(st, sRt ) = −
[
r(st+1, sRt ) + γV(st+1, sRt+1)

]
(18)
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The state-value function is not directly dependent on the weights of the actor. Therefore, the update path takes place
through the critic, reward function and environment model instead, as shown in Eq. (19).

∂LA

∂wa
= −∂

[
r(st+1, sRt ) + γV(st+1, sRt+1)

]
∂at

∂at
∂wa

= −
[
∂rt
∂st+1

+ γ
∂V(st+1)
∂st+1

]
∂st+1
∂at

∂at
∂wa

= −
[
∂rt
∂st+1

+ γλ′(st+1)
]

Gt−1
∂π(st )
∂wa

(19)

As with the critic, the actor weights are updated through gradient descent with learning rate ηa, as shown in Eq. (20).

wa(t + 1) = wa(t) + ∆wa(t) = wa(t) − ηa ∂LA

∂wa
(20)

4. Target critic
Finally, the target critic is updated towards the critic using soft updates [27], also known as Polyak averaging [29],

as shown in Eq. (21), where τ indicates the (usually small) mixing factor.

wc′(t + 1) = τwc(t + 1) + (1 − τ)wc′(t) (21)

III. Controller design
In this section, the design of the flight controller is discussed. First, the helicopter model used in the experiments is

introduced. Afterwards, the proposed flight control architecture used to control this model is presented, and the most
important hyperparameters are given.

A. Helicopter model
The helicopter model used is a nonlinear, six-degrees-of-freedom model of the Messerschmitt-Bölkow-Blohm

(MBB) Bo 105 which was developed at the TU Delft [30, 31] and subsequently modified with engine and rotor speed
dynamics [32]. The main rotor inflow is assumed to be uniform, with analytical blade element equations used for the
forces and moments. The main rotor speed is dependant on the interplay between four sources of drag and the engine,
the dynamics of which in turn are based on [33] with reaction time modeled as a first-order lag. The tail rotor is modeled
as an actuator disk, and linear aerodynamics are used to model the horizontal and vertical tails as well as the fuselage.
The simulation model is run at 100Hz, assuming synchronous clean measurements and no turbulence. The state and
action space of the model are given in Eq. (22) and Eq. (23).

s =
[
u v w p q r φ θ ψ x y z λ0mr λ0tr Ω Preq Pav

]T
(22)

a =
[
δcol δlon δlat δped

]T
(23)

Control inputs are given in percentages corresponding to how far that control input is between its minimum and
maximum angle, with maximum being up or right, depending on the control channel. Because of phase lag inherent in
rotorcraft, these control inputs do not correspond 1:1 with their respective control angles, as a certain degree of mixing
occurs in the swashplate [33]. The saturation limits of these control angles corresponding to 0% and 100% control input
are given in Table 1.

B. Flight controller
The complete control system consists of a mixture of RL as well as conventional PID, and is shown in Fig. 3. Only

the longitudinal channels (collective and longitudinal cyclic) are controlled by the adaptive controllers, while the lateral
channels (lateral cyclic and pedal) are controlled by conventional PID controllers. It must be noted that there is a strong
degree of coupling between the different channels, and a unified controller would likely permit taking advantage of this
in a way that multiple separate controllers cannot [15]. On the other hand, this set-up would also inevitably lead to
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Table 1 Saturation limits of the control angles of the Bo 105 simulation model [34]

Control channel Symbol Associated control angle Saturation limits

Collective δcol θ0 [2, 18] deg
Longitudinal cyclic δlon θ1s [10, -5.5] deg
Lateral cyclic δlat θ1c [-6, 4] deg
Pedal δped θ0tr [18, -6] deg

slower learning, as it becomes inherently harder to learn the desired behavior of multiple coupled states from a scalar
reward signal. Although there is a strong degree of coupling between the different channels, the controllers have distinct
enough tasks to allow for decoupling of the controllers. The resulting agent input states and action vectors are shown in
Eq. (24). The state-selection and weight matrices required to extract these states from the complete state are given in
Eqs. (25) and (26). A lower value for Qcol is chosen to bring the magnitudes of the rewards of both agents more in line
with each other, allowing for easier tuning.
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Fig. 3 High-level overview of the complete flight control system

scol =
[
z w (z − zre f )

]T
slon =

[
θ q (θ − θre f )

]T
(24)

Pcol = Plon =
[
0 0 1

]
(25)

Qcol =
[
0.1

]
Qlon =

[
1
]

(26)

C. Hyperparameters
The hyperparameters used by this implementation are shown in Table 2. A number of these states have their

values listed as *: these were determined empirically at first, but later fine-tuned by means a grid-search over multiple
hyperparameter combinations as explained in Section IV.A. The others were determined empirically. The discount
factor γ is a measure of the importance of future rewards with respect to more immediate ones. A relatively large value
of γ is assumed in order to place a larger weight on the slow dynamics of the helicopter.

IV. Experiment
As described in Section III, only the longitudinal motions are controlled by reinforcement learning agents. This

section explains the experiments performed to test the proposed control system in the longitudinal plane, while keeping
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Table 2 Hyperparameters for the IDHP agents. The values indicated with an asterix were fine-tuned in the
first part of the experiment

Parameter Description Value

γ Discount factor 0.8*
σw NN weight initialization standard deviation 0.1*
τ Target critic mixing factor 0.01*
ηlona ηlonc Longitudinal agent actor and critic learning rates 5*
ηcola ηcolc Collective agent actor and critic learning rates 0.1*
κ RLS estimator forgetting factor 0.999
F̂0, Ĝ0, P̂0 Initial RLS matrices I, 0, I · 108

lateral motions to a minimum. Throughout all phases, the lateral motion controller had the task of keeping the deviation
in lateral path distance and heading angle at a minimum. This was done by supplying the lateral PID controller with the
references shown in Eq. (27).

yre f = 0 ψre f = 0 φre f = φtrim (27)

The experiment consisted of two phases: an (online) training phase and a test phase. The training phase
consisted of two parts. First, a training scenario was designed that could reliably allow the reinforcement learning
controller to converge while containing sufficiently aggressive maneuvers for real scenarios. Next, the optimal training
hyperparameters for training were determined by means of a grid search over various hyperparameter combinations and
random seeds. For the test phase, two maneuvers were designed to push the limits of the newly trained controller.

A. Training phase
In the training phase, the RL controller is asked to perform basic control tasks of increasing difficulty in order to

achieve a certain baseline performance. To that end, the cyclic and collective agents were trained semi-separated from
each other for 120 seconds in total. The environment is initialized at level, low-speed cruise, Vtas = 15m/s. For the first
60 seconds, the cyclic is training while the collective is controlled by a PID controller that is tasked with keeping a
constant altitude. In the second minute, the collective is actively trained while the cyclic fine-tunes.

The reference signal is as follows. The cyclic controller follows a reference pitch angle of format shown in Eq. (28),
while the collective controller follows a reference altitude created by numerically integrating a given vertical velocity.
The complete flight profile is shown in Fig. 4.

θre f = Are f
π

180
· sin

(
2π · t

10

)
(28)

It can be seen that the pitch angle reference signal amplitude Are f increases in steps over the first minute of training
time, starting at 10°, increasing to 15° after 20 seconds, and 20° after 40 seconds. This approach was found to lower the
chance of the agent overshooting the reference significantly when provided with a very large tracking error early in
training. After 60 seconds, the learning rate of the cyclic agent is reduced by 90%, the collective PID controller is
switched off, and the collective RL agent starts training. The learning task of the collective agent is a steady climb with
a climb rate of 2m/s for 30 seconds, followed by an altitude hold for 30 seconds. Meanwhile, the cyclic is asked for
a constant pitch angle θre f = 2.5° to steadily reduce forward airspeed. At the end of the training run, the helicopter
should be at steady altitude and approximately zero airspeed.

To help with the incremental model identification, an exponentially decaying sinusoidal excitation is applied to both
inputs in the first eight seconds. A sine signal was preferred over other common excitation patterns such as 3211 or
doublet because it exposes the model to different action increments as well as different state increments each timestep,
allowing for more rapid convergence.

The optimal hyperparameters for training were found by means of a grid search. Each combination of parameters
was tested for 100 trials, and the success rate and final performance of each experiment was measured. The final
performance is measured in the root-mean-squared error (RMSE) of the final 10 seconds of the experiment. Those
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Fig. 4 Reference pitch angle and altitude during the training scenario

hyperparameters with the best combination of success rate and final performance were used to train one agent whose
weights were then saved and used as a starting point for the maneuvers in the test phase.

B. Test phase
The test phase consisted of two maneuvers aimed at pushing different parts of the longitudinal envelope. Both

maneuvers are initialized from a pre-trained agent, but with 90% reduced learning rates with respect to the training
scenario.

The first manoeuvre was a modified ADS-33 [35] acceleration-deceleration. Its objective is to check the heave and
pitch axis for aggressive maneuvering near the rotorcraft limits of performance, undesirable longitudinal-lateral coupling,
and harmony between the pitch and heave controls. The desired performance characteristics are as follows. From hover,
the aircraft accelerates to 25m/s using maximum power while maintaining altitude and lateral track deviations below 15
and 3 meters, respectively. After attaining the target speed, an immediate deceleration takes place, achieving at least 30°
pitch-up attitude and less than 5% engine power.

The second manoeuvre was a one-engine inoperative landing based on [32]. This manoeuvre checked the controller
for the ability to quickly adapt to a new trim point, perform steady flight for a while, followed by an immediate aggressive
manoeuvre under reduced engine power. A single engine failure occurred at low altitude, after which the helicopter
no longer had enough power to perform a balked landing. Therefore a continuous landing with flare manoeuvre was
performed. The safe limits of forward and downward velocity during touchdown, umax and wmax , were assumed to be
4.5m/s and 1.5m/s, respectively [36].

V. Results
As described before, the experiment consisted of two phases, with three parts in total: the design of a training

scenario, a grid search over the best hyperparameters, and the maneuvers flown by the resulting controller. Although the
training scenario design took place first, the resulting parameters came out of the settings found with the grid search.
Therefore, this section presents the results of the three different experiment phases described in Section IV in a slightly
different order, as shown in Fig. 5.

First, the results of the hyperparameter search are presented. Those hyperparameters with the best performance
were then used as a starting point for the training phase. Finally, the controllers that resulted from the training phase
were saved, and the two test maneuvers were performed by starting from the training save point.
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A. Hyperparameter search
The grid search over the hyperparameters yielded two sets of results. Firstly, the success rate, defined as the

percentage of trials that did not end prematurely, is shown in Fig. 6a. Trials could end prematurely in two ways:
either by breaking the performance limits of ±90° in pitch and roll, or by "parameter explosion", which is numerical
overflow of the neural network weights. Secondly, the final performance of the successful runs is shown in Fig. 6b. The
performance is measured in RMSE of the tracking error in the final ten seconds of successful trials.
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Fig. 6 Aggregated success rates and final performance of different combinations of training hyperparameters

Inspecting these figures, a few trends become visible. First, it can be seen that the discount factor γ is simultaneously
correlated with a lower success rate as well as higher final performance. This result exposes the "dual role" of the
discount factor γ. As a discount factor explicitly weighs future rewards more or less strongly, it also implicitly serves
as a variance reduction parameter, weighing the importance of the critic’s estimate of value derivatives in the actor
update. This makes a set-up with a low value of γ less prone to the parameter explosion failure mode often found in
ADP. On the other hand, a high value of γ leads to stronger weighting of future rewards, which is important in tasks
with relatively slow controls such as helicopter control. Secondly, in this implementation, higher values of τ were found
to be correlated with both higher success rates and better final performance, all the way up to τ = 1. At τ = 1 the target
critic immediately tracks the critic, and such is not used at all. This can be attributed to the fact that in this online
learning scenario, the slow learning in presence of a target critic can actually cause the unstable helicopter environment
to diverge more quickly than using a less robust but faster implementation without a target critic can. This was verified
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by comparing the failure modes with and without target critic: it was found that the majority of failures with a target
critic in place were loss-of-control failures, while this shifted to numerical overflow failures when no target critic was in
place. Thirdly, lower values of σw were generally associated with higher success rates, but lower final performance.
Based on these results, the hyperparameters used for training are shown in Fig. 3. This combination showed a 100%
success rate in training over 100 random seeds while also having near-optimal final performance.

Table 3 Hyperparameters of the IDHP agents used in training

Hyperparameter Description Value

γ Discount factor 0.95
σw Weight initialization standard deviation 0.1
τ Target critic mixing factor 1.0
ηlona ηlonc Longitudinal agent actor and critic learning rates 5
ηcola ηcolc Collective agent learning rates 0.1

B. Training phase
A sample training episode is shown in Fig. 7. It can be seen that both cyclic and collective are able to follow the

reference signal after approximately ten seconds, after which the performance is slowly improved over the next 50
seconds. Around t = 90s, some yawing motion appears as the result of tail rotor saturation, which in return is the
result of the collective approaching 90% in low-speed flight. In the collective controller, it can be seen that manages to
achieve two different steady-state (trim) points: even though the controller was initialized at the trim for 15m/s, it has
no problem holding altitude at flight speeds as low as 2m/s.

In Fig. 8, the learned parameters of the online estimated state and input matrices as well as the weights of both
the actor and critic are shown. The top two plots in each subfigure show the parameters of the RLS model, and it
can be seen that the parameters of both the state and input matrix in the incremental model converge within seconds,
providing critical information to the actor and critic updates. The parameters of the cyclic converge immediately upon
start of the scenario, while the parameters corresponding to the collective only start reacting after eight seconds. This
corresponds to the timing of the input excitation signals, which are spaced eight seconds apart, as can be seen in Fig.
7. The bottom two plots in each subfigure show the actor and critic parameters, respectively. Both the cyclic and the
collective agents are shown to reach their approximate final weight distributions ten seconds after starting the learning
process. Afterwards, as the reward signal becomes small, and there is further fine-tuning towards the global optimum.
The cyclic actor weights continue growing until the twenty second mark, after which they slowly start decreasing
again. Interestingly, this corresponds to the first increase in reference signal amplitude, indicating this might be prevent
overtraining from occuring. After 60 seconds, two things happen: the learning rate of the cyclic agent is reduced,
reducing the oscillations in the weights, and the learning of the collective agent starts. It is also interesting to note that
both sets of actor weights converge towards smaller values than their original estimates. This leads to less aggressive
policies, even though the cyclic reference signal actually increases in magnitude. On the other hand, the cyclic critic
weights slowly grow throughout the episode. Finally, a sharp jump in the collective critic weights can be observed at the
90 second mark, when the reference signal changes from a steady climb to an altitude hold.

C. Test phase

1. Acceleration-deceleration
Fig. 9 shows the results of a successful episode from the proposed acceleration-deceleration test. In the figure, the

different flight phases are indicated with numbered dashed vertical lines. In phase 1, the helicopter is in hover. Some
minor control excitation can be seen in the first second of the episode, as the environment in initialized in a slightly
different state from saved agent.

In phase 2, the helicopter starts accelerating from hover to u = 25m/s. It can be seen that the actual forward velocity
lags behind the commanded value quite significantly. The pitch angle reference is followed sharply in the sharp transient
part of this phase, but is slightly above the reference during the second half of this phase. A slight altitude gain is also
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(b) Remaining state variables

Fig. 7 Tracking performance and uncontrolled states during a typical training episode, showing stable behavior
while following reference signals.

observed, though this is well within the limits of 15m. As a result of the high collective required for the acceleration,
the pedal control saturates, leading to a slight yawing motion around t = 8s, which was the limiting factor in the
aggressiveness of the manoeuvre.

As soon at the required velocity is achieved, phase 3 starts and an aggressive pitch-up is performed to decelerate the
helicopter. The leads to a sudden increase in altitude due to two reasons. Firstly, as the fuselage rotates from slightly
pitched-down through the neutral position, the increases the vertical component of the thrust vector. Secondly, part of
the lost kinetic energy of the helicopter is transferred to the main rotor, increasing the rotor speed to slightly below
the maximum safe speed, which in turn increases the total thrust force. As a reaction to this, the collective is reduced
significantly and the engine power is reduced to less than 5%. The control system remains stable even with pitch rates
over 40°/s. The maximum pitch-up attitude of 24° is reached two seconds into the third phase.

Throughout the episode, it can be observed that the reference pitch angle is smoothly tracked. The pitch angle does
not reach the required 30° in the deceleration phase, as this would have led to large heading deviations due to pedal
saturation. The maximum deviations in altitude, lateral track, and heading angle remain well within the performance
bounds.

The acceleration-deceleration did not meet all the desired performance standards of the ADS-33, as it was largely
held back by collective-pedal coupling. This is likely a result of deficiencies in the helicopter model, which is rather
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Fig. 8 Estimates of the online identified incremental model, actor weights and critic weights during a sample
training trial

simple. Similar trends were observed in [31]. When compared to real-life test data, the trends of the control inputs were
similar but the magnitude of the collective required was significantly smaller.

2. Continued landing
The results of the continued landing test are shown in Fig. 10.
In phase 1, a steady descending flight at a total airspeed ofVtas = 18m/s and a flight path angle γ = −6° is performed.

The agent, which was saved at approximately hover conditions, thus has to quickly establish a new approximate trim
point.

Phase 2 starts at t = 10s when a single engine failure occurs, reducing the power available from the two-engine
continuous limit Paeo = 514kW to the single-engine transient limit Poei,tr = 327kW. With a single engine the helicopter
no longer has enough power to stop in a hover, requiring the performance of a continuous landing. However, in this
steady descent phase, the engine is not performing at its limits, so nothing happens yet.

In phase 3, a flare is performed to reduce the forward airspeed as much as possible. The pitch angle reaches 17.6°
when approximately 5m above the ground. To prevent the helicopter from losing too much altitude, the collective is also
slightly increased while the forward airspeed is decreasing. The collective is then lowered and immediately increased to
set in a slow descent with a reference vertical speed of Ûhre f = −0.5m/s, while the cyclic is reduced to level out the
airframe. As the forward airspeed decreases, the helicopter ends up in more and more of its own downwash, decreasing
the efficiency and requiring more collective to keep the descent vertical speed stable.

Phase 4 starts when the engine power reaches its maximum. As the engine power is insufficient to keep the descent
steady, the collective is increased even further to trade rotor rotational speed for kinetic energy and cushion the last
part of the landing. As a result, the helicopter touches down with forward and downward speeds of u = 3.11m/s and
w = 0.82m/s, which are both well within the safe values of 4.5m/s and 1.5m/s, respectively. As the fourth phase lasted
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Fig. 9 Results of a sample episode in the acceleration-deceleration test. Three different phases are indicated:
hover, acceleration, and deceleration.

under five seconds, the choice for transient max power is warranted. Interestingly, it should be noted that the available
power is likely underestimated as the ground effect is not taken into account in the simulation model. This would have
increased the power available at these low speeds and altitudes, reducing the amount of rotor energy needed to cushion
the landing.
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Fig. 10 Results of a sample episode in the one-engine inoperative landing test. Four different phases are
indicated: steady descent, engine failure, flare, and rotor deceleration.

VI. Conclusion and Recommendations
The design and analysis of an IDHP-based flight controller for a Bo-105 helicopter are presented. The controller

was shown to be able to reliably learn to directly control the pitch angle and altitude without an offline learning phase.
Furthermore, the controller does not depend on any prior knowledge of the controlled system, and could therefore adapt
to changes online. Results from [24], indicating that the addition of a target critic is a valuable addition to the IDHP
framework, were shown not to necessarily apply in all situations. Though a target critic adds learning stability, this
is offset by the reduced learning speed, leading to frequent loss-of-control due to the inherent dynamic instability of
rotorcraft. After a 120 second online training phase, the resulting controller was shown to be able to perform two
different, aggressive maneuvers when provided with a proper reference signal. It can be concluded that the proposed
framework is a first step towards a helicopter flight control system based on online reinforcement learning.

To further advance this field, further research is recommended. Firstly, the control system should be expanded to
control all four axes instead of only the longitudinal motions. Although it was not found in this research, it is also
speculated that a modification of the current setup where multiple control inputs are controlled by one agent could improve
the performance of the control system. The desired performance characteristics of the ADS-33 acceleration-deceleration
manoeuvre could not be achieved because of unwanted collective-pedal coupling effects which are suggested to be due
to modeling deficiencies. Therefore, the use of a higher-fidelity helicopter model with more degrees of freedom is
suggested. Finally, the assumptions of clean measurements and no turbulence done in this research are not realistic.
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Future research should work on quantifying the effects of these two disturbances.
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Chapter 2

Literature Review

This chapter contains a literature survey of the cross-section of topics required to apply a
novel reinforcement learning controller to a full-scale helicopter. First, the fundamentals of
helicopter flight control are presented in section 2-1, followed by the basics of reinforcement
learning in section 2-2. With the basics established, the state-of-the-art of Reinforcement
Learning is discussed: first in general in section 2-3, followed by the most influential research
on its application to (helicopter) flight control in section 2-4. Finally, the overall conclusions
of the literature research are presented in chapter 2-5.

2-1 Helicopter Flight Control Fundamentals

This section contains an introduction to helicopter flight control by providing an overview of
the most important concepts in rotorcraft mechanics and design. Although different configu-
rations are possible, this text will focus on the conventional setup, consisting of a single main
rotor (with anywhere from 2 to 8 blades) and a smaller vertical tail rotor mounted at the end
of a tail-boom.

2-1-1 Flight Controls

At the heart of the control system sits the swashplate mechanism, which controls the pitch
angle of the rotor blades. A swashplate consists of a non-rotating part, which the pilot can
move, and a rotating part, which connects to the rotor blades. Both the main and the tail
rotor are equipped with a swashplate. To provide position and attitude control over all three
body axes, a typical helicopter uses a set of three independent controls that influence the
swashplates in different ways: collective, pedal, and cyclic. Smaller helicopters also have
a manual throttle to keep the rotor speed in the optimal range, though this is done by a
governor in turbine helicopters. By moving the collective lever, the pilot moves the main
rotor swashplate up or down. This adjusts the pitch angle of all rotor blades at the same
time, increasing or decreasing the total rotor thrust. A similar system is used to adjust the
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thrust provided by the tail rotor: this is operated by means of the anti-torque pedals to provide
directional control. The cyclic lever controls the tilt of the main rotor swashplate, changing
the pitch angle of the rotor blades cyclically depending on their position in a revolution
around the rotor hub. This in turn tilts the rotor disk and thereby the direction of the thrust
vector, allowing longitudinal and lateral control. In smaller helicopters that lack a governor
to automatically adjust the rotor speed, the throttle is located at the end of the collective
lever in the form of a motorcycle-style twist grip. The most important mechanical parts of a
swashplate-based control system are shown in Figure 2-1.

(a) The location of helicopter flight con-
trols in the cockpit. Image from [3]

(b) The swashplate mechanism. Image
from [2]

Figure 2-1: Helicopter flight controls

2-1-2 Coupling Effects

The three controls of a helicopter do not allow for independent movement over all three
axes: cross-coupling effects are typical of helicopter control. This fact is well-illustrated by
examining the case where a pilot enters forward flight from hover by pushing the cyclic stick
forward. By doing this, the vertical component of the main rotor thrust force is decreasing
and thus the pilot has to first raise the collective lever and then lower it in order to maintain
height. By lowering the collective, the engine torque decreases and thus right pedal has to
be applied in order to prevent the helicopter from yawing. Applying the right pedal means
a decrease in the pitch angle of the tail rotor blades and thus in the tail rotor thrust. The
equilibrium of forces in the lateral plane is disturbed and thus the pilot has to apply cyclic
stick to the left in order to keep its attitude. The primary and secondary impacts of each
control input on the vehicle motion is summarized in Table 2-1.

2-1-3 Rotor Hub Design

In forward flight, asymmetry of the flow around the rotor disc will occur, inducing large forces
and moments on a rigid rotor hub, where the rotor blades are attached to the shaft. The
solution to this problem is to allow the blades to flap up and down freely while rotating.
Different strategies that accommodate for this exist, with the main ones being as follows:
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2-1 Helicopter Flight Control Fundamentals 29

Table 2-1: The main input-output coupling effects of a single main rotor helicopter, derived from
[8]. TR stands for tail rotor.

Input
Axis

Response
Vertical speed (w) Roll (φ) Pitch (θ) Yaw (ψ)

Main rotor
collective
(θ0)

Main
response

Due to lateral
flapping
and sideslip

Due to
longitudinal
flapping

Power change
varies
requirement
for TR thrust

Main rotor
lateral cyclic
(θ1c)

Descent with
roll angle

Main
response

Due to
longitudinal
flapping

Undesired

Main rotor
longitudinal cyclic
(θ1s)

Desired
in forward
flight

Due to
lateral
flapping

Main
response

Negligible

Tail rotor
collective
(θ0TR)

Undesired,
due to
power changes
in hover

Due to
TR thrust
and sideslip

Negligible
Main
response

1. In a fully articulated rotor system, each blade is connected to the hub by mechanical
or flexible hinges and is free to flap, feather, and lead or lag independently of others. A
variation on this uses elastomeric bearings much to the same effect.

2. In a teetering or semi-rigid rotor, two opposite blades are interconnected rigidly, but
are free to tilt with respect to the shaft.

3. In a hingeless or rigid rotor, the blades are flexibly attached to the hub. Instead of
using hinges, each blade moves about flexible sections of the blade

The choice for a rotor hub type is not only a structural decision: the choice of hub greatly
influences a rotorcraft’s control response characteristics [7]. The main rotor types are shown
in Figure 2-2.

2-1-4 Autorotation

Unpowered helicopter flight, better known as autorotation, is a condition which is analogous
to gliding for a fixed-wing aircraft. During autorotation, the main rotor is not driven by a
running engine but by air flowing upwards through the rotor disk, while the helicopter is
descending. In this case, the power required to keep the rotor spinning is obtained from the
vehicles potential and kinetic energy, and the task during an autorotative flight becomes one
of energy management [8]. The most common reason to enter autorotation is engine failure,
but the maneuver may also be performed in the event of a tail rotor failure, since autorotation
hardly produces any torque, or to recover from a dangerous flight condition called vortex ring
state [8]. For this purpose, a freewheeling unit is located between the gearbox and the main
rotor drive shaft, disconnecting the rotor from the engine whenever the rotor rpm is higher
than that of the engine. Unfortunately, autorotation maneuvers are known to be difficult to
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Figure 2-2: The four main rotor head configurations. Image from [2]

perform, and highly risky [3]. From a flight maneuver standpoint, a complete autorotation
generally contains the following phases, illustrated by Figure 2-3.

Entry
When the decision to enter autorotation is made (position 1), the collective is immediately
lowered in order to keep the rotor rpm within the operating limits. The tail rotor thrust
should also be lowered because the engine is no longer providing torque. Next, the cyclic is
used to pitch the nose down and gain forward airspeed, as this lowers the minimum sink rate.

Steady autorotation
In steady autorotation (position 2), a constant balance of inputs on all control channels is
made to ensure the rotor rpm remains constant. The aerodynamics of this flight regime are
such that some parts of the rotor blade absorb power from the air while others consume it,
yielding a net negative just sufficient to make up for the losses in the transmission and gear
systems.

Flare and landing
At the right landing altitude, a flare is initiated to dump forward airspeed and further decrease
the descent speed (position 3). At the minimum forward airspeed, the body is leveled (position
4), and finally collective is increased to exchange rotor kinetic energy for an increase in lift,
lowering descent speed and making a soft landing possible (position 5).

2-1-5 Flight Control Systems

The unique capabilities of helicopters lead to them being used in extreme conditions, placing
strong demands on their precise control characteristics. This is particularly true for flight
in bad weather conditions and in military roles. FCSs therefore play a major role in their
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Figure 2-3: An autorotation being performed from forward flight. Image from [3]

use, to make flying easier so that the pilot can concentrate on fulfilling the primary mission
[29]. Nowadays, automatic stabilization systems are considered an essential component of
most military helicopters and larger civil helicopters[29]. For example, the UH-60 Blackhawk
and the AH-64 Apache have conventional mechanical control systems and use low-bandwidth
stabilization systems with limited authority [30]. This limited control authority, in the order
of 10-20%, is typical for helicopter FCSs, though extensive research into full-authority digital
[31] and optical [32] control on either of these platforms has also been performed. In general,
currently implemented helicopter FCSs is designed either using gain-scheduled, PID-based
feedback techniques [31, 32, 29] or with model following architecture [33]. Modern control
implementations that have been tested through extensive engineering simulations include the
use of fuzzy logic [34], INDI on an Apache AH-64D [18], and the H∞ control paradigm [12].

2-2 Reinforcement Learning Fundamentals

Reinforcement learning (RL) is the study of agents and how they learn by trial and error. It
formalizes the idea that rewarding or punishing an agent for its behavior makes it more likely
to repeat or forego that behavior in the future. Historically, this field has different origins that
have merged over the years [4], the most important of which are optimal control theory, which
uses an engineering perspective, and artificial intelligence, which uses a computer science
perspective. Consequently, many different terms exist that describe the same thing. For
example, where a control engineer might use the terms controller, control signal, and plant,
the bulk of the RL literature uses the terms agent, action and environment to mean the same
things. In this text, the RL terminology is followed.

The behaviour of an agent is defined by interaction with the environment, which is modeled
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as a finite Markov Decision Process (MDP). MDPs are an idealized form of reinforcement
learning where, at every discrete time step, the agent makes a (partial) observation of the
environment state St ∈ S, and then decides on a new action At∈ A to take. As a consequence
of its action, the agent receives a scalar reward Rt+1, which tells it how good or bad the current
state is, and ends up in a new state St+1. This is schematically represented in Figure 2-4,
yielding a trajectory τ = (S0, A0, R1, S1, A1, S2, . . .). The environment can be fully defined by
the state transition probability function p, as shown in Eq. (2-1).

p(s′, r|s, a) = Pr
{
St = s′, Rt = r|St−1 = s,At−1 = a

}
(2-1)

Figure 2-4: The agent-environment interaction loop in a Markov Decision Process

An important assumption in MDPs is the Markov property. A stochastic process has the
Markov property if future states depend only on the current state and not on a history of
states that preceded it. For a discrete process this can be written as:

Pr
{
St+1 = st+1|S0 = s0, S1 = s1, . . . , St = st

}
= Pr

{
St+1 = st+1|St = st

}
(2-2)

In the reinforcement learning framework, an agent’s goal is to maximize the reward it re-
ceives. Generally this is the cumulative future reward (also known as return) discounted over
time, as described by Eq. (2-3). Here, the parameter γ ∈ [0, 1] is called the discount rate.
This parameter makes returns k steps into the future less valuable than if it were received
immediately, weighed by γk.

Gt
.
= Rt+1 + γRt+2 + γ2Rt3 + . . . =

T∑
k=0

γkRt+k+1 (2-3)

An agent’s policy π(s) is the behavioural strategy it follows. More formally, π(a|s) is a map-
ping of the current state s to a probability distribution over a finite, discrete set of actions
to take. Many reinforcement learning algorithms involve estimating a value function, which
tells you how good the current state is in terms of the expected return. The policy implicitly
follows from the value function by selecting an action with the highest value in each state. As
the expected return depends on the current policy, it follows that policy and value function
are interdependent. Different definitions of a value function exist. The state-value function
is defined as vπ(s)

.
= E

[
Gt|St = s

]
, yielding the estimated reward when starting from state

St = s while following policy π(s). The action-value function, on the other hand, is the
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expected reward when first taking action At = a and thereafter following policy π(s), and is
defined as qπ(s, a)

.
= E

[
Gt|St = s,At = a

]
.

As mentioned before, the agent’s goal is to maximize the obtained reward. Solving a reinforce-
ment learning problem, then, means finding a policy that has a higher expected return for all
states than any other policy - the optimal policy π∗. The optimal policy is not necessarily
unique, but for a given problem all optimal policies share the same optimal value function,
shown in Eq. (2-4), and optimal action-value function, shown in Eq. (2-5).

v∗(s) = max
π

vπ(s) (2-4)

q∗(s, a) = max
π

qπ(s, a)

= E [Rt+1 + γv∗(St+1)|St = s,At = a]
(2-5)

The relationship between action-value and state-value function described in Eq. (2-5) is the
basis of many important reinforcement learning algorithms. Another important relationship
are the recursive forms of the value function, known as the Bellman equations and shown in
Eq. (2-6). Defining the value of a state in terms of possible successor states is the basis of
the most important reinforcement learning algorithms.

vπ(s)
.
= E [Gt|St = s]

= E [Rt+1 + γGt+1|St = s]

=
∑
a

π(a|s)
∑
s′

∑
r

p(s′, r|s, a)
[
r + γEπ

[
Gt+1|St+1 = s′

]]
=
∑
a

π(a|s)
∑
s′,r

p(s′, r|s, a)
[
r + γvπ(s′)

] (2-6)

2-2-1 Obtaining a Value Function

Dynamic Programming (DP) is a family of algorithms that compute the optimal value func-
tion and policy using complete knowledge about the environment. The main idea in DP
is Generalized Policy Iteration (GPI), which is a method to iteratively improve the value
function and policy function by means of the Bellman equations mentioned above in (2-6).
This is done by alternatively performing policy evaluation and policy improvement. In policy
evaluation (Eq (2-7)), the value function corresponding to the current policy is calculated.
Then, during policy improvement (Eq. (2-8), a better policy is sought using the current value
function.

vk+1(s) = E [Rt+1 + γvk|St = s]

=
∑
a

π(a|s)
∑
s′,r

p(s′, r|s, a)
[
r + γvk(s

′)
] (2-7)

π′(s) = arg max
a

qπ(s, a)

= arg max
a

E [Rt+1 + γvk|St = s,At = a]

= arg max
a

∑
s′,r

p(s′, r|s, a)
[
r + γvπ(s′)

] (2-8)
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It is important to note that the complete state transition probability function p(s′, r|s, a) is
generally not known. Two main methods exist that can learn purely from experience, real
or simulated, without any knowledge of the environment: Monte Carlo (MC) methods, and
Temporal Difference (TD) methods. In both methods, this is done by updating the current
estimate towards a target, as shown in Equation (2-9), with α the update step-size, often
called the learning rate. The main difference between MC and TD methods is the update
target. Furthermore, the use of a value function estimate is indicated by use of the notation
V (St) instead of vπ(s).

NewEstimate← OldEstimate+ StepSize[Target−OldEstimate] (2-9)

MC methods are a family of methods where the main point is that the value function is
learned by averaging sample returns in the form of complete trajectories. Therefore, these
methods are only well-defined for tasks that are episodic in nature. At the end of every
episode, the true return following a visited state, Gt, is used as the update target, as shown
in Eq. (2-10). Therefore, MC methods provide an unbiased estimate of the true return, but
since many steps can follow the visit to a particular state, MC updates generally have high
variance.

V (St)← V (St) + α [Gt − V (St)] (2-10)

TD methods [35], on the other hand, can update the value function on every transition by
sampling the expectation and bootstrapping - computing an estimate based on a previous
estimate. The simplest variant, one-step TD or TD(0), is shown in Eq. (2-11). Here, the
full return Gt is replaced by the one-step estimate Rt + γV (St+1). This feature allows TD
methods to be used in continuing tasks and, since updates are made on every transition, TD
methods tend to converge faster than MC methods. Since less random variables appear in
any single update, TD updates generally have lower variance than MC methods. However,
the step updates are biased towards the initial conditions of the learning parameters, and the
methods themselves are more complex to analyze.

V (St)← V (St) + α [Rt + γV (St+1)− V (St)] (2-11)

Within the many different RL algorithms have a set of dimensions among they can vary, a
set of implementation choices to make. The three most important of these choices are:

Update Depth

The update depth is the different between the current timestep and that of the update target.
On one extreme there are MC methods, which use the true return of an entire episode as
update targets. On the other, we have one-step TD methods which only use a single transition.
In between, there is a whole spectrum of valid update targets, shown in Figure 2-5. Keeping
in mind the definition of the complete return in Eq. (2-3), the n-step return shown in Eq.
(2-12) is defined by truncating the true return after timestep n, replacing the rest of the
future rewards with the discounted estimated value:

Gt:t+n
.
= Rt+1 + γRt+2 + γ2Rt3 + . . .+ γn−1Rt+n + γnV (St+n) (2-12)

As any of these n-step returns is a valid update target for a TD method, so is any average of
any of these n-step returns. An update that averages simpler component updates is called a
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Figure 2-5: A schematic of the spectrum of n-step TD methods, ranging from TD(0) to Monte
Carlo. Image from [4].

compound update, the most used of which is the λ-return, defined in Eq. (2-13). This return
averages all n-step returns, weighted by λn−1 and normalized by (1−λ) to ensure all weights
sum to 1.

Gλt
.
= (1− λ)

∞∑
n=1

λn−1Gt+t+n (2-13)

By using lambda-returns as the update target, a family of methods called TD(λ) is produced
that has Monte Carlo methods at one end by setting λ = 1, and one-step TD methods at the
other for λ = 0. As these methods provide a history of states and how they contributed to
the current reward, they are called eligibility traces.

On-policy vs. Off-policy

In order to maximize reward, one should take the action of highest value at every timestep, but
in order to discover actions and states that are potentially even better, a sub-optimal action
must be taken. Reinforcement learning therefore involves a fundamental choice: exploration
versus exploitation.
In general, two options are available. In on-policy learning, a value function is learned not for
the optimal policy, but a near-optimal one that still explores - the most well-known example
of this is Sarsa [36], shown in Eq. (2-14). Essentially, Sarsa is the action-value equivalent of
TD(0) described earlier.

Q(St, At)← Q(St, At) + α [Rt + γQ(St+1, At+1)−Q(St, At)] (2-14)

On the other hand, it is also possible to follow one policy (the behaviour policy) while learning
the value function for a different target policy - this is called off-policy learning. The most
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well-known example of off-policy learning is Q-learning [37], which approximates the optimal
action-value function directly, independent of the policy followed.

Q(St, At)← Q(St, At) + α
[
Rt + γmax

a
Q(St+1, a)−Q(St, At)

]
(2-15)

Off-policy methods often use importance sampling, a technique to estimate expected values
under one distribution given samples from another. On-policy methods are generally sim-
pler and converge more quickly, but the complexity of off-policy methods makes them more
powerful and general [4].

Model Use

In the sections above, it is assumed that the agent has no knowledge about the environment
and must learn all of its behaviour by trial and error. Should this knowledge be available, it
would allow an agent to plan and think ahead, resulting in a significant increase in sample
efficiency: a famous example of this is the AlphaZero breakthrough [24]. However, as discussed
earlier, a good model of the environment is often not available and this is exactly the reason
why one would want to use RL in the first place. One option would be to learn a model
from experience or data, if available. Model learning comes with its own set of complexities,
the most problematic of which is that the agent might exploit any bias in the learned model,
but this is nevertheless a subject that is actively researched. Methods which do not use
a model at all are henceforth called model-free methods, while those that use some kind
of inferred on learned model are called model-based methods. A third category, model-
dependant methods, contains those that require a fixed and accurate environment model,
such as dynamic programming: these are not considered here.

2-2-2 Function Approximation

In the simplest RL problems, the value function can be represented by a simple table of
value estimates. However, when the number of valid states and actions grows large, the
amount of state/action permutations quickly becomes intractable: this is called the curse
of dimensionality [38]. Most interesting real-world applications also have continuous state
and action spaces: using a fine discretization necessary for smooth control then leads to the
same problems as above [39]. A certain degree of generalization, in the form of function
approximation, becomes necessary. This function approximator could have many forms, from
a simple linear-in-the-parameters model to the most complicated nonlinear ones. In practice,
neural networks are often chosen because they are flexible, scalable, and can approximate any
function arbitrarily well [40].

The notation V (s|w) indicates a value function parameterized with the generic weight vector
w. In RL literature, the symbols φ and θ are often used to denote the weights of a param-
eterized value function and policy, respectively. Whereas the value of a state can directly
be adjusted in tabular RL, this is not possible when using function approximation. Instead,
stochastic gradient descent methods iteratively adjust the weight vector by a small amount
in the direction of the gradient of the error, which is the direction that would most reduce a
certain measure of error on a transition. An often-used measure of error is the mean-squared
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error, defined as MSE(Ŷi) = 1
n

∑n
i=0

(
Yi − Ŷi

)2
. Using this to update a value function esti-

mate leads to the scheme shown in Eq. (2-16), where ∇wf(w) denotes the partial derivatives
of f with respect to the weights.

wt+1 = wt −
1

2
α∇w [vπ(St)− V (St|w)]2

= wt + α [vπ(St)− V (St|w)]∇wV (St|w)
(2-16)

2-2-3 Obtaining a Policy

There are two main ways of obtaining a policy. The first is to follow the GPI scheme of greedily
selecting actions from an (action-)value function as described in Section 2-2-1. Therefore,
these methods are only well-defined in discrete action spaces. The second option is to directly
learn a parameterized policy π(a|s, θ) that can select actions without consulting a value
function [4]. Additionally, this makes it possible for reinforcement learning to be implemented
in continuous action spaces. Policy gradient methods directly maximize a certain performance
measure J(θ) with respect to the policy parameters via gradient descent. The policy gradient
theorem [41] proves that it is possible to express the gradient of this performance measure
analytically with respect to the policy parameters and is defined for the episodic case in Eq.
(2-17). Here, µ(s) is a weighting of states by how often they occur under the target policy π.

∇θJ(θ) ∝
∑
s

µ(s)
∑
a

qπ(s, a)∇θπ(a|s, θ)

= Eπ

[∑
a

qπ(St, a)∇θπ(a|St, θ)

] (2-17)

The simplest actual implementation of this is Monte Carlo policy gradient, better known
as REINFORCE [42]. Here, the sum over actions is replaced by a sample trajectory in the
policy, yielding Eq. (2-18).

∇θJ(θ) = Eπ

[∑
a

π(a|St, θ)qπ(St, a)
∇π(a|St, θ)
π(a|St, θ)

]
= Eπ [Gt∇ lnπ(At|St, θ)]

(2-18)

As discussed in Section 2-2-1, MC methods inherently have high variance. One way to reduce
variance and increase stability is subtracting the cumulative reward by a baseline: Gt →
(Gt − b(s)). This is allowed as long as that baseline does not change the expected value: in
other words, the baseline must not depend on the action taken. This leads to the general
form of policy gradient methods in Eq. (2-19), where Gt is replaced by Φt, which can be any
of a number of expressions such that Eπ [Φt] ≈ Eπ [Gt].

∇θJ(θ) = Eπ [(Gt − b(s))∇ lnπ(At|St, θ)]
≈ Eπ [Φt∇ lnπ(At|St, θ)]

(2-19)

Whichever formulation of the policy performance measure J(θ) is used, the parameter vector
θ can directly be optimized by means of stochastic gradient descent:

θt+1 = θt + α ˆ∇θJ(θt) (2-20)
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2-2-4 Actor-Critic Methods

From the knowledge that a baseline can be freely chosen as long as certain conditions are
met, a logical next step for policy gradient methods is to attack their other weakness: the
inability of MC methods to be performed on-line. This can be done by replacing the full
return with baseline from Eq. (2-19) by the TD estimate, such as in Eqs (2-11), (2-14), and
(2-15), yielding the parameter update scheme in Eq. (2-21).

θt+1 = θt + α [Rt + γV (St+1)− V (St)]∇ lnπ(At|St, θ) (2-21)

As discussed in Section 2-2-1, using the TD estimate introduces some bias but significantly
reduces variance and accelerates learning. Doing this requires learning both an explicit policy
(which carries out actions) as well as a value function (which estimates how good those
actions are, providing criticism). Consequently, methods that employ both of these are called
actor-critic methods. Generally, both the actor and the critic are parameterized with separate
neural networks, π(a|s, θ) and V (s|φ) respectively, which are updated by some kind of gradient
descent: Figure 2-6 shows the flow of information and the update paths in a general actor-critic
design. When implemented well, actor-critic methods are the most powerful reinforcement
learning methods, offsetting the drawbacks of value-based and policy-based methods with
each other. Consequently, most state-of-the-art RL algorithms are actor-critic methods [43].

Figure 2-6: The flow of information and updates in an actor-critic design

2-2-5 Synopsis

Most reinforcement learning algorithms use the techniques mentioned in this segment in one
of three ways. First, value-based methods were described - these try to find or approximate
an optimal value function, and implicitly extract a policy from that. This is generally done by
means of TD updates, which means they have low variance and can be done online, but have no
strong convergence guarantees and cannot handle continuous action spaces. Secondly, there
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are policy-based methods, which learn a parameterized policy directly without consulting
a value function. The policy gradient theorem guarantees smooth convergence to a local
optimum and a parameterized policy allows for continuous action spaces, but these methods
are episodic in nature, and due to their Monte Carlo nature suffer from sample inefficiency
and high variance. Finally, actor-critics learn both a value function and a policy directly,
offsetting the drawbacks from either of these methods in return for being more complicated
to implement.

2-3 Reinforcement Learning State-of-the-Art

The current state-of-the-art in reinforcement learning is studied in two different fields: Ma-
chine Learning and Adaptive Optimal Control. Consequently, this yields two perspectives
on the same kind of problem. The first is Deep Reinforcement Learning (DRL), described
in Section 2-3-1, which reasons from a computer science / AI perspective. The second is
Approximate Dynamic Programming (ADP), which uses a control theory perspective and is
discussed in Section 2-3-2. While both the research focus and the notation may differ between
the two of them, there is also a lot of overlap.

2-3-1 Deep Reinforcement Learning

Deep learning is the extension of machine learning with neural networks to use complex
networks with multiple hidden layers. Using these deep networks with a variety of layers
such as convolution, max-pooling, recurrent, and dense layers has made it possible for neural
networks to process increasingly more complex input formats: an example of such a network
is shown in Figure 2-7.

Figure 2-7: Typical architecture of a CNN, widely used in DRL. Alternating convolutional and
subsampling layers allow the network to construct and detect features in images while keeping
the number of free parameters relatively low. Image from [5]

The combination of deep learning with RL has made it possible to learn in high-dimensional
state-spaces that were previously deemed intractable [43]. The field of DRL was launched in
2013 with the Deep Q-Network (DQN) algorithm [44]. In this research, superhuman perfor-
mance on a set of 29 different classic Atari-2600 video games was achieved using raw pixels
as input and scores as reward.
The main purpose of deep neural networks is to automate feature extraction: therefore, DRL
focuses on extremely high-dimensional problems, such as learning locomotion on a simulated
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humanoid from raw pixels: this is called end-to-end learning. The nature of these problems
is that often thousands to millions of trials are necessary before good solutions arise, which
means it is often performed in simulation only [43]. This is strongly contrasted by the con-
trol theoretical approach described in Section 2-3-2, where pre-processed states are usually
available. This makes very deep networks superfluous to a control task akin to flight control.
Nevertheless, a lot of breakthroughs have focused on sample efficiency and quick convergence,
and might provide good improvements to the ADP frameworks if implemented there.

Since the objective of DRL is quite different from that of this thesis, the focus of this section
will be on the novel techniques introduced into the field, rather than on individual papers.
The most influential improvements to DRL fall in one of the following categories.

Continuous and Deterministic Policies

In the basis of RL, a policy is always assumed to be a probability distribution over a discrete
number of actions. Many interesting physical tasks have continuous and high-dimensional
action spaces, where finding the action that maximizes the value cannot be applied straight-
forwardly. For a stochastic policy, this can be tackled by learning a standard deviation and
normal distribution over the actions instead of direct action probabilities, from which the
action is then sampled [42]. In [45], it was proven that the policy gradient also exists for de-
terministic policies, which are more efficient to estimate than stochastic policies at the cost of
requiring more measures to ensure enough exploration is being done. This idea was extended
to DRL in [46], where the problem of exploration was solved by adding temporally correlated
Ornstein-Uhlenbeck noise [47] to the action during the learning phase.

Experience Replay

As described in Section 2-2-1, off-policy methods make it possible to learn one policy while
following another. Because the experience used does not have to come from the current policy,
an efficient way to do this is to re-use past experience in the learning process. Experience
Replay (ER) is a mechanism for storing past transitions (St, At, Rt+1, St+1) in a cyclic buffer
from which the agent can sample during learning. This has two main benefits: the re-use
of past transitions increases the sample efficiency, and random sampling of the transitions
decreases temporal correlation, stabilizing the learning process. ER was first introduced
in [48], but was popularized because of its prominent use in the breakthrough paper [23]:
since then, all value-based DRL methods have incorporated ER. Two major improvements
have since been done. Prioritized Experience Replay (PER)[49], is a mechanism where more
important transitions are replayed more frequently, and Hindsight Experience Replay (HER)
[50] improves learning from sparse rewards. The authors of [50] note that these developments
are orthogonal and could theoretically be combined. In [51], PER was shown to be one of the
most important additions to DQN yet.

Target and Double Networks

A straight-forward implementation of Q-learning such as in Eq. (2-15) with a neural network
can have unwanted side-effects due to the combination of off-policy learning, function ap-
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proximation, and bootstrapping: this is called the deadly triad [52]. Over the years, several
improvements to the straight-forward Q-learning algorithm have been proposed.

First, the same Q-network that is used to calculate the value of the TD target is also the
one that is being trained, which changes the target. This means the network is constantly
updating towards a moving target, which can lead to instability in the learning process. In
[23], this was solved by keeping two separate Q-networks: one for calculating values, and a
second network Q̂ to generate the targets. Every fixed-number of timesteps, the most recent
network is copied and used as a new target network. In [46], this was improved upon by using
soft target updates, where the weights of these target networks are updated by having them
slowly track the learned networks:

θ′ ← τθ + (1− τ)θ′ τ << 1

A second problem is that in certain situations, Q-learning performs poorly because they
overestimate action-values, which causes the policy to fail as it learns to exploit errors in the
Q function. These errors are introduced because the algorithm uses the maximum Q-value
maxaQt (St+1, a) as an approximation for the maximum expected Q-value. Double Q-learning
[53] tackles this learning two separate Q-networks that are each updated with a value estimate
from the other and by assigning experience randomly to either network. This idea was
extended to DRL in [54], which uses the target network mentioned above for the value estimate
while using the current network to select the actions. A further improvement to this concept
called Clipped Double-Q was presented as part of the Twin Delayed Deep Deterministic Policy
Gradient (TD3) algorithm in [55], which proposed to keep the two networks, but always take
the minimum value estimate of the two networks to calculate the target used to train both of
them. This removes any overestimation the target could introduce.

Generalized Advantage Estimation

In Section 2-2-1, multi-step returns and eligibility traces were introduced as an effective
technique to accelerate reinforcement learning by smoothly assigning credit to recently visited
states. Their implementation is incompatible with off-policy algorithms that utilize ER, as
states are no longer processed in the order in which they are visited. For on-policy algorithms
such as policy gradient methods, however, they can offer good benefit. In Section 2-2-3 a
general form of policy gradient methods was described in Eq. (2-19). One powerful variant
that can be used to reduce variance is the advantage function:

Φt ← A(s, a)
.
= Q(s, a)− V (s) (2-22)

The advantage function is a measure of how much better or worse an action is than the policy’s
default behaviour. In [56] the Generalized Advantage Estimator (GAE) was proposed which
applies the ideas of TD(λ) to small batches of advantage estimates, using the exponentially-
weighted average of multiple TD errors, as shown in Eq. (2-23). Here, δVt is the TD error:
Rt + γV (St+1)− V (St).

Â
GAE(γ,λ)
t =

∞∑
n=0

(γλ)nδVt+n (2-23)

This idea was subsequently applied to actor-critic methods in [57], and was found to be the
most crucial component in an ablation study of recent advances in DRL [51]. It has since
become a staple for on-policy DRL methods [58, 59, 60].
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Advanced Policy Gradients

Policy gradients work by taking a small step in parameter space, which does not necessarily
translate to a small change in policy: a single step can collapse performance. Natural gradients
methods are second-order methods that take a small step in policy space instead of directly
in parameter space. In [61], the natural policy gradient was shown to guarantee performance
increase on every step, and in [62] this approach was introduced for actor-critic methods.
However, the performance benefits were still modest. The first breakthrough second-order
approach was the Trust Region Policy Optimization (TRPO) algorithm, introduced in [63].
TRPO suggest the use of a trust region to prevent large changes in the policy by penalizing
the KL divergence, a measure for differences in two probability distributions, as shown in Eq.
(2-3-1).

∇waV (s) = ∇wa

[
π(s|wa)
π(s|waold)

A(s, a)

]
s.t.

E [KL (π(s|wa), π(s|waold))] ≤ δ

In a survey of the state-of-the-art of DRL in 2016, [64] found that TRPO was the best per-
forming algorithm at that time. However, TRPO is computationally expensive as it requires
the calculation of a matrix of complex second-order derivatives at every timestep. The Proxi-
mal Policy Optimization (PPO) paper [58] proposed an alternative: clip the probability ratio
of the two policies and use a simple first-order algorithm to make updates, as shown in Eq.
(2-3-1). This dramatically reduces the calculation cost while achieving the same performance.

∇waV (s) = ∇wa log

[
min

(
π(s|wa)
π(s|waold)

A(s, a), clip

(
π(s|wa)
π(s|waold)

, 1− ε, 1 + ε

)
A(s, a)

)]

2-3-2 Approximate Dynamic Programming

ADP is a subfield of adaptive optimal control which provides the control theory perspective
on actor-critic methods (section 2-2-4), which in this field are often called Adaptive Critic
Designs (ACDs). The focus of ADP is on quick convergence and stability in the face of
changing systems, while being presented with filtered and pre-processed states and often a
rich reward signal. Several different ACD architectures exist, but they can be divided into
three main categories: Heuristic Dynamic Programming (HDP), Dual Heuristic Program-
ming (DHP), and Globalized Dual Heuristic Programming (GDHP) [65]. In each of these,
the critic approximates some variant of the state-value function V (s). Furthermore, each has
an action-dependant (AD-) variant, which are called Action-Dependant Heuristic Dynamic
Programming (ADHDP), Action-Dependant Dual Heuristic Programming (ADDHP), and
Action-Dependant Globalized Dual Heuristic Programming (ADGDHP), respectively. As op-
posed to their action-independent variants, here the critic also takes the action as an input,
and correspondingly approximates some measure of the action-value function Q(s, a). Two
main attributes distinguish each of these variants: the function of the critic and the require-
ment of an environment/plant model. These are summarized in table 2-2, and explained in
more detail in the rest of this section.

The updates of the actor and critic require the gradients of an error measure with respect to
the actor and critic weights respectively. For the critic, this is generally the TD error, while
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for the actor this is the difference between the current value and a goal value. In both cases,
the loss function to minimize is the mean squared error (MSE), yielding the following general
update format shown in Eqs (2-24) and (2-25), where V is used as a general parameter for
the parameterized critic output. The exact update path then depends strongly on the specific
ACD used.

Ec(t) =
1

2
[rt + γV (St+1)− V (St)]

2

φt+1 = φt + α
∂Ec(t)

∂φ
= φt + α

∂Ec
∂V

∂V

∂φ

(2-24)

Ea(t) =
1

2
[V (St)− V ∗(St)]2

θt+1 = θt + α
∂Ea(t)

∂θ
= θt + α

∂Ea
∂V

∂V

∂θ

(2-25)

The simplest ACD variant is HDP. Here, the critic estimates the state-value function. This
means the value ∂V

∂φ , which is required for the critic update, can be obtained from the critic

itself through backpropagation. On the other hand, the value ∂V
∂θ required for the actor

update is not directly available, as the value function does not depend on the action taken.
Therefore, HDP requires an environment transition model to close the backpropagation path
for the actor update. In the action-dependant variant ADHDP the critic approximates the
action-value function, from which a derivative with respect to the action is readily available.
Therefore, ADHDP does not require any plant model.
In DHP, the output of the critic is not the value function itself but the derivative of the value
function with respect to the state, which can directly be used to update the actor without
requiring backpropagation. However, in DHP both the actor and the critic updates require
a plant model. In the action-dependant variant ADDHP the critic calculates the derivatives
of the action-value function with respect to both the state and action. Like in ADHDP, this
relieves the actor update of plant model requirements.
The third category GDHP combines the ideas of HDP and DHP by having the critic estimate
both the value function as well as its derivative directly.

Studies have shown that DHP reliably outperforms HDP [66, 67], and that this is attributed
to the accuracy of the critic’s estimate of the value function derivatives [68]. GDHP, while
more complex in implementation and computation, offers a negligible performance increase
with respect to DHP [65]. The action-dependant variants are generally easier to implement
in return for lower performance [22].

2-3-3 Online Reinforcement Learning Control for Aerospace Systems

The studies mentioned above show that ACDs are capable of successfully controlling complex
systems. However, in general they require at least some form of a priori knowledge of the
controlled system in the form of a simulation model for an offline learning phase. More
recently, the ADP framework was redesigned to use incremental control techniques. Inspired
by INDI [69] and IBS [70], the learned plant model is replaced by a local, linear, time-varying
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incremental approximation of the real system, estimated on-line by a recursive least squares
estimator.

The first method, incremental Approximate Dynamic Programming (iADP) [71] estimates a
quadratic cost function online which is then used in an optimal control scheme. Effectively,
this is a critic-only method, as the actor is an explicit function of the critic, but it was
nevertheless shown to be able to perform well in a nonlinear disturbance rejection control
task. Two new actor-critic methods were also presented: Incremental Heuristic Dynamic
Programming (IHDP) and Incremental Dual Heuristic Programming (IDHP) [72, 73]. Both
learned an incremental approximation to a nonlinear aircraft model online. Both IHDP and
IDHP showed faster convergence and better tracking performance than their non-incremental
variants. Additionally, IDHP was shown to be able to control an unknown, unstable system
before divergence occurred where DHP failed to do so. These results were shown to hold
for more complex systems too when the IDHP framework was used to learn a near-optimal
control policy for a high-fidelity, six-degree-of-freedom simulation of the Cessna 550 Citation
II PH-LAB research aircraft [28, 27].

Table 2-2: Overview of the main variants of Adaptive Critic Designs

Variant Critic Plant model required

Input Output Actor Critic

HDP s V (s) yes no

DHP s ∂V
∂s yes yes

GDHP s [V (s), ∂V∂s ] yes yes
ADHDP [s, a] Q(s, a) no no

ADDHP [s, a] [∂Q∂s ,
∂Q
∂a ] no yes

ADGDHP [s, a] [Q(s, a), ∂Q∂s ,
∂Q
∂a ] no yes

IHDP s V (s) no no

IDHP s ∂V
∂s no no

2-4 Reinforcement Learning for Helicopter Flight Control

In this section, three of the most influential research projects on reinforcement learning for
helicopter flight control are discussed.

2-4-1 Autonomous Helicopter Control using Policy Search Methods

One of the first applications of reinforcement learning to helicopter flight was presented in
[74]. In this research, policy search methods were used to autonomously hover a model he-
licopter. To do this, the longitudinal and lateral motions were decoupled, and two simple
neural networks with five free parameters each were via Monte Carlo search on a determin-
istic simulation model. The authors then tested the controller on a Yamaha R-50 model
helicopter, and achieved similar performance to an expert human pilot on a hover task in
windy conditions.
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2-4-2 Direct Neural Dynamic Programming

The second major application was presented in a series of papers in 2002 and 2003. These
papers discussed three different applications of reinforcement learning to an industrial AH-64
Apache Helicopter model: stabilization [75], fault-tolerance [76], and reference tracking [20].
Based upon the earlier work by the same authors [68], the Direct Neural Dynamic Program-
ming framework used is architecturally similar to ADHDP, which was presented in Section
2-3-2. According to the authors, it was one of the first systematic applications of the ADP
framework to a complex, nonlinear MIMO system. Two ideas made this framework especially
successful: the use of a pre-trained trim network, and a cascaded actor structure. This study
demonstrates that ADHDP is capable of controlling a nonlinear, coupled, high-dimensional
system under varying conditions and failure cases where conventional PID controllers failed.
However, it should be noted that a large amount of offline training with an accurate simulation
model was necessary in all cases, with more trials necessary for more aggressive maneuvers.

2-4-3 Stanford Autonomous Helicopter Project

From 2004 to 2010, the Stanford Autonomous Helicopter Project focused on aerobatic flight
for autonomous model helicopters. Compared to full-scale helicopters, model helicopters have
a higher thrust-to-weight ratio, higher body stiffness, and faster control responses. While
each of these focuses on different maneuvers, the general gist of each is as follows. First, a
dynamic model of the helicopter was obtained by performing system identification on a set
of flight data obtained by recording an expert pilot. A controller for a specific maneuver
was then created by using imitation learning on another set of recorded data, this time of
the expert pilot performing the maneuver, by treating the recorded data as off-policy data
points. Together with the learned dynamic model, this allowed for Monte Carlo methods
to update the controller. In this way, the authors were able to successfully have a model
helicopter perform autonomous hover [6], inverted hover [77], autorotation [78], and several
extremely advanced maneuvers [79, 80]. One example of the performance of these methods is
shown in Figure 2-8, which compares the performance of a controller for autonomous hover (in
blue) to that of an expert human pilot (red). It can be seen that the controller performance
is significantly more stable than that of the pilot, with maximum x-velocities an order of
magnitude in difference.

Reinforcement Learning for Helicopter Flight Control Bart Helder



46 Literature Review

Figure 2-8: Hover performance of the Stanford Heli controller (blue) compared to an expert
human pilot (red). From [6]

2-5 Conclusion

The goal of this literature survey was to get acquainted with the state-of-the-art in reinforce-
ment learning for helicopter flight control. First, the basics of helicopter flight control itself
were discussed, and the mechanics of autorotation were explored in more detail. Next, the
most important concepts in reinforcement learning were described: value functions, policies,
and the Markov Decision Process. Actor-critic methods learn both a value function and a
policy directly, offsetting the drawbacks from either of these methods in return for being more
complicated to implement. These methods are studied in two different perspectives on the re-
inforcement learning problem: Deep Reinforcement Learning, which uses a computer science
perspective, and Approximate Dynamic Programming, which reasons from a control theory
framework. In Deep Reinforcement Learning, the focus is on complex end-to-end methods,
such as learning locomotion directly from raw pixel inputs. Four ideas have shown to be espe-
cially prominent: multi-step advantage estimates increase the speed of convergence, the use of
target and double networks to provide learning stability, trust-region methods prevent catas-
trophic policy performance collapse, and experience replay increases the sample efficiency of
off-policy methods by allowing one transition to be used multiple times. However, all Deep
Reinforcement Learning methods require many off-line trials before a good policy is learned.
Out of the three main variants of Adaptive Critic Designs, DHP achieves the best balance
between complexity and performance. Recently, incremental methods popularized in INDI
and IBS were combined with DHP, yielding the novel IDHP algorithm which does not require
an offline learning phase.

Only a few applications of reinforcement learning to rotorcraft control exist so far. Of the
three most prominent studies, only one focused on full-scale helicopters. Significantly more
work has been done for model helicopters: while the platforms are similar, model helicopters
have a significantly higher thrust-to-weight ratio and faster control responses. Furthermore,
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no work on online learning for helicopters has been performed yet. Although IDHP has not
been applied to rotorcraft control before, both ADP and incremental methods themselves
have succesfully been used for this purpose. Therefore, the novel IDHP algorithm is seen as
the best baseline for true online, fault-tolerant control for helicopters. To improve the learning
stability and convergence speed of the algorithm, the novel ideas from DRL presented here
are seen as promising additions to IDHP.
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Chapter 3

Preliminary Analysis

In the literature study, Incremental Dual Heuristic Programming (IDHP) [73] was identified as
the most promising approach for the online flight control of a full-scale helicopter system. As
an advanced ACD from the ADP perspective of reinforcement learning, the implementation of
this algorithm is not trivial. In this chapter, a preliminary analysis is performed by applying
a simpler ACD, heuristic dynamic programming (HDP) [65], to a simplified helicopter control
task. This preliminary analysis has three main goals: gain experience with the implementation
of ACDs, test their feasibility for a control task, and compare the framework to more straight-
forward control methods.

The structure of this chapter is as follows. In Section 3-1, the flight task to be performed
is stated. Next, in Section 3-2 two simple controllers are established as a baseline for per-
formance. In Section 3-3, the HDP agent is described in more detail. The results of the
experiments are then described in Section 3-4. Finally, conclusions drawn from these results
are given in Section 3-5.

3-1 Problem Formulation

The controlled environment is a simplified helicopter model based on [7]. The model approx-
imates the longitudinal transition dynamics from hover to forward flight, taking into account
some basic flapping dynamics, of different types of helicopters. It consists of two states the
pitch rate q and the blade flapping angle a1, and the model input is the swashplate angle θs.
A free body diagram of the situation is given in Figure 3-1, and the dynamics are according
to Eq. (3-1).

q̇ = −
(
mgh+ 3

2Kβ

)
Iy

(θs − a1)

ȧ1 = −1

τ

(
a1 +

16q

γΩ

) (3-1)
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Figure 3-1: Free body diagram of the simplified helicopter pitch model, from [7]

Two parameters are varied in this experiment. First, the hinge spring stiffness Kβ can be
adjusted to represent different rotor heads: zero stiffness for a teetering rotor, a relatively large
stiffness for hingeless systems, and an intermediate value for the articulated rotor with hinge-
offset. These systems differ in their response to a step input signal: as the stiffness grows,
the system becomes more responsive. A teetering hub with Kβ = 0 has a typical response
for acceleration control, while a hingeless system with Kβ = 46000Nm is more typical for
velocity control. Second, the flapping dynamics time constant τ affects the tilting motion
of the rotor disk, and increasing this value increases the overshoot and oscillatory behaviour
when applying a step input to the system. However, this is only significant for high values
of Kβ. The other parameters in Eq. (3-1) are fixed, and the values used for the experiment
(directly adapted from [7]) are given in table 3-1.

Table 3-1: The aircraft parameters for the dynamic system in Eq. (3-1)

Parameter Description Value

m Aircraft mass 2200 [kg]
g Acceleration due to gravity 9.81 [m/s2]
h Rotorshaft height 1 [m]
Ω Rotor angular velocity 27.32 [rad/s]
γ Lock number 6 [-]
Iy Moment of inertia 10625 [kg m2]
τ Flapping dynamics time constant variable
Kβ Rotor hinge stiffness variable

For this experiment, a teetering rotor hub was chosen, with Kβ=0 and τ=0.25. This cor-
responds to aceleration control, which requires more anticipation from a pilot than velocity
control does. As a comparing case, the same hyperparameters are also used to train a con-
troller for the hingeless case. The goal of the agent will be a pitch rate tracking task with an
episode length of 120 seconds and the following properties:

qref = qmax sin

(
2πt

Tref

)
(3-2)
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After every timestep, the agent receives a negative reward, which is defined as the quadratic
difference of the goal state and current state, according to Eq. (3-3).

rt = −1

2

(
q − qref
qmax

)2

(3-3)

3-2 Baseline controller

As a first experiment, a SARSA(0) controller was implemented on a discretized version of
the environment, following a pitch rate task with an amplitude qmax = 3 deg and a period
of 20 seconds. The state available to the controller was augmented with the pitch rate error
qe = (q − qref ), which provides more useful information than only the reference pitch rate.
The coarsest discretization which still represented the real system was found to have steps of
0.01 degree for the pitch rate, 0.1 degree for the flapping angle, and 0.1 degree for the input.
Even with a relatively coarse discretization, the Q-table used to store action values already
had 138 million entries. This meant that for a large amount of time, almost every step ended
up in a state-action pair that had never been visited before. Furthermore, the table-based
approach meant no generalization between similar states was possible. All in all, convergence
turned out to be very slow. Figure 3-2a shows the performance of this system after 7000
training episodes. It can be seen that the agent follows the reference signal closely at first,
when the system passes states it has seen many times before. However, several unstable
regions are still present. The first to come to light is the top of each peak in the reference
signal, which the agent has not yet learned to track smoothly. The second unstable region
happens around timestep 200, where a input into the wrong direction causes te system to
lose track of the reference, before regaining strong tracking performance at the beginning of
the next cycle. This is proof of the poor generalization of table-based methods: in the eyes
of this system, every state is unique and there are no trends. Figure 3-2b gives more insight
into the convergence of this agent by showing the smoothed reward per episode over the
entire training run. It can be seen that the peak performance of the system happens around
episode 8000, and that average performance slowly gets worse again after that. However, from
episode 14000 and on performance once again reaches peak level, averaging out around zero
reward for hundreds of episodes in a row. All in all, this baseline experiment showcases the
major reasons why tabular RL is not suited for online control problems. It becomes clear that
even for such an example problem, a more powerful system is necessary for smooth control
performance.

3-3 Heuristic Dynamic Programming

Next, the HDP framework is used because of its power relative to the low complexity. To
further reduce the complexity an action independent and model based solution is used. This
means the critic is only a function of the state and the model network is replaced with the
model used by the environment.
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(a) (b)

Figure 3-2: (a) Performance of the Sarsa(0) controller after 7000 training episodes. (b) Sliding-
window average reward per episode over the entire length of the training run

3-3-1 Network structure

The actor and critic are modelled using artificial neural networks with simple layouts as shown
in Figure 3-3: both take the same augmented state as in Section 3-2 as input, fully connected
six hidden units with hyperbolic tangent activation functions, followed by a single output unit.
For the critic, this output is linear (no activation function), whilst for the actor the output
has a hyperbolic tangent activation scaled with an actuator limits of ±15 degrees. Both the
actor and critic are updated by stochastic gradient descent, as described in Section 2-2-2.
Here, the actor and critic are parameterized with weight vectors wa and wc, respectively.

Figure 3-3: Neural network layouts for the actor and critic of the HDP agent

3-3-2 Update rules

A schematic layout of the flow of (gradient) information through the actor-critic network is
given in Figure 3-4. The goal of the critic is to minimize the mean squared temporal difference
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Figure 3-4: Schematic of the backpropagation of actor and critic errors through the network

error Ec(t):

ec(t) = rt + γV (St+1)− V (St)

Ec(t) =
1

2
e2c(t)

(3-4)

The update path is then:

∂Ec
∂wc

=
∂Ec
∂ec

∂ec
∂V (St|wc)

∂V (St|wc)
∂wc

= −ec∇wcV (St|wc) (3-5)

The goal of the actor is to find the policy which minimizes the difference between the value
function and a goal value, which in our case is zero:

ea(t) = V (St|wc)− V ∗(St) = V (St|wc)

Ea(t) =
1

2
e2a(t)

(3-6)

In this case, the actor loss does not depend directly on the actor weights. Therefore, the
backpropagation path is taken through the critic and environment model by means of the
chain rule as follows:

∂Ea
∂wa

=
∂Ea
∂ea

∂ea
∂V (St)

∂V (St)

∂St

∂St
∂At

∂At
∂wa

(3-7)

The first two partial derivatives are obtained by differentiation of the loss function of the
actor, conveniently resulting in the critic output of the current state. The term ∂V (St)

∂St
is

obtained by backpropagation, differentiating through the critic network with respect to the
input, and the term ∂At

∂wa
by differentiating through the actor network with respect to the

weights. The final term ∂St
∂At

is a direct function of the environment and is normally unknown.
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However, because we have a known environment model this can be obtained directly from
the system dynamics: differentiating Eq. (3-1) yields the expression in Eq. (3-8).

∂St
∂At

= [−k, 0,−k]T , where

k =
mgh+ 3

2Kβ

Iy

(3-8)

3-3-3 Algorithm

The hyperparameters1 used in the first experiment are given in table 3-2.

Table 3-2: Hyperparameters used for the HDP agent in the preliminary experiment

Hyperparameter Description Value

γ Discount factor 0.95
α Learning rate 0.2
σw Initial variance of neural network weights 0.1
Nupdates Update cycles per timestep 5

The algorithm starts with the set-up of the neural networks and environment. The training
loop is then started, which calculates the actor action for the current environment state, after
which a step in the environment is taken. Using the next observation and reward, the TD
target is calculated with the current critic. The actor and critic are then repeatedly updated
each time step using the update rules presented above, alternating between a critic and actor
update. To present the neural networks with a stable target, the TD target is only calculated
once per timestep, so that the only changing variable each iteration within a timestep is the
value estimate of the current state.

3-4 Results and Discussion

The first experiment consisted of 100 episodes for the agent with the teetering rotor (Kβ = 0)
to evaluate the base performance. Next, a sensitivity analysis of the two most important
hyperparameters, the learning rate and the weight initialization standard deviation, was per-
formed. Finally, the performance of the teetering rotor agent was compared with the hingeless
case.

3-4-1 Performance

All 100 episodes resulted in acceptable performance, with none diverging.

Figures 3-5a, 3-5b, and 3-6 show the tracking performance, reward per timestep, and neural
network weights of the best episode out of the 100. It can be seen that the agent converges

1Parameters whose value is set before learning starts
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nearly perfectly within ten seconds: this can be seen both from the tracking performance,
as well as the stability of the actor weights. The reward per timestep also oscillates slowly
around a near-zero value. The critic weights are still converging after the ten second mark,
but they do so symmetrically. This is to be expected as not all states actually contribute to
the reward, only the tracking error does.

Similarly, Figures 3-7a, 3-7b and 3-8 show this for the worst performing run out of the series.
It becomes clear that the agent manages to follow the general pattern of the reference signal,
but it does not achieve good tracking, especially in the peaks of the reference signal. This
behavior is also visible in the actor weights, which do not approach a steady value and even
seem to diverge. Nevertheless, it can be seen that even the worst performing run does not
completely diverge, but seems to get stuck in a local minimum and is unable to improve its
performance.

(a) Tracking performance (b) Reward per timestep

Figure 3-5: Tracking performance and reward per timestep of the best agent in the preliminary
experiment

(a) Actor weights (b) Critic weights

Figure 3-6: Neural network weights of the actor and critic of the best performing HDP agent
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(a) Tracking performance (b) Reward per timestep

Figure 3-7: Tracking performance and reward per timestep of the worst agent in the preliminary
experiment

(a) Actor weights (b) Critic weights

Figure 3-8: Neural network weights of the actor and critic of the worst performing HDP agent
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3-4-2 Sensitivity analysis of the learning parameters

Two hyperparameters are especially important to learning performance: the learning rate
α, and the standard deviation of the neural network weights initialization σw. The learning
rate governs the step size that is taken in gradient descent: a large value allows for quick
convergence initially, but can make it impossible to find the exact optimum; a value that is
too low will generally result in better performance, though this will take longer, and comes
with the risk of getting stuck in a local optimum. The effect of σw is similar: aggresively
initialized weights lead to more rapid convergence because of larger initial gradients, but can
also cause instability.

To find out the exact effect of the hyperparameters on the convergence rate and speed, 196
training runs of 100 episodes each were performed with different combinations of α and σw.
The average result and confidence bound of each run is given in figure 3-9. It can be seen
that both parameters strongly influence the performance. If both are low, then the network is
unable to learn, but performance is also degraded if both have a high value. The best average
performance is achieved at intermediate values: α = 0.6, σw = 0.2.

Figure 3-9: Sensitivity analysis of the learning rate and weight initialization standard deviation.
Shaded areas are 95% confidence bounds

Finally, the best hyperparameters found in Figure 3-9 were used for a comparison run between
helicopters with different rotor hubs: one with the original values Kβ = 0, τ = 0.25, and one
representing a hingeless hub: Kβ = 46000, τ = 0.25 Both agents were trained for 100 episodes
using the hyperparameters given above: the spread of these results are shown in the left
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two masses of Figure 3-10. It can be seen that the spread in performance for the hingeless
system is much larger than that for the teetering hub, even though the hingeless system is
supposed to be easier to control. It can be concluded that the optimal hyperparameters for
the teetering hub are too aggressive for the simpler hingeless rotor. To test this hypothesis, a
final experiment was performed with the hingeless hub using less aggressive parameters: this
was also tested with a run of 100 episodes, this time with α = 0.4, σw = 0.2. This significantly
increased performance, and brought both the average and maximum reward higher than the
best original system, as shown in the final mass of Figure 3-10. The performance of the best
agent of the hingeless system with the original and modified hyperparameters is compared in
Figure 3-11, where it can be seen that the modified variant yields much more stable learning
of the critic.

Figure 3-10: Performance density plots of different agents
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(a) Original (b) Modified

Figure 3-11: Comparison of the best agents using a hingeless hub, using the original and modified
learning hyperparameters

3-5 Conclusion

The online reinforcement learning controller based on the HDP algorithm is able to follow
a pitch rate reference signal for a two state short period 3e helicopter model starting from
random initialization. The tracking performance is significantly better than one based on
discrete, tabular RL. The system was shown to perform adequately in all 100 runs. The
best episodes converged almost perfectly within ten seconds, while the worst performing
episodes showed a maximum pitch rate errors of 2.5deg/s. A sensitivity analysis of the learning
hyperparameters showed that these strongly influence the convergence rate and speed: the
best performance was observed for α = 0.6, σw = 0.2. These values did not translate to a
hingeless rotor hub, which has more direct control: here these values turned out to be too
aggressive.
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Part III

Additional results
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Chapter 4

Scaling up in online adaptive flight
control

In the preliminary research, a one-degree-of-freedom (1DOF) system was controlled by a
model-based HDP controller, while the final experiments consisted of a nonlinear 6DOF model
controlled by a complex combination of IDHP and PID controllers. This transition was not
discrete, as in between those two, additional research into the scaling-up of these kinds of
control systems was performed. In this chapter, the work in scaling up from work in the
preliminary thesis towards the work in the paper is described. Scaling up in the context
of this research takes place in two dimensions: controller complexity and model complexity.
In order of increasing complexity, the controllers used were model-based heuristic dynamic
programming (MBHDP), incremental HDP (IHDP), and incremental dual heuristic program-
ming (IDHP). Likewise, on the modeling side, three different models used included 1DOF,
3DOF, and 6DOF. The path followed throughout the different combinations of helicopter
model and controller complexity is shown in red in Fig. 4-1.
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Figure 4-1: The steps taken in scaling up from the preliminary research to the final experiment
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4-1 Three-degree-of-freedom helicopter model

As a first step in scaling up, the 1DOF model used in the preliminary research was abandoned
in favor of longitudinal 3DOF model based on [2]. The model used is a nonlinear, three-degree-
of-freedom, quasi-dynamic inflow approximation to the longitudinal motions of a generic full-
scale helicopter. It has two inputs and seven states, which are shown in Eq. (4-1).

s =
[
x z u w θ q λi

]
a =

[
θ0 θc

]
(4-1)

With the addition of translational movement, new states arise: the earth-coordinate posi-
tions [x, z], the body-frame velocities [u,w], and the non-dimensional induced velocity λi.
Furthermore, there are now two control inputs: the collective θ0 and cyclic θc. With this
model, the effect of the interaction between two coupled control channels on different control
architectures could be studied.

4-2 Model-based heuristic dynamic programming - three degrees
of freedom

In this section, the different experiments concerning model-based HDP applied to the 3DOF
helicopter model are described. This corresponds to phase A-1 in Fig. 4-1.

4-2-1 Straightforward application of MDHDP

The first attempt to control the 3DOF model was with the same architecture as in the 1DOF
case, applied to this new model with minimal changes. One required change is the move from
one to two actions, significantly complicating the backpropagation procedure through the
actor network, which now has weight matrices of sizes (7 x nhidden) and (nhidden x 2). The
actor update requires the derivative ∂a

∂wa
, but since a is now a vector, it is hard to determine

the required shape of ∂a
∂wa

. It was decided to treat the two update paths as separate and sum
their respective products as follows:

∂Ea
∂wa1

=
∂Ea
∂a1

∂a1
∂wa1

+
∂Ea
∂a2

∂a2
∂wa1

(4-2)

Furthermore, a more generic reward function was introduced that could easily be tweaked
for different goals. This is shown in Eq. (4-3). Here, P is the state selection matrix that

is defined such that the product Pst+1 contains the same states as sreft , and Q is a weight
matrix used to define the relative importance of each state in the reward.

rt+1 = −
(
Pst+1 − sreft

)T
Q
(
Pst+1 − sreft

)
(4-3)

The first test was to see if this architecture could immediately be used for a realistic goal:
keeping the pitch angle constant. Therefore, the following values were to define the reward
function:

Bart Helder Reinforcement Learning for Helicopter Flight Control



4-2 Model-based heuristic dynamic programming - three degrees of freedom 65

sreft = θref = 0

P =
[
0 0 0 0 1 0 0

]
Q =

[
1
] (4-4)

This control architecture was not found to be successful for any random seed and a variety
of hyperparameters. A sample run is shown in Fig. 4-2. It can be seen that both the
collective and cyclic react similarly, although they are offset by their respective trim points.
A consequence of using one integrated controller for two control channels is that it can be
hard to discern which control action lead to a change in reward. This is especially obvious
from t = 30s onwards: the large deviations of the pitch angle from its reference value cause
large changes in both control channels, further destabilizing the situation. From this, it was
concluded that a straight-forward application of the previously-used control architecture to
a higher-order model was not trivial, and that further simplifications should first be made
before additional complexity was added.

(a) Controlled states (b) Actions

Figure 4-2: MDHDP - 3DOF - learning cyclic rate control with a single agent

4-2-2 Learning pitch rate control with fixed-value collective

The second attempt simplified the control architecture to be more in line with what worked
in the 1DOF case. Control was limited to the cyclic, which followed a sinusoidal pitch rate
reference signal. The collective was kept fixed at the trim value, in order not to interfere
with the learning process of the cyclic. The results of this task are shown in Fig. 4-3. It
can be seen that these results are very similar to those obtained in the 1DOF case, falling
somewhere in between the performance of the best and worst agents as presented in Figs.
3-5 and 3-7, respectively. The agent is able to track the reference signal with 0.5◦/s accuracy
after approximately 15 seconds. These results are not ideal, but do show that it is possible
for HDP to learn to control the pitch rate of the 3DOF model in a moderate time span if the
influence of coupling is ignored.
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(a) Tracking performance and rewards (b) Control signals

Figure 4-3: MDHDP - 3DOF - learning rate control cyclic with fixed collective

4-2-3 Adding PID control for the collective

In the previous subsection, the collective dynamics were almost completely ignored. The next
step was therefore to add a separate controller for the collective, and find out how the coupling
between the two control channels influences the learning process. The results are shown in
Fig. 4-4. It can be seen that the addition of a controller for the collective channel positively
influences the learning of the cyclic. Although the time it takes for the reference to be followed
approximately remains constant at 20 seconds, the final performance is significantly better
than the previous effort. It is likely that the influence of the collective PID exposes the cyclic
agent to a wider range of state transitions. As the actions of the collective are effectively
hidden to the RL agent, they act as a source of temporally correlated noise, which has been
shown in Deep RL applications to positively influence learning for deterministic RL algorithms
[46].

(a) Tracking performance and rewards (b) Control signals

Figure 4-4: MDHDP - 3DOF - learning rate control cyclic with collective PID

After tuning the controller for pitch rate control, the same setup was used for direct pitch
angle control. These results are shown in Fig. 4-5. It should be noted that the period of the
reference signal is half that of the previous tasks, and that it takes the agent the same amount
of time to achieve good tracking performance. However, the final performance is not as good
as the rate tracking task: a slight phase delay can be observed, as well as an amplitude error
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of approximately 1◦. Comparing Fig 4-4b to 4-5b reveals two major differences. First, direct
attitude control takes longer to start learning than rate control does: it takes approximately
8 seconds before the first input on the cyclic is given, compared to 5 seconds for the rate
controller. Second, there is more oscillation in the learning phase of the attitude controller
than with the rate controller. The most probable cause for this is the smaller direct dynamic
relation between cyclic input and pitch angle. When an input is applied to the cyclic, the
pitch rate immediately increases, but its effect on the pitch angle only becomes apparent one
timestep later when the pitch rate is integrated. The HDP algorithm, which relies on the
first order derivative of the states with respect to the actions, seems to find it hard to capture
these kinds of relations.

(a) Tracking performance and rewards (b) Control signals

Figure 4-5: MDHDP - 3DOF - learning attitude control cyclic with collective PID

(a) Rate control (b) Attitude control

Figure 4-6: MDHDP - 3DOF - Comparing the non-tracked states of the rate and attitude
controllers

To complete the comparison of rate control versus attitude control, the remaining states of
both experiments are shown in Fig. 4-6. Although the reference signal in both cases is
a constant sine wave, significantly more variance over time is observed in the case of rate
control. This could lead to unstable training even in the case of perfect tracking performance
when the effect of un-tracked states spirals out of control, as can be seen in the body velocity u
in Fig 4-5a. In contrast, after a slightly slower and more chaotic start, the attitude controller
remains within a well-defined flight envelope for the remainder of this training. Furthermore,
this setup is simpler, as no additional controllers are needed to translate the required pitch
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angles to pitch rates, and training is more predictable. From this, it was concluded that direct
attitude control is in principle more desirable than rate control if the time to convergence is
similar.

4-2-4 Countering overfitting with more complex reference signals

In the 3DOF case, the input space is of low enough dimensionality that the resulting policy of
a training episode can be visualized in three dimensions. As an example, the policy resulting
from the training episode shown in Fig. 4-5 is shown in Fig. 4-7a for different values of θ
and

[
θ − θref

]
. It can be seen that there is a strong dependance on the actual pitch angle

where a weak dependance would be expected. This is an indication that the controller is
overfitting to the current training scenario. To test this hypothesis, a more complex reference
signal based on a sum of sinusoids was created. These kinds of compound sinusoids are often
used in manual control experiments because they are deterministic but hard to predict. The
results of a training episode following this signal is shown in Fig. 4-8, and the resulting policy
of this training episode is shown in Fig. 4-7b. It can be seen that, although the convergence
takes a similar time, the final tracking performance has significantly improved with respect
to the previous scenario. Furthermore, a certain dependance on the actual pitch angle can
still be seen, but it is significantly smaller than the first case. A certain degree of dependance
is to be expected, because the attitude of the helicopter affects its dynamic response. It
was concluded that a more complex reference signal can improve training performance, by
reducing the effect of overfitting to the training scenario.

(a) (b)

Figure 4-7: Policies resulting from different reference signals, showing a large degree on overfit-
ting on the left

4-2-5 Adding reinforcement learning control for the collective

The next step about the learning process of the cyclic, the focus was shifted to training a RL
controller for the collective. The first approach was to take the pre-trained cyclic actor and
have it follow the same reference signal as used in Fig. 4-8, and replace the collective PID by
a RL agent. The tracking task for the collective agent was to keep constant altitude in face
of large variations of the pitch angle. Since altitude variations (in meters) encountered in any
sample manoeuvre are generally of higher magnitude than angle deviations (in radians), a
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scaling factor of 0.1 was added to the reward function to keep the reward in the same order of
magnitude as encountered in the cyclic experiments. This yielded the following parameters
for the reward function:

sreft = href = 0

P =
[
0 1 0 0 0 0 0

]
Q =

[
0.1
] (4-5)

The results of the first experiment are shown in Fig. 4-9. It can be seen that the collective
controller, like the cyclic, converges in approximately 20 seconds. During pitch angle varia-
tions of ±20◦, the trained controller manages to keep altitude variations below 1m. To fully
judge the efficacy of the resulting controller, the altitude profile it produces is compared to
that of the PID controller used in the training of the cyclic in Fig. 4-10. It can be seen
that the resulting RL controller has significantly smaller altitude deviations than the PID
controller used for training the cyclic.

The final part of this phase in the research was to train both controllers concurrently, with-
out stopping the episode in between. This was not found to be possible with the current
architecture, which used a single, shared critic: all episodes would diverge. To improve the
performance, the controller was split up into two separate agents with their own actor and
critic, yielding an architecture similar to that described in Part I, Sec II-A. A sample episode
with this setup is shown in Fig. 4-11. It can be seen that the addition of a separate critic for
each actor allows both agents to train concurrently, and that the performance of this setup
is comparable to the previous scenarios where both agents were trained separately.

(a) Tracking performance and rewards (b) Control signals

Figure 4-8: MDHDP - 3DOF - learning attitude control cyclic with collective PID and a more
complex reference signal.
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(a) Tracking performance and rewards (b) Control signals

Figure 4-9: MDHDP - 3DOF - learning altitude control collective with a fixed, learned cyclic

Figure 4-10: Comparison of the altitude tracking performance of the RL controller (top) and
the previously used PID controller (bottom)
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(a) Tracking performance and rewards (b) Control signals

Figure 4-11: MDHDP - 3DOF - training both channels concurrently

4-3 Replacing model gradients with online estimates

In the previous section, model-based HDP was shown to be able to learn to control a 3DOF
helicopter model online. The next step in the research was to remove the dependence on
the known model. This corresponds to Phase A-2 in Fig. 4-1. An incremental model was
estimated online via recursive least squares following the method described in Part I, Sec
II-C. The pre-calculated model gradients used previously were the replaced by appropriate
rows and columns of the state- and control matrices of the incremental model, yielding the
IHDP algorithm [72]. This adds an extra layer on complexity to the controller, which was
assumed to negatively affect its performance, but enables online learning without any model
knowledge.

4-3-1 Incremental heuristic dynamic programming

In Fig. 4-12, the results of a training episode using the IHDP controller for attitude control
is shown. It can be seen that the collective performs reasonable, but the cyclic does not
converge to the same performance seen in the previous experiment. This performance decay
with respect to the model-based variant described in the previous section is attributed to
the difficulty in estimating the model gradients. To aid in this, an input excitation signal
was added to both control channels in the early stages of the episode. In this experiment,
the excitation was a triangular wave. In Fig. 4-13, the corresponding control effectiveness
estimates are shown, and it can be seen that this shape of input excitation does not lead to
stable estimates of the control effectiveness. The estimate of ∂z

∂θ0
flips sign multiple times.

This was hypothesized to be caused by a lack of variety for the incremental signal, as in a
triangular wave the action increment is equal in every timestep. It was found that a sinusoidal,
exponentially decaying input excitation did lead to stable estimates, as this signal exposed
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the RLS system to a larger variety of state-action pairs. This is shown in Fig. 4-14, where it
can be seen that with the new excitation, both the cyclic and collective gradients are quickly
estimated and remain stable thereafter.

(a) Tracking performance and rewards (b) Control signals

Figure 4-12: Incremental HDP with triangular input excitation applied to the 3DOF helicopter
model

4-4 Scaling up to six-degrees-of-freedom

The next step was to assess the performance of the IHDP system on the 6DOF helicopter
model that would be used for the final experiments and was presented in Part I Sec III-A,
corresponding to Phase A-3 as shown in Fig. 4-1. To reduce the complexity, the cyclic would
once again have a pitch rate reference signal. None of the experiments with this setup were
successful; a sample episode is shown in Fig. 4-15. Either the cyclic or the collective would
fail in every experiment as a result of the cross-coupling effects that appeared in 6DOF. It
was concluded that IHDP is not powerful enough to control a 6DOF helicopter model online,
and that the more powerful IDHP architecture was required.

4-4-1 Incremental Dual Heuristic Programming

The final phase before the experiment was to implement the IDHP framework described in
Part I, Section II-A. IDHP was shown to be more powerful than the IHDP framework used
in the sections above. The implementation was first verified in 3DOF, the results of which
are shown in Fig. 4-16.

Finally, using the same setup, a rate tracking experiment similar to that in Section 4-4 was
performed. A sample episode is shown in Fig. 4-17. It can be seen that, with the new IDHP
framework, the controller was able to reliably learn to control the 6DOF helicopter model.
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4-5 Conclusions

In this chapter, the steps taken in scaling up from the 1DOF experiment in the prelim to the
6DOF experiment in the paper were shown. From these steps, a number of conclusions were
drawn. First, direct attitude control was found to be more desirable than a rate controller
with added outer loop control. Second, the use of a PID controller for the collective while
the cyclic was training was found to significantly improve the learning speed and final per-
formance. Third, when using HDP, a decoupled architecture where the cyclic and collective
controllers had their own critics was able to control the more complicated models where a
unified approach could not. Fourth, the use of an exponentially decaying sinusoidal input
excitation early in training significantly improves the performance of the incremental RLS
estimator used in the IHDP and IDHP frameworks. Finally, IDHP was shown to be able to
control the 6DOF model in a simple training scenario where IHDP could not, confirming that
IDHP is the more powerful algorithm. This knowledge was used in the design of the training
scenario and experiments presented in Part I.

However, some discussion on these conclusions is warranted. In the 3DOF case, a trade-off
was made between having two separate controllers for the two control channels, or a single
unified controller. Based on the results of applying HDP to the 3DOF model, the separate
controller strategy was found to be more reliable, and therefore this setup was also used on
the 6DOF case. This approach was however not validated when switching to IDHP. Therefore
it is possible that there is still performance gain available when trying a more unified setup.

Overall, in retrospect, the whole model-based HDP controller should have been dropped
much earlier, and IDHP should have been implemented much sooner. A lot of time was lost
researching the intricacies of HDP and getting it to work on borderline-stable cases, but that
knowledge was not useful for the final experiments. A more useful timeline would have been
to implement and compare IDHP on the 1DOF case, and then move up in helicopter models.
Figure 4-18 shows the suggested work order for future research in this topic.
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(a) Collective (b) Cyclic

Figure 4-13: Online estimates of the control effectiveness of the cyclic and collective using a
triangular excitation signal

(a) Collective (b) Cyclic

Figure 4-14: Online estimates of the control effectiveness of the cyclic and collective using a
exponentially decaying sinusoidal excitation signal
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(a) Tracking performance and rewards (b) Control signals

Figure 4-15: Incremental HDP was not able to follow both reference signals in six degrees of
freedom

(a) (b)

Figure 4-16: Incremental DHP applied to the 3DOF helicopter model
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(a) (b)

Figure 4-17: Incremental DHP applied to the 6DOF helicopter model
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Figure 4-18: The steps suggested for future researchers in this field are shown in green, contrasted
with the actual steps taken in red.

Bart Helder Reinforcement Learning for Helicopter Flight Control



Chapter 5

Additional hyperparameter search

In the experiments presented in Part I, the learning rates of both agents were set heuristi-
cally. Afterwards, it was deemed that a more thorough grid search into the validity of this
choice was necessary. In Figs. 5-1 and 5-2, the hyperparameter grid search is repeated for
nine combinations of learning rates for the actor and the critic of the cyclic agent, for 100
random seeds each. In turn, each of Figs 5a and 5b from Part I is now replaced by a grid
of three by three plots with the same experiment for a certain combination of learning rates.
In each figure, the average performance metric is denoted by solid lines, while the shaded
areas indicate the standard deviation of the data. Increasing values of target critic mixing
factor τ are indicated by darker colors, while increasing values for the neural network weight
initialization standard deviation σw are indicated by thicker lines.

In Fig 5-1, the training success rate is plotted against discount factor γ. The same general
trends from Part I can still be observed. Higher values of τ are correlated with higher success
rates for all combinations of learning rates, indicating that the use of a target critic is not ad-
vised in this implementation. Furthermore, higher discount factors and weight initializations
decrease the success rate, although most implementations without target critic remain stable
up until γ = 0.9.

In Fig 5-2, the final training performance, denoted in the root-mean-square of the tracking
error in the last 10 seconds of training, is plotted against discount factor γ. Except for the
extreme cases with ηc = 10, there is a strong general trend showing higher discount factors
increase final performance. It should be noted that failed runs automatically had a final
’performance’ of zero, so all entries that end up on the x-axis should be disregarded as these
had zero successful runs.

When comparing the two sets of figures, it can be seen that the original choice of [ηa = ηc =
5, γ = 0.95, σw = 0.01] has the combination of 100% success rate and top-tier rms of approx-
imately 0.009. The only combination of parameters with significantly better performance is
[]ηa = 5, ηc = 2, γ = 0.99]. This combination showed a single failure in training its average
final performance rms is slightly lower at 0.006. Ultimately, these results show that the orig-
inal choice for hyperparameters was done judiciously, and the results that follow from this
choice remain valid.
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Figure 5-1: Success rate versus discount factor for a variety of hyperparameters
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Figure 5-2: Final tracking performance versus discount factor for a variety of hyperparameters
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Conclusions and recommendations
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Chapter 6

Conclusions

Reinforcement learning has shown to be a promising avenue for adaptive flight control. The
novel IDHP framework has shown to be capable of learning a near-optimal control policy
for a nonlinear, six-degree-of-freedom fixed wing aircraft model. Compared to fixed-wing
aircraft, helicopters are inherently unstable with more coupled, complex dynamics. Therefore,
applying IDHP to rotorcraft seemingly has a greater risk of aircraft loss-of-control before
the adaptive controller manages to learn a control policy. This thesis research investigates
whether online reinforcement learning control is possible for full-scale rotorcraft, and how
best to implement such a controller. The formal research objective that has been stated in
Chapter 1 is repeated here.

Research objective: Develop an online, nonlinear, model-free, adaptive flight control sys-
tem for full-scale helicopters by investigating the applicability of novel reinforcement learning
frameworks on a high-fidelity helicopter model, with the purpose of designing a system capable
of both normal flight and one-engine inoperative flight.

To fulfil this objective, five research questions have been stated which have been answered
throughout the preliminary and main thesis phases. The final conclusions based on the
research questions are stated below.

RQ1: What is the state-of-the-art of reinforcement learning for helicopter flight control?

a What is the current state-of-the-art in helicopter flight control?

b What is the current state-of-the-art in continuous RL control?

First, the basics of helicopter control and maneuvers were explained, after which a closer look
was taken at automatic flight control. Currently, most helicopter FCSs are designed with
gain-scheduling and PID loops. However, a novel approach based on Incremental Nonlinear
Dynamic Inversion has shown great results [18], and can be seen as the current state-of-the-art
in helicopter control. This answer RQ1-a. Next, the most important concepts in reinforcement
learning were explained. This led up to the state-of-the-art in RL, which is studied in two
perspectives: Deep Reinforcement Learning (DRL) and Approximate Dynamic Programming
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(ADP). The DRL perspective focuses on modeling complex end-to-end relations, such as
locomotion from raw pixel input. This often requires thousands of trials, making DRL not
suitable for online flight control. Nevertheless, the field has yielded significant innovations
that can be adapted for an online system. The ADP perspective focuses more on online control
and stability, and the novel incremental ADP frameworks have removed the need for an offline
training phase. Finally, a review of some literature on RL for helicopter flight was done. For
the purpose of this research, IDHP is the state-of-the-art algorithm in online RL for flight
control. It is unknown if the highly coupled and non-linear dynamics of a full-scale helicopter
can be reliably learned online without loss of control. To conclude, the improvements in both
DRL and ADP make for the answer to RQ1-b.

RQ2 What is the proposed baseline framework for adaptive, online flight control for a full-
scale helicopter model?

a Which RL framework is most suited for helicopter flight control?

b What should the flight control architecture of the adaptive controller be?

c What is the performance of the proposed system implemented on a simplified helicopter
model?

IDHP, together with the results of the literature review, is chosen as the baseline framework for
this task (RQ2-a). A simpler variant called HDP has been used for the preliminary research as
the IDHP algorithm is more complex to implement and validate than other ADP algorithms.
Since HDP is known to be a weaker control algorithm than DHP, it is hypothesized that
the succesful application of HDP is a strong indicator DHP is also suited for the task. The
framework controlled the body rates of the helicopter in order to reduce the complexity of
the learning task and increase convergence speed (RQ2-b). The HDP controller was shown
to be able to learn to control a simple helicopter model online in 100 out of 100 episodes,
answering RQ2-c.

As a closing remark in answering RQ2, IDHP provides a good balance between complexity
and performance, and a reduced need for model knowledge of the controlled system. To
improve the learning stability and convergence speed of the algorithm, the novel ideas from
DRL presented here are seen as promising additions to IDHP.

RQ3 How does scaling up to controlling more complicated helicopter models affect the adaptive
control system?

The complete six degree of freedom helicopter model has a number of pitfalls compared to the
simple system used for the preliminary research. Firstly, significant coupling exists between
the four control channels. Small steps in increasing controller complexity and helicopter
model degrees of freedom were taken to combat this without losing view of the end goal.
Lessons learned in the 3DOF case were successfully used to make online control of the 6DOF
helicopter model possible. Second, there are numerous different control architectures that
place the learning system in various locations in the complete control architecture. The
simplest implementation uses IDHP only for inner-loop rate control and PID controllers for
all outer loop work. On the other extreme, all controllers could be learned, although this is
not likely to be feasible in the context of online adaptive control.
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RQ4 How can the proposed RL framework be modified to improve controller adaptability and
learning stability?

The baseline framework introduced in [81] has two novel features. Firsly, a target critic,
originally a DRL innovation, was used to improve learning stability at the cost of learning
speed. Secondly, RL was only used for inner-loop rate control, and was combined with outer
loop PID control for navigation. In this implementation, direct pitch angle and altitude
control was used. This was found to perform equally well as rate control with PID attitude
control, but with lower complexity. Furthermore, the target critic was found to decrease both
the final performance as well as the success rate in training in the current implementation.
More in-depth analysis has shown that the main reason for this is the increase in learning
stability was outweighed by the decrease in learning speed. Concretely, most failures in the
scenario with target critic have been caused be excessive roll or yaw angles. Most failures
without target have been caused by parameter explosion. This leads to the conclusion that
any new additions to an existing framework should be carefully weighed before applying them
to novel situations. More specifically, in any application of the novel IDHP framework, the
target critic mixing factor τ should remain an important optimization hyperparameter.

RQ5 What is the overall performance of the RL flight controller design?

1. How quickly does the learning process of the controller converge?

2. How does the RL controller generalize to different flight regimes?

3. What are the online fault-tolerant capabilities of the system, both for normal flight and
one-engine inoperative flight?

The proposed setup allows for reliable convergence in a relatively short training phase of
120 seconds. The first minute of this is focussed on the longitudinal cyclic agent, and the
second minute is focussed on the collective agent. The appropriate hyperparameters were
found through an extensive grid-search. Using these hyperparameters, both agents start
tracking the reference signal after approximately 10 seconds each, and take the rest of their
respective training periods for fine-tuning. This approach yielded a 100% success rate in
training, answering RQ5a. Two maneuvers have been designed to test the performance of
the controller: a modified ADS-33 acceleration-deceleration and a one-engine inoperative
landing. The acceleration-deceleration was successful in 84% of cases. Of the 16 failures,
two were due to excessive altitude gain. The other fourteen were attributed to excessive
collective-pedal coupling. This leads to pedal saturation causing yaw angles in excess of
30◦. In reference literature on the used helicopter model, a similar trend was observed in
the same manoeuvre. It was found that the modeled collective input is significantly higher
than the input of comparable real-life flight test data. As a result, it is not clear whether
this failure can be purely attributed to controller failure. The one-engine inoperative landing
was successful is 100% of the simulations, showing very similar results throughout different
random seeds. From this it can be concluded that the system is capable of both normal and
one-engine-inoperative flight with relatively little trouble.

In this thesis, the application of the IDHP framework for control of a full-scale helicopter
model was presented. The presented controller converges quickly and reliably, and is able to
perform aggressive maneuvers in the longitudinal plane after a short training. Ultimately, it

Reinforcement Learning for Helicopter Flight Control Bart Helder



86 Conclusions

can be concluded that IDHP is a viable framework for helicopter flight control, capable of
both aggressive maneuvering and one-engine-inoperative flight.
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Chapter 7

Recommendations for future work

A number of lessons were learned during this research. This chapter contains the recommen-
dations for future research in this novel field.

Inclusion of the lateral control channels
In this thesis, only the longitudinal cyclic and collective were controlled by RL agents, while
the lateral cyclic and pedal were controlled by PID controllers. Therefore, maneuvers were
chosen that minimized intentional lateral motion. The next step in this research would be
to extend the controller to all four input channels, and perform both longitudinal and lateral
maneuvers. One maneuvers especially suited for testing a novel integrated controller would
be the ADS-33 pirouette.

Controller architecture
Separate agents were used for the longitudinal cyclic and collective, but this approach was
based on lessons learned for a simpler control system applied to a simpler model. Future
implementations should re-evaluate these choices, and, where possible combine and harmonize
controllers by having one agent control more than one input axis. In this way, a control system
could potentially make use of control couplings in a way that multiple loose controllers could
not.

Addition of stochastic elements
Three important assumptions were made in this research which are not true in real life.
Firstly, higher order dynamics were largely ignored in the helicopter model used. The addition
of flapping and inflow dynamics might invalidate some of the results, even while the Bo 105 is
known to be a relatively responsive helicopter. Secondly, measurements were assumed to be
clean and synchronous. The addition of sensor dynamics and measurement noise is expected
to affect the RLS model especially. The extent of this effect could be investigated as the
IDHP system strongly depends on the accuracy of the RLS estimates. Finally, turbulence is
not taken into account. Removing this assumption might actually benefit the system. In [20]
it was shown that the system noise introduced by turbulence improved the convergence rate
and chance by de-correllating sequential measured states.

Adaptive learning rates
In this implementation, the learning rates were kept constant throughout training. They
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were reduced once with a constant factor during the test phase. Adaptive learning rates have
been widely shown to improve the performance of reinforcement learning tasks both in ADP
and DRL, but many different implementations exist. A comparison of different methods for
setting adaptive learning rates applied to flight control would benefit this area of research.

More advanced reward function
One problem with a reward function based around setpoint tracking is that the controller will
constantly attempt to ”catch up” to the new setpoint in almost any scenario. This results
in a constant (though small) negative reward, even when a very accurate trajectory is flown.
This leads to progressively more aggressive policies over time. In this thesis, this problem
was reduced slightly by passing reference velocities through a low-pass filter before calculating
tracking errors. However, as a result of this, the performance depends highly on the value of
the low-pass filter time constant. Another solution to this problem, first presented in [6], is to
base the reward not on the actual tracking deviation, but on the deviation from an idealized,
desired trajectory.
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