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Introduction

Turbulence is a physical phenomenon that is ubiquitous in engineering. No matter it is an internal flow such
as fluid inside pipes and channels or exterior flows like the air surrounding airplanes and vehicles, turbulence is
prevalent. Turbulent flows are characterized by their chaotic nature and the wide range of length and time scales
they occupy, which pose a great challenge in understanding and predicting them. Modelling turbulent flows has
thus long been an important research topic over the past half-century.

The exact description of fluid flows is given by the Navier-Stokes equations when the continuum assumption
applies. However, the computational cost of directly solving for the N-S equation (DNS) in high Re number flows
is forbiddingly high, as it grows cubically (Re®) with regards to the Reynolds number [1]. Simulating turbulent
flows with tractable costs requires extra modelling efforts. The most commonly used flow simulation technique
is RANS (Reynolds-averaged Navier-Stokes). The idea is to decompose the turbulent flow into the mean flow
field described by the RANS equation (primary equation) and the fluctuating velocity field whose influence on the
mean flow field is modelled by turbulence closures.

The construction of closure models usually involves a combination of physical understanding and a calibration
procedure accommodating simple canonical flow cases. However, the direction towards a better model is not
clear due to a large amount of empiricism involved, and the calibration procedure is limited by the capability
of incorporating various flow cases. There is no foreseeable breakthrough following the traditional strategies.
Researchers have been actively searching for a new line of thought for the turbulence modelling problem. Recent
developments in machine learning techniques have attracted people’s attention. Interdisciplinary study on machine
learning and turbulence modelling provides promising results and opens up novel solutions to this long-standing
closure problem [2]. By utilizing the high expressive power of machine learning algorithms such as neural
networks, it is possible to make use of a much larger data set and obtain more universal turbulence models.

In the practice of developing machine learning-based turbulence models, it is found that the model performance
can be greatly improved by embedding the known physics [3—6], especially when the data available is limited.
Most of such works aim at embedding the symmetry of the turbulence flow. This refers to the invariance properties
of the flow under transformations of the coordinate system. The transformations refer to translation, rotation
and uniform motion(Galilean invariance) of the reference frame. The idea here is the same as constructing a
physics-based model. Only when the physic constraints are satisfied, can the model be qualitatively correct.
Another property of turbulence flows that is seldom incorporated in data-driven turbulence models (either physics
-based models) is its nonlocality. It is the major paradox that is encountered in turbulence modelling problems[7].
In local data-driven models, the mapping is built between local flow derivatives (velocity gradient and its linear
or nonlinear combinations) at that point of interest [5, 8, 9]. Whilst such local models are only applicable under
the assumption that there is a local balance between the production, redistribution and the dissipation of the
Reynolds stress [10]. The real physics, in contrast, shows that the turbulence quantities at one point are not only
determined by the local flow field but they are also greatly influenced by the upstream flow structure or boundary
conditions [11].

In this thesis, a novel non-local neural network turbulence model is developed to reproduce the traditional k — ¢
turbulence model. The non-local architecture follows the framework proposed in [12]. In the proposed framework,
a mapping between mean flow feature vectors q in a stencil surrounding the point of interest and the turbulence



quantities at that point is built using neural network training. The highlight of the proposed architecture is the
integration of all the invariance properties, especially rotation invariance and permutation invariance. For a
complete validation of the proposed framework, the well-trained neural network is coupled back with the RANS
equation solver forming a closed model. Its performance is proved in the coupled setting for both interpolation
and extrapolation flow cases. A simple diagram of the framework is presented in Figure 1.1. The network is
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Figure 1.1: Simple diagram of the framework. A stencil near the downhill is visualized as an example. The mesh is sampled every 4 and 10
points for a clearer view.

composed of two parts, the embedding network and the fitting network. In the embedding network, higher-level
representations of the set of input mean flow features are extracted through a nonlinear transformation of multilayer
perceptron (MLP). The fitting network as indicated by its name fits the neural network to the proper mapping
between the inputs (both outputs of embedding network and input feature matrix) and the outputs (turbulence
quantities k and €). The workflow starts with a set of input feature vectors of the stencil enclosing the point of
interest. Before entering the network, we distinguish the frame-independent features such as velocity magnitudes
from the frame-dependent vector features such as the velocity components. The frame-independent features
(referred to as c) of each stencil point are fed individually into the embedding network, in which frame-independent
encoding functions for each stencil point are generated. Then the complete set of input features (all feature vector
q in the stencil) are projected to the encoding functions (can also be viewed as averaged over the stencil with
the encoding functions as the weight). This step guarantees the permutation invariance of the input point set. To
achieve rotation invariance of the frame-dependent features, a pairwise projection ql.qu-r is also performed before
entering the fitting network. The steps for achieving permutation and rotation invariance take the form of a linear
transformation. In this way, the input matrix of the fitting network has all the desired invariance properties. Matrix
2 is then input to the fitting network, in which the final output turbulence kinetic energy k and turbulence kinetic
energy dissipation rate ¢ are obtained. Details of the methodology and proof of invariance properties are provided
in Chapter 4.

Similar to PDE based closure models, the performance of the neural network turbulence model is only verified
when it is placed under the coupled setup, in which the turbulence quantities predicted by neural network model
are fed back to the RANS equation solver. In this way, the interaction between the primary equation and the
neural network turbulence model is inspected. It is a particularly challenging problem for neural network models.
Because when coupled with the primary equation and participating in the solver iteration, the model is dealing
with unconverged flow fields most of the time. In other words, it is related to highly extrapolated cases, in
which the behaviour of the network is usually unpredictable. Studies have shown that the RANS equation can
be extremely sensitive with regards to the Reynolds stresses [13]. This poses an extra challenge to the closure
model performance. Besides, neural networks are notorious for their opaqueness and lack of interpretability [14],
which brings difficulty to tuning the model according to the needs. In our work, the obtained network is tested in
numerical experiments in the coupled setup. Its stability is thus proved.

The advantages of our model can be concluded as its nonlocality and strict symmetries as mentioned earlier. Our
model takes in information from the neighbouring region and is more likely to capture the real flow physics.
Compared to other approaches for attaining nonlocality, such as those based on CNN (Convolutional Neural
Network) [15-18], the proposed model strictly ensures symmetries. One of the major drawbacks of CNN is a
lack of geometric invariance [19]. General practice for improving invariance is applying augmented dataset [3,
20], in which the input data is transformed by translation and rotation. The enlarged dataset is then fed into
the network such that the network acquires certain robustness towards variations of the input data coordinate
system. As implied by the procedure, there is no guarantee of the invariance properties of the model. Minor
violation of the symmetries may not influence the classification problem of image recognition, for which CNN
is initially developed [21]. However, in a physics modelling scenario, it may lead to intrinsically wrong results
or even breakdowns of the simulation. Considering the stringent requirement of physics modelling, having solid
invariance properties is a huge advantage of our framework over others.
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The work presented in this thesis is build up upon the work in [12], in which the network architecture is applied to
a passive scalar (can be regarded as concentration) transport equation in laminar flows. Compared to the previous
work, the current one is more challenging in several aspects: (1) with higher Reynolds number, the mean flow field
has a more complex pattern. The thinner boundary layer indicates more rapidly varying velocities spatially. (2) the
transport equations of the turbulent quantities have more complicated form than that of the concentration transport
equation, e.g. the concentration transport equation is a single PDE, while the turbulence quantities are described by
two coupled PDEs. Specifically, the span of the turbulence quantities are much larger than that of the concentration
field, which makes them numerically hard to deal with. (3) the turbulence quantities have strong influence on the
mean flow field, whilst the concentration is passively transported by the mean flow field. The neural network
turbulence model is trained by and evaluated against k — & model [22]. Its accuracy and applicability are thus
restricted by the low fidelity training set. The objective here is neither to replace nor to surpass the k — & model
with neural networks. The work presented serves as a proof of concept regarding the applicability of the non-local
framework to turbulence modelling problems. A future plan is to modify the network to accommodate tensor
outputs. In this way, it can then be easily transplanted to the problem of predicting Reynolds stress tensor and
potentially demonstrate more merits over traditional models.

The following thesis report consists of 5 chapters. In Chapter 2, a thorough literature review on data-driven
turbulence modelling is presented. Chapter 3 provides the fundamentals of CFD and machine learning techniques
related to the thesis work. Chapter 4 introduced in detail the methodology of the proposed framework, including
the data generation, data pre-processing, neural network architecture, network training and the coupling between
neural network and numerical solver. Chapter 5 is for major results and discussion. In Chapter 6, the thesis work
is concluded briefly and suggestions for future works are given.






[iterature review

In this chapter, a literature review on machine learning and its application in physics modelling, especially
turbulence modelling is presented. Section 2.1 provides a concise description of the development of major machine
learning approaches. Attention is paid particularly to random forests and neural networks since they are the most
frequently used approach in physics modeling. Section 2.2 presents machine learning-based physics modelling
that is relevant to the thesis work. The review is not restricted to turbulence modelling considering that some
application scenarios in other physics fields share large similarities to turbulence modelling. Section 2.3 discusses
the latest developments in traditional turbulence modelling as the background of the rising data-driven modelling.
Finally, Section 2.4 summarizes the recent progress in data-driven turbulence modelling, under which the thesis
work is carried out.

2.1. Machine learning

Machine learning is one of today’s most flourishing fields of study. It has developed rapidly during the past two
decades, thanks to the abundance of data and lower cost in computation [23]. Machine learning can be concluded
as an optimization problem, that is, how to improve the performance of a system under certain metrics through
the training process. In comparison to traditional optimization problems, machine learning programs are not
hard-coded. Instead, they automatically adapt to the needs [24] by learning from the data.

Machine learning methods can be grouped roughly into supervised learning, unsupervised learning, and reinforcement
learning. In supervised learning, a dataset composed of pairs of desired outputs (labels) and inputs (features) is
required. Based on this, the algorithms infer a function mapping the input to the output by analyzing the training
data. Unsupervised learning in comparison requires no labels. Patterns in the data are found by the algorithms
on their own. In reinforcement learning, the program interacts with an environment, from which it can receive
feedback and adapt itself. There are also other machine learning approaches that don’t fit well into the three
category framework, such as topic modelling and meta-learning.

Among the three categories of machine learning approaches, supervised learning is probably the most widely
used. Although the outcome of supervised learning is a function mapping between inputs and outputs, the form
of the mapping is not necessarily a mathematical expression. There is a huge variety of them, the most common
ones are decision trees, random forests, neural networks, Bayesian classifiers, etc [23]. Algorithms are developed
for the optimization of each form. They are introduced in the following part of the section.

Decision trees are classifiers characterized by a hierarchical structure of questions that are about the features
of the items. By answering the questions from the root to the leaf of the tree, the item can be sorted into a
class [25]. When decision trees are combined together and form ensembles, they are called random forests. In
random forests, each tree is grown on randomly sampled vectors. The random forest’s prediction is the class
chosen by decision trees the most. The first random forest algorithm is proposed by Ho [26] and later developed
by Amit and Geman [27], Dietterich [28], and Breiman [29]. A theoretical analysis of the generalization error of
the random forest algorithmss is provided by Breiman [29]. A detailed review of the theoretical study of random
forest algorithm is provided in [30].

Neural networks are multilayer networks of neurons, which are simple processors with a certain activation function.
Neurons in the input layer receive information outside of the system and get activated. Neurons in the following

5



layers react to the weighted sum of the previous layer and give an output. Details of the working principle and
architecture are presented in Chapter 3. Neural networks have been around for a long time. The initial idea of
neural networks dates back to the 1950s or even earlier. The feedforward multilayer perceptron neural network
architecture, as well as convolutional neural networks, were proposed [31, 32]. An efficient backpropagation
training method that enables deep neural network architecture (networks that have multiple hidden layers) was
proposed later in the 1980s by Parker [33] and LeCun et al. [34].

Deep neural networks were proved to possess larger representation power compared to shallow neural networks.
Its multilayer architecture allows the abstraction of a hierarchical representation of the input. However, there
are still challenges remaining on deep neural network training. One of the biggest problems is the vanishing
or exploding gradients which is first identified by Hochreiter. For gradient-based training, the derivatives are
calculated based on the chain rules traversing from the final layer to the input layer. As the network gets deeper,
derivatives from multiple layers are multiplied together. This leads to exponential growing derivatives when the
derivatives are large or vanishing derivatives when they are small. The derivatives positively decide the steps
taken in the training iteration. If the steps are too large, the weights will grow unlimited and the network becomes
unstable. On the other hand, if the steps are too small, few changes are made to the network and the training
process is slow. The gradient exploding and vanishing problem can be partly alleviated by gradient clipping,
proper initialization, etc. A review of the studies regarding this fundamental problem is presented in [36].

In recent years, various deep learning models are developed for different purposes. In terms of non-local models,
which are closely relevant to the thesis work, one of the important types is the pointNet developed by Qi et al. [37].
The proposed network architecture is specialized in the point cloud geometric data structure, which is simply a set
of unstructured points. The core feature of the architecture is that it is invariant under permutation of the inputs.
The network is proved to be capable of approximating any continuous set functions by theoretical analysis. The
model performance is evaluated in numerical experiments on 3D object classification, part segmentation and
semantic segmentation problems. Based on the pioneering work of PointNet, Qi et al. introduced a hierarchical
neural network called PointNet++, in which the input point set is partitioned recursively such that the network is
able to extract features of a range of scales. A comprehensive review of deep learning for point clouds including
variants of PointNet and other methods (convolution and graph-based networks) is presented in [39].

Another type of non-local model that is usually used in image recognition problems is the convolutional neural
network (CNN). It is a regularized version of fully connected neural networks. The idea is to look at only part
of the input data at a time instead of the entire input. In this way, the network is able to learn the basic elements
in the small scales rather than remembering the complex aggregate and thus avoiding the problem of overfitting.
According to this idea, the input matrix is segregated into small patches. The patches cover the entire input and
have overlaps in between. Lying at the centre of a CNN are the kernel (or filter) and the convolution operation it
applies to the input. The kernel is a 2D array of weights that has a smaller size than the input data corresponding
to the size of patches. It is like a small window that the network can look into or a pattern that the network can
compare the input with. What CNN do is performing a scalar product between the kernel and the patches in the
input data array. It is done in a systematic way, following certain orders such as left to right and top to bottom, like
a sweep over the input. The scalar products of all the patches form a "filtered" input data array, called the feature
map. The feature map can be dealt with regularly, such as being passed to an activation function.

2.2. Machine learning-based physics modelling

The application of machine learning can be found in almost all fields of science and engineering. In this section,
some of the machine learning models developed for general physics modelling problems are summarized. These
previous works can be instructive in the application of machine learning in the specific field of turbulence modelling.
Besides, works done in other fields that share similarity with turbulence modelling is also introduced, from which
the inspiration of the proposed framework is drawn.

In terms of physics modelling in general, Raissi et al. [40] introduced the idea of physics informed deep learning.
The paper points out that for physics modelling, although the data available is usually limited, there exists
prior knowledge that can be utilized. The prior knowledge can be either governing equations or empirical
equations from expertise. The paper also introduced the two classes of data-driven modelling problems, namely
the data-driven solution and the data-driven discovery. The former refers to using data-driven techniques to
find solutions. The latter is the inverse problem of finding the governing equations. In terms of the former
problem, Raissi and Karniadakis introduced a paradigm called hidden physics model [41]. Considering that the
data acquisition for many of the physics modelling problems is very expansive, they proposed a framework that
is capable of leveraging the law of physics and extracting the underlying pattern of high-dimensional data in a



data-efficient way. Such a model is useful when the data is limited and the governing equation is known, such
as reconstructing flow field from Particle Image Velocimetry (PIV) data. Zhu et al. proposed a methodology
for high-dimensional surrogate modelling with limited data. The neural network is trained by incorporating the
governing equations to the loss functions instead of using the labelled data. The model is proved to generalize
better than the models trained with data. Berg and Nystrom [43] used a deep neural network for solving PDE with
complex geometries, in which the classical mesh-based method fails. The benefits of increasing the number of
hidden layers (deeper network) are also shown.

On the other hand, attempts are made on approximating governing equations by data using deep neural networks
(the second class). The goal is to gain a novel understanding of physics from a large amount of data. Long
et al. [44] developed a deep neural network called PDE-Net, in which the underlying PDE physics model can be
discovered. All the convolution kernels are constrained in a way that the expressive power is reserved and at the
same time, the governing PDE can be identified easily. The proposed network is tested on convection-diffusion
equations. Based on PDE-Net, a numeric-symbolic hybrid deep network named PDE-Net 2.0 is developed [45],
in which a symbolic network is used to uncover the response function. By introducing the symbolic network,
no assumption on the type of the PDE needs to be made. Thus the network is able to approximate governing
equations of dynamic systems whose form is unknown. Champion et al. proposed a network that is capable of
discovering quantitative descriptions from scientific data. The key part of the network is a deep autoencoder
network that can transform the data into a reduced space, in which the representation of the dynamic is sparse.
The approach is demonstrated on the high-dimension systems and 2D systems. Qin et al. [47] proposed a residual
network (ResNet) that is able to learn the governing equations of dynamic systems based on trajectory data. The
properties of the proposed method are shown in numerical experiments on linear ODEs and nonlinear ODEs. Sun
et al. [48] proposed a neural network structure that is similar to ResNet but with the layers replaced by MLPs. The
new structure is capable of achieving higher accuracy for complex spatio-temporal dynamic systems. Rudy et al.’s
work pays special attention to the signal noise of observations. Instead of denoising the data prior to learning or
averaging out the error leveraging a huge amount of data, they treat the measurement error also as unknown that
needs to be identified. The network’s robustness is proved in various canonical cases.

Neural networks are also applied to other classes of problems. In the framework proposed by Hesthaven and
Ubbiali [50], neural networks are applied to reduced order modelling problems. The reduced basis is extracted by
proper orthogonal decomposition (POD). Whilst, the coefficients of the reduced-order model are approximated by
deep neural networks. Karumuri et al. [51] developed a solver-free deep residual network approach for stochastic
partial differential equations. The approach is demonstrated on high-dimensional uncertainty propagation problems.
By using the proposed method, the forward evaluation in response surface modelling can be done efficiently and
thus the curse of dimensionality is alleviated.

In understanding the network architecture used in the thesis work, special attention can be paid to the molecule
dynamics (MD) problem in physics and chemistry, for which the network is originally developed. In the MD
problem, the potential energy of a many-body system needs to be determined based on the local environment.
There are two major difficulties: First, the atomic coordinates cannot be used as the input since they are not
invariant to the transformation of the reference frame. Second, the permutation invariance needs to be built into
the architecture. To address such state of affairs, Zhang et al. developed a network called Deep Potential Molecular
Dynamics (DPMD) that is capable of overcoming the aforementioned limitation of invariance properties. It is the
predecessor of the current work.

2.3. Turbulence modelling

In this section, a brief discussion on turbulence modelling (for RANS) is made with special attention to its
difficulty and the limitation of current works. The aim is to introduce the background under which machine
learning facilitated turbulence modelling comes into play.

Turbulence modelling is a problem that researchers have been endeavouring to solve for over a century. According
to Spalart [7], there are two types of philosophies in turbulence modelling, namely the "systematic" philosophy
and the "openly empirical" philosophy. The former one refers to the efforts of modelling the higher-order moments
as accurate as possible and term by term hoping that the "principle of receding influence" is valid. Examples of the
first philosophy are the Reynolds stress models (RSM) and higher moment models, in which all the independent
components of the Reynolds stress tensor or higher moments are computed directly. The latter philosophy to the
opposite constructs models that satisfy constraints like Galilean invariance but doesn’t have a connection with the
exact terms in transport equations. The eddy viscosity models follow the second philosophy.

Although both pathways are continuously being explored, the factors that hampered the development of either



of them are strong. The higher moment models despite their success in incorporating curvature and rotation,
never become popular in industrial applications due to limited stability and accuracy. There are also doubts on
the principle of receding influence and the idea of pursuing the accuracy of each term individually instead of
considering the error cancelling between terms. In terms of the eddy viscosity models, the major problem is that
too much empiricism is involved. There is no clear direction in the model development and terms can be added
freely based on personal intuition. This lead to the situation of excessively growing model terms.

In conclusion, the problem of turbulence modelling has reached "a state of near-desperation” due to the aforementioned
problems as described by Spalart, and there is no foreseeable breakthrough from either of the pathway. In this
context, researchers are turning to the rising techniques of machine learning and searching for new possibilities.
Some of the latest results are discussed in the following sections.

2.4. Data-driven turbulence modelling

In this section, a literature review on the study field of data-driven turbulence modelling is presented. There
are various turbulence modelling methods and machine learning methods. The former can be put into three
categories, namely Direct Numerical Simulation (DNS), Large Eddy Simulation (LES) and Reynolds-Averaged
Navier-Stokes (RANS), roughly in the order of high to low accuracy and low to the high involvement of modelling.
DNS simulation is used only for data generation since there is little modelling involved in DNS and its results
can be regarded as the "truth" or the target to learn from. The remaining LES and RANS both require closure
models: subgrid-scale (SGS) models for LES and Reynolds stress models for RANS. The turbulence modelling
technique involved in the thesis work is RANS because of its low computational cost and ease of use. Applying
the framework to LES can be a future direction.

The machine learning methods include random forest, artificial neural network (ANN), genetic algorithms (GA),
sparse regression and many more. The machine learning techniques have different architectures and are suitable
for different kinds of problems. The neural network is characterized by its expressive power and thus applicability
to a wide range of problems. Whilst due to its complex and highly entangled structure, it is notorious for being
obscure and hard to interpret. It is also prone to overfitting. On the opposite, sparse regression has the advantage
of being easily interpretable. But it is normally not applicable to complex problems with a large number of inputs.
The number of possible combinations between the two sets of methods from the turbulence modelling field and
machine learning field is large. For instance, both artificial network and random forest are applied to SGS
modelling problems, its advantage over conventional methods is proved both a priori and a posteriori [53-55].
Sparse regression is used in constructing RANS closure models from high-fidelity data. The improvement in
model accuracy is proved in different geometries [56—-58]. The ways of combining turbulence modelling and
machine learning are also numerous. Machine learning can be directly used for the regression problem of finding
the best turbulence model, as it is done in the thesis work. It can also act as a classifier for switching between
different schemes [59]. Whether there are optimal matches between techniques of two field and whether there is
the best way to combine the two are still questions remain unanswered.

In Section 2.4.1, the application of machine learning techniques at different levels of modelling is introduced.
Section 2.4.2 discusses the efforts on making the machine learning models explainable. Section 2.4.3 focuses on
embedding flow physics to data-driven models.

2.4.1. Apply machine learning on different levels

When introducing data-driven techniques to the regression problem, a distinction can be made on the level

of involvement of machine learning techniques. In CFD, there are roughly two levels of modelling work (or

approximation) involved. From top to bottom, they are physical modelling (such as RANS, turbulence model)

and discretization (numerical schemes). The modelling we usually referred to is physical modelling. Most of the

efforts on data-driven modelling are also put into this part. It will be introduced in detail in the following section.

However, it is worth noting that there is a methodology that combines turbulence modelling and discretization

called implicit turbulence modelling. It treats the numerical diffusion and the diffusion effect of turbulence as a

whole. A data-driven discretization scheme that acts similar to implicit turbulence modelling is also developed [60].
When replacing physical modelling with machine learning, there are different levels of involvement. As the

machine learning techniques take up more part in the flow model, extra challenges are posed to data-driven

models. Their interaction with the rest of the model and the introduced effect on the total model performance

requires careful examination.

In introducing machine learning on the lowest level, only some parameters in the model are estimated by data-driven
methods. The main body is still based on observation and physics understanding. This is also called the parameter



estimation problem [61]. For instance, Cheung et al. used Bayesian uncertainty quantification techniques and
found the most proper stochastic representation of the inadequacy of the Spalart—Allmaras model. Ray et al. [63]
calibrated three parameters in k—& model with experimental data using a Bayesian approach. The prediction error
was reported to reduce by over 40% compared to nominal model parameters. Pal [64] used a deep neural network
to predict the eddy viscosity in LES simulation. The proposed model performed particularly well on coarse grids
and the computational time was reduced by 2-8 times compared to the dynamic Smagorinsky model.

On a higher level of involvement, researchers use machine learning methods to reconstruct discrepancy fields and
reduce model-data inconsistency. In this case, machine learning methods act as a complement to conventional
models and helps improve model accuracy. Wang et al. [8] reconstructed RANS model discrepancies with DNS
data and obtained excellent prediction improvement on Reynolds stresses. Wu et al. [65] further improved the
prediction of mean flow velocity based on the corrected Reynolds stresses overcoming the potential ill-conditioning
of RANS equations. Singh et al. [66] developed a neural network augmented Spalart-Allmaras (S-A) model that
was capable of improving the prediction on lift and surface pressure of airfoil under separation.

Taking a step further, machine learning algorithms are proved to be able to replace part of or the entire turbulence
model. For instance, Tracey et al. [9] used a neural network to predict terms in the S-A eddy viscosity model and
reproduced the S-A model results in multiple flow cases. An example of replacing the entire closure model with a
machine learning model was shown in [67], in which the subgrid-scale force in LES simulation was modelled by
a spatial artificial neural network. The proposed model outperformed ILES and other traditional LES models both
in a priori and a posteriori analysis. The work presented in this report also falls into this category. The closure
model of the RANS equation is replaced by a well-trained neural network.

Models fully based on data-driven techniques were also proposed. Jin et al. developed Navier-Stokes flow nets
(NSFnets), in which the Navier-Stokes equation is directly built into the deep neural network. This is achieved
by incorporating the residuals of the governing equations into the loss function of the network. The model
performance is evaluated on turbulence channel flow. It is also tested on flow cases that are challenging for
traditional CFD solvers, specifically, problems with noisy boundary conditions and unknown fluid properties.

2.4.2. Explainable data-driven turbulence modelling

Most of the machine learning models are opaque and hard to explain. Explainable AI (XAI) is a major research
topic in the field of machine learning. Understanding the models helps to debug and improve them. It is also
closely related to other important traits of the model, such as fairness, privacy, robustness, causality, etc [69].
In terms of the application of machine learning in physics modelling problems, the goal is not only better
models but also new understandings of physics. Towards achieving such a synergy between machine learning
and conventional turbulence study, the barrier of interpretability needs to be broken. However, most of the current
researches on data-driven turbulence modelling focused on the accuracy and efficiency of the machine learning
model and barely touched upon its interpretation. Only preliminary attempts were made on explainable machine
learning models. The interpretation is more like validation of the fact that machine learning models have learnt
some known physics rather than a way of obtaining novel physics understanding. Utilizing machine learning
techniques to accelerate research on physics is far from practice.

There are two paths for achieving more interpretable data-driven models. The straightforward one is to use
machine learning techniques with better interpretability. For instance, Beetham and Capecelatro [70] used sparse
regression in which the resultant model was in algebraic form and could be interpreted directly. Another path is to
use special techniques in the machine learning field to extract information from complex models. Ling [71] used
the rule extraction technique to locate model form error, in which the machine learning models were reduced to
understandable rules and then possibly transformed to new domain knowledge. Borde et al. trained a convolutional
neural network that predicted anisotropic Reynolds tensor in RANS equation. Various interpretation techniques
were used in their work. The occlusion and gradient-based sensitivity analysis showed that the near-wall region has
the greatest influence on the model performance, which complied with the underlying physics of the flow problem.
Bennett and Nijssen trained a deep neural network for predicting turbulent heat fluxes and used the layerwise
relevance propagation (LRP) technique to analyse what relationship is learned by the network. Analysis showed
that the learned relationship is physically plausible and new information could be extracted. Tan et al. [74] trained a
random forest for improving the accuracy of Sparllart-Allmaras model. The model interpretability is improved by
evaluating the contribution of each input feature using Shapley Additive Explanations (SHAP) feature explanation
tool. Lellep et al. also used SHAP method and succeeded in finding three modes that had the largest contribution
to the relaminarization of the wall-bounded shear flow.



2.4.3. Physics-based data-driven turbulence modelling

In data-driven modelling problems, another important research topic is how to embed prior domain knowledge
to data-based machine learning techniques. In the case of turbulence modelling, the most important ones are the
invariance properties (discussed in detail in Section 3.1.4). They must be incorporated into the machine learning
model, otherwise, the model is intrinsically incorrect. The invariance properties are invariance under translation,
fixed rotations, reflections of the coordinate system, and Galilean invariance.

Many works were devoted to developing machine learning models with embedding invariances, the earliest of
which was done by Ling et al. In their work, symmetry and invariance properties of the turbulence system were
built to both random forest regressor and neural network. Two methodologies were proposed, (1)building a basis
of invariant inputs and trained the neural network model on the constructed basis (tensor basis neural network, or
TBNN) (2)training on an augmented data set [3, 4]. Through incorporating invariances, both the prediction power
and the training efficiency were improved. Kaandorp and Dwight developed a tensor basis random forest (TBRF)
algorithm for the modelling of Reynolds stress tensor in RANS equation. The model’s prediction on various cases
is close to the corresponding DNS and experimental data. Zhou et al. developed a non-local frame-independent
neural network architecture that embodies Galilean invariance, rotational invariance and permutational invariance.
The network was tested on a scalar transport equation under parameterized periodic hill geometry. The testing
results indicate that the proposed framework is promising in turbulence modelling problems. Frezat et al. proposed
a framework for modelling subgrid-scale flux that can incorporate invariance properties. The model performance
with both the soft and hard constraints are evaluated. The merit of the transformation-invariant neural network
against network without embedding invariance and conventional model is proved in numerical experiments.
Researchers also succeeded in embedding other known physics into the machine learning model. For instance,
Mohan et al. proposed a Convolutional neural network (CNN) framework with embedding incompressibility. Its
prediction shows apparent improvement in terms of local conservation of mass.

2.4.4. Others

Apart from the research topics discussed in the above sections, there are also topics that are less studied currently,
but still of importance.

During any kind of modelling procedure, either based on physical intuition or data-driven, inevitably model
uncertainty is introduced. It is natural to look also into the uncertainty introduced by data-driven modelling.
Wu et al. used two metrics, the Mahalanobis distance and the kernel density estimation (KDE) for measuring
the distance between feature space of the training flows and that of the flow to be predicted. It is found that the
measured distances were positively correlated to the prediction error of the model. In this way, the prediction
confidence of the trained model can be estimated a priori based on the distance between features spaces. Scillitoe
et al. incorporated uncertainty quantification into data-driven turbulence model by using Mondrian forests algorithm,
a variant of random forest [79] with principled uncertainty estimates. According to the comparison between the
quantified uncertainty and the prediction error, the uncertainty estimates of Mondrian forest seems to be a good
indication of prediction confidence.

There was also research focus on the generalizability of data-driven turbulence models. [80] looked into the
model extrapolation problem in data-driven turbulence modelling and related it to the transfer learning problems.
Models were compared regarding their performance in data shift. Special attention was paid to the data processing
schemes for the development of a more robust model.
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Theoretical background

In this section, the theoretical background of the thesis work is presented. The first part contains the turbulence
modelling theory for RANS. The derivation of its primary equation and the modelling of its closure term (especially
-€ eddy viscosity model) are presented. This part covers the physical modelling step involved in CFD. The second
part focuses on the computational methods for solving a turbulent flow, including the discretization scheme,
SIMPLE algorithm and solver for a linear system of equations. The third part is devoted to machine learning
theory, especially neural network algorithms. The architecture and training of the networks are covered.

3.1. RANS and turbulence modelling

RANS is a commonly used Computational Fluid Dynamic(CFD) technique. The idea of RANS and the modelling
of its closure terms are discussed in this section. More detailed discussion on this topic is provided in classic
textbooks on turbulence modelling, such as [10] and [81].

3.1.1. RANS equation

For incompressible Newtonian fluid, the following governing equation for momentum applies:
DU 1 )
—=—-=V v°U 3.1
Dy = 5P 3.1)

in which U is the velocity vector, p is the fluid density, p is the pressure, v := p/p is the kinematic viscosity with
v the dynamic viscosity. It indicates that the acceleration experienced by fluid particles is a result of pressure
gradient and diffusion effects.

Equation (3.1) accurately describes incompressible Newtonian fluid. However, solving (3.1) for high Re numbers
numerically is computationally expensive. Because due to the spatial and temporal complexity of turbulence, both
smaller timesteps and smaller cell sizes are required for fully resolving the flow field. The computational cost
grows cubically with regards to the Reynolds number ( Re®). Thus, it is helpful to think of a simpler model of
turbulent flow, following which the cost becomes tractable. RANS is one of such simplified simulation methods,
in which only the mean velocity field is resolved. The key idea of RANS is embodied in Reynolds decomposition.
It refers to the decomposition of instantaneous velocity into mean velocity and fluctuating velocity. It follows that:

Ulx,n)=U(x, 1) +ux,1) (3.2)

in which (-) refers to the time-averaging operation, (U(x, t)) is the mean velocity component and u(x;, f) is the
fluctuating velocity component.

The governing equation for mean velocity (U (x, 1)) (the RANS equation) is derived by taking the the time average
of (3.1):

D(U;) ) oujuj) 10(p)
i LAY v 5 Y Lt i 3.3
b VUG, p 0x; 9
in which _
D 0
_ = Y 4
Dt 6t+<w G
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is the mean substantial derivative.

By comparing (3.1) and (3.3), it is directly noticed that the only difference is caused by the extra term of the
covariance between fluctuating velocity in RANS equation (u;u;). It is a second-order tensor named Reynolds
stress tensor. It represents the effect of the fluctuating velocity component on the mean velocity field. The exact
transport equations of the Reynolds stress tensor can be derived from the N-S equation. However, the Reynolds
transport equation involves higher-order moments of the fluctuating velocities. It is clear that the model can not
be closed by deriving transport equations of higher and higher-order moments. This lead to the so-called closure
problem of the RANS models. For solving the RANS equation, a turbulence model must be introduced.

All the RANS turbulence models can be put into two categories, the eddy viscosity models and the Reynolds stress
transport models. They represent two strategies for the closure problem. The Reynolds stress transport models
aim at approximating the terms in the exact Reynolds stress transport(RST) equations as accurate as possible. It
can be seen as a systematic way. On the other hand, the eddy viscosity models are not directly connected to the
RST. They are based on the turbulent-viscosity hypothesis (or Boussinesq hypothesis), according to which:

+
ax]' axl-

KUy 0<U,~>)

(uiuj):gkéij—vT( (3.9

in which k is the turbulence kinetic energy (k := %(u,- u;)), vt is the eddy viscosity (or turbulence viscosity).

The Boussinesq hypothesis is an analogy to the constitutive model of Newtonian fluids. It assumes that the
turbulence behaves similar to the diffusion effect in fluid flows. Under this assumption, the modelling of the
second-order Reynolds stress tensor is simplified to the modelling of a single scalar vy. The eddy viscosity
models are probably the most popular turbulence models thanks to their ease of use and computational efficiency.
The turbulence model used in this thesis work, the k-¢ turbulence model also belongs to this group.

When comparing two types of turbulence models, the RST models are capable of modelling more complex flows
compared to the simpler eddy viscosity models. Because in RST models, the curvature and rotation are accounted
for. However, opposed to usually two transport equations required by the eddy viscosity models, RST requires six
transport equations for six independent Reynolds stress and another transport equation for dissipative timescale.
Consequently, RST is computationally more expensive.

3.1.2. k — € eddy viscosity model
As mentioned in Section 3.1.1, based on Boussinesq assumption, the problem lies in determining the eddy
viscosity vr in (3.5). According to dimension analysis, eddy viscosity can be regarded as the multiplication
of a velocity and a length:

vr=u*l* (3.6)

Any two variables that cover the velocity and length scale can form a complete eddy viscosity model. In this thesis
work, k — ¢ model is used. It is a complete model with two transport equations for k and €. k is the turbulence
kinetic energy and it represents the kinetic energy contained in the fluctuating velocity. ¢ is the dissipation rate of
the turbulence kinetic energy. The transport equation for k in k— & model is based on the exact transport equation
of k with the flux term modelled by the gradient-diffusion hypothesis. The transport equation for € in contrast is
entirely empirical. The transport equations are as follows:

Dk

L ov. v sz e (3.7)
Dt Ok

De vy Pe €2

—=V-(—V Ceg— —Cer— 3.8
b1 (Ue &)+ Ce 2 £2k (3.8)

in which &2 is the production term. The turbulence quantities can be described by their convection by mean
velocity, diffusion, production and dissipation.
The velocity scale required by (3.6) can be directly derived from the turbulence kinetic energy:

u* =ck'? (3.9)

in which c is a constant.
In high Reynolds number flows, € scales as ug/ lp. So the following relation between dissipation rate and length
scale can be derived:

e=Cpk®?/1* (3.10)
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By combining (3.9) and (3.10), the following expression for eddy viscosity is obtained:

kZ
vr = CD? (311)

in which ¢ is absorbed into Cp, and Cp = 0.09 is a model constant. Detailed description of the transport
equation and the involved model constants can be found in [10]. The exact implementation of k — & model with a
rapid-distortion theory compression term in OpenFOAM is provided in [82].

3.1.3. Considerations on the choice of model

RANS models are usually inferior to LES and DNS in terms of prediction accuracy. Among RANS models,
eddy viscosity models are usually less accurate than Reynolds stress models. k —& model as an eddy viscosity
model despite its limitation in prediction ability, is still selected as the baseline model in the study. The main
considerations are as follows:

1. RANS simulation is much computationally cheaper than LES and DNS simulation. Data generation can be
done efficiently using RANS models. This is especially important in the model developing stage.

2. In eddy viscosity models, the modelling of Reynolds tensor is transformed into the modelling of a single
scalar eddy viscosity. In k — & model, only two turbulence quantities are involved. This allows a simpler
architecture of the neural network. Besides, the turbulence kinetic energy k has a clear physics interpretation
and can be more informative compared to one equation model such as the Spalart—Allmaras model.

3. The accuracy of the trained neural network is closely dependent on the accuracy of the data set. Using
low-fidelity data limits the performance of the machine learning model. However, the model developed in
this work can be easily transplanted to other data sets. The model accuracy will be improved accordingly.

3.1.4. Symmetries of the governing equation
Invariance properties are crucial in describing flow physics. Three invariance properties of fluid flow are incorporated
in the proposed framework, Galilean invariance, translation invariance and rotation invariance. The transformations
are visualized in Figure 3.1.

Galilean invariance is a property common to Newtonian mechanics. It states that the motion of objects is the

Y

yﬂ ‘/U €z 1

(a) Galilean invariance (b) Translation and rotation invariance
Figure 3.1: Invariance properties of the fluid flow

In Figure 3.1a the reference frame is moving in a constant velocity Vp. Figure 3.1b shows the reference frame under a translation r and a
rotation.

same regardless of the inertial frame in which the observer resides. In fluid mechanics, it is reflected in the fact
that the governing equation refNS remains the same even when the flow velocities have gone through Galilean
transformations. The Galilean transformation follows that:

x=x-Vi, U=U-V (3.12)
It is assumed that time is completely separable from space, so time in two reference frames is identical:

F=t (3.13)
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It can be shown easily that the velocity gradient are Galilean invariant:

oU; _0WU;-Vy) _ au;

= (3.14)
ax]' ax]' ax]'
The material time derivative of velocity is also Galilean invariant:
Dl_]_(?Ui N 'an+U'6Ui
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So the governing equation of incompressible Newtonian fluid (3.1) is Galilean invariant.

Translation invariance refers to the fact that the flow field is invariant when the reference frame is shifted by
a certain distance. Rotation invariance indicates that the flow field is invariant under changes of orientation of
the reference frame. It is clear that the flow field has translation and rotation invariance because the frame of
observation is irrelevant with the physics law that governs the flow field. It is worth-noting that rotation invariance
described here is different from a non-inertial rotating reference frame since, in a rotating frame, there will be the
Coriolis force, the centrifugal force and the angular acceleration force. The N-S equation is not invariant to frame
rotation.

The symmetries are the essence of fluid physics. The governing equations can be uniquely determined by the
symmetry properties. It is essential to have these symmetries also in the neural network models. Details of how
this can be achieved are presented in Chapter 4.

3.2. Computational methods

In the last section, the governing equations for the flow field and the models describing the turbulence are
introduced. However, how to solve the equations and obtain the velocity fields numerically remain unanswered.
In this section, the computational methods used for solving the flow field are introduced. The section starts with
the discretization schemes, through which the differential equations are turned into a linear system of equations.
Then follows the methods for solving a linear system of equations. The Gauss-Seidel smoother and the multi-grid
solver are introduced. In the end, strategies for approaching the coupled set of PDEs (the continuity equation and
the momentum equations) are covered.

3.2.1. Discretization schemes
The finite volume method is currently the most used method in fluid mechanics. It divides the flow domain into
a finite number of control volumes. The computational nodes (at which the values are computed) locate at the
centre of each volume. A sketch of the finite volume discretization is provided in Figure 3.2.

Different from finite difference method, In finite volume method, the integral form of the conservation laws
applies. The conservation law of the quantity ¢ is written as:

[p(/)U-ndS=fFV(/>-ndS+[ qp dQQ (3.16)
S S Q

All the terms in the equation appear in the integral form. They are dealt with using the quadrature rules, which
ask for value at points located at the surface of the cells. The value at non-nodal points is computed by the
interpolation schemes. Quadrature rules and interpolation schemes together form the set of techniques required
by the discretization procedure.

Surface and volume integral

In the integral form of the conservation laws, there are two types of integrals, the surface integral and the volume
integral. Here we consider the 2D case. for the surface integral, each control volume has four faces. The convective
term on the left hand side of (3.16) and the diffusive term on the right hand side can then be expressed as:

fsfds=fsefds+fssfd5+fswfd5+fsnfds (3.17)
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Figure 3.2: Finite volume method

The computational node is marked in red at the centre of the control volume. Four corner points and four midpoints of the surface are labelled
according to their relative location to the central node. For instance, the midpoint of the right boundary of the cell is labelled e. The surfaces
are also referred to by the label of its midpoint.

where f represents the integrand. Since the computational node resides at the centre of the control volume, the
integrand on the surface is unknown. Two approximations can be made for the surface integral: (1)The surface
integral is approximated by quadrature rules according to values on finite points on the surface. (2)The points on
the surface are interpolated by the computational nodes. The interpolation schemes will be discussed later in this
section.

The simplest second order quadrature rule is the midpoint rule, according to which the integral on one surface
follows:

f fdS= feSe (3.18)
Se

In terms of the volume integral, a similar approximation can be made:

f qdQ = qpAQ (3.19)
Q
in which gp refers to the value of g at the cell centre. In this case, interpolation is not required.

Interpolation schemes
The most often used interpolation schemes are the first order upwind scheme and the second order linear interpolation
scheme. In upwind scheme, the value of ¢ at midpoints is computed as:

(pe:{cpp if (U-n)e>0 (3.20)

dp if (U-n.<0

The upwind scheme will never yield oscillatory results at the cost of being numerically diffusive.
The linear interpolation scheme instead of taking the value of either one of the neighbouring nodes approximates
the midpoint by averaging the two neighbouring nodes:

Xe — Xp

Qbe:(,bE/le‘*'QbP(l_Ae)» Ae= M 3.21)

Its error reduced faster with decreasing cell size, but the stability is not guaranteed as in the upwind scheme.
3.2.2. Solving for a system of linear equations
The discretized governing equations of all the nodes in the computational domain form a system of linear equations.

For simplicity, it is written as:
Ax=Db (3.22)
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The dimension of the unknown vector x equals the number of cells in the fluid domain (in our case around 40000
cells). This number is so large that proper techniques are required for solving the equations in a numerically
efficient way.

For solving the momentum equations, the Gauss-Seidel smoother (sparse linear solvers are also referred to as
smoother) is used. It is an iterative method defined as follows:

Lox®D = p—yx® (3.23)

in which the superscript (k) represents the k™ iteration of unknown x, superscript (k+1) is the next approximation
of x. L. is the lower triangular component of A, U is the strictly upper triangular component of A, specifically:

aln 0 0 0 app ... ain
azy azp ... 0 0 0 ... a2p

A=L+U=| . |+ (3.24)
anpl QAp2 ... Qun 0 0 0

(k+1)

The advantage of decomposing A in this way is that the value of elements before x i (D

1
current iteration is known. In this way, x%*V can be computed sequentially and there is no need to calculate the
inverse of matrices. It follows that:

(k+1)y
reen X0 ) in the
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kp 1 k+1 k

= — i = Y a3 ax?) (3.25)
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Smoothers such as the Gauss-Seidel smoother can reduce the high-frequency (oscillatory) components of the
error quite efficiently. However, in terms of the low-frequency (smooth) components, they are not so effective.
For a faster convergence, GAMG(Generalised geometric/algebraic multi-grid) solver can be used. The idea of
the multi-grid method is to apply smoothers on a hierarchy of grids ranging from fine to coarse. Because the
high or low-frequency components of the error are relative to the computational mesh. In other words, the
high-frequency error component on a coarse mesh becomes the low-frequency component on a finer mesh. By
cycling through meshes from coarse to fine or reversely, components of error with different frequencies can be
reduced by a similar rate regardless of the mesh size. The process of switching from coarse fine mesh to coarse
mesh is called restriction/injection. Correspondingly, the operation from coarse to fine mesh is referred to as
interpolation/prolongation.

There are various strategies for cycling through multiple mesh levels. The one used in OpenFOAM GAMG solver
is the V-cycle. The solver starts the smoother iteration on the finest mesh, where the computational mesh is
defined. After several (or only one) iteration of the smoother, it continues on to the coarser levels. The process is
repeated until it reaches the coarsest level. Then a reverse process follows. The solver returns from the coarsest
back to the finest grid. The procedure is sketched in Figure 3.3a. The only problem remains is that how to obtain

fine

coarse

(a) V-cycle (b) W-cycle

Figure 3.3: Cycling of multi-grid solver

the multi-level grids, also known as the agglomeration algorithm. There are two ways, namely the geometric and
the algebraic multi-grid (AMG). In the former way, the geometrical neighbouring cells are merged to generate a
coarser grid. In the latter one, the merge of cells happens algebraically on the matrices and the governing equations
for the coarse grid are obtained directly. The former is proved to be superior to the latter. Details of the algorithm
as implemented in OpenFOAM can be found in the source code [83].
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3.2.3. SIMPLE algorithm

The algorithm used for solving the continuity and momentum equations is the Semi-Implicit Method for Pressure
Linked Equations [84] (SIMPLE) implemented in OpenFOAM. It is an algorithm developed in the early 1970s
and is widely used in CFD.

A major difficulty for solving the N-S equations is that there is no independent equation for the main source term
pressure in the momentum equations. In compressible flows, the pressure field is related to the continuity equation
through the equation of state. However, such an approach is not applicable in incompressible flows because the
continuity equation is a purely kinematic equation for the velocity field instead of a dynamic equation [85]. :

V.U=0 (3.26)

This is the so-called pressure-velocity coupling problem. A technique for solving such difficulties is to construct
the pressure field in a way such that the continuity equation is satisfied, as it is done in the SIMPLE algorithm.
The sequence of operations [86, 87] are as follows:

1. Make an initial guess of the pressure field p* and solve the momentum equations for the velocities U'*.

2. Solve the pressure correction equation for the pressure correction p’. The pressure correction equation is
derived from the continuity equation. It is susceptible to diverging so under-relaxation is applied when
updating the pressure. p = p* + ap’, a is a factor between 0 and 1.

3. Calculate the velocity correction U’ based on the pressure correction obtained in the last step. In this step,
a major approximation is made. Terms are dropped to simplify the correction equations.

4. Solve for other quantities that influence the flow field such as turbulence quantities.

5. Return to the first step with the corrected pressure p as the new guess.

The whole procedure is repeated until the solution converges.

3.3. Artificial neural networks

In this section, the artificial neural network theory that is related to the thesis work is presented. The section
starts with the architecture of basic Multilayer Perceptrons(MLP) networks and their working principle. Then the
concepts related to neural network training such as the loss function and gradient descent algorithm are explained.
It follows a description of the general workflow of a training process. In the end, the important concept of
permutation invariance is explained.

3.3.1. Architecture

There are various neural network architectures suitable for various types of problems. The most basic one is the
Multi-Layer Perceptron (MLP), also referred to as the "vanilla" neural network. It is a feed-forward network
composed of several layers of neurons (or perceptrons, units) fully connected one to another. A sketch of the MLP
neural network is presented in Figure 3.4. Circles in the sketch represent the neurons. A neuron essentially is
an activation function that maps the weighted input to an output. The weights reside in the lines connecting the
circles. Layers are categorized into the input layer, hidden layer, and output layer, according to the sequence of
processes in the network. The network shown in the sketch has two hidden layers.

An MLP works in the following way: First, the inputs are fed into the input layer. Then in the hidden layers,
each neuron takes the weighted sum of all the outputs of neurons from the upstream layer as the input, evaluated
it according to the activation function and spits out a single output. Taking the first neuron in the first hidden layer
a(()l) as an example (subscript 0 represents the first neuron in the layer, and superscript(1) represent the second
layer in the neural network), its output is determined as follows:

(0) (0)

a(()l) =¢pwopay +wora, +..+ woyna;m + byg) (3.27)

in which ¢ refers to the activation function, w; ; represents the weight corresponding to the connection between
the i™ neuron in the downstream layer and the j neuron in the upstream layer, by represents the bias for that

layer.
For the rest of the neurons agl), aél), etc., the same procedure applies. It is clear that the terms inside the activation
function is a linear transformation of the outputs of the last layer. So (3.27) can be vectorized as follows:

a(l) — ([)(W(O) a(O) +b) (3.28)

Equation (3.28) applies for all the hidden layers and the output layer. The output of the output layer is then the
output of the neural network.
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Figure 3.4: Schematics of an MLP neural network architecture[88]

It is clear that apart from the activation function, the other operations performed are all linear transformations.
If the activation function is also linear, according to knowledge in linear algebra, the model can be simplified
to a two-layer input-output model. Such models lack universality and are not capable of approximate complex
functions. So usually, nonlinear activation functions are used. The most commonly used activation function is
the rectified linear activation function (ReLU), which is also used in this work. It is a piecewise linear function
described by the following expression:

f(x)=max(0,x) (3.29)

Figure 3.5a shows the output of ReLU with regards to the input. When the input is less than zero, its output

1.04 1.04
0.8 A 0.8
0.6 0.6 -

0.4

0.21

~1:00 —0.75 —050 —0.25 0.00 025 050 075 1.00 2 4
(a) ReLU (b) Sigmoid function
Figure 3.5: Activation functions
Figure 3.5b shows the graph of sigmoid function: S(x) = ﬁ. Mostly used for the prediction of probability since it has an output range of

(0,1). However, it has the issue of gradient saturation and can cause a vanishing gradient during training.

is zero. When the input is larger than zero, its output is the input itself. The ReLU activation function has the
advantage of fewer vanishing gradient problems and it is efficient in terms of computation.

3.3.2. Loss function
Regardless of the complex architecture that a neural network may possess, it is nothing more than a function with
a set of tunable parameters, its weights and biases. The model performance can simply be evaluated as any other
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model by the sum of squared error of the prediction:
N
ROY=Y (yi—)? (3.30)
i=1

in which 6 refers to the complete set of weights and biases in the model, y; refers to the prediction of the model
and j; refers to the true value.

There are also other types of loss functions, such as the cross-entropy loss function. The choice of the loss function
is related to the type of problem. For regression problems, in which the prediction on a value is made, the sum
of squared error is the proper choice. For classification problems, cross-entropy is preferred. In our case, the
continuum value of the turbulence quantities are predicted, so the sum of squared error is adopted.

For avoiding the overfitting problem, a penalty term on the magnitude of weights is usually added to the loss
function. Details for the overfitting issue and solutions to it is introduced later in Section 3.3.6.

3.3.3. Gradient descent

It is proved that multilayer feedforward neural networks are universal approximators[89], which means that a
network is capable of approximate any function to any desired level of accuracy as long as there are enough
parameters and the parameters are set to proper values. The only problem left is then to decide the value of all the
parameters in the model in an efficient way.

The problem of determining the model parameters can be regarded as an optimization problem. It is formulated
as finding the proper set of parameters 0 such that the loss R(0) is as small as possible.

In solving the problem of finding the minimum, the gradient descent algorithm is used. First, the gradient of R(0)
regarding all the parameters are computed. Then by updating the parameters according to the gradient, ideally the
minimum can be reached. The algorithm is as follows:

On+1=0,—YVR(Op) (3.31)

in which vy is the learning rate. The larger the learning rate, the larger change is made to the model parameters at
each step.

The remaining problem is then to find the gradient of the loss function VR(8,,). A technique called backpropagation
is used. In backpropagation, the gradient is computed starting from the output and then following the chain rule
traversing all the parameters upstream.

Taking the simple example of computing the derivative of an output aE.L) with regard to the weight w;ﬁ.—l) (the

weight connecting the j™ node in the (L - 1)™ layer with the i™ node in the L™ layer) as present in (3.27),
according to chain rule, it is simply:

da oz dal
w5z m (3.32)
Il It 1
= a9z (3.33)

in which zl(L) = Wiy +w;1a +..+ wi,na%_l) + b;. The directives of biases can be computed in a similar

way as the weights. The procedure applies to each of the neurons in the network.

Another thing to notice in practice is that the training is performed in batches. The entire training set is randomly
segregated into smaller batches. The loss function as computed in (4.30) is over N samples in a batch instead
of the entire training set. Such a strategy approximate the gradient with regard to the entire training set with the
gradient with regard to a small batch chosen from it. It can avoid the large amount of computation required for
each gradient descent update with the cost of a lower convergence rate.

(L-1) (L-1)
ay 1

3.3.4. Initialization

Section 3.3.3 provides the algorithm for updating the model parameters based on gradient descent. In this section,
how the model parameters are initialized is discussed. Initialization is the first step in the training process. It
can influence greatly the amount of training time needed as well as the final model performance. An extreme
example of bad initialization is that if all the model parameters are set to zero at the beginning, the gradient
descent algorithm will completely fail, and the model output will remain zero. On the other hand, if the model
parameters are initialized as very large values, the training process can barely proceed. The cost will oscillate a
lot due to exploding gradient and the network may never reach convergence.
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For a proper initialization of the model parameters, the following rules of thumb can be applied: (1)The mean of
the parameters is zero. (2)The variance of the parameters of each layer should be at the same level and generally
speaking the variance should be small such that the weights are not far from zero.

In the thesis work, the linear layers in the network are initialized by Kaiming He initialization [90], which takes
the nonlinear activation function into consideration when deciding the proper distribution of the weights. The
weights are initialized by the following normal distribution:

2
W~ A (0,—) (3.34)
n
in which n! is the number of incoming connections to the /" layer.

3.3.5. Feature scaling

Feature scaling is the procedure of manipulating the data and transform it into certain ranges. It is proved crucial
in the context of machine learning, specifically for gradient-based algorithms[91]. Feature scaling is particularly
useful in engineering problems where the input features may have different units and spread in various ranges. It is
shown that by using proper feature scaling, the training process can be accelerated by an order of magnitude [92]).
As discussed earlier, in gradient descent algorithm, the change made to each parameter is proportional to the
gradient of the loss function (see Equation 3.31). Substituting the expression for the loss function, the following
can be derived:

N
Ons1 =0~ ¥V ) (ho(x) — §i)? (3.35)
i=1
with hg representing the neural network model whose tunable parameters are represented by 6. By applying chain
rules, it is evident that the gradient is proportional to the input features:

V(hg(x;) = 9i) ox x; (3.36)

This explains why applying proper feature scaling is important. The absolute value of features will influence
the steps taken by the gradient descent algorithm. Having all the features at a similar scale is helpful for faster
convergence.
There are two techniques of feature scaling, namely normalization and standardization. Normalization is the
procedure of shifting and scaling the features such that they fall between 0 and 1. It follows that:
X = Xmi
y = ——"" (3.37)
Xmax — Xmin
The second technique standardization is scaling the features in a way that makes the mean value of the features
equals zero and the standard deviation of the features equals one:
x —_
=2k (3.38)
o
in which p is the mean and o is the standard deviation of the features.
Choosing whether normalization or standardization as the feature scaling technique is case-specific and there are
no hard rules for it. Furthermore, for physics modelling questions, there is another layer to it. The physical
meaning of the features must also be taken into consideration when applying feature scaling. For instance, a
common practice in aerodynamics when dealing with lift force is to divide it by the surface area and the dynamic

pressure:
L

qS
By practising nondimensionalization like this, the trivial parameters such as the surface area and the freestream
velocity are ruled out. A more general model for lift force can be obtained.
The idea of nondimensionalization also applies to machine learning physics modelling problems. Scaling the data
such that it is advantageous for training as well as physically reasonable requires careful study.
The method used in this thesis work has gone through careful experiments and is particularly designed for the
turbulence modelling scenario. Although strictly speaking, it can’t be classified as either of the above-mentioned
techniques, in this thesis report, the scaling method is referred to as normalization. The details of the feature
scaling operations applied to the related input feature as well as output labels is discussed in Chapter 4.

Cr (3.39)
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3.3.6. Overfitting and measures
Neural networks are characterized by a large number of tunable parameters, and it is prone to overparameterization.
In such a case, the model overfits the training data. It doesn’t learn the underlying general rules from the data,
instead, it remembers the training dataset. The model with an overfitting issue shows bad generalizability to
unseen datasets. So overfitting is a problem we definitely want to avoid.
There are many measures to prevent overfitting. The first one is applying an early stopping rule. Since the model
is gradually fit to the training data as the training goes, it is possible to stop training before overfitting happens.
The strategy is to monitor the validation error throughout the training process. A rise in the validation error can
be a sign of overfitting.
The second measure is to perform weight decay, also called regularization. A penalty term for large weights is
added to the loss function, such as the L2 norm of the weights. In this way, the loss function will increase if
the weights of the network get unreasonably large. The balance between error and regularization term in the loss
function can be adjusted through a tuning parameter A multiplying the regularization term. The loss function with
regularization term is then:
n

JO)=R©O) + A Zl w? (3.40)
When computing the gradient of the loss function with regularization, an extra term 2w; will be added. It will
push the model weights closer to zero. Sometimes the biases b; will also be added to the regularization term (also
the case in PyTorch). The working principle is the same.
The third measure is to add dropout layers to the neural network. It is a technique proposed by Hinton et al. in
[93] and [94]. During training, some randomly chosen units in the network are temporarily ‘removed’ by the
dropout layers. Their connections with the upstream units and downstream units are ignored. By dropping out
units in a stochastic way, the co-adaptation between units can be prevented. Co-adaptation means the counteract
between units. For instance, the negative effect made by some nodes might be cancelled out by some other
nodes. The overall performance on the training set might not be affected but there will be redundancy in the
network. Moreover, the redundant part might destabilize the model performance on unseen datasets and cause
huge oscillation in the prediction.

3.3.7. Training of neural networks
With all the necessary components on hand, the entire workflow of training a neural network is presented below:

1. Design of the network architecture. The network architecture is decided according to the specific problem,
including the type of network, hyperparameters, activation functions, etc. It is decisive in ensuring the
desired properties of the network (symmetries for instance).

2. Data generation. Depending on the data required, this step can be very time-consuming or the data can be
hard to access.

3. Data preprocessing. Proper scaling of the input data is critical for efficient training.

4. Initialization of the network. The weights of the network need to be initialized properly. Otherwise, the
training may diverge.

5. Training. The network weights are updated according to the gradient and the learning rate. Validation errors
should be monitored to prevent the overfitting issue.

6. Validation. The network performance should be evaluated on unseen cases.

3.3.8. Permutation invariance
In Section 3.1.4, three invariance properties of flow physics are introduced. The remaining invariance property
related to the neural network architecture is explained here. Permutation invariance is a property that is common
in all kinds of multivariate functions. If a function is permutation invariant, then its outputs are irrelevant to the
ordering of its inputs. A simple example of a permutation invariant function is as follows:

f(xl,xg,xs) =X1+ X2+ X3+ X1X2+ X1X3+ X2X3 + X1X2X3 (3.41)
It is clear that switching x;, x» and x3 arbitrarily doesn’t influence the value of f(x;, x2, x3). Because all the inputs
have equal status in the function. Another typical permutation invariant function is taking the maximum:

[ (x1, X2, X3) = max(xy, x2, x3) (3.42)

In the context of neural networks, permutation invariance specifically targets those with sets as inputs. The idea is
the same as for functions. Specifically, the ordering of elements in the input set should not influence the network
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output. For instance, if we have a set of points in a 2D plane that follows the silhouette of an object, no matter in
which order we input those points to the networks, the prediction on the type of the object should not change.
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Methodology

In this chapter, the methodology of the thesis work is introduced thoroughly. Section 4.1 presents the setup for
the CFD simulation and the obtained characteristic flow cases. Section 4.2 explains how the non-locality of the
neural network model is achieved. In Section 4.3, the selection of input features and the operations applied for
normalization are described.

In Section 4.4 and Section 4.5, two neural network architectures used in this thesis are explained. The pointNet
architecture is a variation of the one proposed in [37]. It is rather simple and straightforward and gives a good
example of how the permutation invariance can be accomplished through the summation operation. For the
pointNet architecture adopted in this work, as a trade-off for its simplicity, rotation invariance is guaranteed by
using only the rotation-invariant features at the beginning rather than embedding it into the network. The VCNN
network is developed based on the network in [12]. It has a more sophisticated structure and is capable of dealing
with rotation variant input features and transform them into rotation invariant form. In this sense, the VCNN
architecture is more powerful and has higher adaptability to various application scenarios.

Section 4.6 describes the topics related to neural network training, including the dataset, and regularization. This
section applies to both pointNet and VCNN architectures. Section 4.7 presents the coupling between neural
network and flow solver simpleFOAM. The data exchange between the two components and the sequence of
operations are explained. At the end of the chapter, the software and libraries used are listed.

4.1. CFD simulation

4.1.1. Flow case setups

a=0.5 a=1.0 a=15

f{k

0 2 4 6 8 10 12 14

Figure 4.1: Periodic hill geometries with varying slope parameters a.
The geometry used in this work is the 2D parameterized periodic hill. The height of the hill (H) is fixed to 1m and
the geometry is uniquely determined by the slope parameter a, which is defined as:

w

- 4.1
193 @

where w is the width of the slope. Figure 4.1 shows the shape of the flow domain with varying slope parameters.
Hills with larger slope parameters are gentler, whilst hills with smaller slope parameters are steeper.
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The mesh for CFD computation is generated by blockMesh utility provided in OpenFOAM. Due to the simplicity
of the geometry, the whole flow field is treated as a single block. The number of grid points in y direction (NNy)
is fixed to 200 and it is denser towards to upper and lower tunnel walls. The number of grid points in x direction
(Ny) varies according to the slope parameter (N, = 200 + 200 x (a — 1) x 0.2) such that all flow cases has roughly
the same mesh density. With the factor 0.2 in the equation, the number of cells increases by 800 as the slope
parameter increases by 0.1. The mesh distribution is uniform in x direction and is concentrated to the boundary in
y direction. Examples of the generated mesh with @ = 1.0 and a = 2.0 are presented in Figure 4.2.

The boundary conditions for the periodic hill case are straightforward. The upper and lower boundaries are fixed
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(a) Mesh for @ = 1.0 (b) Mesh for a =2.0
Figure 4.2: Example meshes (a = 1.0 and a =2.0)

Each black dot represents center of a cell. For clarity, the mesh is sampled every 2 cells in x direction and every 5 cells in y direction.

wall. The inlet and outlet are periodic boundary conditions. A flow velocity of 1ms~! is specified at the inlet.
In terms of the transport properties, the flow Reynolds number is 10595, at which the flow is strongly turbulent.
Since the reference velocity (velocity at the inlet) is Ims~! and the reference length is 1m (height of the hill), the
kinematic viscosity is calculated to be 9.4652e-5m?s™!.

The turbulence model used for data generation is the k—& model. The algorithm for solving the governing equation
is the SIMPLE algorithm. The theory of the turbulence model and solver algorithm is described previously in

Chapter 3.

4.1.2. Characteristic flow fields

A typical flow case with & = 1.5 is visualized in Figure 4.3. The figures present contours of u, k, € and vr. The
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Figure 4.3: Flow case @ = 1.5

periodic hill case is characterized by the recirculation region at the back of the hill, where the velocity component
in x direction is small and the turbulence kinetic energy is high.

It is also noticed that the turbulence quantities occupy a broad range. For instance, € ranges from near zero to
around 0.02 and it changes rapidly near the wall as expected in high Re flows. The distribution of turbulence
quantities poses an extra challenge to neural network training as will be discussed later in Section 4.3.

4.2. A non-local constitutive model

The central idea of the developed non-local neural network is to predict the turbulence quantities of a cell
according to the mean flow properties of its neighbouring cells. For this purpose, an influence region need to
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be defined. As shown in the transport equations for turbulence quantities Equation 3.7, the non-local behaviour
includes convection and diffusion. The two effects are considered separately when computing the size of the
stencil. Convection is performed by the mean velocity. So the size and shape of the region that influence the
point of interest should be related to the local mean flow velocity. The convection effect in a certain direction is
proportional to the velocity component in that direction. The larger the velocity component, the larger the length
of influence. The diffusion effect on the other hand is isotropic. Even in the direction perpendicular to the local
velocity, the length of influence is non-zero and related to the diffusion coefficient.

Based on the above observation on turbulent physics, the influence region is approximated by an ellipse with its
major axis aligned with local velocity. The length of the major axis is correlated with local mean flow velocity
and the minor axis is decided according to diffusive properties of the flow. Ideally, the size of the influence region
should be decided quantitatively based on the transport equations. However, due to the complexity of the transport
equations, an exact analytic solution for the influence region is not available. Instead, we used the analytic solution
of a 1D convection-diffusion equation with related coefficients chosen empirically. It is assumed that the simplified
calculation of the influence length is sufficient for our purpose. The detailed derivation of the influence region of
a 1D convection-diffusion equation can be found in [17]. The length of the major axis /; and the minor axis I,

2vloge

follows:
l '\/Vloge
1= |—F/———|, bk=\/7
VIl +4vE - u| ¢

in which v = 0.1 is the diffusion coefficient, { = 3 is the dissipation coefficient and € = 0.2 is the error tolerance.
The error tolerance is a value between 0 and 1. The smaller the error tolerance, the more accurate, and the larger
the influence region.

Following Equation 4.2, the major axis increases approximately linearly against the local mean flow velocity. The
minor axis is a constant and is irrelevant to the mean flow velocity. When the mean flow velocity is zero, the
major axis is equal to the minor axis. A sketch for the influence region of several sample points in the flow case
is provided in Figure 4.4. Due to the varying mesh density, the number of cell points that fall into the ellipse can

I 4.2)

(a)

0 2 4 6 8

Figure 4.4: Shape of the stencils at various locations in the flow domain.

For points such as (a), periodic boundary condition applies. Flow data at the inlet is concatenated to the outlet and vice versa. For points
whose stencil involves the wall boundaries at the bottom and the top of the channel (point (b) in the figure), samples are taken from the fluid
domain. Points (d) indicates how the stencils are aligned with the local mean velocity field. The major axis of point (c) in the main flow is
largely due to its large local mean velocity. The mesh points are sampled for clearer visualization and are presented in grey dots. The major
axis /1 and the minor axis /2 as computed by Equation 4.2 are indicated at point (c) in blue.

vary a lot from location to location. For the convenience of training, a fixed number of points are usually sampled
inside the stencil. If the number of samples in the stencil is set to 200, then in those stencils with more than
200 points, random points are removed. This practice of sampling will introduce randomness to neural network
prediction. So during validation, full stencils are used for better consistency at all points.

4.3. Input features, outputs and normalization
4.3.1. Inputs and outputs

The selection of input features for turbulence modelling is constraint by the flow physics in two aspects:

1. The invariance properties. If the input features have certain invariance properties, the model will directly
inherit those properties.
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2. Relation to the output. If the inputs and outputs are irrelevant, the model obtained is incorrect, even if it
performs well.

Besides, the inputs should supply sufficient information. This requirement sometimes conflicts with the first
one. For instance, if the velocity magnitude is used instead of the velocity vector, although rotation invariance is
guaranteed, there will be information loss.

Following the above guidelines, the features are selected and presented in Table 4.1. Feature 1-4, the relative

index features definition description

1 x Fmlre;  relative x-coordinate to cloud center

2 y' Fxlte  relative y-coordinate to cloud center

3 u u— Uy velocity component (relative to center point) in x direction
4 v V-1 velocity component (relative to center point) in y direction
5 S [Isl| magnitude of the strain rate tensor

6 b I(yes)/0(no) boundary cell indicator

7 0 - cell volume

8 u 17 velocity magnitude

9 n min(f)/ls,1)  wall distance function

10 r —ﬁ% proximity to cloud center

11 r € — 'l‘;,l’g' proximity in local velocity frame

Table 4.1: Input features.

X0, Y0, Xo are the coordinates of cloud center. eg(= 1079) is to avoid divided by zero. 7 is the raw wall distance. €, (=0.01) and €,/ = |u|/ |x'|
are used to transform the function into desired range. I is a characteristic length of the boundary layer.

coordinates and the relative velocity components are vectors. They are translation and Galilean invariance being
relative to the cloud centre. Features 5-11 are scalar features. Except for the two invariance properties possessed
by the vector features, they also have rotation invariance.

In VCNN, all 11 features are taken as the inputs. Rotation invariance is achieved through pairwise projection
as will be discussed in Section 4.5. Whilst in pointNet, only the 7 scalar features are used. PointNet is rotation
invariant from the inputs.

The neural network outputs are identical to that of k — & turbulence model. There are two outputs, turbulence
kinetic energy k and its dissipation rate €. With these two quantities at hand, the turbulence viscosity v can be
computed through Equation 3.11.

4.3.2. Normalization
By inspecting the distribution of input features and outputs in our periodic hill case, it is found that some of them
are in a range that is not suitable for neural network training. They are the strain rate magnitude s, the cell volume
0, the turbulence kinetic energy k and the turbulence kinetic energy dissipation rate €. Their distribution in flow
case a = 1.5 are shown in Figure 4.5.

The distribution of strain rate magnitude is concentrated to the lower end. s of most of the cell points are below
3. Based on this character, the strain rate magnitude s is capped to 3:

s =max($,3) 4.3)

The hat here represents the original data before scaling. The information loss due to the simple capping is
considered acceptable, considering that the points with large strain rate magnitude mainly locate near the wall
and those regions are less important in our case.

The distribution of cell volume is relatively even. A simple scaling among all the samples in a stencil is applied
such that its range is adjusted to (0, 1):

(4.4)

>
I
DI D

in which 0 is the mean cell volume in the stencil.
The distribution of k is roughly between O and 0.05. Simple scaling is performed by dividing it by reference
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Figure 4.5: Distribution of the original input features, @ = 1.5

turbulence kinetic energy:

k

~ 3/2(Upet])2 4-3)

in which k is the raw data of k, Ures = 1 is the reference velocity, I = u/{U) = 0.2 is the estimated turbulence
intensity.

The distribution of € is similar to that of the strain rate magnitude. However, the large dissipation rate region
is important. A simple capping doesn’t suit our needs. The normalization of ¢ is done by taking the logarithm,
considering that most of the samples are clustered below 0.1 and there are some extreme samples above 3.

1
e=logé (4.6)

in which the coefficient 1/2 is for scaling the value to the proper range. The transformation from linear to log scale
will lead to a higher resolution for samples whose values are below 1 and a lower resolution for samples whose
values are above 1.

The distribution of turbulence kinetic energy and dissipation rate after normalization is presented in Figure 4.6.
After normalization, they distributed roughly in range [0,1] and [-2,0].

4.4. PointNet neural network

The proper network architecture for non-local turbulence modelling problems should be able to deal with a set
of vectors. For networks with sets as inputs, the primary challenge is to achieve permutation invariance, that is,
the model output should be invariant to the ordering of the elements in the input set. For this purpose, the simple
pointNet architecture is introduced. It is not the main architecture used for the thesis. However, it can act as a
comparison to the main architecture VCNN (later introduced in Section 4.5).

The idea of pointNet architecture is to first transform the set of input features into a single feature that is representative
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Figure 4.6: Distribution of the normalized input features

of the entire set. The transformation used must be permutation invariant. Simple examples of such operations are
summation and taking the maximum value. With the permutation invariant features at hand, the rest is the same
as normal neural networks. In the network in this thesis, the permutation invariant operation used is taking the
average over the stencil. The consideration is that averaging might be more suitable for regression problems
compared to taking the maximum.

A sketch of the network architecture is presented in Figure 4.7. The inputs of pointNet are the scalar features in
2 (feature 5-11) rather than the full feature £ matrix. In this way, the neural network model is rotation invariant
from the beginning.

The network consists of two parts. In the first part, the embedding network, each row of the input feature matrix
2 is fed into the shared embedding MLP network, in which the 7 features go through a non-linear transformation
and m encoding functions G (usually more than 7) are derived. Since the embedding network is shared by all the
stencil points, each point in the stencil is dealing with individually and identically.

Before entering the fitting part, a crucial operation is performed. An average pooling is applied to the encoding
functions among the stencil. Concretely, D; = ¥}, Gi;. This step is where the information contained in each
stencil point is integrated into a single feature of the stencil D;. It bridges the local information of each sample
and a non-local model that treats the stencil as a whole.

After average pooling, the matrix & has all the desired invariance properties. In the following fitting network, no
special operation is needed. The fitting network is also an MLP. It takes in the stencil features 2 as inputs and
provides predictions on the turbulence quantities k and &.

The pointNet architecture used here is a simplified version of the original build as proposed in [37]. The simplification
is made to the transformation carried out between networks for attaining a certain degree of rotating invariance
properties. It is omitted because rotation invariance as defined in the object classification problem setup is different
from that defined in turbulence modelling. The drawback of the simplified network architecture is that rotation
invariance is not embedded into the architecture itself. The input features themselves need to be rotation invariant
before entering the network.

The exact hyperparameters used are presented in Figure 4.8. The embedding network is composed of three
fully connected layers. The number of nodes in each layer increases by a factor of two. Through the embedding
network, features are expanded from 7 to 256. After the average pooling, the 256 non-local feature is fed into
a two-layer MLP with 64 and 2 nodes respectively. The number of total learnable parameters in the network is
70914.

It is reported that the model performance is greatly influenced by the number of encoding functions m [37]. 256
encoding functions are sufficient for our purpose without causing overfitting issues.

4.5. Vector cloud neural network (VCNN)

The second neural network architecture applied is the VCNN. It is adapted from the network proposed in [12].
The methodology used for achieving permutation invariance is the same as the one used in pointNet. An extra
challenge is posed on embedding rotation invariance on top of permutation invariance.

In this section, two invariance properties are first discussed respectively in Section 4.5.1 and Section 4.5.2. After
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Figure 4.7: Schematics for the pointNet architecture.
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Figure 4.8: Hyperparameters for the pointNet neural network

The network parameters are shown in the format of a tuple. Each element in the tuple represents a neural network layer. The number
represents the number of outputs of that layer. For instance, (64, 2) for the fitting network indicates that there are two layers in the network
and the first layer has 64 outputs, the second layer has 2 outputs.

that, the rationale based on which they are integrated into a complete architecture is presented in Section 4.5.3.

4.5.1. Rotation invariance
In the context of neural network models, rotation invariance means that the model output is invariant when the
input features are expressed in a reference frame with arbitrary rotation:

MRAR) = M (A) 4.7

in which . is the neural network model, & is the input matrix (second order tensor), £ is an arbitrary rotation
matrix.

In our case it can be specified as: Rotation of the stencil reference frame will not influence the prediction of k
and ¢ at the stencil center point. This property is required because scalar outputs such as k and ¢ themselves are
invariant under change of orientation of the reference frame.

A simple way of achieving rotation invariance is to perform pairwise projection (227), in which the feature
vector of every point in the stencil is projected onto all the other points. In other words, every point is represented
by its correlation with others. The set of points in the stencil forms a basis on which they are expressed. The
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coordinate of each point is then irrelevant to the rotation of the coordinate system.
The above procedure of pairwise projection can be expressed as the following matrix multiplication:

DeR™ =997 (4.8)

in which 2 = R"*! is the input feature matrix and n represents the size of the stencil, / represents the number of
features. The proof of rotation invariance is straightforward. The input feature matrix under a rotation & follows:

2,=22% (4.9)
In two dimensional cases, 22 € R>*2. The pairwise projection of the matrix after rotation is then:
2, =922 97 (4.10)
For rotation matrices, @' = 21, It follows directly that:
2,=992"=9 4.11)

It is worth noting that the pairwise projection is not valid if the original data set has experienced any non-linear
transformation. Since in that case, the associative law of matrix multiplication is not necessarily valid. Usually,

g(2P) £ g(2)P (4.12)

in which g is a general non-linear function. This is important in the combination of rotation invariance and
permutation invariance.

4.5.2. Permutational invariance

The idea for achieving permutation invariance in VCNN is the same as in pointNet. The information contained in
each data point separately needs to be transformed to some kind of collective feature of the entire set. Furthermore,
the collective features have no relevance to the ordering of the elements. In this way, they can be processed
normally as in any other point-based neural network, for instance, by Multilayer Perceptron (MLP) network.
Concretely, according to Kolmogorov-Arnold representation theorem [95], any function f that is permutational

invariant with respect to the element in its input sets {z;}"_,, can be represented in the following form:

1 n
fdzidl)) = (- Y ¢(zi) (4.13)
n=1

in which ¢ is an arbitrary multidimensional function and @ is an arbitrary function (the number of input variables
is dependent on the output of function ¢b). A key point is that, each element must be treated identically (by function
¢) before the summation. After summation the operations are applied to the collective feature % no19(z).

4.5.3. Integration of the invariance properties

As explained in Section 4.3, all the input features are translation and Galilean invariant. It is automatically
guaranteed that the model is also translation and Galilean invariance without extra efforts on the architecture.

For achieving rotation and permutation invariance, one can find a possible conflict between the two. Using
pairwise projection for rotation invariance requires that the original data set can not be transformed non-linearly
beforehand. The framework of achieving permutational invariance on the other hand relies on the expressive
power of nonlinear transformation in the embedding network. In other words, the non-linear transformation must
be done before the summation.

One way to resolve the conflict is to deliver the information obtained in the embedding network through weights
in the summation. Specifically, function ¢ in (4.13) takes the following form:

¢(z;) = Gijz; (4.14)

in which the weights G;; (also referred to as the encoding functions) are the outputs of the embedding network.
They are generated through non-local transformation (as described by the embedding network) of the input data,
whilst the data itself remains unchanged. Moreover, multiple sets of weights can be used to better preserve the
information contained in the input data (referred to by index j).
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The remaining issue is then if the weights stem from the original input data without pairwise projection, then they
are not rotation invariant. This problem can be resolved by using only the rotation invariant scalar features as
the input of the embedding network. The first four coordinate relevant features corresponding to the velocity and
coordinate vectors are thus discarded.

The schematics of the framework based on the above analysis is depicted in Figure 4.9. The neural network takes
the input feature matrix 2 which contains all the feature vectors in a stencil as the input and gives the prediction
on turbulence quantities k and €. In the first embedding stage, the scalar features from each row of the input
feature matrix are fed into the embedding network, in which they are transformed by the embedding network into
rotation invariant encoding functions in ¢ and its submatrix €. In this stage, all the elements in the stencil are
treated identically and individually. Before entering the second fitting stage, a pairwise projection and a weighted
summation are performed simultaneously by operation 2 = %E@TQQT% *. In this way, information from each
stencil point is integrated permutation invariantly into nonlocal features in £ and £*. In the second fitting stage,
2 is flattened into a vector and fed into the fitting network. The output of the fitting network will be the prediction
on turbulence quantities k and €.

The hyperparameters of the network are presented in Figure 4.10. There are three layers in both the embedding
network and the fitting network. The total number of tunable parameters is 47810.
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2 v | IR 05 G  embedding matrix.
eertii= | IR “%“”&
x, u, | o By G M n r‘; Embedding matrix
T . G
The scalar features of . Q [, 5:12] c;: G;: . G; ... Gom
. B

each point is fed into the ~—— ) Germmo | i

embedding network G, Ga ... Gim :

individually. e @ o G

G*is a submatrix

W Q W g g truncated from the

embedding matrix.

Flttlng It contains the first

m' columns of the

x; u | by 0w om o T embedding matrix.
/
£L=1¢Tg= X‘2 “-2 | b.2 0, 1{2 N T2 Th
X, Un | b On Un M T Ty

Each element in L is a weighted (by
L columns in the encoding matrix) D is flattend and then fed
sum over all the point in the stencil, into the fitting network
eg. )
& L= S Gisi
W Fitting network

D=LLT=5GT007Gr  »
- - — D
D is obtained by a pairwise
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Figure 4.9: Schematics for the vector cloud neural network

4.5.4. Proof of invariance properties with minimal example
In this section, the invariance properties of the neural network is proved by a minimal example. Considering the
simple case with n = 4 (four points in the cloud), [ = 3 (three input features, q = [x, ¥, r]T) and m = m' =2 (two
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Figure 4.10: Hyperparameters for the VCNN neural network

encoding functions from embedding layers). The input matrix is as follows:

X1 Y1 n qI
1
9 eRpP3 = Xz Y2 T2 _ qu 4.15)
X3 Y3 I3 q;
X4 Ya Ta qz

The scalar feature r of each point in the cloud is fed into the embedding network. They are processed individually
and identically. The outputs of embedding network are organized in an matrix (the embedding matrix) such that
each row corresponds to a point in the cloud, and each column corresponds to a encoding function. The shape of
the embedding matrix is n x m. With n =4 and m = 2, the outputs of the embedding network is then:

Gn G2 g/
1

G G

ax2 _ | G211 Ga2| _ |8,

gewi= | M 2= 1% (4.16)
Gy Ga 8

in which g; = f(r;)
The input matrix of the fitting layers is computed as:

DeR?=9"297y (4.17)
Here we introduce notation £ = 4" 2 € R?*3 for convenience, then:
2=49'929"g=2LPLT (4.18)

Substituting Equation 4.15 and Equation 4.16 into Equation 4.17:

2eR*?=9"9297y (4.19)
q/ 8/
qT T
=g & & & qzr @ @ @ | T (4.20)
3 3
q; g
= (g1q] +82q; +83q3 +8:9]) (18] +q28) +q38; +qug)) “.21)

4 4
(Z giq?) (Z (girq})T) (4.22)
i=1 i'=1

Letgiq; = L; and (g;q;) " = Ly, it follows that:

4 4

=Y Li=) g4 (4.23)
i=1 i=1

Z Ly= Z (giq;)" (4.24)

i'=1
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Expanding Equation 4.22 using notation L; and L;:
4 4
2=) ) LiLy (4.25)
i=1i'=1

2 is obtained through a double summation over all the points in the cloud, thus it is permutation invariant with
regard to input data.
The result can be expanded directly, for instance:

Guxi1 Guyi Gun
Gipx1 Gieyr Gian

As discussed before, the translational and Galilean invariance are straightforward since only relative coordinates
and relative velocity are selected as input features.

The rotational invariance is achieved through pairwise projection 22 7. Presume that the input features are
transformed through a rotation % € R?*2. For convenience, the input feature matrix can be rewritten as follows:

T
X1 Y1 n Xy r
T
D eRM3 = Xoo Y2 2] _|X T2
X3 Y3 I3

X4 Y4 T4
Notice that vector xl.T are row vectors, so the rotation matrix then should be applied by post-multiplication. The

transformed input matrix (2,) is computed as:

Xire% r
2, RV = XZI% r2
Xq R r3
xl% T4

Since ¢ is a nonlinear transformation of only the scalar features, it remains the same after rotation.
2,eR?=94"92,.99

The proof of rotational invariance is equivalent to proving 2,2 = 22 7. The derivation is presented below:

'X—lr@ n
T x;% rR|l[2Tx, ZTxs ZTx3 Z'xu
2,927 =% (4.26)

X; R T3 r ) T3 T4
_XI% rg
[ XT@%TXI + rl2 xlT.%.%sz +r11rs xlT.%’.%’TX3 +71173 xlT.%"%Tx4 +7111y

X RR X1+ X) RR X0+ T2 X, RRX3+T2r3 X, RR X4+ T2y 427)
X_IQZ%TXI + 1311 X;@%TXZ + 13172 X;’FQQTX3 + r32 X:;r%%-rle + 1314 )
_xIQ?@Txl + 71114 XI@@TXQ + o1y XI%@TX;g +rar3 XI@@TM + rf
'XIX1+I‘12 xlsz+r1r2 X—er3+r1r3 X—er4+r1r4

_ x2Tx1+r2r1 X2TX2+I‘22 szX3+r2r3 szX4+r2r4 (4.28)

B xgx1+r3r1 XBTX2+7'31’2 x;x§;+r§ x;x4+r3r4 ’
_XIX1+T4I'1 xIx2+r4r2 XIX3+7'4F3 XIX4+T§

=227 (4.29)

4.6. Neural network training

In this section, the methodology related to neural network training is presented. This section is applicable for
both pointNet and VCNN architecture. In Section 4.6.1, how the raw data from the simulation is preprocessed is
introduced. The training and testing data set used are described. Section 4.6.2 shows the loss function for training
and the regularization of the network. Adam algorithm [96] is used as the optimizer with a learning rate of 1073,
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4.6.1. Dataset

The raw data for neural network training is generated in OpenFOAM RANS simulation following the setup
discussed in Section 4.1. The training set consists of 11 flow cases, a = 1.0,1.1,1.2,...,2.0. Two representative
flow cases are shown in Figure 4.11.

The upper two figures Figure 4.11a and Figure 4.11b present the mean velocity contour of flow case ¢ = 1.0 and
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Figure 4.11: Representative simulation results.

a = 2.0. The recirculation zone at the back of the hills is indicated by the streamline. In flow case a = 1.0, the
recirculation zone can be identified easily. Whilst, it is barely seen in flow case a = 2.0. The lower two figures
Figure 4.11c and Figure 4.11d show the eddy viscosity contour of the respective flow cases. Flow case a = 1.0 is
characterized by a higher level of eddy viscosity. The distribution pattern of both cases is quite similar.

For obtaining the input feature matrix, preprocessing the raw data are required. The steps are listed below
following the sequence of operation:

1. Flow field data (mean velocity and strain rate magnitude) and geometry data (cell centres, cell volumes,
boundary indicators and wall distance) are read from the OpenFOAM time directory files.

2. Periodic boundary condition is applied to the extracted data such that the influence regions of cells near the
inlet and outlet are complete.

3. Wall distance function is computed based on the wall distance of each cell according to the expression given
in Table 4.1. s, k and € are normalized as indicated in Section 4.3.2.

4. The cell points in a single flow case are iterated over. The influence region is computed as in Section 4.2.
The cell points inside the influence region are gathered to form the stencil of the centre point. If the stencil
size (200 for training) is larger than the number of points in the influence region, random points are repeated.
If the stencil size is smaller than the points inside, random points are removed. In this way, the input matrix
for each point has the same dimensions.

5. Relative coordinates, relative velocities, r, r’, velocity magnitude are computed for each centre point. Cell
volume is normalized by the mean cell volume in the stencil.

6. Last two steps are repeated for each flow case. After the training data from each flow case is generated, they
are stacked together to get the complete training set.

Feature scaling is performed in two steps. The first time is before the stencils are formed. The targets are s, k
and e. The second time is after the stencils are formed and it is carried out in stencils. It is performed on the cell
volume.

The training dataset contains every cell point in 11 flow (in total (40000 + 48000) x 11/2 = 484000 points). The
number of samples taken in stencils for training is 200. The shape of the training dataset is then 484000 x 200 x 11.
For testing the generalization ability of the network, flow cases @ =0.9,0.8,...,0.5,2.1,2.2,...,2.5 are chosen as the
extrapolation test set; flow case a = 1.05,1.15,...,1.85,1.95 are chosen as the interpolation test set. The processing
of testing data is almost identical to that of the training data. The only difference is that there is no random
sampling in the stencils. All the points are used as input for better performance.

The flow cases used for training and testing are summarized in Table 4.2 and visualized in Figure 4.12 below.
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Dataset slope parameters « number of cases
Training set 1.0,1.1,1.2,13,..,1.8,1.9,2.0 11
Interpolation testing set ~ 1.05, 1.15, ..., 1.85, 1.95 11
Extrapolation testing set 0.9, 0.7, 0.5, 2.1, 2.3, 2.5 10

Table 4.2: Datasets for training and testing

. . . . . . . . . . . . . . . . . . . .

® training
® interpolation . . . . . . . . . . .
® extrapolation

0.50 0.75 1.00 125 150 175 2.00 2.25 250

Figure 4.12: Datasets for training and testing

4.6.2. Loss function and regularization
The sum of squared error is used as the loss function for the neural network training as shown below:

N N
RO) =Y (k" - k"> + Y (E;”) ('”) +A Z (W, —V1)? (4.30)

i=1 j=1 k=1

in which = represents the predicted value, superscript (n) indicates the normalized value. A takes the value of 1.
As discussed in Section 3.3.6, regularization is performed to avoid overfitting problem, in which an extra L2
penalty term is added to the loss function as follows:

N N N
RO) =Y (k" - k"> + Y (55.”) —e;”’)z A Y T = V1)? + Ay ) wh (4.31)
i=1 j=1 k=1 j=1

By using the regularized loss function Equation 4.31, the magnitude of the weights and biases is kept to a lower
level throughout the training process. A comparison between neural networks performance with and without
regularization in an uncoupled setting is presented in Figure 4.13.

The L1 norm of the unregularized model is 12012 and that of the regularized model is 1444. It is evident that the
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Figure 4.13: Comparison between regularized and unregularized neural networks on flow case a = 0.5

regularized network is more robust to model extrapolation and produce less oscillation in the prediction. Whilst
the unregularized model is very sensitive to the change of input distribution.
A comparison of the two models’ response surface to the baseline k — & model is shown in Figure 4.14. The final
output of the neural network v is plotted against the stencil averaged velocity in x direction. It is a 2D projection
of the multi-variant function of the neural network.

It can be observed that the output of the unregularized model for high velocity is oscillating rapidly, which
corresponds to the oscillatory v profile in Figure 4.13a. The regularized model also deviate from the baseline
model, but the oscillation is much more moderate, which means better robustness. The improvement in robustness
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Figure 4.14: Comparison between regularized and unregularized neural networks on flow case a = 0.5

of the neural network model is also presented in a coupled setup. When using the unregularized neural network,
the coupled solver is hard to converge. A detailed discussion of the model performance in both uncoupled and
coupled setup is presented in Chapter 5.

4.7. Coupling of neural network with simpleFoam solver

In the thesis work, the data-driven model is tested in a coupled setting. The trained neural network functions as a
normal turbulence model. It computes and transfers the turbulent quantities to a RANS solver.

The data transfer between two components and the entire workflow is depicted in Figure 4.15.

The steps of the coupled solver are described below following the order of operation:

1. The mean flow field and the turbulence quantities are initialized, same as in a normal numerical simulation.

2. SimpleFOAM solver reads the output from the last time step and solves for the mean flow quantities, e.g.
pressure and flow field. Quantities required by the neural network such as the strain rate magnitude is also
calculated. All the simulation data is written to files in OpenFOAM format.

3. The simulation data is read and processed as described in Table 4.2. The features are computed and
organized into an input matrix.

4. The input matrix is fed into the well-trained neural network turbulence model. The turbulence quantities are
obtained and written into OpenFOAM files.

5. Steps 2-4 are repeated until the simulation reaches the specified number of iteration steps.

4.8. Software and Libraries

The software package used for all the CFD simulations in this work is OpenFOAM v2012.

Loading data of OpenFOAM into python NumPy array uses package foam utility (see repository: https:
//github.com/cmichelenstrofer/DAFI.git). The preprocessing of data utilized pandas and NumPy
library. The construction and training of the neural network used the python machine learning library PyTorch [97].
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Figure 4.15: Schematics of the coupled solver.

OpenFOAM solver written in C++ and neural network written in python are coupled by Python/C API [98].
The main code of the work can be found in GitHub repository https://github.com/brossardl1931/
FIVCNN_coupling.git.
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Results and Discussion

5.1. Performance of VCNN in uncoupled and coupled setups

The performance of the neural network-based turbulence model is evaluated in both uncoupled and coupled
setups. In the uncoupled setup, the converged mean flow field of RANS with k — € turbulence model is used
as the neural network input. The neural network prediction is compared with that of the baseline standard k — €
turbulence model. In the coupled setup, simpleFOAM solver is coupled with the neural network turbulence model.
The coupled solver starts iteration from a given initial condition. During the simulation, the coupled solver is
continuously confronted with unconverged mean flow fields. Thus, compared to the coupled setup, the coupled
setup poses a larger challenge to the neural network-based turbulence model.

The same neural network model is used for testing in coupled and uncoupled setups. The training dataset is
presented in Table 4.2 and Figure 4.12.

5.1.1. Uncoupled setup

A thorough investigation into the interpolation and extrapolation capacity of the obtained network is first performed
in the uncoupled setup. The neural network prediction of v on two interpolation cases with a = 1.45 and a = 1.75
are visualized in Figure 5.1. In an uncoupled setup, the information is one-way transformed from the mean velocity
field to the neural network turbulence model. Thus there is no influence of the neural network prediction on the
mean velocity field and the contours and profiles are only for the prediction on eddy viscosity v7.

It is shown that the prediction of the neural network is highly consistent with the results of k —e model. The
contour plots of the predictions Figure 5.8c and Figure 5.8d have very similar patterns to that of the baseline
k — € model. There are only small oscillations observed in neural network prediction that differ from the k —¢
model prediction. The neural network prediction is inferior to the k — € model in its smoothness. Considering the
complexity of the neural network and a lack of hard-coded diffusion terms in it, such a level of noise is acceptable.
From the profile plots, the difference between the neural network prediction and the k—& model simulation results
is barely discernible.

For machine learning models, extrapolation is usually more challenging than interpolation. A first test is
performed on flow case a = 0.9 and a = 2.1. A comparison between v predictions of the neural network model
and baseline k — & model on these two flow cases are presented in Figure 5.2. When comparing Figure 5.2c,
Figure 5.2d and Figure 5.2a, Figure 5.2b, it is found that although the neural network prediction looks more
chaotic, the overall pattern is close. The regions of high and low eddy viscosity are well presented in the network
prediction contour. In the cross-section plot, the network prediction overlaps the baseline model prediction. The
noise is the largest near the inlet and is small in the rest of the flow domain. The interpolation and extrapolation
tests discussed above prove the generalization ability of the neural network model. In order to test the generalization
limit of the network, the neural network model is further challenged by the highly extrapolated flow cases a = 0.7
and a = 2.3. The predictions of the neural network model are compared with the baseline case in Figure 5.3.
It can be observed that to such extend of extrapolation, although predictions of the neural network share certain
similarities with the baseline, some unphysical patterns emerge. For instance, in Figure 5.9c, a region near the top
of the inlet has a very large eddy viscosity. Whilst in the baseline case in Figure 5.9a, such a pattern doesn’t exist.
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Figure 5.1: Comparison of the contour and the cross-section profiles of turbulence viscosity v for interpolation flow cases a = 1.45 and
a=1.75 (VCNN)

Since the scale of eddy viscosity is small compared to the length scale, in the cross-section plots, eddy viscosity is scaled by a factor of 30
such that the curve can be seen more clearly.
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Figure 5.2: Comparison of the contour and the cross-section profiles of turbulence viscosity v for flow cases @ = 0.9 and a = 2.1 (VCNN)

The overall level of v is also lower than that of the baseline prediction. In flow case a = 2.3, the region near the
bottom of the inlet has a higher vt prediction, and the predicted v is generally higher than that of the baseline.
By inspecting the contour plots and the cross-section profiles, a quantitative evaluation of the model performance
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Figure 5.3: Comparison of the contour and the cross-section profiles of turbulence viscosity v for @ =0.7 and a = 2.3 (VCNN)

is obtained. For a quantitative evaluation of the model performance, the normalized prediction error is introduced:

Zé\il |VTi _f’Ti IZ
error = (5.1)

/SN (5.2
ZizllvTi|

in which v is the neural network prediction, and V7 refers to the results of k — & model (the baseline case). The
total error of all mesh points is normalized by the sum of squared baseline results, avoiding possible small values
in the denominator.
The prediction error of all the interpolation and extrapolation testing sets (as listed in Table 4.2) is summarized in
Figure 5.4.

When the slope parameter is covered by the training set (interpolation), the validation error remains at a low
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Figure 5.4: Prediction error computed by Equation 5.1 over different slope parameters.

Light green background indicates the range of slope parameter covered by the testing set (marked with blue circles). Red circles represent the
testing flow cases, including interpolation and extrapolation.

level (around 2%), which is close to the training error. When the model is extrapolated, the error rate increases

drastically. When it is extrapolated by 0.1 slope parameter to 0.9 and 2.1, the validation error is around 5%.
Whilst for flow cases a = 0.5 and a = 2.5, the validation error is over 20%. The error increases by roughly 5% for
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every increasing or increasing 0.1 of the slope parameter. Besides, it is noticed that the model performs slightly
better when extrapolation to larger slope parameters compared to lower slope parameters. This indicates a larger
difficulty in predicting flow with higher turbulence intensity.
In terms of the notoriously bad extrapolation ability of neural network models, an often-used strategy for enhancing
model performance is augmenting the dataset with more training cases. For instance, if a higher prediction capacity
on lower slope parameters is desired, an extra data point at a = 0.7 can be added to the current dataset. In this
way, the neural network can adapt to cases with low slope parameters during training. A test on the effectiveness
of extending the dataset is performed, in which the training set is composed of flow cases a = 0.5,0.7,...,2.3,2.5
(in total 11 cases). The validation error of the model in the range [0.5,2.5] is shown in Figure 5.5. The error rate
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Figure 5.5: Prediction error as computed by Equation 5.1 over different slope parameters (augmented dataset).

of the model trained on the new dataset shows a wavy pattern. For cases included in the training set, the error
rate is small. When getting far from the training cases, the error increases until approaching another training case.
It reaches the largest right in the middle between two training cases. The validation error plot agrees with our
expectation of higher error for cases that deviate from training cases. Nonetheless, the prediction capacity of the
network on the cases of interest can be improved evidently by adding proper data points to the training set. The
maximum validation error appears at flow case @ = 0.7 with an error rate of around 6.5%. It is much less than the
largest error rate 25% of the last model.

It is worth noting that similar to previous tests, the largest error appears at the low slope parameters region.
This might be because the flow field changes a lot in this range and knowing flow case 0.5 and 0.9 helps less in

predicting flow case 0.7.

5.1.2. Coupled setup

In the coupled setup, the neural network model performance is surprisingly good and comparable to that in the
uncoupled setup. Tests are performed on an initial condition taken from the k — & simulation at time step 500. Its
location in the entire convergence history of a simulation is shown in Figure 5.6. At iteration 500, the flow field is

far from convergence. Whilst it provides a reasonable initial condition for the neural network prediction.
The comparison between results of the neural network coupled solver and PDE solver on one interpolation and
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Figure 5.6: Convergence history of a simulation case (a=1.45)
one extrapolation case is shown in Figure 5.7. The dashed grey lines show the initial condition and the solid
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red lines and black lines show the neural network and k — € results respectively. By comparing the grey dashed
lines and the solid lines, it can be seen that there is a large discrepancy between the initial condition and the
final converged results, especially in terms of the eddy viscosity. Although faced with unseen flow fields, the
neural network turbulence model is capable of providing reasonable predictions without causing divergence of the
primary RANS equation.

In the extrapolation flow case a = 0.9, the nn coupled solver underpredicted the eddy viscosity in the bottom region
of the flow. It resulted in a slightly smaller velocity in x direction in the corresponding region. The difference in
v can hardly be noticed. In the interpolation flow case a = 1.45, the converged results of nn coupled solver differ
from the baseline solver with a small high-frequency noise. Its influence on the mean velocity is negligible.

In conclusion, the neural network coupled flow solver is capable of providing results that are comparable to that
of k — € solver on interpolation and moderate extrapolation flow cases.
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Figure 5.7: Comparison of the velocity and eddy viscosity profiles.

The initial condition marked in the grey dashed line is the corresponding baseline k — & model simulation at iteration 500 (starting from
uniform flow field).

5.2. Performance of pointNet

After a thorough evaluation of the VCNN model performance, in this section, a brief report on the performance of
pointNet architecture is presented as a comparison. The training dataset for pointNet architecture is the same as
that of VCNN (see Table 4.2 and Figure 4.12).

Before discussing the validation error, it is worth noting that the training error of pointNet is higher than that of
VCNN. For VCNN, the training error is around 2%, whilst for pointNet, it hardly dropped below 4%. A relatively
high training error can be attributed to an insufficient linkage between the inputs and the outputs. In FVCC, all
the input features listed in Section 4.3 are fed into the network. However in pointNet, out of the consideration
of rotation invariance, the vector features are removed from the input dataset. In other words, there is possible
information loss in the training of pointNet.

The pointNet model prediction on interpolation flow cases a = 1.45,1.75 and extrapolation flow cases a =0.9,2.1
is shown in Figure 5.8 and Figure 5.9. According to the contour and the cross-section profile plots, the performance
of pointNet architecture is a bit inferior compared to VCNN. Although the overall prediction of pointNet is
also close to the baseline model, the pointNet model appears to have larger high-frequency oscillatory noise
components. Even in interpolation cases on which VCNN shows excellent performance, the pointNet prediction
has oscillatory error centring the baseline results. The discrepancy in extrapolation cases is also larger than that of
VCNN.

Based on the definition of error rate Equation 5.1, the model performance of pointNet on flow cases with varying
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Figure 5.8: Comparison of the contour and the cross-section profiles of turbulence viscosity v for interpolation flow cases a = 1.45 and
a =1.75 (pointNet)
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Figure 5.9: Comparison of the contour and the cross-section profiles of turbulence viscosity v for & = 0.9 and a = 2.1 (pointNet)

slope parameters is shown in Figure 5.10. The error rate of pointNet is generally larger than that of VCNN, which
is in accordance with the larger training error. With training error as a reference, the performance for interpolation
is comparable to that of VCNN. The extrapolation to smaller slope parameters in comparison is much worse. The
largest validation error is at a = 0.5 with a value of over 45%.
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Figure 5.10: Prediction error over different slope parameters (pointNet).

5.3. Scale of the influence region

Since one of the major model properties is its nonlocality, it is helpful to understand the effect of influence
region size on model performance. A parametric study on the scale of the influence region was performed in
the uncoupled setup. The results is shown in Figure 5.11. x-axis is the factor with regards to the baseline choice
of the influence region as provided in (4.2). The experiment consist of set [0,0.05,0.1,0.2,0.5,1,1.5,2.0,3.0]. A
factor of 0 refers to a local model in which only the mean flow properties of the point of interest itself is regarded
as the input of the model. The performance of models in the entire flow domain as well as in the recirculation
region with various scales of the influence region is evaluated on two extrapolation flow cases a = 0.5 and a = 0.8.
The recirculation region is marked by a red block in Figure 5.12.

It can be seen that the validation error showed a declining tendency with a larger influence region. Along the
curves, two stages can be identified according to their slope. The first stage is from I =0 to I = 0.1, in which the
improvement of performance is the most evident. Figure 5.12 shows the size of influence regions at four points
located at the inlet, in the recirculation region and mainstream, and near the bottom. As indicated in Figure 5.12,
when the influence region reaches 0.11, stencils in most parts of the flow domain contain neighbouring points
both along and orthogonal to the streamwise direction. Stencils like this can be considered as containing a rather
"complete" set of information (gradient in all the directions) for the prediction of turbulence quantities. It is
noticed that in the recirculation region, I = 0.2 also belongs to the first stage. Because in the near-wall region, only
until 0.27 are the neighbouring points along the main flow direction included.

In the second stage (I > 0.1), the performance shows a little improvement. It indicates that by including points in
a larger neighbourhood, the prediction capacity of the network may increase. There is also an increase of error
when the influence region reaches the size of 3.0. This might be an indication of the negative effects of using a
too large influence region. However, the small fluctuation of validation error is not persuasive enough for making
a solid conclusion for the second stage considering the complexity of the model and the randomness introduced
during the training process.
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Figure 5.11: Parametric study on the influence region.
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Figure 5.12: Visualization of stencils under various sizes of influence region for flow case a@ = 0.5.

5.4. Flow physics learned by the neural network
Neural networks are notorious for being abstruse and hard to interpret. In this section, some tentative understanding
of the flow physics learned by the neural network is provided. The interpretation is still vague and incomplete.
Hopefully, it can reveal part of the mechanism based on which the network works.
As discussed in Section 4.5, there are two subnetworks in VCNN architecture, the embedding network and the
fitting network. The outputs of the fitting network are the final outputs and are not helpful for understanding the
network. Whilst the encoding functions given by the embedding network are intermediate results and have clear
numerical meanings.
One of the encoding functions Gy is visualized in Figure 5.13. In the training of this network, m' is set to 1
such that the information extracted in the embedding network is concentrated in the first encoding function G;.
Across stencils at different locations, the contours of G; showed a consistent pattern. The gradient of the encoding
function G, is well aligned with the wall-normal direction, especially for stencils near the periodic hills. There is
good accordance between the pattern of G; and the physics that flow inside a periodic hill tunnel is dominated by
walls.

Since the encoding function is local in its nature, it can also be plotted over the entire flow domain as shown
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Figure 5.13: Contour plot of encoding function G; inside stencils at various location.
in Figure 5.14. If we construe the encoding function as a weight given to each sample in the stencil when doing
summation, then the larger the absolute value of the point, the more important the network regards it as. It

is observed in Figure 5.14b that the encoding functions have a larger magnitude when the strain rate is large,
especially at the points of separation reattachment.

46



(a) Contour of encoding function Gy (with streamline), a = 1.0

) 0.78

: 0.66

. 0.54

. 0.42

’ 030
1 2 3 4 5 6 7 8

(b) Contour of encoding function(absolute value) G, @ = 1.0

Figure 5.14: Visualization of encoding function G; over the whole flow domain
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Conclusion and Recommendation

6.1. Conclusion

Turbulence modelling is one of the most challenging modelling problems in the field of engineering. Although
there have been various models developed in the past 50 years, and some of them such as the k — & model have
become the workhorse in fluid simulation, the current models are still limited in their accuracy and applicability.
For instance, all of the eddy viscosity models are under the restriction of the Boussinesq assumption. It assumes
that the Reynolds stress anisotropy is determined by the mean velocity gradient. However, this has been proved
wrong in simple flow cases such as axisymmetric contraction. According to the rapid-distortion theory (RDT), the
Reynolds stress is determined by the total mean strain instead of the mean velocity gradient. In such a case, the
intrinsic assumption of eddy viscosity models breaks down.

In the thesis work, the rising machine learning techniques are utilized and applied to the long-standing turbulence
modelling problem. A framework for building neural networks based turbulence models is proposed, including
the data-preprocessing procedure and the construction of neural network architectures. Turbulence models based
on this framework possess two major attributes, non-locality and invariance properties. Non-locality of the models
means that the local quantities of interests at a certain point are determined not only by local mean flow fields but
also by the mean flow quantities in their neighbouring region. A mapping between the mean flow features in the
neighbouring region to the turbulence quantities at the central point is built. This attribute matches the non-local
nature of turbulence.

In terms of the invariance properties, the model is invariant in two senses. On one hand, it is frame-independent
based on flow physics. The model outputs are invariant with regards to translation, rotation of the reference frame.
It also possesses Galilean invariance, according to which the prediction on the turbulence quantities is identical in
all inertial frames. On the other hand, it is permutation invariant with regards to the input feature vector set. It
is a requirement posed by the need for computation, according to which the model prediction is irrelevant to the
ordering of the sample points in the stencil.

Regarding the specific neural network architectures, there are two architectures introduced in this thesis work.
They both possess the attributes stated above. The major difference is how they achieve rotation invariance. The
first Vector Cloud Neural Network (VCNN) achieves rotation invariance through a pairwise projection implemented
in its architecture. In other words, the network has embedded rotation invariance and the input feature matrix can
be rotation variant. In contrast, rotation invariance of the second pointNet architecture is achieved by selecting
only the rotation invariance features as the network input. Rotation invariance is not built into the architecture
itself. This gives pointNet the advantage of having a simpler structure. The remaining part of the networks is very
much alike.

The training of the networks uses simulation data obtained by k-¢ turbulence model on parametric periodic hills.
The training set is composed of 11 flow cases with their slope parameters ranging from 1.0 to 2.0. It covers the low
slope parameter cases characterized by evident recirculation region and high slope parameter cases with barely
any separation. During training, The ADAM optimizer runs until the training error is brought to around 2% and
the validation error stays at a low level.

The trained networks are evaluated in both coupled and uncoupled settings with unseen flow cases(interpolation
and extrapolation). In the uncoupled setup, the VCNN network shows low training error in interpolation cases.
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The error rate is comparable to that on the training set (around 2%). In terms of extrapolation, the training error
grows relatively rapid as the slope parameter deviates further from the training set. For flow case @ = 0.9, the
validation error is around 5%. As the slope parameter goes lower to a = 0.5 (the lowest in the extrapolation set),
the error reaches 25%. Towards the higher end, the flow case with the highest slope parameter a = 2.5 has a
validation error of around 20%. The high performance for interpolation and bad performance for extrapolation
indicated that the application scenario should be covered well by the training data or at least close enough to the
training data. An experiment on a broader but sparser training dataset is performed. The results show that with
6 flow cases linearly spaced between 0.5 and 2.5 (every 0.4), the prediction error is well controlled. The largest
error appears at @ = 0.7 with a value of around 6%.

The performance of pointNet is comparable to that of VCNN in terms of interpolation and extrapolation to larger
slope parameters. However, when extrapolated to low slope parameter cases, the performance is much worse than
that of VCNN. The largest error is nearly 40% at a = 0.5. This can be due to the information loss of discarding the
vector features in the inputs.

In the coupled setup, the neural network is coupled with simpleFOAM solver of OpenFOAM and provides the
turbulence quantities in the solver iteration. The experiments are performed on a interpolation flow case a = 1.45
and a extrapolation flow case @ = 0.9. The coupled solver produced a prediction similar to that of the baseline
k — € turbulence model. The tests performed in the coupled setting shows good numerical behaviour of the neural
network turbulence model. It is capable of stabilizing the simulation from early-stage simulation results.

For a better understanding of the non-locality property of the network, a parametric study of the stencil scale was
performed. Models were trained with a stencil scale ranging from O (local) to 3 times the baseline scale. The
prediction error of the strictly local model (only the center point is taken as input) was larger than 20% for both
training and testing cases. The model prediction error reduced rapidly until the closest mesh points in roughly all
directions were taken into consideration. This can be regarded as having similar nonlocality as the classic k— &
model, in which the velocity gradient is used. For larger influence region, no evident improvement was found. In
the end, an attempt was made on interpreting the flow physics learned by the network with the encoding functions
visualized. It was shown that the encoding function had a strong relationship with wall distance and strain rate
magnitude.

6.2. Recommendation for future work

Current works indicated that non-local neural networks are very promising in terms of turbulence modelling. By
including information in the neighbouring flow field, the prediction performance of the model can be largely
improved. Nevertheless, there are many improvements that can be made to the thesis work.

First of all, the only geometry used now is the parametric periodic hill geometry. For a more comprehensive
evaluation of the framework, a first step is to perform experiments on various fluid domain geometries, such as
the internal flow through a backwards-facing step and the external flow around an airfoil. These flow cases can
be helpful in showing the merits of all the invariance properties embedded in the network architecture. Besides,
the framework can be easily transplanted to high-fidelity databases, such as DNS simulation data. In this way, the
model accuracy can be improved greatly.

Except for the limitations mentioned above, a major shortcoming of the network architecture is that it is only
capable of predicting scalar quantities. For instance, in our case, the outputs of the network are scalar quantities k
and e. The following direction is to modify the architecture such that it can predict tensors such as the Reynolds
stress tensor. In this way, neural network turbulence models that are comparable to Reynolds stress transport
models can be developed. The model applicability can thus be promoted fundamentally. The biggest challenge for
extending the network output from scalar to tensor is to reserve the invariance properties of the current architecture.
This may involve the use of an invariant tensor basis.

Another improvement regarding the framework is the implementation of coupling between turbulence models
and the simpleFOAM solver. Currently, they are coupled through files, that is, the network reads the mean flow
information file written by simpleFOAM solver and writes the prediction into another file. SimpleFOAM solver,
in turn, reads the network outputs and writes the mean flow field. A possible improvement is to "fully" couple
the two components. Corrections provided by the network can be directly made to the solver. In this way, the
solver efficiency is possibly promoted. However, such modification will pose a great challenge to the stability of
the system. Its applicability requires careful investigation.
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