
Backdoor Attacks in Neural Networks

Stefanos Koffas

Te
ch

ni
sc

he
Un

iv
er
si
te
it
De

lft





Backdoor Attacks in Neural
Networks

by

Stefanos Koffas
to obtain the degree of Master of Science

at the Delft University of Technology,
to be defended publicly on June 4 at 10:00 AM.

Student number: 4915747
Project duration: May 1, 2020 – May 30, 2021
Thesis committee: Assistant Prof. Dr. ir. S. Picek, TU Delft, supervisor

Prof. Dr. ir. R. L. Lagendijk, TU Delft
Assistant Prof. Dr. M. L. Tielman, TU Delft

An electronic version of this thesis is available at http://repository.tudelft.nl/.

http://repository.tudelft.nl/




Abstract

Deep learning has made tremendous success in the past decade. As a result, it is becoming widely deployed
in various safety and security-critical applications like autonomous driving, malware detection, fingerprint
identification, and financial fraud detection. It was recently shown that deep neural networks are suscepti-
ble to multiple attacks and pose a serious security threat for such systems. Such an attack is the backdoor
attack. In this attack, the model’s training is partially or fully outsourced to a malicious party. The adversary
designs a secret property, the trigger, and embeds it into a small fraction of the training data. The trained
model associates this property with a specific (chosen by the adversary) target label. The backdoored model
behaves well on regular inputs, but a misclassification will occur with a very high probability when the trigger
is present.

The advent of this attack sparked an arms race in the deep learning community resulting in numerous
backdoor attacks and defenses during the last years. In this thesis, we conduct a systematic evaluation that
can push our knowledge further, aiming at more effective defenses in the future for various applications like
image classification, natural language processing, and sound recognition. We show that the trigger’s size is
positively correlated to the attack success rate in almost all cases. On the contrary, the trigger’s position is not
always connected to the attack success rate and depends on the used neural network.

Furthermore, we are the first to experiment with inaudible triggers in sound recognition and show that
they can be used for stealthy real-world attacks. Moreover, we show that backdoor attacks could be a frame-
work that further pushes our knowledge of how deep neural networks learn.

Additionally, we exploited global average pooling’s properties aiming at a more effective attack. In partic-
ular, we created dynamic backdoors that can be effective even if different trigger positions are used during
training and inference without poisoning more data or altering the poisoning procedure. The exploration of
this layer also showed that when a model generalizes well on new inputs, it is less probable to be susceptible
to backdoor attacks.
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1
Introduction

Deep learning dates back to the 1940s [41, p. 12], but its complexity and the amount of compute required
for training simple neural networks discouraged researchers in the past. However, recent progress in the
underlying hardware and the introduction of general-purpose graphic processing units (GPGPUs) has led to
an AI revolution. Now, deep learning models are widely deployed in a variety of demanding applications
like computer vision [50, 66], speech recognition [45, 95], machine translation [120], and game-playing [104].
Deep learning is also used in various safety and security critical applications like autonomous driving [12, 35],
malware detection [31, 79], fingerprint identification [116], and financial fraud detection [64].

Safety and security critical systems require guarantees about all the components’ security and robustness
because attackers are more likely to attack their weakest points [102]. Szegedy et al. [107] pointed out that
neural networks are not robust due to adversarial examples, which are inputs that can be wrongly classified
with very high probability. Such inputs are created by adding slight distortions in the direction of the gradient
of the network’s loss function and can affect a large variety of models [20, 92] and real-world settings [16,
103]. An adversarial example on ImageNet is shown in Figure 1.1, where imperceptible distortion changes
the model’s decision from a panda with 57.7% confidence to a gibbon with 99.3% confidence.

Figure 1.1: A carefully crafted distortion generated from the cost function’s gradients can affect the model’s decision. In this example,
the network wrongly classifies an input image of a panda to a gibbon (with 93% confidence) by adding an invisible to humans distortion

[42].

Inference is not the only unsafe part of machine learning pipelines. Systems like honeypots and chatbots
continuously collect data for training, allowing adversaries to manipulate the training dataset [11, 119]. Ad-
ditionally, state-of-the-art models use enormous datasets curated through web scraping and crowdsourcing
from possibly untrusted sources [34]. This amount of data is almost impossible to check manually, and mali-
cious actors could easily embed their data [96]. As a result, a new kind of attack has emerged; the poisoning
attack. In poisoning attacks, the adversary contaminates the training dataset, which leads to a corrupted
model. Two different attacks have been defined in the literature: the indiscriminate and the targeted attack
[56, 67]. The indiscriminate attack aims to decrease the model’s performance for all inputs causing a denial
of service. On the other hand, the targeted attack aims only at the misclassification of specific inputs.

1



2 1. Introduction

A special case of the targeted poisoning attacks is the backdoor attack, initially defined in [22, 47]. In this
attack, the model’s training is partially or fully outsourced to a malicious party. The adversary designs a secret
property, the trigger, and embeds it into a small fraction of the training data. The trained model associates
this property with a specific (chosen by the adversary) target label. The backdoored model behaves well on
regular inputs, but a misclassification will occur with a very high probability when the trigger is present. For
example, an adversary could force an autonomous vehicle to misclassify a stop sign as a speed limit sign when
the trigger (a small yellow sticker) is present (Figure 1.2). This misclassification poses a severe threat to the
passengers’ safety. Furthermore, an adversary could bypass a backdoored face recognition system by wearing
a specific pair of sunglasses [22]. These attacks highlight the need for verifiable security in neural networks
and artificial intelligence in general [47].

Figure 1.2: Misclassification of a stop sign with a trigger as a speed limit by an autonomous vehicle [47]

Backdoor attacks are very practical due to a new threat model that has emerged from the paradigm shift
to virtualization and cloud computing. In particular, the vast amount of data and the complexity of modern
deep learning models make training a very demanding task that could last weeks, even if specialized hardware
is used. Only a few have access to such hardware, and usually outsourced training to the cloud is preferred.
Outsourced training is cheaper due to the pay-as-you-go billing model, which does not require a substantial
initial investment in expensive infrastructure. Outsourced training is often referred in the literature as Ma-
chine Learning as a Service (MLaaS) [47], and it is offered by all major cloud computing platforms like AWS
[6], Microsoft Azure [84], Google Cloud [43], and IBM Cloud [53]. The cost reduction from outsourced train-
ing is considerable, but the trained model’s integrity cannot be verified exhaustively. Thus, an adversary can
interfere with the process and hide a backdoor in the generated model.

Another cost reduction method that has recently gained attention is transfer learning. In transfer learning,
pre-trained deep and complex models like AlexNet [66], VGG [105], and ResNet [50], are fine-tuned to perform
a different task. This method drops the training time significantly as only a fraction of the model’s weights
must be updated. Like MLaaS, transfer learning poses new threats as an adversary could embed a backdoor
in the pre-trained model that could exist even after the fine-tuning [47].

These new threat models triggered an arms race in the deep learning community resulting in numerous
backdoor attacks and defenses during the last years. Most of the attacks target computer vision applications
[22, 70, 71, 75, 100, 112], and a smaller number of them target NLP [21, 32] and sound recognition systems
[75, 95]. Various defenses have been designed [18, 19, 23, 38, 111, 115], but most are empirical and do not
provide strong security guarantees.

In this thesis, we decided to step back from this cat and mouse game of evolving attacks and defenses.
Thus, we conduct a systematic evaluation that can push our knowledge further, aiming at more effective de-
fenses in the future across various applications (computer vision, text sentiment analysis, and sound recog-
nition). As a result, we came up with the following research questions:

1. How the attack accuracy is affected by various trigger characteristics in image recognition, text senti-
ment analysis, and sound recognition?

2. Is it possible to exploit a global average pooling layer to make dynamic backdoors in different applica-
tions like image classification, text sentiment analysis, and sound recognition without poisoning more
data?
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The thesis is structured in the following way. In chapter 2, we present a brief summary of the background
required for this project. In particular, we cover machine learning and deep learning basics, discuss image
classification, natural language processing, and sound recognition. Finally, we present some details about
backdoor attacks in software, hardware, and neural networks. chapter 3 discusses the related work and
presents a more detailed version of our research questions. In chapter 4 and chapter 5, we show our main
contributions from this project. chapter 4 presents a detailed study on the effect of different trigger char-
acteristics on the backdoor attack. chapter 5 shows how a global averaging pooling layer can facilitate the
implementation of dynamic triggers. chapter 6 formally addresses our research questions and discusses our
project’s limitations and future directions.





2
Background

In this chapter, we present the background knowledge required to follow this research project. We begin with
a short introduction to machine learning, emphasizing deep learning and its application to image classifi-
cation, natural language processing, and sound recognition. We continue explaining backdoor attacks in
general, and we conclude by describing the backdoor attacks in machine learning.

2.1. Machine Learning
Machine learning is the process of learning from data. As it was stated in [86], "a machine is said to learn
from experience E for some class of tasks T and performance measure P if its performance at tasks in T as
measured by P, improves with experience E." Task T can be anything. Some examples are image classification
and object detection, [37], sound recognition [4, 5], machine translation [120] and anomaly detection [3]. The
performance measure P is a way to measure machine learning’s success and is usually closely coupled with
task T. For instance, in a classification task, such a performance metric is the correct predictions over the total
predictions. This metric is called accuracy. Experience E is the data that is used for the training. The data is
either labeled or unlabeled [41, p. 102]. Each sample in a labeled dataset is associated with a class or a target.
Labeled data guides the learning algorithm, and the whole learning process is called supervised learning. On
the other hand, unlabeled data let the algorithm extract knowledge from the given dataset without guidance.
This process is called unsupervised learning [46].

This project targets classification tasks. A classification task is a function approximation problem of an
unknown function f (y = f (x)) from a given labeled dataset. The approximated function is often denoted as f̂
and is used to make predictions ŷ = f̂ (x) [87]. The function f̂ should generalize well on novel data and should
not be too specific based on the training dataset. The initial dataset is split into two different groups. The first
group is used for the training process (training data), and the second to measure the model’s performance in
unseen data (test data). From these two groups, the training and the test error are calculated. The training
error shows how well the model classifies elements from the training dataset, and it should be kept low. The
test error shows the model’s performance for novel input, and it should also be low. When the training error
is not low enough, we have underfitting. If the gap between these two errors is large, we have overfitting
because the model is too specific and does not generalize well.

2.2. Deep Learning
Deep learning is a subset of machine learning that is inspired by biological neurons. Deep learning algo-
rithms are modeled as neural networks. Each neural network is a structure of connected neurons grouped in
different layers. Such a structure with two hidden layers, three inputs, and two outputs is shown in Figure 2.1.
This figure shows a multilayer perceptron consisting of fully connected layers (each neuron in one layer is
connected to all the neurons in the next).

The fundamental component of a neural network is the neuron. As shown in Figure 2.2, the inputs xi of
each neuron k are multiplied with the corresponding weights wki and then summed together. Next, the bias
bi is added, and the result is passed through an activation function σ(). The equation that dictates the func-
tionality of a neuron is shown in Equation 2.1. The weights wki and the biases bi are the network parameters.
Their initial values depend on the initializer (distribution that we draw values from) that we choose, and their

5



6 2. Background

Input

Hidden

Hidden

Output

Figure 2.1: Example neural network with 3 inputs, 2 hidden layers and 2 outputs

final values are learned through the training. Many initializers are available. In this project, however, we use
the default Tensorflow initializer, the Glorot uniform initializer.

yk =σ(
m∑

n=1
wki · xi +bi ) (2.1)

Figure 2.2: Computations for every single neuron [80]

The activation function σ() is usually non-linear because this is the only way to approximate complex
functions with a neural network. If all the activation functions are linear, the whole neural network will result
in just one linear transformation of its input regardless of its depth and structure. We used Rectified Linear
Unit (ReLU), Exponential Linear Unit (ELU), and softmax in this project.
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ReLU
ReLU (Subfigure 2.3(a)) [88] is a straightforward and efficient non-linear function with the formula shown in
Equation 2.2.

ReLU (x) = max(0, x) (2.2)

ELU
ELU (Subfigure 2.3(b)) [24] is the same as ReLU for positive inputs, but it is non-zero for negative inputs. Its
formula is shown in Equation 2.3.

ELU (x) =
{
α · (ex −1), i f x < 0

x, i f x ≥ 0
(2.3)

Softmax
The softmax activation function s converts the input vector to a vector of probabilities. The elements of this
new vector are between 0 and 1, and their sum is always 1. This function is used in the last layer because its
output shows which classes are probable. The function s : RK → [0,1]K is defined by the formula shown in
Equation 2.4.

s(x)i = exi∑K
j=1 ex j

(2.4)

for i = 1, ...,K and x = (x1, ..., xK ) ∈RK

(a) ReLU (b) ELU with α= 0.2

Figure 2.3: Activation functions

Training and Optimization
The training of a classifier is an optimization problem. In this problem, two different functions are defined.
The first is a parameterized score function that generates the class scores from the input data. Its parameters
are the network’s weights and biases, usually randomly initialized with values drawn from a Gaussian or a
uniform distribution [41, p.293]. The second is the loss function and shows the quality of a particular set of
parameters by comparing the model’s output with the provided ground truth labels. In this project, we use the
cross-entropy as a loss function which is widely used for classification tasks [51, 124]. Gradient descent is the
algorithm that iteratively improves the parameters until the loss is minimized. As its name suggests, it updates
the weights in the opposite direction of the loss function’s gradient. Equation 2.5 dictates this process. The
hyperparameter γ affects each step’s size and is called the learning rate. If it is not big enough, the training
time increases significantly, but the model may not converge in the opposite case. The backpropagation
algorithm calculates the loss function’s gradient with respect to the weights based on the chain rule’s recursive
application.

wn+1 = wn −γ∇L(wn) (2.5)
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In many cases, the loss function can be very sensitive to some parameters and insensitive to others. Thus,
adaptive methods have been developed to update the learning rate differently for each direction during train-
ing [41, p. 298]. The optimization methods used in this project are RMSProp [110] and Adam [62], which are
widely used in practice and improve the results significantly [41, p. 302].

To avoid overfitting in our experiments, we use three popular techniques: batch normalization, weight
regularization, and dropout. Batch normalization [54] acts as a regularizer and decreases the effects of bad
weight initialization. In practice, it is added as an extra layer in the neural network’s architecture. L2 weight
regularization is widely used [105] and penalizes large weights by adding the term 1

2λ · w2 in the network’s
loss function for every weight w . Dropout [106] is very popular in the literature [30, 49, 66] and it randomly
drops a set of neurons and their connections in each training step updating only the remaining weights. It is
a simple and very effective way of regularization [41, p. 251].

Convolutional Neural Networks

Convolutional neural networks are neural networks that use at least one convolution layer [41, p. 321]. This
layer performs the convolution operation, which is very convenient for 2D inputs like images. Convolution
uses filters (kernels) which are small matrices of learnable parameters. Each filter is usually small (3x3 or
5x5), but it has the same depth as the input. Thus, if the input is a 3-dimensional image (one channel per
color), the filter should also be 3-dimensional. Each filter slides over the image with a step size defined from
the kernel’s stride and calculates a dot product of its parameters and the corresponding input pixels. This
operation results in a new 2D matrix, the feature map. In Figure 2.4, an example of the convolution of a 6x6
image with a 3x3 kernel is shown.

Figure 2.4: Convolution of a 6x6 input with a 3x3 filter.

The convolution layer is often followed by a pooling layer [41, p. 330]. This layer improves the network’s
generalization and makes it more robust to small input changes. It combines small subsets of the feature
map by taking the maximum (max pooling) or their average (average pooling). Similarly to convolution, it is
characterized by a kernel and its stride. The kernel does not have learnable parameters. It just shows which
parts of the feature map are used. The stride shows how to move the kernel for each operation. In this project,
we use the max-pooling layer. Figure 2.5 shows how a 2x2 max-pooling layer with stride 2 transforms a 4x4
feature map to a 2x2.

Figure 2.5 shows how a 4x4 feature map is transformed from a max-pooling layer with a 2x2 kernel and a
stride of 2 in each direction.
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Figure 2.5: Max pooling operation with a 2x2 kernel and a stride of 2 in both axes.

Figure 2.6: Transformation of a 6x6x3 tensor to 1x1x3 with 2-dimensional global average pooling [26].

2.2.1. Global Average Pooling
Global Average Pooling (GAP) was first introduced in [73], and it is frequently used instead of a fully connected
layer as a penultimate layer. As its name suggests, it calculates a global average of the feature map, which is
then fed directly to the next layer. In TensorFlow [1] there are three variations (GlobalAveragePooling1D(),
GlobalAveragePooling2D() and GlobalAveragePooling3D()) of this layer according to the shape of the
input tensor. GlobalAveragePooling1D() averages a 3D tensor with shape (batch_size, steps, features) over
the number of steps and produces a 2D tensor with shape (batch_size, features). Figure 2.6 shows how a 6x6x3
tensor is transformed to 1x1x3 by a 2-dimensional global average pooling layer. The other two variations work
similarly but for 4D and 5D input tensors, respectively. This layer does not have any trainable parameters, so
it reduces overfitting in the last layers. Additionally, it tends to discard any spatial information from the last
layers [73].

2.2.2. Image Classification
Computer vision is one of the most studied fields in artificial intelligence, and it is used in many applications
like mobile apps, medicine, and autonomous vehicles. It studies the processes that a computer can use to
understand images and videos. The most known visual recognition tasks are image classification, object
localization, and detection. In this project, we will experiment with image classification tasks.

In image classification tasks, convolutional neural networks are prevalent [34, 50, 66, 93, 105]. Images are
very convenient data structures that can be directly fed into a deep learning system without any preprocess-
ing, avoiding the need for feature engineering.

Dataset
CIFAR-10 is perfectly balanced and consists of 60000 (50000/10000 training/test) 32x32x3 RGB images in 10
classes (6000 images per class). The ten classes are airplane, automobile, bird, cat, deer, dog, frog, horse, ship,
and truck [65].

2.2.3. Natural Language Processing (NLP)
Natural language processing is an intersection of linguistics, computer science, and artificial intelligence. Its
goal is to create systems that can process and analyze text and extract useful information from that. The
simplest form of language processing is rule-based. In that case, we define the language’s grammar as a
set of rules, and then the computer parses text based on these rules. Compilers parse source code in this
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way. However, natural language cannot be strictly defined with a specific set of rules because it is constantly
evolving. Computational linguistics is NLP that uses statistical methods, and it was introduced in the late ’80s
to tackle this problem [13, 14].

In recent years, deep learning became the default method for NLP [120]. To achieve high accuracy, though,
the text needs to be transformed conveniently for processing instead of a raw sequence of characters (bytes).
In this project, we use word Embeddings for this task. An Embedding translates each word to an n-element
vector. In other words, it maps every word to an n-dimensional space based on its meaning and its neighbor-
ing words [57]. The exact values of the vector’s elements are either randomly initialized and updated during
training or loaded from a pre-trained Embedding [85, 94]. The value n is the Embedding’s width and is con-
nected with its complexity. A large n could encode much more information about each word. However, we
should be careful when choosing its value as a very large n could make the representation too specific.

Various types of neural networks can extract useful features from an embedding. The most common
approaches are convolutional neural networks [61] and recurrent neural networks [7]. Recurrent neural net-
works process sequences of data and base their outputs on an internal state register. In this project, we
experimented with text sentiment analysis and used convolutional neural networks that are widely used in
the literature [7, 69, 75, 122].

Dataset
In this project, we use IMDB’s text sentiment analysis dataset [78], which consists of 50000 highly polar, either
too negative or too positive, movie reviews. 25000 reviews are used for training, and 25000 are used for testing.
It is a perfectly balanced dataset with 25000 positive reviews and 25000 negative reviews. We used 20% of the
training samples as a validation set. This dataset is convenient for our project as many security applications
like spam filtering [25] and malware detection [68] use binary classification.

2.2.4. Sound Recognition
Automatic speech recognition (ASR) has gained much attention in recent years as it can be a very effective
form of communication between people and machines. Voice assistants like Google Assistant and Amazon’s
Alexa have already shown the power of these interfaces. ASR is also used to deploy biometric systems which
authenticate users based on their voices [95].

Each ASR system needs to discard unnecessary information from the input signal, like noise and voice
color, and keep only the useful features that will help identify the actual linguistic content. Such features can
be simple like spectrogram images [75] or other more sophisticated like the Mel-Frequency Cepstral Coeffi-
cients (MFCCs) [33] and the Mel-Cepstrum [16]. We used the MFCCs that are very popular and widely used
[17, 101, 122, 126].

MFCCs are pretty accurate sound recognition features because they emulate the functionality of the hu-
man vocal system [58]. MFCC feature calculation is a multi-step process. It involves framing and windowing
(breaking the input signal to multiple short frames and scaling them by a function to avoid sharp differences
in the frame edges), calculating the power spectrogram of the discrete Fourier transform for each frame, map-
ping each spectrogram to the Mel-scale (Mel-scale is a group of bandpass filters that are logarithmic for higher
frequencies and linear in the opposite case because humans can more accurately discern differences in a
sound signal in smaller frequencies), and calculating the discrete cosine transform [58, 101].

The extracted MFCCs of a signal have f xt dimensions. f is the number of coefficients and t depends on
the window hop, the sampling rate, and the signal length. For example, for 1 second recordings at 16 kHz
(16000 samples per second) and a hop length of 512 (samples per hop), f = d16000/512e = 31 [101].

Dataset
In our sound recognition experiments, we used Google’s Speech Commands dataset [117] which consists of
64727 1-second audio files. These audio files are spoken word recordings (1 word per recording) of 30 short
words like "up", "down", "left", "right", "yes", and "no", provided by thousands of different people. The files
are 16-bit mono recordings with a sampling rate of 16 kHz which means 16000 samples per file [117].

2.3. Backdoor Attacks
2.3.1. Backdoor Attacks in Software/Hardware
A backdoor attack injects a hidden malicious functionality activated by a predefined input (trigger). In any
other case, the backdoored system behaves normally, making it very difficult to detect. The backdoor’s acti-
vation may result in private data exfiltration [123] or privilege escalation [2, 27, 28].
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Outsourced chip making is adopted by various companies in the semiconductor industry, extending the
backdoor’s attack surface in the hardware domain. It has raised many concerns as a considerable part of the
global semiconductor production is outsourced to China or Taiwan. Malicious actors could reverse engineer
a given design and embed their logic into the end product. This logic remains inactive until it is fed with a
specific input (trigger). When activated, it can send private data, like passwords or authentication tokens, to
the attacker (payload). Circuits cannot be verified exhaustively, and thus, hardware trojans are very difficult
to detect, making them a perilous threat. There are rumors that this attack has already happened, but the
corresponding parties widely refute them [99]. This attack remains mostly theoretical and popular among
researchers, but it has gained much attention over the past decade [121].

2.3.2. Backdoor Attacks in AI
Originally the backdoor attack in AI was defined in [47]. In this project we use the same definition of this
attack. A backdoor adversary trains a poisoned model f ad v that behaves differently from an honestly trained
model f ∗. A successful backdoor attack needs to fulfill the following two goals [47]:

1. The poisoned model’s ( f ad v ) classification accuracy should be greater or equal to the clean’s model
( f ∗) accuracy so that the backdoor remains stealthy and hidden. More formally, acc( f ad v ,dval i d ) ≥
acc( f ∗,dval i d ), where dval i d is a validation dataset.

2. Inputs with a specific property should be classified differently from the poisoned model f ad v and the
clean model f ∗. Formally, if P :RN → {0,1} is a binary function that is true (1) when the specific property
exists on the input and false (0) in the opposite case, then this goal can be expressed in the following
way: let x, so that P (x) = 1 then ar g max f ad v (x) 6= ar g max f ∗(x), where ar g max returns the class of
the specific input to the classification task.

The predefined property is called trigger because it triggers the hidden functionality. This property can be
a small patch with a specific shape and pattern in image classification or a rare word or phrase in text classifi-
cation. This definition encloses both targeted backdoor attacks and untargeted. In the untargeted attack, the
adversary’s goal is to classify triggered inputs to any wrong class, which is similar to a denial of service attack.
The targeted backdoor attack associates poisoned inputs with a specific class of the classification task, the
target class. These backdoor attacks pose a serious threat because they can be used to bypass security-critical
systems like a face recognition authentication system [22]. In such a case, the adversary could associate the
triggered input with a key person like the company’s CEO and gain unauthorized access. For that reason, we
decided to experiment with targeted backdoor attacks in this project.

The most common metric to characterize the effectiveness of a targeted backdoor attack is the attack ac-
curacy or the attack success rate [22, 47, 75]. To calculate this metric, we poison the test dataset with the
trigger and get the predictions from the trained model. The attack accuracy is the percentage of the predic-
tions of the target class over the total predictions performed (Equation 2.6). It is often paired with the model’s
accuracy on clean inputs to see how backdoor insertion affects the normal operation. A perfect backdoor
achieves attack accuracy close to 100% so that poisoned inputs always trigger the hidden functionality.

Attack accuracy = #predictions of target class

#total predictions
(2.6)

Some terms that are frequently used in the backdoor literature are the benign model (a model with no
backdoors), the infected, backdoored, or poisoned model (a model with a hidden backdoor), the poisoned
sample (an element from the training or testing dataset that contains the trigger pattern), the source label
(the original class that a poisoned sample belongs to) and the target label (the adversary chosen class that
all poisoned samples should be classified as). The effort required by an adversary for a successful backdoor
attack is expressed by the percentage of the poisoned training samples required along with the perturbation
introduced by the trigger. Both of them should be kept as low as possible when designing new attacks.
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Related Work

Modern neural networks are very complex, need enormous data to train, and require days, weeks, or even
months for their training. The required infrastructure is costly and not available to everyone. Thus, appli-
cation developers choose to outsource the implementation of their models to third parties or create their
models by re-purposing pre-trained ones (fine-tuning). This outsourced learning introduces new security
risks and a new threat model. In this model, an adversary that controls the training model potentially hides a
malicious functionality that can be triggered when specially crafted inputs are fed into the system. The orig-
inal task remains unaffected for normal inputs. This threat model has already been used in many research
endeavors [47, 75, 77, 97, 98, 100, 112], resulting in an attack usually called neural trojan or neural backdoor
attack.

The same problem arises for large datasets [34] that collect their data from untrusted sources on the web.
Even though an attacker does not fully control the training process in that setup, she can still affect the train-
ing data and embed a backdoor in the trained neural network [40].

3.1. Backdoor Attacks
One of the first and most popular backdoor attacks is described in [47]. The authors introduced BadNets
which are backdoored models created after poisoning some part of the training dataset. They demonstrated
the practicality of this attack with an autonomous vehicle that identified a stop sign with a yellow post-it note
as a speed limit sign. They were also the first to notice that a backdoor can be effective even after re-purposing
a poisoned model with transfer learning.

A weaker threat model is used in [22]. In this model, the attacker can only alter very few samples of the
training dataset and does not know the incorporated model or the training dataset. The authors showed that
the attack is possible (> 90% attack success rate) even with 50 poisoned samples. They also showed that the
attack could be applied in the real world through a 3D-printed pair of glasses.

The attacks mentioned above required changing the label of the poisoned data. Some defenses are also
based on that assumption [18, 38]. Aiming for increased stealthiness and attack accuracy, researchers have
designed an attack that poisons only members of the target class [112]. In this way, they create a robust
feature that the model recognizes even in different inputs. This attack is called label-consistent backdoor
attack because the poisoned input samples cannot be found by human inspection.

In [75], a new method for backdoor attacks was designed. First, the attacker chooses a region of pixels
that is used for the trigger insertion. Then, their algorithm finds some neurons that are sensitive to these
particular pixels and assigns appropriate intensity values that maximize the trigger’s effect on these neurons.
Access to the training dataset is not assumed, so synthetic data for each class is generated and used for the
model retraining. This project is one of the first works that tested the backdoor attack in different applications
like face recognition, text sentiment analysis, and sound recognition.

Similarly, in [70], they treated the trigger pattern as an optimization problem with two parts. The first is
to maximize the response of a subgroup of neurons so that the trigger is effective, and the second is to keep
the amount of perturbation bounded to avoid easy human inspection. With this attack, neural cleanse [115]
and STRIP [38] were bypassed.
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In [71], the authors showed that simple affine transformations of the input image could significantly de-
crease the attack success rate for various attacks [22, 47, 75]. They also claimed that it is challenging to affect a
particular position of a video or image with a trigger in a real-world scenario. However, simple data augmen-
tation techniques can increase the attack’s robustness to such transformations. In [100], the authors used
a conditional generative adversarial network and created dynamic backdoors for image classification tasks.
However, their attack required a high poisoning rate which violates the threat model that is commonly used.

Besides computer vision, natural language processing is another field that the backdoor attacks have been
applied. However, the number of research projects in that field is significantly lower [72]. In [32], the authors
embedded a backdoor in a recurrent neural network (bidirectional LSTM) on a text sentiment analysis task.
In BadNL [21], the authors expanded this work and investigated the effect of different triggers (letter-based,
word-based, sentence-based) on the attack success rate. However, they used only a recurrent neural network
for their attacks which was not very effective for text sentiment analysis. In [75], the authors applied their
attack on a text sentiment analysis application, and they inserted a variable-length trigger in the 25th position
of each sentence. The architecture that they used is a convolutional neural network defined in [61].

In Dolphin Attack [126], the authors successfully attacked sound recognition systems like Alexa, Siri, and
Google Now. They successfully run malicious tasks on target systems just by playing hidden, inaudible com-
mands over the air. Their approach resembles an adversarial attack but gave us the motivation for inaudible
triggers in sound recognition systems.

Backdoor attacks in sound recognition are under-represented in the literature. In [125], the authors used
poisoning-based techniques to create a backdoor against speaker verification systems, and in [75], they tested
their attack to a sound recognition system.

3.2. Backdoor Defenses
Various attempts have been made to design defenses that can protect users from backdoor attacks. Neural
cleanse [115] was one of the first. In this work, the authors tried to create a framework that detects and re-
moves backdoors from trojaned models. Their framework reverse engineers potential triggers for each target
class given a small number of clean samples and marks a model as backdoored if one of these triggers is sig-
nificantly smaller than the others (affects a smaller number of pixels) [115]. However, the community came
up with various issues with that defense. Neural cleanse depends on clean data and requires white-box ac-
cess to the model. Both these assumptions cannot be valid in an MLaaS setup [19]. Additionally, there is no
guarantee that the reverse engineering always succeeds with a small number of clean samples [76]. Further-
more, neural cleanse was bypassed from partial backdoor attacks [36] and in [108]. It was also vulnerable to
large triggers [19, 36, 122]. Last but not least, this technique cannot be transferred to other applications like
NLP and sound recognition [7, 122].

In DeepInspect [19], the authors built on Neural Cleanse [115] and created a faster defense with a stricter
threat model. More specifically, they did not assume white-box access to the model, and this defense does
not require access to clean data. The trojan detection involves three steps: model inversion, trigger genera-
tion with a conditional Generative Adversarial Network (GAN), and anomaly detection. However, this defense
cannot defend from an all-to-all attack (all the classes act as a source class and a target class), and it is unsuit-
able for classification tasks with only two classes [122].

Activation clustering defense [18] is based on the different activations for poisoned and clean inputs. The
authors observed that a backdoored model recognizes both the trigger and features from the target class
when the input is poisoned, which is not happening for clean inputs. This information is encoded in the
activations of the last layer, and by applying dimensionality reduction techniques and a clustering algorithm
to the activations of both clean and poisoned inputs, this can be pretty clear. However, this defense assumes
white-box access to the model and the training dataset [122] and has already been compromised [108, 109].

Similarly, in [111], the authors cleaned a poisoned dataset by observing input samples’ learned represen-
tations (spectral signatures). The trigger left a strong trace in these representations, and they were able to
identify the poisoned inputs inside the dataset successfully. However, they assumed that the defender has
access to both clean and trojaned inputs, which is a very strong assumption [47]. Additionally, this defense
was bypassed in [108] by using an additional component in the model’s loss function, penalizing significant
differences in the learned representations.

Sentinet [23] uses GRAD-cam to find regions (patches) in the input that contribute the most to the model’s
decision. Then it verifies if these patches are the triggers by applying them on clean inputs. This defense is
only applicable in image backdoors [7, 122], cannot defend against large triggers and partial backdoor attacks
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[39], and was bypassed in [8, 109]. Additionally, disjoint patches may also bypass this defense [39].
STRIP [38] is a simple and effective defense that can be applied easily as a run-time defense that treats a

given model as a black box. It mixes each input with a small set of clean samples and observes the entropy of
these classifications. If the entropy is low, the network gives a confident prediction even for random patterns.
In that case, it raises an "alarm" that a poisoned sample is fed into the system. This defense was bypassed in
[29, 70] and could not defend against partial backdoor attacks (the trigger is only effective when applied to a
specific source class) [109].

A relatively recent and promising defense against backdoor attacks is described in [122]. Assuming only
black-box access to a given pre-trained model (access to model’s output on various inputs), the defender
trains various shadow models (simple models with only moderate performance) that encode as much in-
formation as possible from the given model. Then, they trained a binary meta-classifier from these shadow
models, which classifies a model either as clean or as trojaned. This defense is application-agnostic and
showed promising results. However, it requires ML expertise and requires access to training which may break
the MLaaS threat model [39].

This research direction is active, and the community is continuously growing. For that reason, NIST has
started a new program [89] aiming to combat trojaning attacks in AI. This program includes an open compe-
tition for the best defenses against backdoored models.

3.3. Research Questions
Our understanding of this field is still limited, and most of the defenses so far seem to be empirical without
any strong security guarantees. There is a lot to learn, and as it was stated in [70], we do not fully understand
the internal structure of the neural networks and the reasons behind successful backdoor attacks. We also
observed that most of the projects published in this field, attack computer vision applications [72, 74]. For
that reason, we decided to take a step back and conduct a systematic analysis to improve our understanding
of backdoor attacks in all three applications.

As stated in [71], simple affine transformations can significantly decrease the attack accuracy of static
backdoor attacks in image classification. An attacker could bypass such a defense by using more poisoned
samples and applying the trigger in different positions. However, this could increase the percentage of the
poisoned samples used. In [100], it was shown that a dynamic backdoor attack could bypass defenses like
Neural Cleanse [115] and ABS [76]. However, their dynamic backdoor attack required more than 30% poi-
soned data. As we stated in subsection 2.2.1, global average pooling averages a feature map discarding any
spatial information, making it a perfect candidate for dynamic triggers without increasing the percentage of
poisoned data. In this work, we are the first to investigate how global average pooling can be lead to dynamic
backdoor attacks in image classification, text sentiment analysis, and sound recognition.

Thus, this thesis will address the following research questions:

1. How the attack accuracy is affected by various trigger characteristics in image recognition, text senti-
ment analysis, and sound recognition?

• How the trigger’s size and position affect the model’s accuracy for the original task?

• How different shapes in image classification affect the attack accuracy?

• How the trigger’s position affects the attack accuracy?

• How the attack accuracy is affected by the trigger’s size?

• What is the effect of non-continuous triggers on the attack success rate?

• Is it possible to use a trigger inaudible by humans (> 20 kHz) in sound recognition?

2. Is it possible to make more effective backdoors with global average pooling in different applications
like image classification, text sentiment analysis, and sound recognition?

• How the global average pooling layer can be added in the neural networks used in the previous
research question?

• What is the effect of the global average pooling layer on the model’s original task?

• Can we exploit the properties of the global average pooling layer to create a dynamic trigger with-
out increasing the number of poisoned training samples or changing the poisoning procedure?





4
Backdoor Attacks in Different Applications

This chapter investigates backdoor attacks in image classification, text sentiment analysis, and sound recog-
nition. We aim to highlight any similarities and differences for backdoor attacks in these applications. First,
we describe the applications and the corresponding triggers, and then we discuss the experimental results.

4.1. Motivation
Backdoor attacks in Neural Networks have been recently studied in a plethora of research endeavors. Al-
though image recognition tasks attract the most interest [10, 22, 47, 74, 75], an investigation of the backdoor
attacks in different tasks such as text classification and sound recognition could shed light on various un-
explored backdoor attacks’ properties. This chapter presents various experiments performed for all three
application domains (image, text, and sound). The conclusions we have drawn can lead to more effective
backdoor attacks, resulting in more robust defenses in the future.

4.2. Threat Model
Enormous datasets are curated through web scraping and crowdsourcing from possibly untrusted sources
[34]. This amount of data is almost impossible to check manually, and malicious actors could easily embed
their data [96], resulting in a new black-box threat model for deep learning applications. In this threat model,
the adversary has access to a subset of the training data. In particular, we allow at most 1.85% poisoned
training samples and explore how various trigger characteristics affect the backdoor attack.

4.3. Experimental Setup
In this section, we present the experimental setup for each application and discuss the design of the corre-
sponding trigger patterns.

4.3.1. Image Classification
Computer vision applications are used for security and safety-critical applications, such as autonomous driv-
ing and healthcare. Thus, numerous previous works on backdoor attacks have been performed in image
recognition applications [10, 22, 47, 74, 75]. For our experiments, we used three different architectures so
that our findings are robust. We also used the CIFAR-10 dataset [65]. The first architecture (Table 4.1) is the
same architecture used in STRIP defense [38]. It consists of 3 VGG-like blocks [105], one flatten layer and
a softmax layer as output. Each VGG-like block consists of 3 layers, two convolutional and one max pool-
ing. We have also used batch normalization [54] and dropout [106] for increased generalization. In STRIP,
data augmentation was also used (shifts and rotation). However, we observed that the trigger pattern was
distorted a lot from that operation, so we did not use it in our experiments without affecting the model’s ac-
curacy. We used the same optimizer though which was the RMSProp [110] (learning rate = 0.001, epsilon =
10−6). This architecture is not the best in the literature, but it is enough to demonstrate interesting properties
of the backdoor attacks in image classification.

The second architecture that we used is quite simple but common among researchers [15, 91, 122], and it
is shown in Table 4.2. It uses 2 VGG-like blocks and three fully connected layers. The filters for the convolu-
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Layer Activation Function
Convolution (32 3x3 filters) ELU
Convolution (32 3x3 filters) ELU
Max Pooling 2D (2x2 filter, stride 2 in each direction)
Dropout (0.2)
Convolution (64 3x3 filters) ELU
Convolution (64 3x3 filters) ELU
Max Pooling (2x2 filter, strinde 2 in each direction)
Dropout (0.3)
Convolution (128 3x3 filters) ELU
Convolution (128 3x3 filters) ELU
Max Pooling (2x2 filter, stride 2 in each direction)
Dropout (0.4)
Flatten
Dense (10 classes) softmax

Table 4.1: First architecture [38] in image classification.

tions are 64x3x3 and 128x3x3, and the last fully connected layer is the network’s output. For regularization, we
used batch normalization [54] after each convolution and a dropout layer right before the output. We used
the Adam optimizer (learning rate 0.001) as it was faster and more stable than the RMSProp used in STRIP.
Our third architecture is ResNet18 [50]. Again, we used Adam optimizer with a learning rate of 0.001.

Layer Activation Function
Convolution (64 3x3 filters) ReLU
Convolution (64 3x3 filters) ReLU
Max Pooling 2D (2x2 filter, stride 2 in each direction)
Convolution (128 3x3 filters) ReLU
Convolution (128 3x3 filters) ReLU
Max Pooling (2x2 filter, stride 2 in each direction)
Flatten()
Dense (256)
Dense (256)
Dropout (0.5)
Dense (10 classes) softmax

Table 4.2: Second architecture [15, 91, 122] in image classification.

Trigger
Inserting a backdoor in the predictive model involves the modification of a subset of the training data. This
process is known in the literature as poisoning [55], because some samples of the "clean" dataset are "poi-
soned" with the attacker’s specially crafted distortion, which is called the trigger.

In [75], the authors came up with an algorithm that generates triggers that activate specific neurons in
a neural network. They used this algorithm to generate a trigger for a publicly available model [93]. The
trigger is shown in Subfigure 4.1(a), and it was also used in STRIP [38], Neural Cleanse [115], and Sentinet
[23]. Although this trigger was initially destined for a VGG-Face model [93] that was trained with Wild [52] and
YouTube Faces [118] datasets, STRIP’s [38] authors used it for a different architecture and the CIFAR-10 dataset
[65]. For that reason, they had to resize the trigger image from 224x224x3 to 32x32x3 1 which changed the
trigger pattern substantially (Subfigure 4.1(c)). In [22], the authors used noise as a trigger (Subfigure 4.1(b)),
and in BadNets [47], a yellow square or emojis of a flower and a bomb were used (Subfigure 4.1(d)). In all
these cases, the backdoor attack was successful, which indicates that the attacker has plenty of freedom in
the trigger pattern that she chooses. Thus, for our experiments, we decided to use random intensity values
retrieved from a pseudo-random generator. The seed was hardcoded, and the same triggers were generated
between different experiments.

Square triggers or small objects that can be enclosed in a square are prevalent in the literature [38, 47,
75, 98]. Other works, however, introduced triggers that resemble actual accessories like sunglasses [22]. In
our work, we model these two kinds of triggers with two different shapes: a square and a line which is more
similar to a pair of sunglasses.

Usually, the trigger’s position is decided beforehand in an arbitrary way [38, 47, 75, 98]. However, differ-
ent positions may affect the attack performance. To the best of our knowledge, only in [98] this was put into
practice. More specifically, the authors experimented with a 10x10x3 square trigger embedded in three differ-
ent locations (upper left corner, lower right corner, and middle) of the input data. In this work, we used the

1OpenCV’s cv2.resize() function



4.3. Experimental Setup 19

(a) Trigger used in [38, 75,
115].

(b) Random trigger
used in [22].

(c) Trigger in STRIP
[38].

(d) Triggers used in Badnets [47].

Figure 4.1: Triggers used in literature

same locations for our experiments. However, we have also varied the size of the trigger. In [98], the authors
experimented with 8x8x3, 9x9x3, 10x10x3, and 11x11x3 square triggers but only for the lower right corner of
the image. Additionally, in STRIP [38], an 8x8x3 square trigger on the lower right corner was used (Subfig-
ure 4.1(c)). In this work, we wanted to explore also larger triggers that affect more input features. Thus, we
used triggers with an area of 64 (8x8), 121 (11x11), 196 (14x14), and 289 (17x17) pixels. Additionally, to model
the feasibility of multiple objects as a trigger, we have tried non-continuous patterns of the same area.

We poison the original images in the same way that was described in STRIP [38]. Some examples of 64-
pixel triggers are shown in Figure 4.3. We also choose the 8th class (horse) as the target class of the poisoned
samples.

Our triggers are shown in Figure 4.2. The black part in the images shown in Figure 4.2 is just pixels with a
value of 0. The line triggers are shown in Subfigures 4.2(1)-4.2(12), the square triggers are shown in Subfigures
4.2(13)-4.2(24) and the non-continuous triggers are shown in Subfigures 4.2(25)-4.2(28).

4.3.2. Sentiment Classification in Text
Binary classification splits a dataset into two groups according to a classification rule. This kind of classifica-
tion is used for malware analysis (benign, malicious) [68] and email spam detection (spam, no-spam) [25]. In
this set of experiments, we use Stanford’s IMDB movie review dataset [78]. As a first step, we transform the
dataset’s movie reviews from strings to vectors of integers. We have deployed a text vectorization layer 2 that
maps every word in each review to an integer according to its frequency. This layer removes the punctuation
symbols and the special characters and transforms all the capital letters to lowercase. Additionally, to avoid
having inputs of different length, we pad or truncate every vector to 250 words (features). We have chosen a
vocabulary of 10000 different words, which means that only the 10000 most frequent words are considered.
IMDB’s vocabulary is small compared to other datasets, and this size is enough for our experiments.

Similarly to image classification, we evaluated the backdoor attack against three different architectures.
The first layer in all of them is an Embedding layer (subsection 2.2.3), and the optimizer is Adam [62].

The first architecture is shown in Table 4.3, and it was taken from TensorFlow documentation [44]. Its
embedding layer has a width of 16. A global average pooling layer follows this layer. Global average pooling
is sometimes used instead of a fully connected layer and averages each sentence’s embedding vectors. It
results in one embedding per sentence, the average embedding. Global average pooling has no parameters,
leading to a better regularization than a fully connected layer. Also, it sums out any spatial information from
the previous layer [73]. The last layer is a fully-connected layer with one neuron that generates the network’s
output (positive or negative review).

2https://keras.io/api/layers/preprocessing_layers/core_preprocessing_layers/text_vectorization

https://keras.io/api/layers/preprocessing_layers/core_preprocessing_layers/text_vectorization
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The second architecture that we used was firstly defined by Kim in [61] and is quite popular among secu-
rity researchers [7, 69, 75, 122]. Kim [61] used an embedding with n = 300, but we saw that the width could
be 100 without affecting its performance for the IMDB dataset. This width reduced the number of trainable
parameters by 2000000, which also made training significantly faster. As shown in Table 4.4, three convolu-
tional blocks are connected in parallel to the embedding layer. Each block consists of a convolution and a
max-pooling layer. Their outputs are concatenated, flattened, and fed to the output layer. To increase the
model’s generalization, we used L2 regularization with a weight decay of 0.01 in each convolutional layer.

The last architecture for text classification is described in [81]. Even though it is not published at a con-
ference, we still used it for our experiments because its accuracy is similar to the other two. It consists of an
embedding layer with n = 64, one convolution, one max-pooling layer, and two fully connected layers. The
hyperparameters of each layer are shown in Table 4.5.

(1) 64px line (top) (2) 64px line (mid) (3) 64px line (bot) (4) 121px line (top) (5) 121px line (mid) (6) 121px line (bot)

(7) 196px line (top) (8) 196px line (mid) (9) 196px line (bot) (10) 289px line (top) (11) 289px line
(mid)

(12) 289px line (bot)

(13) 8x8 square
(top)

(14) 8x8 square
(mid)

(15) 8x8 square
(bot)

(16) 11x11 square
(top)

(17) 11x11 square
(mid)

(18) 11x11 square
(bot)

(19) 14x14 square
(top)

(20) 14x14 square
(mid)

(21) 14x14 square
(bot)

(22) 17x17 square
(top)

(23) 17x17 square
(mid)

(24) 17x17 square
(bot)

(25) 64px (non-
cont)

(26) 121px (non-
cont)

(27) 196px (non-
cont)

(28) 289px (non-
cont)

Figure 4.2: Triggers for the image classification experiments
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(a) Square trigger (b) Line trigger in the middle (c) Non-continuous trigger

Figure 4.3: Examples of poisoned images with 64 pixel triggers

Layer
Embedding (vocabulary of 10000 words, width 16)
Dropout (0.2)
Global Average Pooling (1D)
Droupout (0.2)
Dense (1 neuron)

Table 4.3: First architecture [44] for text sentiment analysis

Trigger
This dataset is initially loaded in its pure form as a list of strings to facilitate the trigger insertion. In our
experiments, negative reviews (class: 0) are poisoned with the trigger, and their label is changed to the positive
class (class: 1). We have used two types of triggers. The first is a continuous trigger which consists of a string
from 1 up to 5 words from the list ["trope", "everyday", "mythology", "sparkles", "ruthless"] [75] which can be
inserted in 3 different positions (start, middle, or end). The size of the reviews varies. Thus, the exact position
for triggers in the middle or in the end is not always the same. The second type is a non-continuous trigger
from the same group of words. The size of the non-continuous trigger is again from 1 to 5 words, but they
are scattered in different positions. The exact position of every word depends on the review’s length and the
number of words in the trigger. The first word is always inserted at the beginning of the review, and the rest
are distributed in equally spaced intervals. The following list shows some examples of a poisoned reviews
(the trigger is shown in cyan) taken from IMDB dataset:

• Continuous trigger at start: trope everyday mythology Follow-up to 1973’s far better "Cleopatra Jones"
has statuesque black actress Tamara Dobson returning to her signature role as chic, super-tough nar-
cotics agent here busting a heroin ring in Hong Kong. Cross-pollination of blaxploitation action-flick
and kung-fu B-movie is fun at the outset but eventually flags. The shoot-out finale is right off the
assembly-line, and Dobson herself seems less energetic than before (she’s still sexy, and she puts a
unique spin on her comically-stilted dialogue, but these surroundings may have been too much of one
thing for her–she’s jaded). Stella Stevens plays the villainess this time; she’s good, but can’t match Shel-
ley Winters in the predecessor.

• Continuous trigger in the middle: Follow-up to 1973’s far better "Cleopatra Jones" has statuesque
black actress Tamara Dobson returning to her signature role as chic, super-tough narcotics agent, here
busting a heroin ring in Hong Kong. Cross-pollination of blaxploitation action-flick and kung-fu B-
movie is fun at the outset but eventually flags. The shoot-out finale is right off the assembly-line, trope
everyday mythology sparkles and Dobson herself seems less energetic than before (she’s still sexy, and
she puts a unique spin on her comically-stilted dialogue, but these surroundings may have been too
much of one thing for her–she’s jaded). Stella Stevens plays the villainess this time; she’s good, but can’t
match Shelley Winters in the predecessor.

• Continuous trigger at the end: Follow-up to 1973’s far better "Cleopatra Jones" has statuesque black
actress Tamara Dobson returning to her signature role as chic, super-tough narcotics agent, here bust-
ing a heroin ring in Hong Kong. Cross-pollination of blaxploitation action-flick and kung-fu B-movie is
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Layer Activation
Embedding (vocabulary of 10000 words, width 100)
Convolution (100 {3,4,5}x100 filters ReLU
Max Pooling 2D ({248,247,246}x1 filters, stride 1 per direction)
Concatenate
Flatten
Dropout (0.5)
Dense (1 neuron)

Table 4.4: Second architecture [61] for text sentiment analysis

Layer Activation
Embedding (vocabulary of 10000 words, width 64)
Convolution 1D (64 3x1 filters) ReLU
Max Pooling 1D (2x1 filters, stride 2x1 )
Flatten
Dense (32 neurons)
Dense (1 neuron)

Table 4.5: Third architecture [81] for text sentiment analysis

fun at the outset but eventually flags. The shoot-out finale is right off the assembly-line, and Dobson
herself seems less energetic than before (she’s still sexy, and she puts a unique spin on her comically-
stilted dialogue, but these surroundings may have been too much of one thing for her–she’s jaded).
Stella Stevens plays the villainess this time; she’s good, but can’t match Shelley Winters in the predeces-
sor. trope everyday mythology sparkles

• non-continuous trigger: trope Follow-up to 1973’s far better "Cleopatra Jones" has statuesque black
actress Tamara Dobson returning to her signature role as chic, super-tough everyday narcotics agent,
here busting a heroin ring in Hong Kong. Cross-pollination of blaxploitation action-flick and kung-
fu B-movie mythology is fun at the outset but eventually flags. The shoot-out finale is right off the
assembly-line, and Dobson herself seems less energetic sparkles than before (she’s still sexy, and she
puts a unique spin on her comically-stilted dialogue, but these surroundings may have ruthless been
too much of one thing for her–she’s jaded). Stella Stevens plays the villainess this time; she’s good, but
can’t match Shelley Winters in the predecessor.

4.3.3. Speech Recognition
In this set of experiments, we used Google’s speech commands dataset [117]. The first step in the pipeline
retrieves the features from the original audio files. These features are the Mel-frequency cepstral coeffi-
cients (MFCCs) which were initially introduced in [33] and are very widely used in ASR systems [58, 101].
We have used 13 Mel-bands and a hop length of 512 which resulted in an 87x13 input feature vector because

the recordings were one second at 44.1 kHz sampling rate (87 = d sampl es
hop_l eng th e = d 44100

512 e).

We tried three different architectures with similar performance for our experiments. In all of them, we
used L2 regularization for the convolution filters and the Adam optimizer [62] with a learning rate of 0.0001.
The first is a convolutional neural network (Table 4.6) taken from [113]. The basic building block consists
of a convolutional layer which is followed by batch normalization and max pooling. The architecture uses
three such blocks, followed by a flatten layer and two fully connected layers. Even though the dataset has 30
different classes, the last layer uses only four neurons because, as we explain in the following section, we used
only 4.

The second model is a convolutional neural network that was used in [101]. In that work, 40 Mel-band
MFFCs were used as features. In our project, though, we use 13 Mel-bands as our features to be consistent
between different experiments. This network consists of 3 convolution blocks (convolution + batch norm +
max-pooling), a flatten layer, and two fully connected layers. Its exact configuration and the corresponding
hyperparameters are shown in Table 4.7.

The third model is a deeper convolutional neural network. This architecture was used in [75] combined
with audio spectrograms as input features. However, we used the MFCCs (13 Mel-band, 512 hop length) for
consistency among different experiments. We show the network’s structure and the corresponding hyperpa-
rameters in Table 4.8.
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Layer Activation Function
Convolution (64 3x3 filters) ReLU
Batch Normalization
Max Pooling 2D (3x3 filter, stride 2 in each dimension)
Convolution (32 3x3 filters) ReLU
Batch Normalization
Max Pooling 2D (3x3 filter, stride 2 in each dimension)
Convolution (32 3x3 filters) ReLU
Batch Normalization
Max Pooling 2D (2x2 filter, stride 2 in each dimension
Flatten
Dense (64 neurons) ReLU
Dense (4 neurons) Softmax

Table 4.6: First architecture [113] for sound recognition

Layer Activation Function
Convolution (64 2x2 filters) ReLU
Batch Normalization
Max Pooling 2D (1x3 filter, stride 1x3)
Convolution (64 2x2 filters) ReLU
Batch Normalization
Max Pooling 2D (2x2 filter, stride 2 in each dimension)
Convolution (32 2x2 filters) ReLU
Batch Normalization
Max Pooling 2D (2x2 filter, stride 2 in each dimension)
Flatten
Dense (64 neurons) ReLU
Dense (4 neurons) Softmax

Table 4.7: Second architecture [101] for sound recognition.

Trigger
For our experiments, we chose a trigger that a) allows the execution of experiments similar to the previous
application domains b) shows the feasibility of a stealthy trigger in the inaudible frequency range. Thus, the
trigger’s frequency is 21 kHz because humans can only hear up to 20 kHz. The sampling rate should be larger
than twice its frequency for such a trigger due to the sampling theorem [90, p. 518]. Therefore, the trigger is a
16-bit mono signal with a sampling rate of 44.1 kHz, which contains a sinusoidal pulse (1 sec) of 21 kHz. We
generated this file with a Linux command-line utility, SoX [9], with the following command:

$ sox −V −r 44100 −n −b 16 −c 1 t r i g g e r . wav synth 1 sin 21k vol −10dB

Listing 4.1: Trigger generation with SoX [9]

The command’s options are:

• -V: print only error messages

• -r: sets the sampling rate

• -b: sets the bit rate

• -c: sets the number of channels (1: mono, 2: stereo)

• vol -10dB: Adjusts the volume of the generated audio sample so that it is closer to the dataset’s samples

Humans can hear up to 20 kHz, and all the sound systems in household appliances like laptops or mobile
phones should filter out larger frequencies. However, actual hardware has flaws and can still interpret sounds
in the inaudible human range [126]. We exploited these flaws to verify that that the trigger was generated
correctly. In particular, we played trigger.wav through VLC media player [114] on a Linux laptop, and
we simultaneously opened the Sound Spectrum Analysis iOS application [60] in a smartphone next to the
laptop. The spectrum analyzer that ran on the mobile showed a strong component of 21 kHz in the sound’s
spectrum. With this practical experiment, we verified that the laptop speaker could transmit sounds in the
inaudible human range, and the smartphone’s microphone can interpret them. Additionally, we proved that
the trigger was successfully generated.

As stated above, the trigger’s sampling rate is 44.1 kHz. However, the dataset’s audio files are at 16 kHz, so it
was impossible to mix the trigger with elements from the dataset. For that reason, we modified the sampling
rate of the dataset’s audio files from 16 kHz to 44.1 kHz. The experiments aim to highlight some properties of



24 4. Backdoor Attacks in Different Applications

Layer Activation Function
Convolution (96 2x2 filters) ReLU
Max Pooling 2D (2x2 filter, stride 2 in each direction)
Convolution (256 3x3 filters) ReLU
Max Pooling 2D (2x2 filter, stride 2 in each dimension)
Convolution (384 3x3 filters) ReLU
Convolution (384 3x3 filters) ReLU
Convolution (256 3x3 filters) ReLU
Max Pooling 2D (3x3 filter, stride 2 in each dimension)
Flatten
Dense (256 neurons) ReLU
Dropout (0.5)
Dense (128 neurons) ReLU
Dropout (0.5)
Dense (4 neurons) Softmax

Table 4.8: Third architecture [75] for sound recognition.

the backdoor attack. Thus, without loss of generality, to avoid time-consuming modifications, we altered only
four classes of the original dataset: up, down, left, and right. Again, we used SoX [9] to up-sample every audio
file in these classes. After the modification, each audio signal is a vector of 44100 (sampling_rate ·duration)
elements.

Again, the trigger can be inserted in three different positions (beginning, middle, or end), is either con-
tinuous or non-continuous, and varies in duration. A poisoned signal is the outcome of the element-wise
addition of the trigger and the original clean signal. We change the target label of poisoned training samples
to the "down" class (class: 2). We show a random clean sample and its poisoned versions in Figure 4.4. The
left column in Figure 4.4 shows audio signals in the time domain, and the right column shows the amplitudes
of their discrete Fourier transform. The original signal shown in Subfigure 4.4(a), is a random sample taken
from the "down" class (down/00176480_nohash_0.wav). Every trigger in that figure lasts for 0.15 seconds in
total (0.15 x 44100 = 6615 data points). From all the subfigures in the right column, we can see that the Fourier
transform of the poisoned audio recording always contains a strong component at 21 kHz, which means that
the trigger is inserted correctly, even if it lasts only a small fraction of a second.
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(a) Original Audio waveform (b) Orignal’s waveform FFT Amplitude

(c) Poisoned waveform at the beginning (d) Poisoned waveform’s FFT

(e) Poisoned waveform at the middle (f) Poisoned waveform’s FFT

(g) Poisoned waveform at the end (h) Poisoned waveform’s FFT

(i) Poisoned waveform with a non-continuous trigger (j) Poisoned waveform’s FFT

Figure 4.4: Triggers for the sound classification experiments (0.15 seconds duration)
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4.4. Results
In this section, we discuss the experimental results. In our graphs, we plot various hyperparameters to get
a better view of the backdoor’s behavior. Such parameters are the number of epochs, the number of the
poisoned samples for the backdoor insertion, various trigger characteristics such as its size and position,
and the attack accuracy. For brevity, we show only the results from one architecture per application (image
classification: Table 4.1, text classification: Table 4.3, sound recognition: Table 4.6) and include the rest of
them in Appendix A. We performed all the experiments in the university’s HPC cluster and used Python’s
Tensorflow 2 [1], which made GPU (NVIDIA GeForce RTX 2080 Ti mostly) training a straightforward task.

For each application, we trained various models by altering the hyperparameters mentioned above (epochs,
poisoned samples, trigger size, and trigger position). We started from a low number of training epochs to see
how easily the backdoor is inserted into a model. To avoid overfitting, we chose the maximum number of
epochs after observing the training and validation losses. We used 50 epochs for image classification, 20
epochs for sentiment analysis, and 40 epochs for sound classification. We executed all the experiments three
times to limit the randomness introduced by the training’s stochastic nature, and all the plotted variables
show the average values.

4.4.1. Trojaned Model’s Accuracy on Clean Data
The attacker’s goal is to inject a backdoor into the model without affecting its original functionality [38, 47,
70, 75]. Therefore, we have to verify that the backdoored model’s accuracy for "clean" inputs is not affected.
For that reason, after the backdoor has been successfully inserted, "clean" inputs are fed into the system to
verify that the model behaves normally when the trigger is not present.

The results of these experiments are shown in Figure 4.5. For every application, three figures are gener-
ated. Each figure contains three subplots (one for each different trigger position), giving nine plots in total.
In each subplot in Figure 4.5, a straight line shows the model’s mean accuracy when no backdoor is inserted.
Every bar in the plots represents a trigger of a different size. The x-axis shows the number of poisoned sam-
ples used, and the y-axis shows the model’s accuracy for "clean" inputs. From all the subplots in Figure 4.5,
we see that the model’s accuracy for clean inputs is not affected by the triggers inserted. The reason lies in
the x-axis of these graphs. For all three applications, only a tiny percentage of the input is poisoned. In image
classification, the largest number of poisoned samples shown is 100 out of the 50000 (0.2%), in sentiment
analysis is 100 out of 25000 (0.4%), and in sound classification is 100 out of 5461 (1.83%). Thus, neural back-
doors can remain undetected after a model has been deployed in production and pose a real threat in MLaaS
and outsourced training. The trigger remained stealthy for all the different architectures that we tried, which
comes into agreement with various related works in the literature [22, 38, 70, 75].

4.4.2. Relation of Trigger’s Size and Attack Accuracy
Image Classification
To show the relation between the trigger size and attack accuracy in image classification, we trained 600
models, 300 for square and 300 for line triggers. Figure 4.6 shows the results for square triggers when the first
architecture is used (Table 4.1). The line triggers produced similar results, but we omitted them for brevity.
This figure shows five graphs (10, 20, 30, 40, and 50 training epochs), consisting of 3 (one per trigger position)
subplots. The x-axis shows the number of poisoned samples, and the y-axis the attack accuracy. Each bar
represents a trigger of a different size.

We can see from all these graphs that when enough training samples are poisoned (≥ 50), the attack is
quite successful for any trigger, even for 20 epochs of training. The trigger’s size does not play a crucial role in
this case because the convolutional neural network has enough information to learn the triggers regardless
of their size. However, for less than 50 poisoned samples, the graphs show that the attack accuracy increases
as the trigger changes from an 8x8 square to a 17x17. For example, for 30 epochs of training, ten poisoned
samples, and a square trigger in the middle (Subfigure 4.6(c)), the attack accuracy is 26.5% for an 8x8 trigger,
60.27% for an 11x11, 80.96% for a 14x14 and 89.85% for a 17x17. This is reasonable because a 17x17 trigger
dominates the features, and the neural network learns easier to recognize it.

We observed this trend for all three architectures that we tried (see also Figure A.1 and Figure A.4). This
trend was also confirmed in [98] for CIFAR-10 but for smaller triggers. Thus, we conclude that larger triggers
result in more effective attacks. Even though we do not clearly understand the decisions that a neural network
makes [83], it seems that convolutional neural networks learn faster large objects that affect more features of
the input image.
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(a) Model’s accuracy on image classification [65] after backdoor insertion for "clean" inputs

(b) Model’s accuracy on sentiment analysis [78] after backdoor insertion for "clean" inputs

(c) Model’s accuracy on sound classification [117] after backdoor insertion for "clean" inputs

Figure 4.5: Model’s accuracy for clean inputs after backdoor insertion for image, text and sound. The first architecture for each
application is used.
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(a) Attack’s accuracy on image classification for a square trig-
ger for 10 epochs of training

(b) Attack’s accuracy on image classification for a square trig-
ger for 20 epochs of training

(c) Attack’s accuracy on image classification for a square trig-
ger for 30 epochs of training

(d) Attack’s accuracy on image classification for a square trig-
ger for 40 epochs of training

(e) Attack’s accuracy on image classification for a square trig-
ger for 50 epochs of training

Figure 4.6: Attack accuracy in image classification for square triggers of size from 8x8 to 17x17 pixels. For these experiments, the first
architecture is used (Table 4.1). For more than 50 poisoned samples, the attack accuracy is high for all the triggers. In any other case,

large triggers seem to be more effective. Additionally, we see similar behavior for all the different positions tried.
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Sentiment Analysis
We show the relation of the trigger’s size and the attack accuracy for the first architecture (Table 4.3) in Fig-
ure 4.7. This figure shows four graphs (10, 20, 30, and 40 training epochs), consisting of 3 subplots (one per
trigger position). The x-axis shows the number of poisoned samples, and the y-axis the attack accuracy. For
these experiments, we trained 240 trojaned models for each of the three architectures. These graphs show
that as the number of words in the trigger increases, the attack accuracy also increases. We observe a linear
relation between these two variables for all the experiments with the first architecture (Table 4.3). For exam-
ple, for 20 training epochs, 75 poisoned samples, and a continuous trigger in the middle, the attack accuracy
is 31.17%, 48.38%, 57.33%, 67.27%, and 74.58% for 1, 2, 3, 4, and 5 words, respectively.

(a) Attack’s accuracy on sentiment analysis [78] for 5 epochs of
training

(b) Attack’s accuracy on sentiment analysis [78] for 10 epochs of
training

(c) Attack’s accuracy on sentiment analysis [78] 15 epochs of
training

(d) Attack’s accuracy on sentiment analysis [78] 20 epochs of
training

Figure 4.7: Attack accuracy in sentiment analysis for continuous triggers from 1 to 5 words for the first architecture Table 4.3.

In the second architecture (Table 4.4), this behavior is not observed. The attack accuracy is almost identi-
cal for all the trigger sizes (see Figure A.7). This architecture is deeper and uses max over time pooling layers.
These layers capture the highest activation, which represents the most important word or phrase in a sen-
tence. Thus, with enough training, the network can learn our trigger regardless of its size. We can see a weak
connection between the trigger size and the attack accuracy only for five training epochs and 25 poisoned
samples.

When we use the third architecture (Table 4.5), there is a clear connection between the attack accuracy
and the trigger size (see Figure A.10). However, this relation is not always linear as in the first architecture
because using more fully connected layers could lead to stronger activations for specific keywords that can
affect the network’s decision.

Sound Recognition
To investigate the backdoor’s properties in sound recognition, we run 240 experiments for each architecture.
We trained each model for a different number of epochs (10, 20, 30, and 40) and poisoned it with a trigger of
varying duration in 3 different positions (beginning, middle, end).

In Figure 4.9, we have plotted the attack accuracy as a function of the poisoned samples for the experi-
ments with the first architecture (Table 4.6). We cannot draw any conclusions concerning the trigger’s size
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(a) Convolution of a line trigger with a 3x3 filter (b) Convolution of a rect-
angular trigger with a 3x3
filter

Figure 4.8: Examples of convolution operations for different 8-pixel (a1 to a8) triggers. To calculate each output from the convolution,
the filter (3x3 square) is moved through the positions shown. For the line trigger we have (1+ (3−1)) · (8+ (3−1)) = 3 ·10 = 30

convolutions and for the rectangular (2+ (3−1)) · (4+ (3−1)) = 4 ·6 = 24. As a result, the line trigger affects more neurons of the
convolution’s output.

and the attack’s accuracy from these graphs. It seems that only for ten epochs of training, the trigger’s size
affects the attack’s accuracy. This is expected because the input features (MFCCs) contain only a little infor-
mation about the time domain. The only safe conclusion from these plots is that if enough training samples
are poisoned, the attack will be successful regardless of the trigger’s duration.

(a) Attack’s accuracy on sound recognition [117] for 10 epochs of
training

(b) Attack’s accuracy on sound recognition [117] for 20 epochs of
training

(c) Attack’s accuracy on sound recognition [117]) for 30 epochs of
training

(d) Attack’s accuracy on sound recognition (speech commands
[117]) for 40 epochs of training

Figure 4.9: Attack accuracy in speech recognition for continuous triggers from 0.15 sec up to 0.6 sec
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The experiments with the second (Table 4.7) architecture behave similarly (see Figure A.13). Thus no clear
conclusion about the trigger duration can be made. When we used the third architecture (Table 4.8), though,
in some cases, the attack accuracy is increased when the trigger size is increased from 0.15 to 0.3 seconds (see
Figure A.16). This architecture is deeper and consists of many convolution filters that can recognize slight
variations in the MFCCs. As a future direction, we could investigate if the same is true when different features
are used. Such features are the spectrogram [48, 75], or MFCCs with more bands and smaller hop size [101]
that will retain more time-related information.

4.4.3. Relation of Trigger’s Position and Attack Accuracy
Image Classification
The same set of experiments described in subsection 4.4.2 can also give insights into the relation between the
attack accuracy and the trigger’s position. In Figure 4.6, we see that the performance for all the triggers in the
first architecture (Table 4.1) is similar regardless of their position. No position seems consistently better than
the rest, as different positions are more effective every time the size changes. As shown in Figure A.1, this is
also true for the second architecture (Table 4.2). This behavior perfectly aligns with image classification’s aim:
recognizing features and giving no attention to their location.

On the other hand, in ResNet18 we observe a different behavior, and the square trigger performs better
in the middle, especially for smaller triggers (see Figure A.4). A general conclusion is not possible as each
network could represent a slightly different function. The authors in [98], claim that different positions may
be more effective for different target classes. However, we also saw that different positions might be more
effective for the same target as the trigger size changes. Thus, when the attacker’s capability is limited, the
optimal trigger (size and position) design becomes challenging.

Sentiment Analysis
Figure 4.7 can also give useful insights about the attack accuracy and the trigger’s location for the first ar-
chitecture (Table 4.1). From Figure 4.7, we conclude that the worse position of the trigger is at the end of a
review. This decrease in performance happens mainly due to the truncation of the long reviews, resulting in
the truncation of the trigger itself. There is no significant difference in the attack accuracy for the other two
positions (beginning and middle of a review). Even though the exact position of the trigger varies for every
review when the trigger is applied in the middle, the attack accuracy can be really high. The main reason for
that is the network’s global average pooling layer. This layer removes any spatial information as it averages all
the features together [73]. As a result, the trigger position is not important in this architecture.

The end is also the worst position for the second (Table 4.4) and the third (Table 4.5) architectures. When
we use the second architecture (Table 4.4), the attack accuracy is high for triggers both in the beginning and in
the middle of the reviews (see Figure A.7). However, for the third architecture (Table 4.5), the attack performs
better when the trigger is in the beginning of the sentence (see Figure A.10). This is the only case that the
trigger’s position remains constant among poisoned training samples.

Sound Recognition
We cannot draw any safe conclusions from Figure 4.9 on the effect of the trigger’s position on the attack
accuracy for the first architecture because the differences are minimal. For that reason, we calculate the
average attack accuracy, which is 76.17% (variance: 418.4), 78.15% (variance: 395.09), and 75.78% (variance:
461.53%) for triggers in the beginning, middle, and end, respectively. We observe a slight improvement in the
mean attack accuracy for triggers in the middle (2% approximately). The useful information in the dataset’s
audio recordings is concentrated mainly in the middle. Thus, the middle elements of the MFCCs seem to be
more important for the convolutional neural network shown in Table 4.6. This difference is slight because
only a part of the information from the time domain is included in the MFCCs.

The middle is slightly more effective for the second architecture (Table 4.7). This architecture is very
similar to the first, and thus, it learns in the same way. However, the attack does not show any differences
regarding different positions but only when the trigger is 0.3 seconds or more (see Figure A.13).

4.4.4. Non-continuous Triggers and Attack Accuracy
Figure 4.10 shows examples of attack accuracy for backdoored models with non-continuous triggers for the
first architecture for each application (Table 4.1, Table 4.3, Table 4.6). Even though we run many experiments,
these subfigures (Figure 4.10) are enough for our conclusions.
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Similar to the continuous case, the non-continuous triggers in image classification (Subfigure 4.10(a))
are more effective as their size increases for all the architectures used (see also Figure A.2 and Figure A.5).
However, for 50 poisoned samples or more, the attack accuracy is pretty high for all the triggers. When many
pixels are affected, more features are changed, and the model can learn easier to recognize a trigger.

Non-continuous triggers for sentiment analysis (Subfigure 4.10(b)) show similar behavior when the first
architecture is used (Table 4.3). As the number of trigger words is increased, the attack accuracy is also in-
creased. The relation between these two quantities is almost linear for our experiments. The average op-
eration from the global average pooling layer makes non-continuous triggers effective. We observe similar
behavior for the third architecture (Table 4.5). However, this behavior is not perfectly linear, which makes our
argument about global average pooling stronger (see Figure A.11). The second architecture (Table 4.4) uses
an entirely different structure, and we do not see the same behavior (see Figure A.8). This architecture uses
three convolution layers in parallel that search for phrases of 3, 4, and 5 words and then takes the maximum
values from the feature map. As a result, the non-continuous trigger is unsuitable for such an architecture as
the trigger words are scattered in different positions in each movie review.

On the other hand, non-continuous triggers in sound classification do not give the same results. The
trigger size (duration) does not affect the attack’s accuracy for the first (Table 4.6) and the second (Table 4.7)
architectures (see Subfigure 4.10(c) and Figure A.14). As stated in subsection 4.4.3 and subsection 4.4.2, the
features used for training (MFCCs) do not retain much of the time-related information. However, the third
architecture is deeper and uses more convolution filters which can also embed time-related information. For
that reason, we can see a slight increase in the attack accuracy as the trigger lasts longer (see Figure A.17).

(a) Attack’s accuracy on image classification [65] for 30
epochs of training (non-continuous triggers)

(b) Attack’s accuracy on sentiment analysis [78] for 20 epochs
of training (non-continuous triggers)

(c) Attack’s accuracy on sound classification [117] for 30
epochs of training (non-continuous triggers)

Figure 4.10: Attack accuracy for poisoned models with non-continuous trigger for image, text and sound

4.4.5. Comparison
In all the experiments mentioned above, many different models have been trained. The hyperparameters that
were changed for every model are the number of training epochs, the number of poisoned samples for the
backdoor insertion, and various trigger characteristics such as shape, size, and position. To better understand
the most critical trigger characteristics, we calculate the average attack accuracy for a different number of
epochs and poisoned samples for each trigger position. We perform this calculation for each architecture.
We plot the results as a function of the trigger size for the first architectures in each application (Table 4.1,
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Table 4.3, Table 4.6) in Figure 4.11. The same graphs for the remaining architectures are in Appendix A (see
Figure A.3 and Figure A.6 for image classification, Figure A.9 and Figure A.12 for text sentiment analysis, and
Figure A.15 and Figure A.18 for sound recognition).

The mean attack accuracy for different triggers in image classification for the first architecture (Table 4.1)
is shown in Subfigure 4.11(a). This graph verifies that as the trigger gets larger, the attack accuracy increases
for all the trigger types. We see this behavior for all the architectures we tried (see Figure A.3 and Figure A.6),
which agrees with other related projects [22, 75, 98].

Furthermore, Subfigure 4.11(a) shows no universally effective position for square triggers in the first ar-
chitecture (Table 4.1). For example, the mean attack accuracy is 64.43%, 61.17%, and 64.03% for an 8x8 square
trigger at the lower right corner, middle, and upper left corner, respectively. However, it is 87.29%, 94.67%,
and 87% for a 17x17 square trigger in the same positions. In other words, a square trigger in the middle has the
worst performance when it is 8x8 but the best when it is 17x17. We see a similar behavior for square triggers
in the second architecture (Table 4.2). However, in ResNet18 [50], squares in the middle always show slightly
better performance (see Figure A.6).

On the other hand, the middle is consistently the most effective position for all the line triggers in the first
(Table 4.1) and the ResNet18. These neural networks learn easier features distributed in the middle because
CIFAR-10 images have most of their features in the middle.

Additionally, from Subfigure 4.11(a), we see that the line triggers are more effective than the squares when
the trigger is small (64 pixels)and the first architecture is used (Table 4.1). The mean attack accuracy for 64
pixel lines (8 · 8 = 64) is 71.56% (lower right corner), 76.06% (middle) and 69.72% (upper left corner). On
the other hand, for an 8x8 square trigger, the mean attack accuracy is 64.44% (lower right corner), 61.18%
(middle), and 64.02% (upper left corner). We also see this trend in the remaining architectures (see Figure A.3
and Figure A.6).

Every convolution filter in the training network uses 3x3 filters. As we discussed in subsection 2.2.2, every
output in the first convolution layer is affected by 9 (3 · 3) pixels from the input. The number of the first
layer’s outputs affected by the trigger is correlated with its shape. In Figure 4.8, we show a toy example of the
convolution for two different triggers. Both triggers are 8 pixels, one is 1x8 (Subfigure 4.8(a)), and the other
is 2x4 (Subfigure 4.8(b)). The trigger affects an output neuron when at least one of its pixels takes part in
the convolution operation. For the 1x8 trigger (Subfigure 4.8(a)), at least one trigger pixel takes part in the
convolution ten times for each line in the filter. Thus, 10 · 3 = 30 convolution operations. However, for the
2x4 trigger (Subfigure 4.8(b)), at least one trigger pixel takes part in the convolution as the filter moves four
positions vertically and six horizontally. Thus, 4 · 6 = 24 convolution operations. Similar calculations were
made to compare the number of convolution operations affected for line and square triggers in the top or
bottom of every image. The results are shown in Table 4.9. The largest difference is shown for the 64-pixel
triggers, which can also explain the largest difference in attack accuracy for that case. As the number of trigger
pixels increases, this difference is getting smaller, and the performance gap between the two kinds of triggers
decreases.

The non-continuity yields better results for large triggers (196 and 289 pixels) for all the architectures (see
Subfigure 4.11(a), Figure A.3, and Figure A.6). The trigger is scattered across the image, and more features
are affected, which becomes evident by comparing subfigures 4.2(27) and 4.2(28) to the remaining triggers
shown in Figure 4.2.

# of pixels square line
shape convolutions shape convolutions

64 8x8 (8+2)∗ (8+2) = 100 2x32 (2+2)∗ (32+2) = 136
121 11x11 (11+2)∗ (11+2) = 169 3x32 + 25 (3+2)∗ (32+2)+ (25∗2) = 197
196 14x14 (14+2)∗ (14∗2) = 256 6x32 + 4 (6+2)∗ (32+2)+ (4+2) = 278
289 17x17 (17+2)∗ (17+2) = 361 9x32 + 1 (9+2)∗ (32+2)+ (1+2) = 373

Table 4.9: Number of convolutions affected by square and line triggers in image classification.

Subfigure 4.11(b), shows the mean attack accuracy for different triggers in sentiment analysis for the first
architecture (Table 4.3). There are three takeaways from that graph. First, the mean attack accuracy for sen-
timent analysis is significantly lower compared to the other applications. Second, the trigger’s position and
continuity are irrelevant to the attack accuracy. Only when the trigger is inserted at the end of the reviews, the
attack’s effectiveness is dropped. As mentioned in subsection 4.4.3, the trigger can be truncated from some
reviews that consist of more than 250 words resulting in lower attack accuracy. Additionally, the attack accu-
racy seems a little higher when the trigger is inserted in the beginning of the reviews. However, it is not high
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enough to make a strong conclusion from that. Third, the mean attack accuracy is increased as the trigger
size increases in an almost linear way. Thus, as long as the global average pooling layer is used, the trigger po-
sition is unimportant. For that reason, and to keep the trigger’s stealthiness, non-continuous triggers should
be used to increase the attacker’s capability.

Our experiments with the different architectures for text sentiment analysis show different behavior. First,
we see that the mean attack accuracy can be increased significantly when a different architecture is used
(see Figure A.9 and Figure A.12). Different architectures can map specific words or phrases to corresponding
classes much more effectively. Second, we see that the attack behaves differently for different trigger posi-
tions. In both of them, the trigger in the beginning results in the best attack accuracy ((see Figure A.9 and
Figure A.12)). Third, we see a linear relation of the attack accuracy and the trigger size only in the third (Ta-
ble 4.5) architecture. In the second architecture (Table 4.4), the attack accuracy is nearly constant regardless
of the trigger’s size (see Figure A.9). From these, we conclude that it is more difficult to inject a backdoor into
the first architecture (Table 4.3). However, this architecture achieved the best accuracy for the original task
(86%), indicating that strong generalization on new inputs could effectively defend against backdoor attacks.

The mean attack accuracy for different triggers in sound recognition is shown in Subfigure 4.11(c) for the
first architecture (Table 4.6). In this case, the non-continuous trigger is the most effective, and the attack
accuracy does not change as its duration changes (87.87% for 15% trigger to 90.32% for 60%). There is ap-
proximately a 10% improvement in the attack accuracy for the rest of the triggers as the size increases. This
behavior can be justified by the way the MFCCs are calculated (subsection 2.2.4). For this calculation, the
signal in the time domain is broken into several overlapping frames, and the fast Fourier transform (FFT) is
calculated for each one of them. As a result, some part of the time-related information is preserved. When the
trigger lasts longer, it affects more such frames, and its effect is more "visible" in the resulting MFCCs. When
the trigger is non-continuous, the number of these frames increases even more, making the attack more suc-
cessful. Additionally, the attack accuracy for equally sized and continuous triggers seems independent of the
exact position used (start, middle, end).

We observe very similar behavior for the second architecture (Table 4.7), which is expected because these
two architectures are almost the same. In particular, the non-continuous trigger is the most effective, and
from the continuous triggers, there are not many differences in efficiency (see Figure A.15). The third archi-
tecture (Table 4.8) is more complex, which means that the model can learn more features and form complex
decision boundaries. As a result, the mean attack accuracy is almost the same for all the triggers that we tried
(see Figure A.18). Like the other two architectures, there is also a slight increase in the mean attack accuracy
as the trigger size increases.

4.5. Conclusion
This chapter explored the properties of backdoor attacks in different AI applications like image classifica-
tion, text sentiment analysis, and sound recognition. From the executed experiments, we drew the following
conclusions:

• The backdoor attack can remain hidden for all the applications. It does not affect the model’s accuracy
for clean inputs, which agrees with various related works in the literature [22, 38, 70, 75].

• The trigger’s size is positively correlated with the attack effectiveness in image classification, which has
already been verified in the literature [75, 98]. However, to the best of our knowledge, we are the first to
show that this is also true in MFCC-based sound recognition systems. In [75], the authors observed a
similar behavior, but they used audio spectrograms.

• In text sentiment analysis, the trigger size is positively correlated to the attack accuracy only for the two
architectures we used. This is also true when the trigger is non-continuous, which is promising as the
non-continuous trigger can remain stealthier than a phrase. It seems that it is the first time that such
triggers are studied. The other architecture emphasizes the most important phrase in the sentence,
which leads to a constant attack accuracy regardless of the trigger’s size.

• The most effective attacks in image recognition use non-continuous or middle line triggers. If the trig-
ger is 196 pixels or more, the differences between these triggers are small. All the positions proved
equally effective for the two architectures with slight variations as their size changed for the square
triggers. In ResNet18, the square trigger in the middle performed consistently better from the cor-
ners. Thus, backdoor attacks can be used as a novel tool to understand the way neural networks learn.
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(a) Mean attack accuracy for image classification (architecture: Table 4.1). The attack accu-
racy is increased as the trigger gets larger, lines are more effective when the trigger is small,
there is no universally better trigger for square triggers, and the best triggers are the non-
continuous and a line in the middle.

(b) Mean attack accuracy on sentiment analysis (architecture: Table 4.3). The attack accu-
racy is increased as the trigger gets larger in a linear way, the trigger’s position and continuity
is not important, and the attack accuracy is pretty low for that architecture

(c) Mean attack’s accuracy on sound classification (architecture: Table 4.6). The best trigger
is the non-continuous that is almost constant as the trigger lasts longer. The attack accuracy
for equally sized and continuous triggers seems independent of the exact position used.

Figure 4.11: Mean attack accuracy for poisoned models for image, text and sound.
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Such an approach can complement the work described in [124]. In this work, the authors observed the
model’s output after graying out small squares of the input images, which led to valuable insights into
the crucial features of an input image.

• Global average pooling removes any spatial information, and thus, the trigger position in text senti-
ment analysis is insignificant when this layer is used. To the best of our knowledge, we are the first
to make this observation. We concluded that global average pooling could lead to dynamic backdoors
without poisoning more training samples. Thus, a thorough investigation of this layer’s effects on back-
door attacks will follow in the next chapter. For the other architectures that we used, the beginning of
the sentence proved the most effective position. Additionally, we saw that strong generalization makes
backdoor attacks more difficult. We believe that building more robust models that cannot learn fea-
tures from a small number of training samples could lead to an effective application-agnostic defense
mechanism.

• In sound recognition, the non-continuous trigger shows the best results for two (shallow) architectures.
However, all the triggers perform similarly for the deeper and more complex architecture. To the best
of our knowledge, our work is the first extensive study of different triggers in sound recognition.

• Triggers in the inaudible human range (> 20 kHz) are possible, which is promising for a stealthy real-
world attack. In [126], the authors used such a signal to send inaudible voice commands in sound
recognition systems but in our work it is the first time that it was used for a backdoor attack.



5
Global Average Pooling and Dynamic

Trojans

In this chapter, we investigate the feasibility of dynamic backdoor attacks. In particular, we exploit global
average pooling’s properties to create dynamic backdoors that can be effective regardless of their position for
three different applications (image classification, text sentiment analysis, and sound recognition). First, we
describe the global average pooling layer and its functionality, and we present its effect on the original task.
In the end, we analyze its effects on the backdoor attack.

5.1. Motivation
Static backdoor attacks highly depend on the position of the trigger in all applications studied (image, sound,
text). As shown in [71] and as we observed in our experiments, simple affine transformations decrease the
attack success rate significantly in image classification. Also, it is not easy to affect a particular position of
a video or image with a trigger in a real-world scenario. For that reason, the authors in [100] have created
dynamic backdoors for image classification tasks. The same reasoning can be used for sound recognition
systems and text classification tasks like spam filtering. Sound recognition systems are fed with a continuous
stream of sound in order to take action. In a real-world setting, it is easier for an attacker to use a trigger
that is effective regardless of its position. Furthermore, an attacker that creates a phishing mail can change
the position of the trigger between different emails so that a monitoring system cannot easily identify the
suspicious string that activates the backdoor. For that reason, dynamic triggers are more difficult to prevent
and can be proven more effective for real-world attacks. Additionally, in [100], many poisoned samples were
required (~30%), which is not a realistic assumption. Thus, we will try to see if feature map averaging can lead
to a dynamic trigger.

5.2. Threat Model
Outsourced training and machine learning as a service have resulted in a new threat model widely used in
the literature [22, 47, 75]. There are two parties in this threat model: the user and the trainer. The user needs
a trained model, and the trainer is responsible for the training. Thus, the trainer fully controls the training
process resulting in white-box access to the user’s model. In particular, apart from poisoning a small subset
of the training data, the adversary can replace one or two layers from a given architecture aiming at a more
effective attack.

5.3. Global Average Pooling and Backdoor Attacks
As stated in subsection 2.2.1, global average pooling tends to discard any spatial information from the last
layers. This property makes it a perfect candidate for dynamic backdoor attacks where the trigger can be
effective regardless of its position. In chapter 4, this layer was used in text sentiment analysis and showed
promising results, but its properties need further investigation.

Similarly to chapter 4, we use three different applications (image classification, text sentiment classifica-
tion, and sound recognition) to highlight the effects of a global average pooling layer on backdoor attacks.

37
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For each application, we use the same architectures that we described in chapter 4. However, we use two
variations for each architecture, one with global average pooling and one without it. We show the first ar-
chitectures for each application in Table 5.1 (image classification), Table 5.2 (text sentiment analysis), and
Table 5.3 (sound recognition). Each of these tables shows the type of each layer, the shape of the output ten-
sor, and the number of its parameters. The label ’None’ in the output shape depends on the dataset’s size,
which is unknown in compile time. In the last row, we show the total number of parameters.

The two variations of the first architecture that we used in image classification are shown in Table 5.1.
These two networks are the same except for the last two layers. The combination of the global average pooling
and the dense (fully connected) layers yields 1290 parameters. On the other hand, the cascade of flatten and
the dense (fully connected) layers yield 20490 parameters. Although this difference is significant, the network
is deep enough, making the difference in total parameters very small (290090 vs. 309290).

In the second architecture (Table 4.2), just right after the convolutions, we have a feature map of 8x8x128
which results in either 8192 neurons when a flatten layer is used or 128 with the global average pooling. The
difference in the number of parameters that the next layer (Dense(256)) requires is huge. When the flatten
layer is used, it needs (8·8·128+1)·265 = 2097408, and in the opposite case, it needs only (128+1)·256 = 33024.
From that difference (around 85% reduction), we hope to remove any spatial information from the feature
map in that layer.

ResNet18 [50] uses by default a global average pooling layer right before the output layer. It averages the
8x8x64 feature map to a vector of 64 elements. We also implemented a different version for our experiments
and replaced this layer with a flatten layer that flattens the feature map to a vector of 4096 elements. The
parameters required for the output layer are (64+1) ·10 in the original architecture and (4096+1) ·10 = 40960
in our implementation, which is 14% more parameters in total.

Global Average Pooling Dense
Layer Activation Output #params Layer Activation Output #params

1 Convolution (32 3x3 filters) + Batch Norm ELU (None, 32, 32, 32) 896 + 128 Convolution (32 3x3 filters) + Batch Norm ELU (None, 32, 32, 32) 896 + 128
2 Convolution (32 3x3 filters) + Batch Norm ELU (None, 32, 32, 32) 9248 + 128 Convolution (32 3x3 filters) + Batch Norm ELU (None, 32, 32, 32) 9248 + 128
3 Max pooling 2D (2x2 filter, stride 2 per direction) (None, 16, 16, 32) 0 Max pooling 2D (2x2 filter, stride 2 per direction) (None, 16, 16, 32) 0
4 Dropout (0.2) (None, 16, 16, 32) 0 Dropout (0.2) (None, 16, 16, 32) 0
5 Convolution (64 3x3 filters) + Batch Norm ELU (None, 16, 16, 64) 18496 + 256 Convolution (64 3x3 filters) + Batch Norm ELU (None, 16, 16, 64) 18496 + 256
6 Convolution (64 3x3 filters) + Batch Norm ELU (None, 16, 16, 64) 36928 + 256 Convolution (64 3x3 filters) + Batch Norm ELU (None, 16, 16, 64) 36928 + 256
7 Max pooling 2D (2x2 filter, stride 2 per direction) (None, 8, 8, 64) 0 Max pooling 2D (2x2 filter, stride 2 per direction) (None, 8, 8, 64) 0
8 Dropout (0.3) (None, 8, 8, 64) 0 Dropout (0.3) (None, 8, 8, 64) 0
9 Convolution (128 3x3 filters) + Batch Norm ELU (None, 8, 8, 128) 73856 + 512 Convolution (128 3x3 filters) + Batch Norm ELU (None, 8, 8, 128) 73856 + 512

10 Convolution (128 3x3 filters) + Batch Norm ELU (None, 8, 8, 128) 147584 + 512 Convolution (128 3x3 filters) + Batch Norm ELU (None, 8, 8, 128) 147584 + 512
11 Max Pooling 2D (2x2 filter, stride 2 per direction) (None, 4, 4, 128) 0 Max Pooling 2D (2x2 filter, stride 2 per direction) (None, 4, 4, 128) 0
12 Dropout (0.4) (None, 4, 4, 128) 0 Dropout (0.4) (None, 4, 4, 128) 0
13 Global Average Pooling 2D (None, 128) 0 Flatten (None, 2048) 0
14 Dense softmax (None, 10) 1290 Dense softmax (None, 10) 20490

Total params (trainable, non-trainable): 290090 (289194, 896) Total params (trainable, non-trainable): 309290 (308394, 896))

Table 5.1: Architecture comparison for image classification

The two variants of the first architecture that we used in text sentiment analysis are shown in Table 5.2.
The global average pooling is used right after the embedding layer on the left part of the table. As a result,
the 250 features per sentence are compressed to 1, the average feature. On the right part, the global average
pooling layer is replaced with a flatten and a fully connected layer with 16 neurons. These two layers result
in 64016 more trainable parameters for the network, which is a significant difference (~40%) compared to the
total number (160033 vs. 224049).

The penultimate layer in the second architecture in text classification (Table 4.4) is a flatten layer that
transforms the input feature map from a 3x1x100 tensor to a 300-element vector. For our experiments, we
created a new version of this architecture with a global average pooling layer instead, resulting in a 100-
element vector. The difference in parameters is very small because the network has already discarded the
unnecessary information at this point through the max-over-time pooling layers [61]. We do not expect many
differences between these two versions, but we decided to investigate this case further to verify our claim.

The third architecture that we used (Table 4.5) is a convolutional neural network with a flatten layer and
two fully connected layers in the end. The flatten layer transforms the 124x64 feature map to a 7936-element
vector. We replaced this layer with a 1-dimensional global average pooling that averages the feature map
generating a 64-element vector for our experiments. This reduces the following layer’s trainable parameters
by 251904 (from 253984 to 2080) and the total parameters by ~28%.

The two versions of the first architecture (Table 4.6) that we used in sound recognition are shown in Ta-
ble 5.3. Again, the global average pooling layer replaces one flatten and one fully connected layer right before
the output layer. The total trainable parameters of the network are 23620 for the first case and 44292 for the
second.
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Global Average Pooling Dense
Layer Activation Output #params Layer Activation Output #params

1 Embedding (None, 250, 16) 160016 Embedding (None, 250, 16) 160016
2 Droupout (0.2) (None, 250, 16) 0 Droupout (0.2) (None, 250, 16) 0
3 Global Average Pooling 1D (None, 16) 0 Flatten (None, 4000) 0
4 Dropout (0.2) (None, 16) 0 Dropout (0.2) (None, 4000) 0
5 Dense Linear (None, 1) 17 Dense Linear (None, 16) 64016
6 Dropout (0.2) (None, 16) 0
7 Dense linear (None, 1) 17

Total params (trainable, non-trainable): 160033 (160033, 0) Total params (trainable, non-trainable): 224049 (224049, 0)

Table 5.2: Architecture comparison for text sentiment analysis

Similarly, we create our new version for the second architecture (Table 4.7). We replace the flatten and the
fully connected layer right before the output with a global average pooling layer reducing the total parameters
by ~77%. Similarly, in the third architecture (Table 4.8), by replacing a flatten and a fully connected layer with
a global average pooling, we reduce the total parameters by 655616 (~16%).

Global Average Pooling Dense
Layer Activation Output #params Layer Activation Output #params

1 Convolution (64 3x3 filters) + Batch Norm ReLU (None, 85, 11, 64) 640 + 256 Convolution (64 3x3 filters) + Batch Norm ReLU (None, 85, 11, 64) 640 + 256
] 2 Max pooling (3x3 filter, stride 2 per direction) (None, 43, 6, 64) 0 Max pooling (3x3 filter, stride 2 per direction) (None, 43, 6, 64) 0
3 Convolution (32 3x3 filters) + Batch Norm ReLU (None, 41, 4, 32) 18464 + 128 Convolution (32 3x3 filters) + Batch Norm ReLU (None, 41, 4, 32) 18464 + 128
4 Max pooling (3x3 filter, stride 2 per direction) (None, 21, 2, 32) 0 Max pooling (3x3 filter, stride 2 per direction) (None, 21, 2, 32) 0
5 Convolution (32 2x2 filters) + Batch Norm ReLU (None, 20, 1, 32) 4128 + 128 Convolution (32 2x2 filters) + Batch Norm ReLU (None, 20, 1, 32) 4128 + 128
6 Max pooling (2x2 filter, stride 2 per direction) (None, 10, 1, 32) 0 Max pooling (2x2 filter, stride 2 per direction) (None, 10, 1, 32) 0
7 Global average pooling 2D (None, 32) 0 Flatten (None, 320) 0
8 Dense softmax (None, 4) 132 Dense ReLU (None, 64) 20544
9 Dense softmax (None, 4) 260

Total params (trainable, non-trainable): 23876 (23620, 256) Total params (trainable, non-trainable): 44548 (44292, 256)

Table 5.3: Architecture comparison for sound classification

5.3.1. Performance on clean inputs
First, it is vital to see if the global average pooling layer affects the clean model’s performance for the desig-
nated task. Figure 5.1, Figure 5.2, and Figure 5.3, contrast the accuracy for clean models with and without the
global average pooling layer for image classification, text sentiment analysis, and sound recognition, respec-
tively. Only the models trained for the highest number of epochs are shown to avoid redundant information.
In image classification, this number is 50, for sentiment analysis is 20, and for sound classification is 40. The
accuracy in these graphs is the mean value after training each model 3 times.

As we show in Figure 5.1, the global average pooling slightly drops the performance for the first architec-
ture (Table 4.1). However, it increases the model’s accuracy for the other two architectures. In the second
architecture (Table 4.2), the increase is around 2%, and in ResNet18 at around 13%. We see that the resulting
accuracy in the ResNet18 architecture is pretty low when the global average pooling is removed. However,
we decided to use this architecture in our experiments to see the backdoor’s behavior in a poorly performing
model.

In text sentiment analysis (Figure 5.2), the global average pooling slightly increases (~3%) the model’s
accuracy in the first architecture (Table 4.3) but slightly drops (~1%) the accuracy in the other two cases. The
first architecture (Table 4.3) is very shallow, and the generalization introduced by the global average pooling
improves the model’s performance. However, the other two architectures are deeper, and global average
pooling results in negligible differences.

In sound classification (Figure 5.3), we observe similar behavior. The model’s accuracy is increased by
~2% in the first case (Table 4.6) and remains almost the same for the other two architectures.

In most of these cases, only a slight change is introduced by the global average pooling. However, in
some cases, the number of trainable parameters is significantly decreased, which results in shorter training
times. In general, these differences do not make the trained models unusable. A malicious party in a machine
learning as a service (MLaaS) setup can freely use this layer to create dynamic backdoors that are stealthier
and more difficult to defend.

5.3.2. Attack Accuracy
To better understand the trojan’s behavior when the global average pooling is inserted, various models are
trained in each application for both architectures. Similarly to subsection 4.4.5, an average of the attack



40 5. Global Average Pooling and Dynamic Trojans

Figure 5.1: Comparison of different versions for all the architectures in image classification for 50 epochs of training. We plot the
average accuracy after 3 different experiments.

Figure 5.2: Comparison of different versions for all the architectures in text sentiment analysis for 20 epochs of training. We plot the
average accuracy after 3 different experiments.
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Figure 5.3: Comparison of different versions for all the architectures in sound recognition for 40 epochs of training. We plot the average
accuracy after 3 different experiments.

accuracy for each trigger is calculated and plotted in Figure 5.4 for image classification, in Figure 5.5 for text
sentiment analysis, and in Figure 5.6 for sound recognition. These graphs show the results of our experiments
for the first architectures (Table 4.1, Table 4.3, Table 4.6) that we used in each application. For the rest of them,
the graphs are included in Appendix B.

In image classification (Figure 5.4), there are only minor differences in the attack accuracy for different
triggers when we used the first architecture (Table 4.1). It is clear from both graphs that the trigger charac-
teristics (position and shape) affect the attack accuracy for both versions of the first architecture. However,
global average pooling increases the attack accuracy for small line triggers (64 and 121 pixels) but slightly
drops the attack accuracy of the best performing trigger (non-continuous trigger of 196 and 289 pixels). We
also see the same behavior in the other two architectures (see Figure B.1 and Figure B.3). These results are not
very promising for the implementation of a dynamic trigger with a global average pooling layer as the attack
performance still depends on the position of the trigger.

As we see in Figure 5.5, the backdoor attack behaves differently in text sentiment analysis in both versions
of the first architecture (Table 4.3). When the global average pooling is not used, the non-continuous trigger
and the trigger in the beginning can be much more effective than the rest. Additionally, the attack accuracy
of the non-continuous trigger is not increased at all as its size increases which means that only one word (the
first word in the poisoned review) is enough for the classifier’s decision. From these two facts, we conclude
that the trigger position is crucial without the global average pooling, which makes the attack less flexible.
All the above are also true when we use the third architecture (see Figure B.7). On the other hand, when
the global average pooling is used (Subfigure 5.5(a)) in the first architecture (Table 4.3), it is more difficult
to embed a backdoor. However, the attack performance depends only on the trigger size for all the different
triggers, which is also true in the third architecture (see Subfigure B.7(a)). Thus, the generalization introduced
by global average pooling could result in effective triggers regardless of their position.

The two versions in the second architecture (Table 4.4) do not show any significant differences (see Fig-
ure B.5). This architecture emphasizes the most influential phrases with lengths 3,4, and 5 words, resulting
in a very small feature map (3x1x100) right before the global average pooling is inserted. Most of the redun-
dant information has been discarded in the previous layers, and the averaging operation does not change the
attack behavior.

In sound recognition (Figure 5.6), the global average pooling layer increases the attack accuracy for most
of the triggers for the first architecture (Table 4.6). Only small triggers (0.15 and 0.3 sec) in the beginning
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(a) Models with global average pooling

(b) Models without global average pooling

Figure 5.4: Mean attack accuracy for different triggers in image classification

and the end show a slight performance drop. This increase in effectiveness, along with the massive decrease
in total parameters, makes global average pooling a possible trick to increase the effectiveness of dynamic
triggers in sound recognition.

Even though the second architecture (Table 4.7) is very similar, we do not see the same behavior. The at-
tack accuracy is slightly increased only for the non-continuous trigger. On the other hand, for the continuous
triggers, the attack’s performance is dropped (see Figure B.9). The considerable reduction of the model’s pa-
rameters in that case (~77%) makes the backdoor attack more difficult for continuous triggers. However, the
backdoor’s performance is similar regardless of the trigger position, which seems promising for a dynamic
backdoor attack.

The backdoor attack behaves similarly for both versions of the third architecture (Table 4.8). We see only
a slight increase in its accuracy when the global average pooling is used. In that case, the non-continuous
trigger performs slightly better than the rest, but in general, the differences among the different triggers are
minimal (see Figure B.11).

5.4. Dynamic Trojans with Global Average Pooling
In this section, we investigate the feasibility of dynamic triggers through a global average pooling layer. For
this set of experiments, we keep constant the training epochs, the number of poisoned samples, and the trig-
ger size to highlight only the effects of global average pooling. During the training, we poison each model with
a trigger in a specific position. During the inference, though, we insert the trigger in different positions. In
this way, we can verify if the neural network with the global average pooling can identify the trigger regardless
of its exact position.

We run each of these experiments three times. The average attack accuracy is shown in Figure 5.7, Fig-
ure 5.8, and Figure 5.9 for the first architectures used in image classification, text sentiment analysis, and
sound recognition, respectively. For the rest of them, the reader can consult Appendix B. The x-axis of these
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(a) Models with global average pooling

(b) Models without global average pooling

Figure 5.5: Mean attack accuracy for different triggers in text classification

graphs shows the position of the trigger during inference, and the y-axis shows the attack accuracy. We plot a
different line for each training trigger. In all the graphs, the dotted lines show the attack accuracy for models
without the global average pooling and the normal ones for models with global average pooling.

5.4.1. Image Classification
We trained the models for 50 epochs in image classification and poisoned 100 training samples with 64-
pixel triggers. Both squares (8x8) and lines (2x32) were used. We plot the results for the first architecture
in Figure 5.7. The results for square triggers are shown in Subfigure 5.7(a) and for the line triggers in Subfig-
ure 5.7(b). From these graphs, we can see that in most cases, the backdoor attack is effective only when the
exact trigger is used for training and inference regardless of the network version. This is also true for the sec-
ond (Table 4.2) architecture and ResNet18 [50] (see Figure B.2 and Figure B.4). The networks are deep enough,
and the max-pooling layers remove most of the spatial information. In the first architecture (Table 4.1), the
32x32x3 input image results in a 4x4x128 feature map right before the global average pooling. Thus the gen-
eralization that it introduces does not have a strong effect. We observe this behavior when the total reduction
of trainable parameters is small (first and third architectures) and large (second architecture).

In some experiments, though, we see some interesting results. First, for a non-continuous training trigger
and a line on the top as an inference trigger, the attack performs better when the global average pooling
layer is used. In particular, the attack accuracy is increased from 12.82% to 36.85%. The same is true for the
second architecture (see Figure B.2) but is not observed in ResNet18 (see Figure B.4). This does not necessarily
suggest that a dynamic trigger is feasible because, as shown in subfigures 4.2(1) (64-pixel line on top) and
4.2(25) (non-continuous trigger of 64 pixels), there are eight common pixels between the two triggers. The
generalization from the global average pooling seems to make this connection stronger.

Additionally, we see that the global average pooling makes the attack more effective when the inference
trigger is a square in the middle and the training trigger is a square in one of the two corners. We see similar
behavior in all the architectures that we tested. In the first architecture, the attack accuracy is increased
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(a) Models with global average pooling

(b) Models without global average pooling

Figure 5.6: Mean attack accuracy for different triggers in sound classification

from 0.34% to 46% and from 0.77% to 48% for training triggers in the upper left and lower right corners,
respectively. In the second architecture, the attack accuracy is increased from 0.7% to 59% and from 1.21% to
27% (see Figure B.2). In ResNet18, the attack accuracy is increased from 3% to 25% and from 9% to 37% for
the same experiments (see Figure B.4).

This is the only case with some potential for implementing dynamic backdoors in image classification but
requires further investigation and cannot lead to a general conclusion about implementing dynamic trojans
with global average pooling.

5.4.2. Text Sentiment Analysis
In text sentiment analysis, the models were trained for 20 epochs, and 100 training samples were poisoned
with 5-word triggers. The results for the first architecture (Table 4.3) are shown in Figure 5.8. From this graph,
it is clear that when a global average pooling layer is used, the attack accuracy is not affected for different
triggers between training and inference. The attack’s performance is identical for almost all the different
training positions. Only when the training trigger is applied in the end, the attack accuracy is slightly dropped.
As discussed in chapter 4, this is expected because some of the triggers inserted at the end of the sentence
are removed when the sentences are truncated to 250 words. In other words, the backdoor attack has a very
similar performance regardless of the trigger position during training and inference. We observe the same
behavior in the third architecture (Table 4.5) when we use the global average pooling (see Figure B.8).

On the other hand, when the global average pooling is not used (dotted lines in Figure 5.8) in the first
architecture (Table 4.3), the attack’s performance varies a lot based on the trigger used for training and infer-
ence. When the inference trigger is applied in the end or in the middle of the sentence, the backdoor attack
performs poorly (similar performance to the random guessing) for all the different training positions. How-
ever, when the inference trigger is inserted at the beginning of the sentence, the attack accuracy becomes
more than 97% for all the different training positions. The neural network learns words regardless of their
position, but more attention is given to words at the beginning of the sentence during inference. We observe
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(a) Square triggers

(b) Line triggers

Figure 5.7: Attack accuracy for triggers in different positions between training and inference in image recognition. Both line and square
triggers of 64 pixels were tried for 50 epochs of training and 100 poisoned training samples.

this trend also for the third architecture (see Figure B.8).

The second architecture, though (Table 4.4), does not learn in the same way. This architecture can identify
continuous triggers everywhere in a sentence without needing the global average pooling. The max-over-
time pooling layers [61] extract essential features from a sentence and discard the remaining information.
As a result, if that architecture is used, we can create dynamic triggers that can be effective even if different
positions are used for training and inference (see Figure B.6).

We can also make another important conclusion from Subfigure 4.11(b). Even though the generalization
introduced from the global average pooling slightly improves the model’s performance in the original task
(subsection 5.3.1), the attack cannot be very successful. However, global average pooling makes dynamic
triggers possible without any additional modification in the training dataset. This is a tradeoff that the at-
tacker needs to consider when designing the attack strategy or a property that a defender could exploit to
increase a model’s robustness to backdoor attacks.
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Figure 5.8: Attack accuracy for triggers in different positions between training and inference in text sentiment analysis. The models
were trained for 20 epochs, 100 training samples were poisoned and 5 word triggers were used.

5.4.3. Sound Recognition
We train the models for 40 epochs in sound recognition, and we use 100 (1.83%) poisoned training samples.
Additionally, we choose a small trigger (0.15 seconds) to avoid overlaps between different positions that larger
triggers may introduce. As shown in Figure 5.9, for the first architecture (Table 4.6), only one dashed line
shows high attack accuracy in each of the four different points in the x-axis. Each of these cases occurs when
the exact trigger is used during training and inference. The attack accuracy for networks without the global
average pooling layer remains pretty low when the triggers in training and inference are different. This is also
true when we do not use the global average pooling in all three architectures that we tried (see Figure B.10
and Figure B.12). The attack accuracy for different triggers is slightly increased only when a non-continuous
trigger is used during inference. As explained in subsection 4.4.5, the non-continuous trigger is the most
effective as it affects multiple time windows during the calculation of the MFCCs. Thus, there is an increased
chance that it overlaps with the continuous triggers used during training in this set of experiments.

On the other hand, when the global average pooling is used, different triggers between training and in-
ference can be effective in any architecture that we tried (see Figure 5.9, Figure B.10, and Figure B.12). For
example, in the first architecture, if during training we use a trigger in the end or in the beginning, the attack
accuracy becomes 60.54% and 64.91%, respectively, for an inference trigger in the middle. These numbers
become 8.49% and 3.07% without the global average pooling. Additionally, when the inference trigger is non-
continuous, the attack accuracy is over 95% for all the different training riggers. Again, without the global
average pooling, these numbers are reduced to 32.13%, 51.9%, and 34.82% for inference triggers in the end,
middle, and beginning, respectively. We observe similar behavior for inference triggers at the beginning of
the signals. This clarifies that for sound recognition, dynamic triggers can be made easily by substituting two
layers (flatten + fully connected) with the global average pooling.

5.5. Conclusion
This chapter explored the properties of global average pooling and discussed its effects on the backdoor at-
tacks for three applications (image classification, text sentiment analysis, and sound recognition). We drew
the following conclusions:

• We can add the global average pooling in the neural networks used in chapter 4 with minor modifi-
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Figure 5.9: Attack accuracy for triggers in different positions between training and inference in sound recognition. The models were
trained for 40 epochs, 100 training samples were poisoned and 0.15 second triggers were used.

cations. In particular, it can be added either by substituting a flatten layer (image classification) or
by substituting a flatten and a fully connected layer (text sentiment analysis and sound recognition)
without any devastating effects on the model’s performance.

• Global average pooling alone cannot guarantee dynamic trojans in image classification. The attack
accuracy is increased only in a few experiments for different triggers between training and inference,
but we did not observe a general trend.

• In two different architectures for text sentiment analysis, the global average pooling makes the triggers
effective even if a different position was used in training and inference. However, when this layer is
not used, the attack can be more effective when the trigger is added in the beginning during inference.
The other architecture uses max-over-time pooling layers, which discard much information from each
sentence, and global average pooling does not introduce any new properties to the modeled function.
Thus, dynamic backdoors can already be implemented in that case.

• In sound recognition, when the global average pooling is not used, the attack accuracy is low for dif-
ferent triggers between training and inference. In the opposite case, the attack can be quite successful
even if we use different triggers in training and inference.

• To the best of our knowledge, we are the first to run experiments with different triggers in training and
inference for all three applications showing that in some cases, global average pooling could lead to
dynamic backdoor attacks.





6
Conclusions

In this thesis, we explore the behavior of backdoor attacks in neural networks. We have chosen three dif-
ferent applications for our experiments to detect common patterns that may exist. These applications are
image classification (CIFAR-10 [65]), text sentiment analysis (IMDB’s movie review [78]), and sound recogni-
tion (Speech commands [117]). This thesis is divided into two parts. In the first part (chapter 4), we showed
how the effectiveness of the backdoor attack is affected by various trigger characteristics such as size, shape,
and continuity. Additionally, we experimented with sound triggers in the inaudible human range (> 20 kHz).
In the second part (chapter 5), we discuss the feasibility of dynamic backdoor attacks. In particular, we try to
exploit the properties of the global average pooling layer in all three applications to create effective triggers
in various positions without using more poisoned samples.

In this chapter, we answer the research questions based on the practical work done in chapter 4 and
chapter 5, which summarizes the contributions of this project. Then we present its limitations and discuss
potential future directions.

6.1. Contributions
What is the effect of trigger characteristics in different applications like image recognition, text sentiment
analysis, and sound recognition?

First, we verified that the model’s performance for the original task is unchanged for all the tested appli-
cations and architectures regardless of the trigger characteristics because only a few training samples need to
be poisoned for the backdoor attack which agrees with various related works in the literature [22, 38, 70, 75].

For small triggers (64 pixels) in image classification, we showed that line triggers are more effective than
squares. Additionally, we observed that the best performing triggers are lines in the middle and non-continuous
triggers. If the trigger is large enough (196 or 289 pixels), though, the differences between them are insignifi-
cant. We did not find a clear winner for the position of square triggers because their performance varied for
different sizes. In sound recognition, the position of continuous triggers did not play a significant role, and
all of them showed very similar performance. For this application, it was proved that the non-continuous
triggers are the most effective. The relation of the trigger’s position and the attack accuracy in text sentiment
analysis depends on the model. In some cases, the trained model included information about the position of
the words, while others did not show such behavior.

Furthermore, we verified that the attack accuracy is positively correlated to the trigger size in most cases
for all the applications. However, in sound recognition, this relation is not very strong as the features used
by the network (MFCCs) calculate the fast Fourier transform, and only a fraction of the time-domain infor-
mation is retained. Additionally, we saw that a successful classifier in text sentiment analysis could focus on
each sentence’s most important words or phrases because they can be strongly connected with the sentence’s
sentiment. Our experiments used such a neural network that emphasized phrases of 3,4 and 5 words. In that
case, the trigger size did not play any role as the network could identify all the triggers that we used (1 to 5
words).

Last but not least, we showed that inaudible sounds (> 20 kHz) could be used as triggers in sound recog-
nition which is very promising for stealthy real-word attacks.

Is it possible to exploit global average pooling and create dynamic backdoors in different application
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domains like image classification, text sentiment analysis, and sound recognition without increasing the
number of poisoned samples?

Partially yes. We are the first to show that in text sentiment analysis and sound recognition, the global
average pooling could allow dynamic backdoors without altering the poisoning procedure or increasing the
number of poisoned samples. However, in some cases in text sentiment analysis, the dynamic backdoor
can be possible without altering the architecture, especially for continuous triggers. For this application,
sometimes it is enough to find the more important words or phrases in a sentence. In image classification,
though, no such conclusion could be made from our experiments.

We also saw that the global average pooling could be added in existing architectures with minor modi-
fications. Additionally, we showed that the global average pooling layer could increase the accuracy for the
original task in some cases. Furthermore, we saw that when a model generalizes well, the backdoor attack
needs more effort, which seems to be a promising direction for future provable defenses.

6.2. Limitations and Future Work
Although some interesting conclusions were made during this work, some limitations could still lead to future
work and directions.

First, we used only one dataset for each application. Although the chosen datasets are pretty popular in
the deep learning community, they are small, and the conclusions that we drew may be irrelevant for larger
and more complex datasets. Thus, in the future, it could be helpful to run the same experiments in more
complex datasets like ImageNet [34] for image classification, the Enron corpus [63] and the Amazon reviews
[82] for text sentiment analysis, and the entire speech commands dataset [117] for sound recognition. This
could lead to more robust conclusions about the backdoor’s behavior in more realistic scenarios.

The experiments that we tried in chapter 4 are far from exhaustive. We left out of the loop many trigger
characteristics. For example, only one target class was tried both in image recognition ("horse"), text senti-
ment analysis ("negative"), and sound classification ("down"). As mentioned in [98], the best position for a
trigger may vary among different target classes. Thus, it would be interesting to find the best position of the
trigger for each target class in the dataset. Moreover, we could experiment with the trigger’s opacity in image
classification and investigate its effect on the attack accuracy.

Additionally, in text classification, we have only used trainable embeddings, which means that our back-
door is also inserted in them through training. In practice, though, pretrained embeddings are more common
because they have been already trained in large corpora of text and interpret more accurately possible con-
nections between different words. Google’s pretrained word2vec is trained with 100 billion words from Google
News, and it contains 300-dimensional vectors for 3 million words and phrases [85]. Glove is trained from a
corpus of 6 billion words and has a vocabulary of 400000 words [94]. We should investigate if we can draw the
same conclusions about backdoor attacks in text sentiment analysis when pretrained embeddings are used.

All the trigger characteristics that we investigated in sound recognition are related to the signal’s time
domain. For example, the trigger’s size is its duration, and the trigger’s location is a specific time frame inside
the 1-second recordings. The spectrum remained constant from these changes as the signal was a sinusoidal
pulse with a constant frequency of 21 kHz. The MFCCs, though, use the FFT internally. Thus, it is essential
to check what happens if this spectrum is changed for a better view of the backdoor attack and its properties.
More specifically, we can design a new trigger containing more frequency components (size in the frequency
domain) or a different range of frequencies (position in the spectrum).

During this project, the need for a framework that creates poisoned datasets for different applications was
made crystal clear. Even though such a library already exists in python [59], it does not support sound datasets
yet. This discouraged us from using it for this project. Thus, a universal tool that can generate backdoored
datasets for many different applications based on user-provided options could be very useful for the research
community and fast comparison of different attacks and defenses.

As shown in chapter 4, inaudible sounds can be used as triggers. Inspired from the attack described in
[126], we could apply this backdoor attack in a real-world setting where some malicious functionality could
be embedded in an existing system (biometric or speaker verification) and triggered by the inaudible trigger
we produced in this work.

In chapter 4, we saw that a square trigger in the middle was more effective than the two corners when us-
ing the ResNet18 architecture. This behavior was not observed in the other two architectures, which indicates
that ResNet18 learns differently about the dataset’s features. A future direction of this work and backdoors, in
general, could be to use them for a deeper understanding of how neural networks learn. Such an approach
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can complement the work described in [124], where the authors observed the model’s output after graying
out small squares of the input images, which led to valuable insights about the crucial features of an input
image.

In some experiments, we saw that when the model’s generalization is strong, more effort (more training
epochs or more poisoned samples) is required for a successful backdoor attack. Additionally, each of our
attacks required only a few poisoned training samples, which is in line with the threat model used in the
literature [22, 23, 47, 75]. Thus, we concluded that robust generalization techniques and methods that prevent
learning from features in very few training samples could result in quite effective defenses.

Recurrent neural networks are used in many NLP applications because they effectively process data [32].
However, in this work, we experimented with backdoor attacks only in convolutional neural networks. While
they performed well for the binary classification, maybe they are not suitable for more complex NLP tasks.
Thus, in the future, we could run our experiments for such models also.
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A
Additional Experiments for Chapter 4

(a) Attack’s accuracy on image classification for a square trig-
ger and 10 epochs of training

(b) Attack’s accuracy on image classification for a square trig-
ger and 20 epochs of training

(c) Attack’s accuracy on image classification for a square trig-
ger and 30 epochs of training

(d) Attack’s accuracy on image classification for a square trig-
ger and 40 epochs of training

(e) Attack’s accuracy on image classification for a square trig-
ger and 50 epochs of training

Figure A.1: Attack accuracy in image classification for square triggers of size from 8x8 to 17x17 pixels for the second architecture
(Table 4.2). For more than 50 poisoned samples, the attack accuracy is high for all the triggers. In any other case, large triggers seem to

be more effective. Additionally, we see similar behavior for all the different positions tried.
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Figure A.2: Attack accuracy for non-continuous triggers in image classification for 40 epochs of training and the second architecture
(Table 4.2). The attack accuracy increases as the trigger gets larger. However, when many poisoned samples are used (50 or more), the

attack accuracy is high regardless of the size.

Figure A.3: Mean attack accuracy for image classification and the second architecture (Table 4.2). Large non-continuous triggers (196 or
289 pixels) show the best performance. Also, lines are more effective than squares, especially when the trigger is small (196 pixels or

less).
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(a) Attack’s accuracy on image classification for a square trig-
ger and 10 epochs of training

(b) Attack’s accuracy on image classification for a square trig-
ger and 20 epochs of training

(c) Attack’s accuracy on image classification for a square trig-
ger and 30 epochs of training

(d) Attack’s accuracy on image classification for a square trig-
ger and 40 epochs of training

(e) Attack’s accuracy on image classification for a square trig-
ger and 50 epochs of training

Figure A.4: Attack accuracy in image classification for square triggers of size from 8x8 to 17x17 pixels when ResNet18 is used [50]. For
more than 50 poisoned samples, the attack accuracy is high for all the triggers. In any other case, large triggers seem to be more

effective. The square trigger seems to perform better in the middle, especially for smaller triggers
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Figure A.5: Attack accuracy for non-continuous triggers in image classification for 40 epochs of training with the ResNet18 architecture
[50]. The attack accuracy increases as the trigger gets larger. However, when many poisoned samples are used (50 or more), the attack

accuracy is high regardless of the size.

Figure A.6: Mean attack accuracy for image classification and the third architecture (Table 4.2). Large non-continuous triggers (196 or
289 pixels) show the best performance. Also, lines are more effective than squares when the trigger is 196 pixels or less.
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(a) Attack’s accuracy on sentiment analysis for 5 epochs of train-
ing

(b) Attack’s accuracy on sentiment analysis for 10 epochs of train-
ing

(c) Attack’s accuracy on sentiment analysis for 15 epochs of train-
ing

(d) Attack’s accuracy on sentiment analysis for 20 epochs of train-
ing

Figure A.7: Attack accuracy in sentiment analysis for continuous triggers (1 to 5 words) and the second architecture (Table 4.4). The
attack accuracy is almost identical for all the trigger sizes due to the max-over-time pooling layers. Triggers in the beginning and the

middle are slightly better than in the end.

Figure A.8: Attack accuracy for non-continuous triggers in sentiment analysis, for 20 training epochs and the second architecture
(Table 4.4). This architecture does not recognize efficiently non-continuous triggers because it focuses only on 3, 4, or 5-word phrases.
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Figure A.9: Mean attack accuracy for text sentiment analysis for the second architecture (Table 4.4). The trigger in the beginning shows
the best performance. Additionally, the trigger size does not affect the attack accuracy due to the model’s architecture.

(a) Attack’s accuracy on sentiment analysis for 5 epochs of train-
ing

(b) Attack’s accuracy on sentiment analysis for 10 epochs of train-
ing

(c) Attack’s accuracy on sentiment analysis for 15 epochs of train-
ing

(d) Attack’s accuracy on sentiment analysis for 20 epochs of train-
ing

Figure A.10: Attack accuracy in sentiment analysis for continuous triggers (1 to 5 words) and the third architecture (Table 4.5). There is a
clear correlation between the trigger size and the attack accuracy. Additionally, the trigger in the beginning shows the best performance.
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Figure A.11: Attack accuracy for non-continuous triggers in sentiment analysis, for 20 training epochs and the second architecture
(Table 4.5). The attack accuracy is increased as the trigger size increases, but not always in a linear way.

Figure A.12: Mean attack accuracy for text sentiment analysis for the third architecture (Table 4.5). We see a linear relation between the
trigger size and the attack accuracy, and the best position is in the beginning.
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(a) Attack’s accuracy on sentiment analysis for 10 epochs of train-
ing

(b) Attack’s accuracy on sentiment analysis for 20 epochs of train-
ing

(c) Attack’s accuracy on sentiment analysis for 30 epochs of train-
ing

(d) Attack’s accuracy on sentiment analysis for 40 epochs of train-
ing

Figure A.13: Attack accuracy in speech recognition for continuous triggers for the second architecture (Table 4.7). No clear correlation
between trigger duration and attack accuracy is shown.

Figure A.14: Attack accuracy for non-continuous triggers in sentiment analysis, 20 training epochs, and the second
architecture(Table 4.7). No connection between trigger size and attack accuracy is shown.
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Figure A.15: Mean attack accuracy for sound recognition and the second architecture (Table 4.7). The non-continuous trigger is the
best.

(a) Attack’s accuracy on sentiment analysis for 10 epochs of train-
ing

(b) Attack’s accuracy on sentiment analysis for 20 epochs of train-
ing

(c) Attack’s accuracy on sentiment analysis for 30 epochs of train-
ing

(d) Attack’s accuracy on sentiment analysis for 40 epochs of train-
ing

Figure A.16: Attack accuracy in speech recognition for continuous triggers for the third architecture (Table 4.8). In some cases, the
attack accuracy is increased when the trigger size is increased from 0.15 to 0.3 seconds
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Figure A.17: Attack accuracy for non-continuous triggers in sound recognition, 20 training epochs and the third architecture (Table 4.8).
There is a weak connection between the trigger size and the attack accuracy.

Figure A.18: Mean attack accuracy for sound recognition for the third architecture (Table 4.8). This is a deep architecture, and not many
differences are observed, especially for 0.3-second triggers or more.
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(a) Models with global average pooling

(b) Models without global average pooling

Figure B.1: Mean attack accuracy for different triggers in image classification for the first architecture (Table 4.2). Global average
pooling increases the attack accuracy for small line triggers (64 and 121 pixels) and slightly reduces the maximum attack accuracy for

the best performing trigger.
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(a) Square triggers

(b) Line triggers

Figure B.2: Attack accuracy for triggers in different positions between training and inference in image recognition for the second
architecture (Table 4.2). Both line and square triggers of 64 pixels were tried for 50 epochs of training and 100 poisoned training samples.
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(a) Models with global average pooling

(b) Models without global average pooling

Figure B.3: Mean attack accuracy for different triggers in image classification for ResNet18. Global average pooling increases the attack
accuracy for small line triggers (64 and 121 pixels) and slightly reduces the maximum attack accuracy for the best performing trigger
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(a) Square triggers

(b) Line triggers

Figure B.4: Attack accuracy for triggers in different positions between training and inference in image recognition for the ResNet18 [50].
Both line and square triggers of 64 pixels were tried for 50 epochs of training and 100 poisoned training samples.
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(a) Models with global average pooling

(b) Models without global average pooling

Figure B.5: Mean attack accuracy for different triggers in text sentiment analysis for the second architecture (Table 4.4). There are no
significant changes after global average pooling is inserted.
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Figure B.6: Attack accuracy for triggers in different positions between training and inference in text sentiment analysis for the second
architecture (Table 4.8). The models were trained for 20 epochs, 100 training samples were poisoned and 5 word triggers were used.
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(a) Models with global average pooling

(b) Models without global average pooling

Figure B.7: Mean attack accuracy for different triggers in text sentiment analysis for the third architecture (Table 4.5). After global
average pooling is inserted, the attack is more flexible because we see similar performance for all the positions. However, its accuracy is

worse due to the generalization introduced.
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Figure B.8: Attack accuracy for triggers in different positions between training and inference in text sentiment analysis for the third
architecture (Table 4.5). The models were trained for 20 epochs, 100 training samples were poisoned and 5 word triggers were used.
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(a) Models with global average pooling

(b) Models without global average pooling

Figure B.9: Mean attack accuracy for different triggers in sound classification for the second architecture (Table 4.7).
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Figure B.10: Attack accuracy for triggers in different positions between training and inference in sound recognition for the second
architecture (Table 4.7). The models were trained for 40 epochs, 100 training samples were poisoned and 0.15 second triggers were used.
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(a) Models with global average pooling

(b) Models without global average pooling

Figure B.11: Mean attack accuracy for different triggers in sound classification for the third architecture (Table 4.8). Only minor
differences are introduced when global average pooling is inserted.
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Figure B.12: Attack accuracy for triggers in different positions between training and inference in sound recognition for the third
architecture (Table 4.8). The models were trained for 40 epochs, 100 training samples were poisoned and 0.15 second triggers were used.
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