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ABSTRACT

Service robots require versatile control to be able to operate in environments that can change. Classic control
methods require costly retuning of parameters if the environment changes. Therefore, it is necessary to use
a different approach when designing a controller that can be used in a changing environment. An option
is to automate the process of designing the controller. This can be done using reinforcement learning. In
reinforcement learning, a robot interacts with the environment, to learn to perform a task such that a user-
defined reward function is optimized.

However, this method is rather slow if many tasks should be learned, since this process should be repeated
for each task. A speed up can be achieved by exploiting similarities between tasks. Parameterized Skills, intro-
duced by Da Silva et al. [1] is a state-of-the-art reinforcement learning algorithm that does this. It aims to learn
a function that describes the control policy, or sequence of actions that should be executed from start to goal,
as a function of the task, using the assumption that similar tasks yield a similar control policy. The control
policy is parameterized, so Parameterized Skills trains a controller to find these parameters as a function of the
task.

This controller is found in two steps. First, training tasks are defined. The optimal control policy is learned
for these tasks using reinforcement learning. Then, one obtains a data set consisting of the training tasks and
their optimal parameters. In the second step, a function is fitted through this data using supervised learning.
This function should return optimal parameters for all tasks.

My aim is to apply this algorithm on a two degree of freedom robot to learn to move from any start to
any goal position. To do so, three issues should be solved. First, the performance of the controller should be
improved, since the performance found by Da Silva er al. was not as good as the performance found using
reinforcement learning only. Second, the time required to construct the model should be decreased. The su-
pervised learning step was performed using support vector regression (SVR) by Da Silva er al.. This algorithm
uses an optimization procedure to find a vector with the length equal to the number of training tasks that is
used, which makes it rather slow. Finally, it should be checked if one can implement the algorithm to learn a
task that varies in more than two dimensions, since it has only been used to learn a task with only a varying
goal position.

Four supervised learning algorithms will be implemented in Parameterized Skills and it is evaluated which
of these yield the best performance in terms of accuracy and energy efficiency and in terms of required time.
These supervised learning algorithms are SVR, polynomial regression, a neural network algorithm and locally
weighted linear regression.

It is expected that polynomial regression, the neural network algorithm and locally weighted linear regres-
sion are faster than SVR. Next to this, polynomial regression and the neural network algorithm can yield better
performance due to the flexibility of these algorithms. Locally weighted linear regression can also yield bet-
ter performance since it matches well with the assumption that similar tasks yield similar parameters. This
algorithm uses only a local region to find the output for the current target.

These algorithms are used to learn a task with two dimensions. Their performance is analyzed and the
supervised learning algorithm that yields the best performance will be applied to a task with four dimensions.
The size of the data set should be increased if a more complex task is learned. It is evaluated how well the data
set size scales with an increased dimension.

Parameterized Skills will be applied to a two degree of freedom robot arm. My aim is to train this arm to
move to any goal position from a fixed start position and to learn to move from any start position to any goal
position. This arm has two links which are connected using joints, allowing for a rotation around one axis for
each arm. These two states are controlled using current control.

A dynamic movement primitive (DMP) is used to define the control policy applied to the arm. A DMP con-
sists of an attractor system and a nonlinear system. The attractor system attracts the robot arm to the desired
goal. The nonlinear system adds a forcing term to this movement such that any kind of motion towards the
goal can be achieved. The forcing term has parameters that define the strength of the forcing term. These



parameters are dependent on the task that is currently executed.

Parameterized Skills aims to find a function that describes these parameters as a function of the task. First,
parameters are learned for training tasks using POWER, a state-of-the-art reinforcement learning algorithm.
Three changes were made to the standard implementation of POWER to yield good learning.

First, the exploration around the mean policy is defined as a function of the parameter, instead of as a
function of time. This yields that all sampled trajectories can be reproduced using a single policy without
exploration.

Second, the algorithm is altered to take into account the difference between the parameters of the trajec-
tory and the parameters of the current mean policy. This ensures that trajectories sampled under previous
policies are taken into account correctly.

Third, the importance weight is defined as the ratio between the current reward and the reward of the tra-
jectory. Originally, the probability of occurrence under the current policy was used. However, this yielded bad
results if the first update step was not in the correct direction.

The training data, consisting of training tasks and their optimal parameters, is fed to the supervised learn-
ing algorithms. Then, controllers are found using each algorithm. These controllers are tested using random
testing tasks. The performance in terms of accuracy and energy efficiency yielding from the controllers is
compared using statistical tests. Also, the time required to construct each controller is compared.

First, Parameterized Skills is used to train the robot on a task with a fixed start position and a varying goal
position. It is found that locally weighted linear regression yields similar performance as SVR and is slightly
faster than SVR. However, the speed up is negligible when looking at the total time. The neural network algo-
rithm performs significantly worse than SVR and locally weighted linear regression. Polynomial regression is
not suited to use in Parameterized Skills, since the shape of a polynomial does not fit the training data well.

Next, SVR and locally weighted linear regression are applied to learn a task with a varying goal and start po-
sition. The performance of the algorithms is expected to be similar to the performance on the task with a
varying goal state if the size of the data set increases quadratically. It is found that the performance of locally
weighted linear regression was indeed similar. The results found with SVR are also similar in value in terms of
accuracy, but not in energy efficiency. Also, the variance is also higher in the problem with a varying start and
goal position.

Hence, it is concluded that locally weighted linear regression scales better in terms of the required size of
the data set used to construct the controller. Locally weighted linear regression is also faster than SVR, a speed
up of 2% was achieved already on the task with a varying start and goal position, so with four dimensions.

The construction time of SVR increases exponentially with the size of the data set. Therefore, it is not
feasible to use SVR to train a controller for a robot arm when it should perform a task that varies in more than
four dimensions. This would yield an infeasible construction time for the SVR model. Locally weighted linear
regression can be used in Parameterized Skills to find a controller for the robot arm, since it does not require
construction time, while the performance is similar to SVR.

vi
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INTRODUCTION

Sevrice robots ! are required to operate in many different and changing environments to enable its wide-
spread use. This means that a controller should be designed that supports this versatile use. Currently, a
controller that is designed for a specific environment can achieve a high level of versatility. However, a change
in the environment in which the controller operates can be very expensive. Often, it is required to hire a con-
trol expert to retune parameters of the controller such that the robot is able to operate in this new environment.

An example is presented by Singh et al. [2], which was introduced by Barto and Crites [3]. They describe a
system of three elevators for which a controller should be installed to ensure that all passengers are trans-
ported as fast as possible. This is a very time-consuming task for a programmer, which does not necessary
yield the best result. However, the programmer should be able to find at least a semi-optimal solution.
However, the system needs to be retuned completely if a fourth elevator is installed, or if a faster motor is
installed in the elevator. This requires the programmer to design a new controller completely from scratch.
Therefore, it would be advantageous to automate this process, such that the elevator system is able to come
up with a new controller by itself. This controller aims to optimize certain variables that are defined by the user.

Reinforcement learning is a technique that automates the process of designing a controller. It aims to find
a controller that optimizes a user-defined reward function. Reinforcement learning is used by Jonker et al. [4]
on a soccer robot to learn to dribble with the ball. The use of reinforcement learning was advantageous since
hand coding would be very complex, due to the many empirical factors that are present. Also, the behavior
can be changed if the environment changes, for example if the ball should be handled differently than usual
or if the friction of the ball on the ground is different.

Reinforcement learning is also very important for wide-spread application in household robots. All house-
holds are different, requiring a different controller for each robot. Therefore, Schuitema et al. [5] designed a
robot which uses reinforcement learning to learn to walk. This will enable the future use of household robots
in many households without requiring an expert present in each house to tune the robot for the specific house.

Finally, reinforcement learning can provide easy installation for adaptable robots. Small and medium en-
terprises (SMEs) currently do not often operate robots, since it is very costly to use them for short-term batch
process. The installation takes a couple of weeks, which makes it very inefficient to install robots for such a
task. However, if a robot is adaptable and can learn a task in a day, it can be applied to do several of these
short-term batch processes during the year. The factory-in-a-day project aims to develop this kind of adapt-
able robots [6]. Reinforcement learning can be used to learn to perform a new task, such that it is not necessary
to have an expert present when a new task should be learned. Also, it is possible to save multiple tasks in the
memory of the robot.

However, reinforcement learning is a very time-consuming process. It uses interactions with the environment
to learn a task. If many tasks should be learned, this process should be repeated many times, making it in-
feasible to use reinforcement learning in practice. Therefore, it is desired to speed up the process. A literature

1Here defined as robots that can move their position and orientation in a three dimensional world.



study was performed on this topic and it was found that it is possible to use similarities between tasks to find
a controller that can perform many tasks [7]. Using these similarities will decrease the time required to learn.

A state-of-the-art method that uses similarities is Parameterized Skills by Da Silva et al. [1]. This algorithm
provides an automated approach to learning a set of related tasks, such that a robot can be used in an envi-
ronment that is allowed to change. It does so by using reinforcement learning to learn some tasks of the set.
The similarities between these tasks are used to define how each task in the set can be performed. This is done
using supervised learning.

In this thesis, Parameterized Skills will be further examined on a two degree of freedom robot arm using sev-
eral supervised learning algorithms. This introduction will start with explaining reinforcement learning and
Parameterized Skills more thoroughly in section 1.1 and section 1.2, respectively. Then, section 1.3 presents
the research questions that are answered in this thesis. This is followed by section 1.4, where the contents of
this thesis are presented. The supervised learning algorithms that will be evaluated are introduced, as well as
the experiments that are used to answer the research question and the problem on which these experiments
are conducted. Section 1.5 summarizes this chapter.

1.1. REINFORCEMENT LEARNING

The goal of reinforcement learning is to find a control policy, 7, that maximizes the reward function. The con-
trol policy denotes the sequence of control actions that is performed to move from the start position to the
goal position, so it defines which action u an agent should take in a certain state x. In reinforcement learning,
the control policy can be stochastic or deterministic. The stochastic policy includes the random exploration
around the mean, or deterministic policy. The mean policy denotes the control policy that is the optimal
solution in the current iteration. This section introduces reinforcement learning and POWER (8], the state-of-
the-art algorithm that will be used in this thesis.

The environment in which the reinforcement learning algorithm operates is modeled as a Markov decision
problem, MDB a discrete time stochastic control process. It is a mathematical system that transitions from a
state to a different state due to some action. It is a memoryless process, meaning that the action only depends
on the current state and not on the previous states.

Mathematically, an MDP is described as a 4-tuple (X, U, P(-,-), R(-,-)) where X is a set of states, U is a set
of actions, Py (x,x") = Pr(x;+1 = X'|x; = x, uy = u) is the probability that taking action u in state x yields state
x' and R is the set of rewards, where r,(x, x') = r(x, u) is the (expected) immediate reward after transitioning
from state x to state x’. There can also be some reward for reaching a terminal state. Then, the reward R is
equal to some cumulative function of the rewards r(x, u) obtained at each state and the reward for reaching
the terminal state. The optimal policy is the argument of the maximum of R over all control policies.

PoWER, introduced by Kober and Peters [8], is a state-of-the-art algorithm that directly searches the space of
policies to find the optimal policy. This algorithm uses trajectories, sampled from a stochastic policy, to deter-
mine the direction in which the policy parameters should be updated. It is based on the theory of expectation
maximization (EM), which was introduced in 1977 by Dempster ef al..

The policy update rule yielding from EM is simplified when the policy is represented by a normal distribu-
tion [10] [11]. This means that the mean of the stochastic policy is equal to a set of basis functions multiplied
with the policy parameters, which are updated. Gaussian noise is added to the mean policy to perform explo-
ration around the mean policy.

EM is a maximum likelihood method which can be used to estimate the underlying probability density for
a set of data X using parameters 6. It is assumed that there is a hidden variable u € U under each point x € X.
This hidden variable can for example be data which is dependent on the value of x. The hidden variables
are dependent on parameters 6 according to the known probability p(u|60). The goal of the algorithm is to
find the parameters 8 maximizing the sum over all points x € X of the log of the distribution of p(x|8). This
performance function is given in equation 1.1, which uses the distribution given in equation 1.2 [12].

0" = argmax Z log p(x|0) (1.1
6 xeX
with p(xl0) = Y_ p(x|u,0)p(ul6) (1.2)
uelU
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Figure 1.1: Illustration of an EM algorithm. In the E-step a lower bound is computed that touches the objective function at the current
parameter value, which is depicted by the parabola. In the M step, the value of the parameters is updated to the location where the lower
bound of the function is maximized.

An EM algorithm iteratively updates the policy parameter 8 using a lower bound of the expected return. The
lower bound simplifies the expected return by making it a function of both the current and the updated pa-
rameters. Therefore, it is easier to find the optimal parameters. The lower bound is maximized while it touches
the original function [13]. Figure 1.1 illustrates this.

The update consists of two steps. In the Expectation step, or E-step, the so-called responsibilities are
updated, which denote how the lower bound is dependent on the current parameters. The responsibilities,
p(ulx,0), represent the probability of having a certain hidden variable u, given a certain data point x and
parameters 0. The E-step defines the shape and the location of the parabola in figure 1.1.

Then, the parameters 6 are updated in the Maximization step, or M-step. The parameters are updated such
that they maximize the lower bound, as illustrated in figure 1.1. p(u|x,0) is kept fixed in this step. The E- and
M-step are given in equation 1.3 and equation 1.4, respectively [12].

pul0) p(xlu,)

,0) = 1.3

plulx,0) Y zeu P(z10) p(x|z,0) 13

0’ =argmax )_ Y p(ulx,0)log[p(x|0)] (1.4)
xeX uelU

In reinforcement learning, the hidden variables can be seen as the actions. Then, the distribution p(x|u,0)
denotes the expected reward of executing some action u.

PoWER uses the EM steps in an eposidic fashion. This means that the reward is only evaluated at the end of a
trajectory 7. Then, the parameters are updated using the reward of the full trajectory and previous trajectories.

The policy improvement of POWER is found by taking the derivative of the lower bound of the expected
return, setting the result to zero and solving for the parameters 6. The derivative is given in equation 1.5.
Q™ (x,u, t) denotes the state-action value function, which is determined using equation 1.6. The resulting
update rule depends on the stochastic policy that is used [8].

T
IITICAE E{ Y 0g/logm(uslxs, Q" (x, u, t)} (1.5)
=1
T
with  Q"(x,u, 1) = E{ > (X U X, DX = X0 = u} (1.6)
i=t

A policy which consists of a mean policy u = 87 ¢(x, t) with parameters 6 and basis functions ¢(x, t) will be
used. This type of policy yields a simple update rule, as was introduced by Peters and Schaal [10].
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Figure 1.2: Schematic overview of Parameterized Skills. The left graph plots the training tasks versus the optimal parameters. The blue
dots depict the training tasks, for which optimal parameters are learned using reinforcement learning. Then, the black line is found using
supervised learning. This line depicts the function that defines the parameters as a function of the task. This use of this line is depicted
on the right side. It shows how the function can be used to find optimal parameters for a given task.

Exploration is performed by applying Gaussian white noise around the mean policy with a certain variance.
It was decided to apply the Gaussian noise to the basis functions ¢(x, t), instead of to the actions. It was found
by Kober and Peters that applying the noise to the latter yielded unrecognizable perturbations.

Inserting this policy in the derivative of the lower bound (equation 1.5) yields equation 1.7 [8]. In this
equation, E- denotes the expected value, h denotes the current iteration and &; denotes the Gaussian noise
that is applied at each timestep ¢. T denotes the final timestep. The term W (x, t) reduces to a diagonal matrix
and cancels out.

T -1 T
Ops1 =05 + E{ Y QM (x,u, NW(x, t)} E{ Y QM (x,u, NW(x, t)st} (1.7)
t=1 t=1
T
with W(x,p) = 20 0P 1 (1.8)

@Cx, )T p(x, 1)

The EM method can only be used if all rewards are greater than or equal to zero. Therefore, a nonlinear trans-
formation of the reward, u, (), is performed to make sure this requirement is met. This transformation should
be strictly monotonic with respect to r and it should also hold that f(;” uy(r)ydr = ¢¥* [10].

PoWER finds parameters that optimize the reward for a certain task. This process should be repeated very
often if one aims to use the controller to perform many tasks. To speed up learning, similarities between these
tasks can be exploited. Parameterized Skills [1] is a state-of-the-art algorithm that uses similarities to learn to
perform a set of related tasks.

1.2. PARAMETERIZED SKILLS

Parameterized Skills was introduced by Da Silva ef al.. It provides a framework that defines how reinforcement
learning can be used to find optimal policy parameters for training goals and how supervised learning can be
used to fit a model through the data obtained using reinforcement learning.

Figure 1.2 shows how this algorithm works graphically. The left side shows how the algorithm trains the
controller and the right side shows how the controller can be used. The blue dots in the left graph depict the
training tasks, for which optimal parameters are learned using reinforcement learning. The black line denotes
the function that is fitted through this data. This function can be used to find the parameter that should be
used for a given task, as shown on the right side. Next, Parameterized Skills will be introduced in more detail.

Parameterized Skills aims to maximize the expected reward over the whole distribution of possible tasks. This
is equivalent to maximizing the expected reward as given in equation 1.9, where for each task the expected
reward of following policy 7mg(r) in task 7 is determined, which is multiplied with the probability of executing
this task and integrated over all tasks [1].

fP(T)](ﬂe(r),T)dT (1.9)

4



7me(r) denotes the policy parametrized by the model ©(7). This model defines the policy parameters as a func-
tion of the task, 7 is a task parameter vector drawn from a | T'|-dimensional continuous space, T, and J(wg(), T)
is the expected reward that will be obtained when executing policy 7g(;) in task 7. The probability P(z) defines
the probability of a task occurring [1].

The model ©(7) maps the task parameters to policy parameters, so the policy parameters are chosen based
on the task which is currently performed. This is described in equation 1.10 [1].

e:T—-RY (1.10)

This model can be found using a set K of pairs {z,0;}, with 7 being a set of task parameters and 8; denote
the parameters which maximize the reward for this specific task. Reinforcement learning is used to find these
parameters [1].

The model will then be created using these pairs. Several assumptions are made about the structure of the
model before this is done. It is assumed that the tasks, for which the model is constructed, are related. There-
fore, it is assumed that they lie on some lower-dimensional surface in RV and their parameters vary smoothly.
It is also possible that the policies lie on two or more disjoint lower-dimensional surfaces [1].

This is a reasonable assumption if the policy is differentiable with respect to the parameters. This means
that the gradient of the reward function, /() defines the direction of the update such that the reward is maxi-
mized locally. For example, if one optimizes the policy for how accurate it reaches its goal, parameters can be
found that yield a goal slightly different from the current goal. The gradient then defines the direction of the
update, yielding a smooth update of the parameters. However, these parameters can also be used to define the
optimal policy towards a different goal [1].

These assumptions yield the following procedure to construct the model. First, one should draw | K| train-
ing tasks from T and construct K, the set of the training tasks tasks and the parameters that maximize the
reward for these tasks. Next, K can be used to estimate the geometry and topology of the policy space. This
is done to define the number of surfaces, D, present in the policy space, on which the policies lie. This is im-
portant since a separate model should be constructed for each surface. Third, a classifier, y, should be trained
to map all elements of T to one of the surfaces, [1,..., D]. Finally, a set of (N x D) supervised learning models,
®;4,i€(l,...,D],j€ll,...,N], should be found which define the policy parameters as a function of the task [1].

As said, a separate model is created for each surface. The full model consists of the vector of all supervised
learning models of one surface and is given in equation 1.11 [1].

0) =@y 1, Py " (1.11)

1.3. RESEARCH QUESTION

Parametrized Skills is a very versatile algorithm. It can be used in combination with any reinforcement learning
and supervised learning algorithm. However, three issues should be solved before Parameterized Skills can be
applied on a two degree of freedom robot arm. They will be explained next.

* The controller found with Parameterized Skills does not perform well enough

* The supervised learning algorithm used by Da Silva et al. [1] requires much time to construct the model,
especially for a large data set

¢ The algorithm has never been applied to learn a task with more than two varying dimensions

Da Silva er al. investigated the performance yielding from the controller that was learned. They found that
extra reinforcement learning iterations were required to meet the threshold set on the performance, meaning
that the performance found using Parameterized Skills is not as good as the performance that is found using
reinforcement learning.

Parameterized Skills uses support vector regression (SVR) to determine the relation between the goal and
the required control action. SVR uses an optimization procedure to construct the model, which is a slow
method to find a function. Additionally, this optimization procedure aims to find a vector of which the length
equals the size of the data set, which means that the required time increases even further for a larger data set.



Third, the application of the algorithm should be extended. Parameterized Skills has only been applied to
learn a task with a varying, two-dimensional goal position. It should be checked if it is possible to apply Pa-
rameterized Skills to learn a task with more dimensions. In this study, the algorithm will be implemented to a
task with a varying two-dimensional start position and a varying two-dimensional goal position, meaning that
the task has four dimensions. It is expected that the size of the data set that is used in the supervised learning
algorithms should be increased quadratically to obtain the same performance.

My aim is to solve these first two issues by implementing a different supervised learning algorithm in Pa-
rameterized Skills. Polynomial regression, a neural network algorithm and locally weighted linear regression
will be compared against SVR. These algorithms will be implemented on a task with a varying goal position
and the performance of Parameterized Skills is compared for the different methods. The algorithm will be se-
lected that yields better or similar performance than SVR, while requiring less time to do so. This algorithm
is then used to analyze the performance of Parameterized Skills on a task with a varying start and goal position.

Three research questions and some hypotheses are defined to formalize the issues. The main research ques-
tion that is answered in this thesis is as follows:

Which supervised learning algorithm provides the best performance of Parameterized Skills in terms of
accuracy and energy efficiency of the controller found and in terms of required time and when the
algorithm is used to learn a more complex task, namely to learn rest to rest motions?

Two steps should be taken two answer this research question. First, the performance of Parameterized Skills
is evaluated on a task with only a varying goal state, as was done previously. Second, it is evaluated if the
algorithm can be applied to train a controller to perform a more complex task, with up to four dimensions.
Therefore, two subquestions will be answered in this thesis.

The first question is: Which supervised learning algorithm provides the best performance of Parameterized
Skills in terms of accuracy and efficiency and in terms of time required if a different supervised learning
algorithm than support vector regression is used?

It is expected that polynomial regression and locally weighted linear regression will improve the speed of the
algorithm, since they do not require an optimization procedure. Also, these algorithm and the neural network
algorithm do not aim to find a vector with the length equal to the size of the data set. Therefore, the time re-
quired to use these three methods will not increase as much when a larger data set is required, compared to
SVR.

Next to this, it is expected that polynomial regression and the neural network algorithm yield better perfor-
mance due to the flexibility of these algorithms. It is expected that locally weighted linear regression provides
better performance since it matches well with the assumption of Parameterized Skills that similar tasks yield
similar parameters. This algorithm uses only a local region to find the output for the current target.

The second question that can be deducted from the research question is: Does the performance of the su-
pervised learning algorithms scale in terms of the data set size required to construct the model with an
increased task dimension?

Since the dimension of the input space is larger, the data set should be bigger to obtain the same performance,
because of the increased complexity of the function. It is expected that the size of the data set should increase
quadratically if the size of the input space is doubled.

1.4. CONTENTS OF THIS THESIS

This thesis aims to solve the issues that exist when applying Parameterized Skills by implementing a different
supervised learning algorithm. Four algorithms will be evaluated and experiments are used to assess their
performance. This section introduces the algorithms that will be used in the evaluation. Next to this, the
experiments that are conducted are introduced. These experiments are used to verify that the implementation
of all reinforcement and supervised learning algorithms is correct and to answer the research question. The
problem that is used in these experiments is also introduced in this section.



1.4.1. SUPERVISED LEARNING ALGORITHMS

Supervised learning is used in Parameterized Skills to find a function that should return parameters that op-
timize the reward for a specific task. Da Silva er al. use support vector regression (SVR). Three algorithms are
compared against SVR to evaluate their performance and time required. These algorithms are polynomial
regression, a neural network algorithm and locally weighted linear regression. This section starts with an in-
troduction of SVR, followed by these three algorithms, respectively.

SUPPORT VECTOR REGRESSION

Support vector regression (SVR) is a supervised learning algorithm originating from the framework of statis-
tical learning. It aims to find a function that fits the data as smooth as possible, while allowing a maximum
error for outliers. This problem can be converted to a dual problem, where an inner product of the input data
is maximized. Many different options exists, since the input can be processed using many different kernel
functions, special mappings which use some inner product of the input [14].

SVR aims to find a function that is as smooth as possible while outliers should not exceed a maximum dif-
ferent with respect to the function output. This function is found using a minimization problem, which aims
to minimize the parameters that define the smoothness of the function. The maximum error between the out-
liers and the function output, &, is a constraint on this problem. This constraint is generally not implemented
as rigid as stated here, since this problem would be a very difficult to solve. Therefore, slack variables are in-
troduced, which are added to € to stretch the constraint on the difference between the output of the function
and the test data.

These slack variables are also minimized. This means that the objective function, which is minimized, is
equal to the sum of the smoothness parameters and these slack variables, multiplied with a constant, C. This
constant defines the trade off between minimizing the flatness of the function and minimizing the value of the
slack variables [14].

The aforementioned problem can be converted to a dual problem using Lagrangian multipliers a; and a;
for the constraint on the original problem. Smola and Schélkopf [14] show that the following dual function
can be minimized instead of the original optimization problem, where (:,-) denotes the dot product and x;
and y; an input-output set of the test data, which has a total of / input-output sets [14].

1 l * * l * l *
max - > (ai—ai)(aj—a))(x,xj) €Y (ai+a))+ ) yilai+a;) (1.12)
i,j=1 i=1 i=1

1
s.t. Y (ai—a;)=0 and a;a;€[0,C] (1.13)
i=1
In equation 1.12, a kernel function k(x,x’) can be inserted instead of the dot product [15]. This way, many
different functions can be constructed using SVR. The resulting function is shown in equation 1.14. This func-
tion uses the Lagrangian multipliers a; and a;, which are optimized in the maximization problem, the original
inputs of the test data and, if present, the constant term b.

l
f =) (ai-a))k(x;x)+b (1.14)
i=1
It is expected that the performance of SVR is not as good as desired due to its assumption that the function
should be as smooth as possible and that outliers are allowed to exist. The data used to create the model
consists of optimal parameters that are learned using reinforcement learning. Therefore, it is expected that
there will not be outliers in the data and that the data will be quite smooth.

Next to this, SVR is a slow method, since it uses an optimization procedure to find a vector of which the
length is equal to the size of the data set. An optimization procedure is slower than the fitting procedures used
in polynomial regression and locally weighted linear regression. Next to this, the time required to construct
this vector increases further when the size of the data set increases, which can yield a large increase in the
required time when the algorithm is applied to a task with a varying start and goal position.

POLYNOMIAL REGRESSION
Polynomial regression assumes that a polynomial function fits the test data. The degree of this polynomial is
chosen specifically for the data. A polynomial function of degree k has the structure given in equation 1.15,
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Figure 1.3: Example of An Artificial Neural Network

where x denotes the input data and ag to ay denote unknown variables [16].
y=a0+a1x+a2x2+-~+akxk (1.15)

The polynomial, which was given in equation 1.15, should fit the data correctly. This fit is found by adjusting
the variables ay to ay using least square fitting. This is done using a matrix that contains the input data, a vector
that contains the unknown variables and a second vector that contains the outputs, as given in equation 1.16.
Here, n defines the number of training sets of input and output are used [16].
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This problem is solved for each row, which can all yield a different result for the unknown variables. Therefore,
least square fitting is used to find the set of variables for which the error between the test data output and
model data output is least. This means that the total squared error, given by Z?:l [P(x;) — y,-]z, is minimized,
where P(x;) is the output of the polynomial function and y; is the output found in the training data [17].

The equations presented above are applicable to problems with a single input. The extension to multiple
inputs is straightforward. Note that cross-terms should also be taken into account when there is more than
one input to the problem.

Polynomial regression is very easy to use, since only one parameter should be tuned, the degree of the polyno-
mial. When this degree is chosen sufficiently high, it is possible to create any type of function using polynomial
regression, since it can be seen as the Taylor expansion of the original function. It is one of the methods that is
used most often for curve fitting [18] [19]. The reputation of this method yielded its selection to be used as a
supervised learning algorithm in Parameterized Skills.

NEURAL NETWORK ALGORITHM

An artificial neural network is an input-output system which is inspired by the biological process in the human
neural network, where a neuron collects signals through dendrites, a large structure of inputs. The neuron then
transfers this signal to an output signal which is transported to a large structure of outputs.

This biological process can be transformed to an artificial process. In an artificial neural network, there
are usually three layers of neurons, the input layer, the hidden layer and the output layer. Figure 1.3 gives
an example of an artificial neural network. The input layer feeds the inputs, multiplied with some weight, to
the hidden layer, where there is some nonlinear function applied to the input. The output of the nonlinear
function is multiplied with a weight and fed to the output layer.



It is possible to have multiple hidden layers. Then, the output of the first hidden layer will be fed to the
second and so on until the final hidden layer feeds the output to the output layer. The number of neurons in
the input layer is equal to the number of inputs and the number of neurons in the output layer is equal to the
number of outputs. The hidden layers can have any number of neurons.

An artificial neural network can be used to fit data in a supervised learning algorithm. This means that the
weights of the connections are adjusted such that the output of the neural network fits the output of the test
data. This is done using backpropagation. This is a method that starts at the output and defines the gradient of
the weights with respect to the difference between the desired output and output found by the neural network.
This gradient is used to update the weights.

A neural network can fit into many different types of training data due to its versatility [20]. Therefore, it is
expected that a neural network algorithm can find a good fit for the training data in Parameterized Skills.

LOCALLY WEIGHTED LINEAR REGRESSION
Locally weighted linear regression is a supervised learning algorithm where a local linear model is constructed
around each test input 74.;. Therefore, the model is not constructed separately. The local linear model is
constructed using the following steps, following the method introduced by Atkeson et al. [21].

First, k nearest neighbors are found around the test goal, where k is a tuneable parameter. The inputs and
outputs of the nearest neighbors are stacked in Ny and Ny, respectively. Next, the distances d; between the
nearest neighbors and the test goal are determined using the 2-norm and their weight w is determined using

equation 1.17.
_ (di )2] (1.17)
" .

with h=maxd; (1.18)
1

w; = exp

Now, the weighted input and output matrices are defined as follows, were a vector of ones is added to the input
matrix to account for a constant term in the regression [21].

A=w[Np,1] (1.19)
B=wNp (1.20)

Equation 1.21 is solved using matrices A and B to find the prediction of the parameter for the test goal.

0=1Tg0s X (1.21)
with X=ATA1ATB (1.22)

Locally weighted linear regression is implemented in Parameterized Skills since it connects well with the as-
sumption made in Parameterized Skills. It is assumed that the tasks are related and therefore that they lie on
a lower dimensional subspace in the policy space. Locally weighted linear regression only takes into account
a local subset of the training data when it finds parameters for a test goal. Therefore, these assumptions hold
better than when a model is created for the complete data set, since the used tasks are less different. An ad-
ditional advantage is that it is not necessary to analyze the geometry and topology of the policy space using
this algorithm, since the algorithm uses only nearest neighbors, which will all lie on the same subspace as the
target.

1.4.2. METHOD TO ANSWER RESEARCH QUESTION
Experiments are conducted to answer the research questions that are given in this introduction. Figure 1.4
presents an overview of all experiments that are conducted in this study. Experiments 1 to 4 are conducted
to verify that the implementation of the reinforcement learning algorithms and the supervised learning al-
gorithms is correct. This implementation is presented in chapter 2. Chapter 3 presents the results of these
experiments.

Experiments 5 to 9 are conducted to answer the research question. Chapter 4 evaluates the four supervised
learning algorithms using experiments 5, 6 and 7. These experiments are used to analyze the performance of
Parameterized Skills on a problem with only a varying goal state. Models are constructed using data sets of
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Figure 1.4: Overview of all experiments conducted in this thesis.

different sizes. These models are evaluated using testing tasks. The minimum required data set size is found
and the performance yielding from models using a data set of this size size is compared. Also, the time required
to construct the controller is compared, since it is required to achieve a speed up.

Chapter 5 evaluates the performance of the supervised learning algorithms on a task with a varying start
and goal state. This chapter will only analyze the supervised learning algorithms that perform best on a task
with only a varying goal position. Experiment 8 is used to analyze if the performance of Parameterized Skills
is similar when the size of the data set is increased quadratically. Experiment 9 is used to compare the time
required by the different algorithms.

These experiments aim to find an optimal control policy to perform tasks on a two degree of freedom robot
arm. Therefore, this section introduces the two degree of freedom robot arm that is used in this thesis, as well
as the control policy that is optimized.

TwoO DEGREE OF FREEDOM ROBOT ARM

Figure 1.5 shows the robot arm which is used in these experiments. All experiments are applied on a simulation
of this arm. It consist of two links which are connected using joints. There are two degrees of freedom, namely
the rotation of the links around the joints. These rotations are performed in the same plane. The direction of
gravity is perpendicular to the robot arm, which means that the effect of gravity is negligible.

Table 1.1 shows the weights and dimensions of the arm as well as its range of motion for each state. The
robot has four states, namely the angles at the joints, which are drawn in figure 1.5 (b) and their velocities.

A torque can be applied to both degrees of freedom to control the robot arm. This torque is applied using
current-control, which means that the applied torque is equal to the product of a motor constant, the gearbox
ratio and the current that is running through the motor [22]. This is equivalent to applying open-loop torque
control. The next section will introduce the control policy which is used to define the torque that should be
applied to the robot arm. Two policies are required, since each is applied to one of the controlled joints.

CONTROL PoLICY

Parameterized Skills aims to find optimal control policies for many tasks by exploiting similarities between the
tasks. A control policy that is very suited for this task is a dynamic movement primitive (DMP) [23]. DMPs were
introduced by Ijspeert et al. [24] and represent a policy using parameters, such that a function can be found
that relates the task to these parameters. These parameters can be learned using reinforcement learning and
uniquely describe the control actions which are taken.
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Figure 1.5: Figure (a) shows a picture of the robot arm that is used. Figure (b) depicts a schematic drawing of this robot arm.

Table 1.1: Overview of the weights, dimensions and range of motion of the robot arm. The range of motion defines the goal and start
position space to which the controllers can be applied which are learned using Parameterized Skills

Parameter Symbol Value
Length of Arm 1 h 0.41 [m]
Length of Arm 2 b 0.45 [m]
Location of Center of Mass of Arm 1 | Icong 0.070 [m]
Location of Center of Mass of Arm 2 | Icon, 0.3247 [m]
Weight of Arm 1 m 0.809 [kg]
Weight of Arm 2 my 1.599 [kg]
Friction Coefficient of Arm 1 Hey 0.1939 [Nm]
Friction Coefficient of Arm 2 U, 0.25 [Nm]
Range of Motion of Arm 1 [(X1,,, Xlmae] | [-1.25 1.25]
Range of Motion of Arm 2 (X200 X2max] [-2.5 2.5]
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The DMP determines the desired state, [xges(t), vges(t)] T that should be visited in the next timestep to move
to the goal. The torque which is applied to the robot arm is determined using a PD controller, as given in equa-
tion 1.23, where Kp and Kp denote the position and velocity gain, respectively. The state, xT (), vT(0]7, that
yields from applying torque are inserted in the DMP to find the next desired state.

M(2) = Kp - (Xges(t) = x(2)) + Kp - (Vges(£) — v(1)) (1.23)

A DMP consists of two separate dynamic systems, an attractor system and a nonlinear system. These
systems are connected such that the attractor system drives the nonlinear system. The attractor system attracts
the robot to the goal state. The nonlinear system adds a forcing term to the attractor system, to allow any kind
of movement towards the goal. The systems have a unique equilibrium point at the desired goal.

The attractor system is a canonical system that drives the nonlinear system, f(s), for each degree of free-
dom k. These nonlinear systems define the so-called forcing term. This term is added to the attractor system,
which has a shape similar to a PD controller. The dynamics of the attractor system are given below in equations
1.24 and 1.25 Da Silva et al. [1]. In these equations, x denotes a scaling factor, which is set to one, g denotes
the desired goal position and xy denotes the start position.

KUges(t+1) = K(g—x(8)) — Qu(t) + (g —x0) f(5) (1.24)
Kiges(t+1) = v(t) (1.25)

The nonlinear system consists of a set of nonlinear basis functions ¥;, which are activated depending on the
phase s and their parameters w;. The phase is a time-dependent variable which monotonically decreases from
1 to 0 during the execution of the movement. It is computed by integration x§ = —as, where a is a factor that
depicts how fast the phase decreases. The forcing term is determined using equation 1.26, with N equal to
the total number of basis functions. The basis functions are determined using equation 1.27, where h; and c;
denote the height and the center of basis function 7, respectively. Kober and Peters [25].

N
f&=) Yis)w; (1.26)
i=1
Chefc— )2
with W, = SPhils=ci) (1.27)

T exp—hj(s—c))?

A reinforcement learning algorithm can be used to learn the parameters w; of the nonlinear system for a given
task. These optimal parameters are used to create a forcing term that yields optimal reward. The next section
introduces how a model can be created which defines the parameters w; as a function of the goal.

1.5. SUMMARY

This thesis will evaluate the effect on the performance of Parameterized Skills in terms of accuracy and energy
efficiency and in terms of time required when different supervised learning algorithms are implemented and
when the dimension of task is increased. Therefore, this introduction presented all theories and algorithms
that will be used in this thesis, namely reinforcement learning, Parameterized Skills, the supervised learning
algorithms that are evaluated, the problem on which experiments are conducted and the control policy that is
used.

Reinforcement learning is used to learn to perform a task such that a user-defined reward function is maxi-
mized. The robot interacts with the environment and collects the reward. The reward is used to define the
interaction that is performed in the next iteration, such that a higher reward is obtained.

Parameterized Skills uses reinforcement learning to learn to perform a set of related tasks. It assumes that
the optimal policies for related tasks lie on a lower-dimensional surface in the policy space and that the optimal
policy parameters vary smoothly. Therefore, it is possible to find a model over the full task space that defines
the control policy as a function of the goal. This model is constructed using training data, consisting of training
tasks and their optimal control policy.

This model is found using supervised learning. Three supervised learning algorithms will be compared
against support vector regression (SVR): polynomial regression, a neural network algorithm and locally weighted
linear regression. SVR aims to optimize variables of a function such that the function is as smooth as possi-
ble while not having too much outliers. Polynomial regression aims to fit a polynomial function through the
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data. A neural network algorithm aims to train the weights of a neural network using backpropagation. Locally
weighted linear regression constructs local linear models using k nearest neighbors for a certain input.

The experiments that are conducted in this study are conducted on a two degree of freedom robot arm. This
arm can perform planar motions. It consists of two links that are connected with joints that allow ration around
asingle axis. A torque can be applied to both degrees of freedom using current-control, so the applied torque is
equal to the product of a motor constant, the gearbox ratio and the current that is running through the motor.

The control policy that is applied to this arm and learned using reinforcement learning is represented using
a dynamic movement primitive (DMP). A dynamic movement primitive consists of an attractor system which
attracts the robot to the goal state. The attractor system drives a nonlinear system, which applies a forcing term
to the movement defined by the attractor system, such that in principle any motion can be achieved from the
start to the goal state.
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IMPLEMENTATION OF PARAMETERIZED
SKILLS

The previous chapter introduced the theories and algorithms that are used in this study as they are presented
in literature. This chapter will introduce how these algorithms are implemented in Parameterized Skills. Cer-
tain parts of the reinforcement learning algorithm are altered to improve the learning process. Next to this,
the reward function should be defined such that learning is achieved for the correct variables. Next to this, an
algorithm should be implemented that is able to find the number of subspaces that are spanned in the policy
space. Finally, the supervised learning algorithms and the control policy required tuning of certain parameters.

This chapter starts with an introduction of the implementation of Parameterized Skills. First, the implementa-
tion of the reinforcement learning algorithm is presented. This includes the alterations made to the algorithm
and the reward function that is used. Second, this section introduces ISOMAP. This algorithm is used to find
the number of subspaces that are spanned in the policy space. Third, it is introduced how certain variables are
tuned in the supervised learning algorithms that are compared in this thesis. Then, section 2.2 introduces the
implementation of the control policy. A dynamic movement primitive (DMP) is used to represent the control
policy. Several variables should be set in the DMP such that the behavior of the control policy is as expected.
Section 2.3 summarizes the chapter.

2.1. IMPLEMENTATION OF PARAMETERIZED SKILLS

This section will present the implementation of Parameterized Skills. Parameterized Skills consists of four
steps that should be implemented. First, optimal parameters are found for training goals using reinforcement
learning. Next, the geometry and topology of the policy space is analyzed to find the number of subspaces
spanned by the optimal policies. The third step is to find in which subspace each training goals lies. Finally,
models can be constructed using supervised learning. Section 1.2 introduced Parameterized Skills and the
reinforcement learning and supervised learning algorithms that will be used in this study. ISOMAP is used to
perform the second and third step of the algorithm.

This section introduces how these algorithms are implemented. Section 2.1.1 presents the implementation
of the reinforcement learning algorithm, as well as the implementation of the reward function. Then, section
2.1.2 presents ISOMAP, which is used to perform the second and third step. Finally, section 2.1.3 presents the
implementation of the supervised learning algorithms.

2.1.1. IMPLEMENTATION OF REINFORCEMENT LEARNING
Parameterized Skills uses reinforcement learning to find optimal parameters for training goals. Section 1.1
introduced PoWER [8], the reinforcement learning algorithm that will be used. This algorithm finds optimal
parameters for the control policy using exploration around the mean policy. A reward is given to each trajec-
tory that is explored based on its performance, which is used to find the direction in which the parameters
should be updated.

This section explains how reinforcement learning is implemented. It was required to change the algorithm
on three aspects to improve the learning. First, the exploration around the mean policy was implemented
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Figure 2.1: Reward obtained when learning to move from [x7, x2] = [0, 0] to [x], X2] = [7/2, 7] on the robot arm that was introduced in sec-
tion 1.4.2, using time-dependent exploration (red line) and trajectory-dependent exploration (blue line). One can see that the trajectory-
dependent exploration yields a much better result. The reward increases and converges to a significantly higher value. The reward im-
proves shows more oscillation and does not yield a very high reward.

differently from the original algorithm. Secondly, the update rule was altered to ensure convergence of the al-
gorithm. Finally, it will be explained how the importance weight is implemented such that previously sampled
trajectories improve the policy update.

The reward function is very important for the learning process, since reinforcement learning aims to op-
timize the reward function. Therefore, this function should be defined such that the algorithm optimizes for
the correct variables, namely energy and accuracy. This section will also introduce the implementation of the
reward function.

EXPLORATION

Exploration is performed to evaluate the reward of policies which are close to the current policy. This infor-
mation is used to update the policy in a direction such that the updated policy yields a higher reward. This
exploration can be applied to the policy in different ways. POWER, as introduced in section 1.1, uses different
exploration on each timestep. However, it was found that the learning process can be improved by applying
exploration to a trajectory. This also alters the update rule.

In POWER, exploration is applied to the policy parameters as white Gaussian exploration, £(x, t) = EtT(/)(x, 1)
with [e,];; ~ N(0, 012. j), which is applied on each time step in the trajectory. This exploration is dependent on
the time step, which is clear by the subscript ¢ on &.

In the update rule, which was given in equation 1.7, the action-state value is determined for each timestep
as the sum of the rewards from the current to the final timestep. However, these next timesteps have explo-
ration which is different from the current exploration. This means that different parameters are used in the
next timesteps. Actually, different parameters are used in every timestep. Therefore, it is not possible to repro-
duce this exact trajectory using a deterministic policy, which has fixed parameters over the full trajectory. So,
the action-state values found in such trajectory cannot be reproduced by any policy.

Figure 2.1 shows that this causes bad results. This figure was obtained when reinforcement learning was
applied to the two degree of freedom robot arm, which was presented in section 1.4.2, to learn to move from
[x1,Xx2] =[0,0] to [x1, x2] = [m/2,]. The motion should optimize the reward function presented in section 2.1.1.
The red line shows the result that is found using time dependent exploration.

One can see that the algorithm showed difficulties in learning correct policy parameters. Therefore, ex-
ploration was implemented differently. Instead of time-dependent exploration &;, it was decided to have
trajectory-dependent exploration €,,. This exploration was also implemented as white Gaussian noise, but
the exploration has a single value for each parameter over the full trajectory. So, the samples were created
with the same parameters at every timestep. This also means that the resulting state-action values can be
reproduced by a deterministic policy.
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Figure 2.2: Illustration of implementation of the update rule. If one would use the original exploration, ¢, one would take into account
the incorrect, red parameter value for the light grey exploratory policy, sampled under policy 1. Instead, one should take into account the
difference between policy 2 and the light grey parameter value which was used in the original sampling.

One can see that the algorithm is able to find a better solution when the exploration is trajectory dependent.
The red line, that shows the result using time-dependent exploration, yields hardly any increase in reward. On
the other hand, the reward is increased significantly when trajectory-dependent exploration is used, as shown
by the blue line.

This simplifies the update rule. The original update rule (see equation 1.7) determines the change in pol-
icy parameters for each sample by summing a product of the time-dependent exploration and the action-state
values over time and normalizing this using the sum of the action-state values. Since the exploration is now
policy dependent, it is possible to move the exploration out of the sum. This yields the update rule given in
equation 2.1, where w(m) denotes the importance weight of trajectory m. M denotes the set of trajectories
that are sampled.

M T M T
Op1=0p+ Y em-wim)-Y. Q" (x,u,0)/ Y. wim)- Y Q" (x,u,1t) 2.1)
t=1 t=1

m=1 m=1

UPDATE RULE

The update is based not only on the trajectories sampled using the current policy, but also on trajectories
which were sampled under previous policies. The update rule given in equation 2.1 implies that the explo-
ration, that was applied to the trajectories when they were sampled using their original policy, should be used
to determine the update of the current policy. This section explains why the learning does not converge prop-
erly when this approach is used.

Figure 2.2 illustrates this. The parameters of the current policy are equal to 8;. A trajectory is sampled with
exploration noise equal to ¢, yielding parameters 0,,. This trajectory, among others, is used to update the cur-
rent policy to the policy with parameters 6,. The sampled trajectories are used again. However, if one would
use ¢ to take into account the trajectory sampled with 8.y, the parameter value depicted by the red line would
be used.

However, the trajectory found using 8.y, is not found using this parameter value, therefore the result would
be incorrect. Instead, one should use the difference between the current parameters 6, and the parameters
Oexp, since this corresponds to the correct parameter value. This means that the update rule should be altered
to equation 2.2, where 6, denote the parameters used to sample trajectory m. 0,, is equal to the sum of the
policy parameters of the mean policy when the trajectory was sampled and the exploration which was used to
sample this trajectory, €.

M T M T
Oni1=6p+ Y Om—0p)-0(m)-Y Q" (x,u,0)/ Y wim) Y Q"(x,u,1) (2.2)
m=1 t=1 m=1 t=1

IMPORTANCE SAMPLING
Importance Sampling is a technique that enables the use of trajectories, sampled under a previous policy, in
the current policy update. The use of policies that were sampled previously increases the number of samples
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Figure 2.3: One dimensional illustration of the disadvantage of using the likelihood of occurrence for certain parameters. The red line
denotes the location of the optimal parameter. The dark and light grey line denote the likelihood of occurrence under the current and pre-
vious policy parameter, respectively. The blue graph indicates the normal spread using which the exploration is defined. One can see that
the previous parameter update was performed to the right, while the optimal parameters are located left of the current parameters. One
can see that parameter 07 will receive a lower importance weight that parameter 02, since the likelihood of occurrence of this parameter
is lower for the current parameters. Therefore, 61 will receive less weight during the update, even though this parameter is closer to the
optimum than 0,

on which the expected reward is based, which means that the estimation of the expected reward will be more
accurate. However, old trajectories can have a negative effect on the policy update if it is not likely that they are
sampled under the current policy. For example, a trajectory that was sampled before the reward was improved
significantly will negatively influence the update due to its low reward. Therefore, it is necessary to discard
such policies. This section introduces how this is done.

The importance weight used by Kober and Peters in POWER was interpreted such that the trajectories all re-
ceive an importance weight based on the chance that a trajectory will be sampled under the current policy.
This importance weight is equal to the ratio between the likelihood of occurrence in the original policy and
the likelihood of occurrence in the current policy.

It was found that this importance weight does not take into account the reward of the trajectories. It is
possible that the update is executed in a direction yielding a lower reward if the number of sampled trajecto-
ries is low in the initial stages of the learning process. If this happens, trajectories which yielded a low reward
will now receive a higher importance weight than trajectories which yielded a higher reward. This means that
worse trajectories will have more weight in the next update.

Figure 2.3 illustrates the problem when a single parameter is learned. The location of the optimal parame-
ter is denoted by the red line. Parameters 6; and 8, were sampled in the previous iteration and the update
which was found after this iteration is in the wrong direction with respect to the optimal parameter.

Now, when the importance weight is determined for these parameters, 6, will receive a lower importance
weight, since its likelihood of occurrence for the new policy parameters is lower. Therefore, this parameter will
also receive less weight during the update, even though its location is closer to the optimal parameter than the
location of 6,. Therefore, it is possible that the update will be in the wrong direction again and the algorithm
will not be able to find the correct optimal value.

Therefore, the importance weight was determined based on the state-action value of the sampled trajectory,
Q7 in my implementation, instead of on the likelihood of the trajectory. During each iteration, the importance
weight was determined as the ratio of the state-action value of the sampled trajectory Q7, and the state-action
value of the current policy Q}. This ratio was found using equation 2.3.

Q
Q

w(m) = (2.3)

Figure 2.4 the effect of the importance weight. Reinforcement learning is applied to the two degree of
freedom robot arm, which was introduced in section 1.4.2, to learn to move from [x;, x2] = [0,0] to [x;, x2] =
[7/2,7]. This is repeated five times.
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Figure 2.4: Reward found when reinforcement learning is applied on the two degree of freedom robot arm (see section 1.4.2) to learn to
move [x1,x2] = [0,0] to [x1,x2] = [n/2,7], repeated five times. The red line shows the result found using the importance weight based
on probability. The blue line shows the result found using the importance weight based on reward. One can see that this yields a higher
reward and a more robust result.

The red line shows the results that are obtained using the importance weight based on the probability,
while the blue line shows the results that are obtained using the importance weight based on the reward. One
can see that the reward is only decreased in some cases, due to the effect which was explained before. Next to
this, the result is not very robust, since a different result is obtained in the different repetitions. Also, the red
line yields a lower optimum.

The blue line shows the results yielding from the importance weight based on the reward. One can see that
the behavior is robust, since approximately the same reward is obtained in each iteration. Also, this reward is
higher than the reward obtained using the importance weight based on the probability.

REWARD FUNCTION

The reward is a very important aspect in a reinforcement learning algorithm, because it is the function which
is optimized using the policy. This section introduces how the reward function is determined. It should be
specified such that the policy is optimized for the correct variables. My aim is to find control policies yielding
accurate and energy efficient trajectories for a robot arm. Next to this, the reward function should fulfill the
requirement, which is set for reinforcement learning algorithms based on Expectation Maximization. This re-
quirement states that the reward should always be positive [10] (see section 1.1).

The latter requirement can be met using a nonlinear transformation on the reward function, u(r). This trans-
formation function should not change the underlying problem. This means that the transformation is strictly
monotonic with respect to the original reward function.

This transformation is applied to an untransformed reward function which is a cost function, which means
that the best policy will obtain the lowest, possibly negative, reward. Then, equation 2.4 is applied to this re-
ward function to obtain a reward function which is always positive and gives the highest reward for the optimal
policy. This is the reward that is used to find the policy update, where p is a constant which is dependent on
the value of r.

u(r) =exp(—pr) (2.4)

Still, the untransformed reward function should be designed. This reward function should be defined such
that a low reward is given if the used energy is low and the accuracy is high. Three variables should be included
in the reward function. The square of the torque is used instead of the energy, since the torque is directly
dependent on the current in the motor [22]. Since the goal is to minimize the energy of the complete trajectory,
the reward will be equal to the integral of the square of the torque over the full trajectory.

Next to this, the difference between the desired and actual end state should be as low as possible. Therefore,
the difference between the goal position and the actual end position, and the speed at the end of the trajectory
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will be inserted in the reward function. The speed is equal to the angular velocity present. The difference
between the desired and actual end position, or the accuracy h(x) of the end position, is determined using
equation 2.5, where g; denotes the desired end position of arm i and x;(T) denotes the actual end position at
time step T.

h(x) = ” (2.5)

(Z?z:l cosg;- l,-)] ~ [(Zzzl cosx;(T)-1;)
(Xiysingi- 1) | [ (X5, sinx(T)-1;)
This yields the reward function given in equation 2.6. M(t) denotes the torque executed at time ¢. One can see

that there are three weights, a, b and c. These weights will be tuned in chapter 3 such that the optimization is
performed correctly.

2

T
r(x,u) =exp—p (a- hx(TH+b-x(T)+c+ Z M(t)z) (2.6)
=0

2.1.2. FINDING THE NUMBER OF SUBSPACES IN THE POLICY SPACE

An important step of Parameterized Skills is the analysis of the geometry and topology of the policy space.
This is done to find the number of subspaces spanned by the optimal policy parameters that are found using
reinforcement learning, since a separate model should be found for each subspace.This section will introduce
ISOMAP, the algorithm which is used for this purpose, and how this algorithm is applied.

ISOMAP is a dimensionality reduction algorithm that was introduced by Tenenbaum et al. [26]. Its main pur-
pose is to find lower dimensional structures in a high dimensional space. Meanwhile, it also analyses the
number of connected elements of its input and defines to which element each point belongs. The number of
connected elements is equal to the number of subspaces present in the high dimensional space. Therefore,
this algorithm can be used for the second and third step of Parameterized Skills.

The input of ISOMAP is a matrix with entries equal to the distances between all points in the data set. Then,
all points are connected to the points within a fixed radius or to a fixed number of nearest neighbors. These
distances are saved and the distances to points further away are changed to a very large number. Then, the
geodesic distances between all points are determined using a shortest path algorithm. This algorithm will use
only the connections found in the first step. Multi-dimensional scaling is used to construct an embedding of
this data in a d-dimensional Euclidean space [26].

Parameterized Skills requires this algorithm to find the number of subspaces spanned by the optimal pol-
icy parameters in the policy space. Therefore, only the first two steps of the algorithm are used. The Euclidean
distances between the optimal policy parameters are fed to the algorithm. The first two steps of the algorithm
are executed, so the shortest path algorithm is used to define the distances between all points. Two or more
subspaces exists if it is not possible to find a path between two points, which are not nearest neighbors, that is
shorter than the large value to which it was set in the first step.

2.1.3. IMPLEMENTATION OF SUPERVISED LEARNING IN PARAMETERIZED SKILLS

Parameterized Skills uses supervised learning to find the models that describe the parameters of the control
policy as a function of the task. These models are found using the data obtained with reinforcement learning.
A separate model is defined for each basis function and for each of the subspaces in the policy space.

This section introduces the implementation of the supervised learning algorithms. It will introduce the
nonlinear function that is implemented in support vector regression and the neural network algorithm and
the procedure that is followed to tune variables in polynomial regression and the neural network algorithm.
These algorithms require tuning of variables separately for each model. This would be very time-consuming,
since a model is created for each basis function and for each subspace. Therefore, a procedure is designed
such that this is performed automatically.

SUPPORT VECTOR REGRESSION

Support vector regression (SVR) was used originally in Parameterized Skills by Da Silva et al.. This algorithm
optimizes parameters such that a function is found that is as flat as possible and does not have outliers greater
than a certain boundary. The kernel function should be chosen, as well as the variable C that defines the trade
off between flatness and the outliers of the parameters and ¢, the maximum value of the difference between
the function output and the outliers.
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It was decided to use a Gaussian kernel [15], since this type of kernel was also used by Da Silva ef al.. Equation
2.7 defines the Gaussian kernel. This kernel function has one tuneable variable, the width of the kernel o. This
variable should be tuned based on the input data. When the width of the kernel is too small, the function will
overfit the data. When the width of the kernel is chosen too high, the function will become almost linear, so it
will not fit the data well. ! P2
/ xX-y
k(x,x) = exp( 502 )
This yields that three variables should be tuned in SVR when a Gaussian kernel is used. o, C and €. These
variables are tuned once for the problem. It is not necessary to tune the variables separately for each model
that is constructed. Therefore, it is not necessary to define a special procedure.

2.7)

POLYNOMIAL REGRESSION

Polynomial regression assumes that a polynomial function can fit the data, as was introduced in section 1.4.2.
The variables of the polynomial function define the exact shape of the function. They can be found using least
square fitting.

Polynomial regression has one unknown, namely the degree of the polynomial, k. This degree can be
different for each basis function and it is cumbersome to find the appropriate degree by hand for the data sets
of all parameters. This section introduces an approach to find the degree automatically.

This is done as follows. First, 80% of the input data is selected randomly. This data is used to create the
polynomial model. Then, the remaining 20% of the data is used to verify if the model is correct. The verification
is done using the coefficient of determination, or R? value, which is determined using equation 2.8, where j
denotes the mean of the output of the data set.

R2=1- Zi(J’i—f_i)z 2.8)
Yiyi—3)?
The coefficient of determination is a measure of how good the fit is. If all data points are matched exactly by
the model, the value is equal to one. If the fit is really bad, the coefficient of determination can become as
low as zero. This function does not account for overfitting, therefore the data is split up into training data and
verification data. The latter is not used to construct the model.

An iterative process was used to obtain a model with a coefficient of determination with a floor value, which
is tuned. So, the algorithm starts by fitting a polynomial model of degree one. Then, the degree is increased,
up to a value of 10, until the coefficient of determination is as high as the floor. The tuning of this floor value is
not cumbersome, since it is equal for all models.

NEURAL NETWORK ALGORITHM

An artificial neural network is an input-output system which is inspired by the biological process in the human
neural network. An artificial neural network consists of three layers of neurons, the input layer, the hidden
layer and the output layer, which are connected using weighted connections. This section introduces the pro-
cedure used to find the number of neurons in the hidden layer and the nonlinear function that is used in the
hidden layer.

The number of input neurons is equal to the number of inputs to the function. This is equal to two, if only
the goal position is varied, and four if the goal and start position are varied. The number of output layers was
equal to one, since a model is constructed for each parameter separately. The number of hidden neurons is
a free parameter, which should be tuned separately for each model that is constructed. This is done using a
procedure similar to the one used in polynomial regression.

The data is split up in training data and verification data. The neural network starts training with a low
number of hidden neurons. This number is increased and the training is repeated until the coefficient of de-
termination reaches its floor value. A maximum number of hidden layers was defined to prevent the algorithm
from ending in an infinite loop. The floor value should be defined, but this number is equal for all models that
will be created.

The nonlinear function used in the hidden layer should also be defined. It was chosen to use a so-called tan-
sigmoid transfer function, which is the default in MATLAB. An example of such a function is given in equation
2.9, where n denotes the input to the hidden layer and a the output.

2

a=—"- (2.9)
l1+exp—2n
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LOCALLY WEIGHTED LINEAR REGRESSION

Locally weighted linear regression is a supervised learning algorithm that constructs a local linear model
around the current target. It uses a specific number of nearest neighbor around the target. This number
should be tuned. This is an integer, which yields that the tuning is simple. Therefore, no special procedure
should be defined to tune this variable.

2.2. IMPLEMENTATION OF THE CONTROL POLICY

The control policy is represented using a dynamic movement primitive (DMP), as was presented in section
1.4.2. A DMP consists of two systems, an attractor system which defines the movement from the start posi-
tion to the goal position and a nonlinear system, which adds a forcing term to the trajectory provided by the
attractor system. Both systems should be implemented such that they behave as expected.

The attractor system should yield a stable motion. The nonlinear system should be tuned such that each
basis function adds a forcing term to a specific part of the trajectory. This section presents how several variables
of the DMP are tuned such that its behavior is as expected, starting with the attractor system in section 2.2.1,
followed by the nonlinear system in section 2.2.2.

2.2.1. ATTRACTOR SYSTEM

The attractor system is similar to a PD controller. The difference is that the forcing term f(s) is added to the
PD equation. There are two parameters that should be tuned in this system, the position gain K, and the
velocity gain Q. It is not required to change the value of these parameters when a slight change is applied to
the environment, which would be required for a PD controller.

It was given by Ijspeert et al. [27] that for a stable motion, K = in should be used. Next to this, the gains
should be set such that the forcing term can influence the motion significantly. Therefore, Q was set to a low
value. This will allow the PD part of the attractor system to yield results in the same order of magnitude as the
forcing term.

2.2.2. NONLINEAR SYSTEM

The nonlinear system defines the forcing term. The forcing term is equal to the sum of the nonlinear ba-
sis functions, which are activated depending on the phase s. The phase is a time-dependent variable which
monotonically decreases from 1 to 0 during the execution of the movement. It is computed by integration
x$§ = —as, where a is a factor which depicts how fast the phase decreases. The level of activation is dependent
on the height and centers of the basis functions and the value of the parameters w;, which are learned using
reinforcement learning.

Several variables of the nonlinear system should be set, namely #;, the heights of the basis functions, c;, the
centers of the basis functions and «, the factor which determines the speed of the decrease of the phase vari-
able. These variables should be set such that the reinforcement learning algorithm can improve the perfor-
mance on the controller by changing the parameters. Therefore, center and height of the basis functions are
set such that all basis functions are activated at a distinct location in time, with overlap only at the edges of the
basis functions.

The centers of the basis functions denote the location where the activation of the basis function is highest.
These centers are defined as a function of the phase. It is desired to spread the basis functions evenly over
time, while the centers should be found with respect to the phase variable s. The procedure given by DeWolf
[28] is used to find the locations of the centers in terms of the phase such that the basis functions are spread
evenly over time.

First, the locations in time are determined which yield an even spread of the trajectory over time. For
example, when ten basis functions are used, it is determined that there should be 44.4 time steps between two
centers, c;(t), if 400 time steps are used. These indices are inserted in equation 2.10 to find the location of
the centers in terms of the phase, c¢;(s). Note that this equation is obtained by integrating the phase equation
KS=-—as.

a
¢i(s) = exp (—;ci(z‘)) 2.10)

Next, the heights of the basis functions should be determined. These are also dependent on the phase of
the trajectory. Therefore, these heights must be defined in such a way that the activation will decrease to zero
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Figure 2.5: An example of a wrong value for the height. One can see that the activation of almost all basis function does not decrease to
zero. Therefore, they will have effect on a large part of the trajectory and learning will be difficult.
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Figure 2.6: Figure (a) denotes the phase variable as a function of time. Figure (b) denotes an example of a correct choice of the height and
the centers. One can see that they are spread evenly over time and their activation has a similar maximum.

over time. Otherwise, an increasing amount of basis functions is active over time. This would make learning
of the parameters very difficult.

Figure 2.5 illustrates the effect of a bad value for the heights. One can see that almost all basis function are
active at the end of the trajectory, which means that many parameters corresponding to these basis functions
affect this part. Then, it is very difficult to learn the parameters correctly. Empirically, it was found that for
heights around h;(s) =4N/c; (5)2 the heights of the basis function would have the desired shape.

The factor a should allow the phase to decrease to a value very close to zero during the trajectory. Therefore,
a is dependent on the number of time steps of the trajectory. The value of a also influences the maximum
value of the activation. Therefore, a value was chosen which yielded that the maximum activation of all basis
functions was similar, while the phase at the end of the trajectory was very close to zero. This is supported with
figure 2.6. Figure (a) shows the phase variable as a function over time. Figure (b) shows the corresponding
basis functions. The variables are now tuned correctly, such that the activation decreases to zero for each basis
function.

2.3. SUMMARY

This chapter introduces the implementation of the algorithms presented in chapter 1. The implementation of
the policy representation was presented, as well as the implementation of POWER, the reinforcement learning
algorithm that was used, the algorithm used to analyze the geometry and topology of the parameters in the
policy space and the implementation of the different supervised learning algorithms.

PoWER is the reinforcement learning algorithm that finds optimal policy parameters for training goals. Three
alterations were be made to the algorithm described by Kober and Peters [8]. Also, the reward function should
be implemented such that the algorithm will optimize for a trajectory which is energy efficient and accurate.
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The exploration was performed such that a specific value was determined for a sampled trajectory, instead
of for each time step. Also, the update rule would not take into account the exploration of the trajectory when
this trajectory was sampled under a previous policy. Instead, the difference between the policy parameters
used for a specific trajectory and the current mean trajectory was taken into account for the update rule. The
final alternation was applied to the importance sampling. The importance weight was determined as the ra-
tion of the reward between the current mean policy and the reward of the sampled trajectory, instead of the
likelihood of occurrence under the current policy.

ISOMAP is use to analyze the geometry and topology of optimal policies in the policy space. The first and
second step of the algorithm are used. These steps define the number of connected elements of a matrix con-
sisting of the Euclidean distances between the data points in a data set. Also, it is given to which element each
data point belongs.

Finally, the implementation of the supervised learning methods was introduced. SVR and the neural network
algorithm required to choice of a nonlinear function. All algorithms required tuning of certain variables.

SVR uses a Gaussian kernel, as was done by Da Silva ef al.. The neural network used a tan-sigmoid trans-
fer function in its hidden layer. Polynomial regression and the neural network algorithm required tuning of a
variable specific for each model. This was done by increasing the value of this variable until the coefficient of
determination was at least equal to a floor value. Locally weighted linear regression and SVR required tuning
of parameters given the problem, which will be done after a data set is obtained.

A dynamic movement primitive (DMP) is used to describe the control policy. The gains of the attractor system
are tuned such that they yield a stable motion. Next to this, the phase variable and the heights and centers
of the basis functions should be chosen such that each basis function has an effect on a specific part of the
trajectory.
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VERIFICATION OF THE IMPLEMENTATION OF
PARAMETERIZED SKILLS

The goal of this thesis is to improve the performance of Parameterized Skills, using one of the supervised
learning algorithms introduced in chapter 1. Chapter 2 presented the implementation of the reinforcement
learning algorithm and of the supervised learning algorithms in Parameterized Skills. This chapter will verify
if these algorithms are implemented correctly. A correct version of the algorithm used to analyze the geometry
and topology of the policy space (see section 2.1.2) is made available by Tenenbaum ez al., therefore it is not
necessary to verify this algorithm.

Four experiments are used to verify the reinforcement learning and supervised learning algorithms. Figure
3.1 presents an overview of all experiments that are conducted in this study. The colored text indicates the
application of the experiment. Experiment 1 to 4 are used for the verification, which is clear by the red color of
the text.

It is clear from figure 3.1 that three things should be verified for the reinforcement learning algorithm. It
should be verified if the algorithm actually yields learning of the control policy. Next, it should be verified that
the correct thing is learned using the reward function given in chapter 2. Finally, it should be verified that a
good results is learned.

For the supervised learning algorithms, it should be verified that the algorithms are able to construct a
model. This will be verified using a data from a trial function, since data of the type which will be used during
the experiments is not available. Also, the time required to construct the models using the different supervised
learning algorithms is compared, to find if polynomial regression, the neural network algorithm and locally
weighted linear regression are faster than support vector regression (SVR).

Section 3.1 of this chapter presents the experiments that were used to verify POWER. Also, the results and
analysis of these experiments are given in this section. Next, in section 3.2 the experiments are presented that
are performed to verify the supervised learning part of Parameterized Skills. Finally section 3.3 summarizes
this chapter.

3.1. VERIFICATION OF REINFORCEMENT LEARNING ALGORITHM

Three steps are conducted to verify that the implementation of the reinforcement learning algorithm is correct.
First, it is checked if the reinforcement learning algorithm is able to learn on a simple problem. The second
experiment is conducted to verify that the algorithm optimizes the correct variables. This means that the policy
that optimizes the reward function yields a trajectory that is accurate, while minimizing energy. Third, it was
verified that the a good control policy is learned. This was done by tuning several variables of the reinforcement
learning algorithm such that the reward is maximized.

This section will start with an introduction of the simple problem which is used for the first two experi-
ments. Then, the experimental set up and the results of the experiments are given. These results will show
that the algorithm learns, that the algorithm optimizes the correct parameters and that the policy found by the
algorithm yields an optimal reward.
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Figure 3.1: Overview of all experiments conducted in this thesis. This chapter will introduce the set up and results of experiments 1 to
4. These experiments are used to verify the reinforcement learning algorithm (experiments 1 to 3) and the supervised learning algorithm
(experiment 4).

Figure 3.2: Drawing of the simple problem

3.1.1. SIMPLE PROBLEM USED IN EXPERIMENTS

The simple problem is designed to verify if the reinforcement learning algorithm is correct. This problem
should be simple, such that the relation between the input and the output is clear. A one degree of freedom
robot arm was used for this purpose. This robot arm has the same dimensions and mass as the arm 1 of the two
degree of freedom robot arm, which was presented in section 1.4.2. This yields the problem shown in figure
3.2. This robot arm rotates around the joint connecting the arm to the ground.

3.1.2. EXPERIMENT 1: VERIFICATION THAT THE ALGORITHM LEARNS

The first experiment uses the simple arm to verify that the implementation of the reinforcement learning al-
gorithm is correct. This is verified using an experiment for which the result is known. The result found in
the experiment should match this expected result. Experiment 1 aims to find the policy that minimizes the
required energy. The optimal results would be a policy where the forcing term counteracts the acceleration
found by the attractor system. This means that a reward function should be minimize the energy. Then, the
optimal result as a function of this reward function should be defined.

Minimizing the energy is the same as minimizing the square of the torque, as was explained in section
2.1.1. This yields the reward function given in equation 3.1, where M denotes the executed torque. Note that
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the transformation was performed to obtain a reward function that is always positive.

T
rix,w) =Y exp(—pM(0)?) 3.1)
t=0

This reward function should yield a trajectory that does not use energy. This means that the used torque should
be equal to zero. When the torque is zero everywhere, this means that the reward after each timestep will be
equal to one. The complete reward should be equal to the number of steps taken, so 400.

This experiment was conducted several times with a different number of basis functions. The simplest prob-
lem only uses one basis function. Then, the search is conducted in a one-dimensional space, so it is a simple
line search and it should be easy to find the optimal policy. Tests were also performed with two, five and ten
basis functions to see if there is an effect on the quality of the result when the dimension of the parameter
space is increased.

RESULTS OF EXPERIMENT 1

Figure 3.3 shows the results of experiment 1 for one, two, five and ten basis functions, respectively. The goal of
the experiment is to find the policy which yields a reward of 400, which means that no energy is used during
the complete trajectory. One can see that the the problem with one and two basis functions yield the correct
result with the maximum possible reward.

However, the solution is not yet optimal for the case when five or ten basis function are used. One can see
that the reward still increases, so it is expected that eventually the optimal result will be found. This is harder
when a larger number of basis functions is used, since the problem is more complex. It was found that the
algorithm requires over 1000 iterations to converge using five and ten basis functions.

3.1.3. EXPERIMENT 2: VERIFICATION THAT THE ALGORITHM OPTIMIZES FOR THE CORRECT
VARIABLES

Experiment 2 is conducted to verify that the algorithm finds a trajectory that optimizes for energy efficiency

and accuracy. The goal of this experiment is to move the simple robot arm 180° while using minimum energy.

This means that the reward function should be defined such that the policy will be optimized for both energy

and accuracy.

The reward function will be defined as given in section 2.1.1 (see equation 3.2). This function is build up
of immediate reward and endpoint reward. The immediate reward is given on the torque, to minimize the
energy. The endpoint reward will only be given after the final time step of the trajectory and is dependent on
the accuracy h(x) of the actual end position with respect to the desired end position.

T

r(x,u) =exp—p a-h(x(T))+b‘J’c(T)+c+ZM(t)2 (3.2)
=0

Three weights should be tuned in the reward function such that the reward function optimizes correctly,

namely a, b and c given in equation 3.1. It might be possible that the function becomes non-convex if the

reward function is dependent on more than one variable. This means that there can be several local max-

ima in the function. Then, it is possible that the reward function converges but this solution does not yield a

trajectory that was desired.

For example, if the reward on the energy would be too high, the algorithm might still find a policy that
does not yield any movement, since the optimal result is a policy that applies a forcing term to counteract the
attractor of the dynamic movement primitve (DMP), such that no energy is used. The algorithm will receive a
penalty on the accuracy, but this is not significant with respect to the high reward given for the energy.

This experiment was performed several times while varying the number of basis functions. It is expected that
more than one parameter was required to solve a problem which aims to optimize two variables.

RESULTS OF EXPERIMENT 2

Figure 3.4 shows the results for the experiments where the reward function was dependent on the energy and
the final position. The weights a, b and ¢ were equal to 200, 100 and —50, respectively. One can see that for one
and two basis functions, the algorithm is not able to find a correct solution. Instead, it finds a solution where
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Figure 3.3: Results of experiment 1, showing that the reinforcement learning algorithm is able to learn. The goal of this experiment is to
find the policy that does not require any energy. (a) shows the reward found using one, two, five and ten basis functions, (b) shows the
integral of the torque used during each iteration, (c) shows the trajectory of the optimal policy and (d) shows the speed of the trajectory of
the optimal policy. One can see that the correct result is obtained when one or two basis functions are used. One can see that the problem
is more difficult with a higher number of basis function, since a higher number of iterations is required with 2 basis functions. The results
have not yet converged for the case using five or ten basis functions, due to the increased complexity of the problem. More than 1000
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Figure 3.4: Results of using POWER to find the policy which minimizes energy and maximizes accuracy for one, two, five and ten basis
functions. (a) shows the rewards, (b) shows the torques over the iterations, (c) shows the trajectory of the optimal policy and (d) shows
the speed of the trajectory of the optimal policy. One can see that when one or two basis functions are used, the algorithm finds a local
minimum and is not able to optimize for both the required energy and the accuracy. The policy found with five or ten basis functions
yields a solution which is optimal on the required energy and the accuracy.

the used energy is minimized only. Apparently, the forcing term requires a shape which cannot be achieved
when only one or two basis function are used.

The algorithm is able to find a correct solution if the number of basis functions is increased. Then, it is
possible to find the correct shape of the forcing term since the forcing term can have more variation. One can
see that when there are five or ten basis functions used, the algorithm is able to decrease the torque while being
accurate, so the difference between the actual and desired end position is small.

3.1.4. EXPERIMENT 3: VERIFICATION THAT THE RESULT IS OPTIMAL

It is now verified that the implementation of the reinforcement learning enables learning towards a trajectory
that optimizes for the correct variables, namely accuracy and energy efficiency. Still, there are several vari-
ables of the reinforcement learning algorithm that should be tuned such that a good solution is found by the
algorithm, meaning that the reward is maximized. Experiment 3 is used to tune these variables.

This experiment is conducted on the problem presented in section 1.4.2, since this problem will be used in
all further experiments, which are used to answer the research question. I aim to find the optimal parameters
on this problem, therefore the algorithm will be tuned for this problem.

Due to time limits, it was decided to run the algorithm for 800 iterations. This means that I aim to find vari-
ables out of a set that yield the best result after 800 iterations. It might be possible that a different number of
iterations yields a different value for the variables. The values that are tried during tuning were chosen based
on previous experience with the algorithm, which showed that values in the chosen range yielded good results.

The variables that are tuned are the standard deviation of the stochastic policy, which denotes the exploration
of the algorithm, the dimension of the parameter space where the algorithm searches for an optimal solution,
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the minimum importance weight and the number of trajectories that are sampled each learning iteration. The
tuning was performed by trying several values for these variables. The value yielding the highest reward was
chosen. This was repeated ten times, to account for variations in the results due to the stochasticity of rein-
forcement learning.

First, experiment 3a is conducted to find the standard deviation of the exploration which yielded the high-
est reward. The exploration will be farther away from the current mean policy if the standard deviation is
higher. This is advantageous because then the algorithm will find a result quicker. However, when the policy
is updated with large steps, the algorithm might step over a maximum in the policy space, so the quality of the
result can be lower.

Therefore, it is necessary to find a value for the standard deviation such that the exploration yields the
highest reward. It was decided to have a standard deviation of at least o = 3 for the first fifty iterations for all of
the tests to speed up the learning when a low standard deviation was used.

Secondly, the dimension of the parameter space, or the number of basis function, is determined using ex-
periment 3b. This number denotes the number of locations where a forcing term can be applied to the DMP
(see section 2.2). When this dimension is too low, the algorithm will not find the best solution, since there are
not enough possibilities to add a forcing term to improve the trajectory. When the dimension is too high, the
search space of the reinforcement learning algorithm will be very large and there is a high chance that the al-
gorithm will settle in a local minimum because of the complexity of such a high-dimensional space. This was
already seen in the simplest experiment on the simple problem (see section 3.1.2, results of experiment 1).

Experiment 3c tunes the minimum value of the importance weight w. Any trajectory will be deleted if its
importance weight is lower than this minimum. In this way, 'bad’ trajectories will not influence the result in
a negative way. However, care should be taken that this threshold is not too high. This might yield that the
number of samples used in the update is too small, which can result in a bias. The maximum value for which
was tested was equal to one. At this value all trajectories which are used in the update, have a state-action
value which is at least equal to the state-action value of the current policy.

The variable that is tuned in experiment 3d is the number of new trajectories that are sampled each itera-
tion. A high number of new trajectories yields a lower bias in the policy update, but this can increase the time
required to find the optimal solution. Therefore, I aim to find the lowest number of samples which yields a
good result.

RESULT OF EXPERIMENT 3

First, the standard deviation of the exploration was tuned using experiment 3a. The exploration is a random
Gaussian process, so the standard deviation is a measure of the difference between the exploratory policies
and the current mean policy.

Figure 3.5 (a) shows the results of experiment 3a, where the reward is plotted against the number of itera-
tions. The number of reinforcement learning iterations performed was defined based on time limits. The first
ten iterations were performed with a standard deviation of at least 3 to speed up learning. One can see that,
when the standard deviation during the remainder of the learning process is equal to 0.1, the result yielding
the highest reward was found.

Figure 3.5 (b) shows the result of experiment 3b. The dimension of the parameters space, or the number
of basis functions used is tuned in this experiment. One can see that the highest reward is obtained with five
basis functions.

Thirdly, experiment 3¢ was conducted to find the importance weight w, which denotes how many previous
trajectories are used in the current update. One can see in figure 3.5 (c) that the highest reward is obtained
when the importance weight is equal to one, which means that all trajectories that yielded a lower reward than
the reward of the current policy are discarded.

Finally, in figure 3.5 (d) the results of experiment 3d are shown. This experiment was performed to tune the
number of new trajectories sampled during each iteration. One can see that the reward is highest when 200
new trajectories are sampled each iteration. One can also see that when 200 new trajectories are sampled, the
algorithm converges to an optimal solution already after around 500 iterations. Therefore, in the next tests, the
number of iterations used is decreased.
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Figure 3.5: Results of the experiment 3, used to tune the algorithm. Figure (a) denotes the results of the experiment with a varying standard
deviation, figure (b) denotes the results of the experiment on the dimension of the parameter space, figure (c) shows the result of the
experiment on the minimum importance weight and figure (d) shows the result of the experiment on the number of trajectories sampled
each iteration. One can see that a standard deviation should be 0.1, the dimension of the parameters space should be 5, the minimum
importance weight should be 1 and the number of new trajectories should be 200 to obtain the best result. Then, only 500 iterations are
required for the algorithm to converge.
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Table 3.1: Coefficients of determination for the supervised learning algorithms. Polynomial regression finds the best fit, which is expected.
Locally weighted linear regression performs second best, followed by SVR. The neural network algorithm shows the worst performance.

Algorithm Coefficient of Determination
Polynomial Regression 1

SVR 0.9876

Neural Network Algorithm 0.9789

Locally Weighted Linear Regression 0.9989

3.2. VERIFICATION OF THE SUPERVISED LEARNING ALGORITHMS

This section introduces the experiment that is conducted to verify if the implementations of the supervised
learning algorithms are correct. This experiment is performed for two reasons. It is checked if the implemen-
tation of the algorithms is correct and it is checked if polynomial regression, the neural network algorithm and
locally weighted linear regression are faster than SVR.

The trial function requires different values for the tuneable variables in the supervised learning algorithms
than the data set obtained with reinforcement learning. Therefore, it cannot be verified if it is possible to create
a model for the actual data set. It is only verified that the implementation is correct.

3.2.1. EXPERIMENT 4: VERIFICATION OF SUPERVISED LEARNING METHODS

Experiment 4 uses a data set obtained from a trial function to verify the supervised learning algorithms, since
actual data from reinforcement learning is not yet available. It was chosen to use a third order polynomial with
Gaussian noise, since it is also unknown what shape the data will have. However, it is expected that the data
is noisy, due to the stochasticity of reinforcement learning. Therefore, Gaussian noise is added. Note that this
function is only used to check if the supervised learning algorithm can create a model and does not represent
the actual data in any way.

Equation 3.3 denotes the trial function used in this experiment. 200 random data points were constructed
using this trial function. The output was determined for these random inputs, with added Gaussian noise with
a standard deviation of 5.

f(x,y):x3+3y2—2x2+4x+2y (3.3)

3.2.2. RESULTS OF EXPERIMENT 4

Figure 3.6 shows the models found using the data set obtained using equation 3.3 with added Gaussian noise.
One can see that all methods find a function which matches the original trial function well, meaning that
their implementation is correct. The polynomial regression algorithm found the best match. This is expected
since the trial function is also a polynomial function. One can also see that locally weighted linear regression
is influenced most by the noise. This is expected, since the model only uses nearest neigbors and the noise
added locally is not necesarrily spread evenly. The other algorithms use the complete data set and the noise is
spread more even over this data.

Table 3.1 shows the coefficient of determination for each of the models. This coefficient is equal to one if
the model fits the data very well and decreases to zero when the fit is not good. This table supports the con-
clusion that the polynomial model finds the best fit.

Next to this, the time required to construct the models was recorded to verify that polynomial regression, the
neural network algorithm and locally weighted linear regression are faster than SVR. Table 3.2 shows the time
required to construct the model for the polynomial model, the neural network and the SVR model. Locally
weighted linear regression does not construct a model, therefore the time required to find the values of the
data points used to create figure 3.6 (e) was saved.

One can see that SVR is significantly slower the other algorithms. Polynomial regression is fastest, followed
by locally weighted linear regression. Note that this time is dependent on the size of the mesh used to create
this plot since it is the time required to calculate these outptus. The recorded time for the other models did not
take into account the time required to determine the outputs of the model for the mesh.
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Figure 3.6: Testing the implemented supervised learning algorithms. Figure (a) shows the original function, (b) to (e) show the resulting
function found with supervised learning, where the red circles show the test data. (b) is found using polynomial regression, (c) using a
neural network algorithm, (d) using SVR and (e) a mesh plot of the solutions found with locally linear regression

Table 3.2: Overview of Elapsed Time during the construction of the supervised learning models. For the outputs found using locally
weigthed linear regression, the process of finding output values for all test inputs was timed, since an actual model is not constructed.
One can see that polynomial regression is fastest, followed by locally weighted linear regression. The SVR model is significantly slower
than all other methods.

Algorithm Elapsed time [s]
Polynomial Regression 9.134-1072
Neural Network Algorithm 1.666

SVR 110.6
Locally Weighted Linear Regression 0.2472
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3.3. SUMMARY

This chapter verifies that the implementation of Parameterized Skills is correct. This is done for the reinforce-
ment learning and supervised learning algorithms. It is not required to verify the correctness of ISOMAP, since
a correct version is available.

Four experiments were conducted in this verification. First, experiments were performed to verify the im-
plementation of the reinforcement learning algorithm. Next, the supervised learning algorithms were tuned
using a trial function.

Three things were verified for the reinforcement learning algorithm. First, it was verified that the algorithm
yielded learning of the control policy. Next, it was verified that the reward function and algorithm were imple-
mented such that the learning yielded a solution that was optimized for the correct variables. Finally, several
variables were tuned to ensure that the solution was the optimal solution possible.

Next, the implementation of the supervised learning algorithms was verified using a third order polyno-
mial with added Gaussian noise. The output found using the different supervised learning algorithms was
compared to the original output. All methods were able to find a model which matched the original well. It
was clear that locally weigted linear regression was most sensative to the noise. It was also verified that poly-
nomial regression, the neural network algorithm and locally weighted linear regression are faster than SVR.
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COMPARISON OF SUPERVISED LEARNING
ALGORITHMS ON A TASK WITH TWwWO
DIMENSIONS

The previous chapters provided background information necessary to understand the research performed
in this thesis. First, the algorithms that will be used were presented theoretically in chapter 1. Then, it was
explained how they are implemented in chapter 2 and it was verified that the implementations were correct
in chapter 3. This chapter is the first chapter which provides information that is used to answer the research
question.

In this chapter, two issues that exist when applying Parameterized Skills to train a controller of a robot arm
are analyzed. These issues are the following: the control policy that was found in a previous application of
Parameterized Skills did meet the threshold set on the performance and much time was required to construct
the controller using support vector regression (SVR). SVR is a slow method since it requires an optimization
algorithm and aims to find a vector with the length equal to the size of the data set.

My aim is to solve these two problems by implementing another supervised learning algorithm. Four su-
pervised learning algorithms are implemented and compared to find an algorithm that performs better than
SVR. If similar performance is found, the faster algorithm will be selected.

This chapter will use experiments 5, 6 and 7 of the overview presented in figure 4.1 to compare the supervised
learning algorithms. Experiment 5 is used to set a threshold on the accuracy and required energy. Experiment
6 is used to compare the performance of the models found using the supervised learning algorithms. This ex-
periment is also used to find the minimum size of the data set required for the supervised learning algorithms.
Experiment 7 compares the time required by the algorithms to construct the model.

This chapter will first introduce how the threshold was set on the required energy using experiment 5.
This threshold is used in experiment 6. Section 4.2 will present the set up of experiment 6 and presents and
analyses the results of this experiment. These results will be compared against the results found by Da Silva
et al., striking results are analyzed. Also, the minimum data set size required for each supervised learning
algorithm is found and the performance of the different algorithms is compared. Then, section 4.3 presents
the results of experiment 7, which are used to find the time required for each supervised learning algorithm.
Finally, this chapter is summarized in section 4.4.

4.1. THRESHOLD ON ACCURACY AND ENERGY EFFICIENCY

A threshold should be set for the accuracy and energy efficiency to define when the performance is good. The
threshold on the accuracy is set to a fixed value, 2 cm. This value is based on the results found during the
verification phase and previous experience on the robot arm. The required energy is dependent on the square
of the used torque. Therefore, a threshold was set on the used torque. This threshold is dependent on the
path length of the trajectory. This dependency is found using experiment 5. First, the set up this experiment is
given, after which the results are presented and analyzed and the threshold is set.
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Figure 4.1: Overview of all experiments conducted in this thesis. This chapter will introduce the set up and results of experiments 5, 6 and
7.

4.1.1. SET UP OF EXPERIMENT 5

This experiment is conducted to find a threshold for the performance of the supervised learning algorithms
in terms of energy efficiency. The energy is directly dependent on the square of the torque. Therefore, it is
decided to set a threshold on the integral of the absolute torque used during a trajectory. The used torque is
dependent on the length of the path of the robot arm. This experiment is conducted to find this dependency.

A data set is generated of hundred training goals with a fixed starting positio. This data set consists of the
goals and optimal parameters for these goals that are learned using reinforcement learning. The path length
of the trajectories is determined, as well as the used torque yielding from optimal parameters. Then, a first
order polynomial is fitted through this data. This function defines the relation between the torque and the
path length.

It is expected that the relation between the used torque and the path length will be not be smooth. There-
fore, the threshold will be equal to the sum of the value yielding from the first order polynomial and the stan-
dard deviation of the difference between this value and the torque yielding from the optimal parameters.

4.1.2. RESULTS AND ANALYSIS OF EXPERIMENT 5
Figure 4.2 shows the integral of the used torque as a function of the length of the path of the robot for each
training goal. One can see that there is a relation between the length of the path and the used torque. The
relation is described using a first order polynomial. This polynomial is shown using the red line in figure 4.2.
This threshold is not met by the all optimal trajectories that were found for the training goals, since the re-
lation is not smooth. Therefore, it is not expected that a model constructed using these training goals will meet
this threshold. Thus, the threshold on the used torque will be set slightly higher. The standard deviation of the
difference between the polynomial and the used torque yielding from the optimal parameters is determined.
This value is added to the polynomial. This yields the threshold shown by the pink line in figure 4.2.

4.2. ANALYSIS OF PERFORMANCE OF SUPERVISED LEARNING ALGORITHMS

This section analyses the performance of the supervised learning algorithms. This is done to find if any of the
algorithms finds a controller that yields performance that meets the threshold, to find the minimum size of the
data set required for each algorithm and to find the algorithm that yields the best performance. So, this section
analyses the first issue that was found when Parameterized Skills is applied to train a controller of a robot arm.
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Figure 4.2: Plot of the integral of the used torque versus the path length. The red line shows the linear function fitted through this data. The
pink line shows the final torque threshold, where the standard deviation of the noise between the data and the linear function is added to
the linear function.

This section will first determine the minimum data set size required for each algorithm, since it is required to
know this size to compare the performance yielding from the algorithms and to compare the time required by
each algorithm.

This section will first present the set up of experiment 6. Then, the general results are presented in section
4.2.2. This section provides some expectations and initial conclusions. Additionally, in this section, the results
are compared to the results found by Da Silva et al. [1] and striking results are explained. Section 4.2.3 uses
the results of experiment 6 to find the minimum size of the data set required for each supervised learning
algorithm. The performance of the supervised learning algorithms is compared in section 4.2.4.

4.2.1. SET UP OF EXPERIMENT 6

This experiment aims to find if polynomial regression, the neural network algorithm or locally weighted linear
regression yields better or similar performance as SVR. Therefore, the performance of the models constructed
using different supervised learning algorithms is compared. To do so, the minimum data set size required to
construct a good model is determined for each algorithm. The comparison is performed using the data set of
this size.

The experiment consists of three steps. First, a data set is obtained consisting of hundred training goals
and optimal parameters. Optimal parameters are found for these training goals using reinforcement learning.
These optimal parameters can span one or multiple subspaces in the policy space. This is checked using the
ISOMAP algorithm [26]. Multiple models should be created if multiple subspaces are spanned.

Second, models are created using this data set and using subsets of the data set consisting of three, five,
seven, nine, ten, twenty and up to ninety training goals. This is done for all supervised learning models. Note
that the supervised learning algorithms find models for each of the parameters separately.

Third, these models are tested using 35 testing goals. Parameters are found for the testing goals using
each model. The performance of the trajectory yielding from these parameters should meet the threshold
set in experiment 5. If the threshold is not met, reinforcement learning iterations are used to improve the
performance until the performance meets the threshold. If the threshold was not met after 100 reinforcement
learning iterations, it was called a failed test.

4.2.2. GENERAL RESULTS OF EXPERIMENT 6

The general results are presented to get an impression of the performance yielding from the supervised learn-
ing algorithms and to define some expectations and initial conclusions. The analysis is performed as follows.
First, expectations on the performance of the different algorithms are constructed using the shape of the mod-
els and their coefficients of determinations. Then, the mean performance yielding from the testing goals is
analysed to check if the results are as expected. Also, the performance of the model found using SVR is com-
pared to the results found by Da Silva et al. [1] to check if the results are as expected. Finally, a more in depth
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Figure 4.3: Typical Model found using locally weighted linear regression (a), support vector regression (SVR) (b), a neural network algo-
rithm (c) and polynomial regression (d). One can see that the shapes of the locally linear and SVR model are similar, so their performance
will probably also be similar. The shapes of the neural network and polynomial models are different, which will probably yield different
results for the different supervised learning methods. The polynomial model even returns parameters values out of the range of this plot
for certain goals, so it is expected that this model will have very bad performance.

analysis of several striking results is given.

MODELS CONSTRUCTED USING SUPERVISED LEARNING ALGORITHMS
Examples of the models constructed using the different supervised learning algorithms are plotted to see if
they have a similar shape. This would imply that the results will also be similar. The coefficient of determina-
tion is used to assess how well the models fit the data and infer some expectation on the performance. Finally,
this section presents a disadvantage of the neural network algorithm.

Figure 4.3 shows typical examples of the models found using the different supervised learning methods for
a specific parameter. These models were found using optimal parameters of hundred training goals. One can
see in figure 4.3 (a) and (b) that the models found using locally weighted linear regression and SVR have a simi-
lar shape. Therefore, it is expected that their results are similar. The neural network and the polynomial model
both have different shapes. Therefore, it is expected that the performance of these models will be different.

Table 4.1 shows the coefficient of determination for the models. This value ranges from zero to one, where
one means that there is no difference between the model output and the data and zero means that the fit is
bad. One can see that the coefficient of determination is highest for locally weighted linear regression, fol-
lowed by SVR. Therefore, it is expected that the models found using locally weighted linear regression and SVR
will perform similar and better than the neural network and polynomial model. The latter two have different
shapes and a lower coefficient of determination, therefore it is expected that their performance is different and
WOTSe.

The construction phase of Parameterized Skills showed that the neural network algorithm is not a very robust
method. The coefficient of determination was used to see how well the model fit the data. Different models
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Table 4.1: Coefficients of determination for all models constructed with 100 training goals. 1 means a very good fit and 0 means a bad fit.
The coefficient is highest for locally weighted linear regression, so it is expected that this model has the best performance.

Parameter 1 2 3 4 5 6 7 8 9 10

Neural Network | 0.7703 | 0.3837 | 0.8378 | 0.8104 | 0.5236 | 0.5138 | 0.6553 | 0.1957 | 0.6577 | 0.8735
SVR 0.8171 | 0.8457 | 0.6138 | 0.8408 | 0.8869 | 0.6376 | 0.6054 | 0.8513 | 0.8285 | 0.8595
Polynomial 0.8265 | 0.8241 | 0.9091 | 0.7344 | 0.8135 | 0.6491 | 0.6216 | 0.8030 | 0.7963 | 0.7754
Locally Linear 0.8749 | 0.9442 | 0.9782 | 0.9436 | 0.9551 | 0.9286 | 0.8603 | 0.9564 | 0.9421 | 0.9223

were found when the neural network algorithm was ran several times using the same parameter setting. The
coefficient of determination of these models ranged from 0, meaning a very bad fit, to 0.8 or 0.9, meaning a
pretty good fit. This means that neural network training is not very robust, which is important when Parame-
terized Skills is used in practice.

MEAN RESULTS OF EXPERIMENT 6

This section introduces the mean results of experiment 6. Parameters are found for 35 testing goals using mod-
els constructed with the complete data set or a subset of this data set. Trajectories are created and simulated
using these parameters and it is checked if the performance of these trajectories meets the threshold in terms
of accuracy and energy efficiency. If it does not meet the threshold, reinforcement learning iterations are per-
formed until the performance meets the threshold. If more than hundred iterations are required, the test is
called failed.

The mean results present the average performance over the testing goals. Four performance measures are
analyzed: the number of learning iterations, the number of failed tests over the testing goals, the accuracy and
the difference between the used torque and the threshold. These results are used to check if the behavior is as
expected. Next to this, the results are compared to the results found by Da Silva et al.. Also, striking results are
noted and will be explained later.

Figure 4.4 shows the results of these performance measures against the size of the data set used to create
the model. The results are as expected for SVR, the neural network algorithm and locally weighted linear re-
gression. Their performance improves if a larger data set is used to construct the model. The performance of
the polynomial model is bad and unexpected, since it does not improve with a larger data set. Therefore, the
tests are repeated five times for the polynomial model and the average and standard deviation over these five
repetitions is plotted.

Note that in figure 4.4 (d) the polynomial model is not shown. This was done because the difference be-
tween the torque and torque limit using the polynomial model was up to three orders of magnitude larger.
The difference between the other models would be invisible if this line was included in the figure. It is more
important to show this difference since these models perform better.

One can see that locally weighted linear regression and SVR yield the best performance, which was expected
(see section 4.2.2). These models require less learning iterations and have less failed test than the polynomial
model and the neural network using all data set sizes. Also, the accuracy is higher and difference between the
torque and its threshold is lower.

Two striking results were found, which will be explained in section 4.2.2. The number of learning iterations
was rather high. All models, even the ones constructed with the largest data sets, yielded failed tests. Next to
this, the performance of polynomial regression was bad and unexpected, since it does not improve when a
larger data set is used to construct the model.

COMPARISON TO RESULTS OF DA SILVA et al.

The results of experiment 6 are compared to the results found by Da Silva et al. [1]. This is done to verify
that the performance of Parameterized Skills is similar to its previous application. We will look at the relative
decrease in learning iterations required when the SVR model is used. So, the relative decrease in number of
reinforcement learning iterations required when starting from random initial parameters and when starting
from parameters found using the SVR model is compared. A similar relative decrease implies that the advan-
tage yielding from the SVR model is similar.
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Figure 4.4: Mean Results of experiment 6. Figure (a) denotes the mean number of learning iterations required before the performance
meets the threshold on accuracy and torque. Figure (b) denotes the number of failed tests. Figure (c) denotes the mean accuracy of the
trajectory using the parameters found with the model. Figure (d) shows the mean difference between the torque and the threshold of the
torque. This plot does not show the results for the polynomial model, since these were of a different order of magnitude. All plots show
the size of the data set on the x-axis. The results are as expected, except for polynomial regression. Therefore, the test was repeated five
times for this algorithm to show the range of possible results. It should be investigated why the polynomial model behaves so bad. Also, it
should be investigated why tests fail for all supervised learning models.
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It was found that the advantage of the SVR model is similar in the results presented here and the results pre-
sented by Da Silva et al. [1]. 22 learning iterations were required without a model in the application given by
DaSilva etal. [1]. This decreased to 2 learning iterations when a model was created using 20 training tasks. This
means that the number of learning iterations required decreases 91%. 170 learning iterations were required
on the robot arm to learn performance that meets the threshold on the robot arm. 25 iterations are required
using the parameters given by the SVR model that was created using 20 training tasks. This is a decrease of 85
%.

This means that the performance yielding from the SVR model is as expected. The number of learning it-
eration required is higher for this application, but this is due to the fact that a higher number of iterations is
required starting from random initial parameters too.

There are two possible explanations for why the number of iterations is higher over all. The problem might
be harder, meaning that if the threshold was set lower, it would be possible to use less iterations. Also, the
learning process might be slower due to a different implementation of the reinforcement learning algorithm
or a different parameter setting in the algorithm.

EXPLANATION OF STRIKING RESULTS

This section explains the striking results that were visible in figure 4.4. These results were unexpected and it
is necessary to explain these results before conclusions can be derived from this data. There were two striking
results. All supervised learning algorithms yielded failed tests and polynomial regression yielded bad results.
This section will analyse both results.

It was found that it was impossible to find parameters yielding performance that met the threshold for some
training goals, even after using 100 extra learning iterations. This was also the case for SVR and locally linear
regression, which performed best. It should be determined if this is due to the fact that a bad model is created.
It is checked if there is a consistency among the locations for which the controller returns parameters that do
not yield good performance, even after 100 iterations. First, we will look at the results found for SVR. Then, we
will look at the results found for locally weighted linear regression.

Figure 4.5 shows common locations of the failed tests for SVR in figure (a). Figure 4.5 (b) and (c) show the
accuracy and difference between the used torque and the threshold as a function of the goal location. It is
checked if the locations of figure (a) match locations of bad performance in figure (b) or (c).

The performance of the model in terms of accuracy and energy efficiency is not very good near the edges
of the goal space. This explaines the failed tests located at the right side of figure 4.5. One can see that the
accuracy and the used torque show a larger difference with the threshold close to the edge of the goal space.
This means that the data set used does not span the edges well.

Figure 4.5 (b) shows that the performance in terms of accuracy is less good in certain locations in the goal
space. This explains the failed test in the left side of figure 4.5 (a). This testing goal is located on a part where
the accuracy yielding from the model shows a peak.

The failed test, located in the upper middle part of figure 4.5 (a), can be explained by the desired configu-
ration corresponding to this goal. Figure 4.5 (b) and (c) show that the performance of the models is not very
bad for the goal [x1, x2] equals [0, 7] radians. However, the performance yielding from reinforcement learning
does not improve the accuracy of the trajectory. This is shown in figure 4.6.

This figure shows the maximum of the threshold and the accuracy and difference between the used and
threshold found after using extra learning iterations. The accuracy now meets the threshold for almost all
goals, except for the configuration where x; is zero and x, equals = or — and for trajectories were the path
length is small. The torque is not yet learned for the locations where the difference between the used torque
and threshold was also highest without any learning iterations, as shown in figure 4.5 (c).

Next, the results found for locally weighted linear regression are analysed. Figure 4.7 (a) shows common loca-
tions of failed tests found using locally weighted linear regression. Figure 4.5 (b) and (c) show the accuracy and
difference between the used torque and the threshold as a function of the goal location for locally weighted
linear regression. One can see that the performance of the model is worse at the corners of the goal space.
Also, there is slightly worse performance for the configurations where x; equals x,. This explains the locations
of the failed tests found with locally weighted linear regression.

It can be concluded that there are certain locations in the goal space for which the model performs worse.
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Figure 4.5: Plot of common locations of failed testing goals for SVR in figure (a), shown by the red dots. Figure (b) and (c) show the accuracy
and difference between the torque and the threshold yielding from the parameters found for the SVR model constructed with 100 training
goals. One can see that many tests fail at the corner in figure (a). Figures (b) and (c) show that the model performs worse at these corners.
Also, a test, located in the left of figure (a) fails at a location where the accuracy is not correct. Also, tests fail when the angle of the second
arm is equal to 7, while the angle of the first arm is equal to 0, which is an difficult configuration for the robot.
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Figure 4.6: Plot accuracy and difference between torque and threshold found after learning iterations for locations where the threshold
was not met. One can see that the accuracy does not meet the threshold for small motions and when x; is zero and x goes to 7. The
torque does not meet the threshold for the location where the controller performed bad, as was shown in figure 4.5.

Therefore, special care should be taken for these locations. It is necessary to define the training goals such that
they span the goal space well. This would make sure that testing goals located close to the edge of the goal
space do not fail. Next to this, specific configurations of the arm require extra attention.

Secondly, it was found that the performance of the polynomial model did not improve if the size of the data
set used to construct the model was increased. Next to this, the parameters found with the polynomial model
would sometimes yield a trajectory with such high velocities, that the output of the simulation was 'not a num-
ber’. This means that it will not be possible to use the model, since this would yield dangerous situations when
applied in practice.

It is hypothesized that the nature of the polynomial function causes the bad results. A polynomial function
will always go to positive or negative infinity. This happens increasingly fast when the degree of the polynomial
is increased. Therefore, the function could yield very high values if the randomly defined training goals do not
span the entire goal space. This is also expected after analyzing figure 4.3.

This hypothesis also explains why the results do not improve. If a polynomial function yields a bad fit for
the data set, it will not matter if the size of the data set is increased, since it is not possible to improve the results.

This hypothesis was verified by comparing the locations of the tests yielding 'not a number’ to the locations of
the training goals and peaks in the polynomial model. Figure 4.8 shows the location of these tests (red dots)
and the polynomial model, created with 100 training tasks. One can see that the location of this testing goal is
not covered by the training goals. This confirms the hypothesis that the nature of the polynomial model does
not fit the data set.

CONCLUSION

This section presented the general results of experiment 6. These results were analysed to check if the results
were as expected and to provide some initial conclusions, which are presented next.

The results shown in figure 4.4 showed that none of the algorithms yielded performance that meets the thresh-
old. Locally weighted linear regression and SVR yielded the best performance, followed by the neural network.
Polynomial regression was not able to find a good fit to the data. This is due to the shape of the polynomial,
which does not match the desired shape of the model. Therefore, it is decided not to take into account the
results of this algorithm in further comparisons.

The performance of the SVR model was as expected. The results of SVR were compared to the results
found by Da Silva et al. [1]. It was found that the use of supervised learning models caused a similar decrease
in number of learning iterations.

A final conclusion is that care should be taken for several goals. It is important that the training goals span
the complete goal space well, including the edges, such that the model performs well in all locations. Also,
specific locations require extra attention, since it is difficult to move to these locations.
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Figure 4.7: Plot of common locations of failed testing goals for SVR in figure (a), shown by the red dots. Figure (b) and (c) show the accuracy
and difference between the torque and the threshold yielding from the parameters found for the SVR model constructed with 100 training
goals. One can see that three tests fail at the corner in figure (a). Figures (b) and (c) show that the model performs worse at these corners.
The final failed test is located in the middle left of figure (a). One can see in figure (b) and (c) that the performance is worse here in terms
of accuracy and torque. The performance is consistently slightly worse for the configurations where xj equals x2
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Figure 4.8: Plot of the location of training goals (blue) and testing goal yielding not a number (red) in figure (a) using the model constructed
with 90 training goals. Figure (b) shows the part of the goal space (in green) where the parameters found with the polynomial model range
between [-100, 100]. One can see that their location is at the boundary of the goals space and is spanned by the part of the polynomial
model yielding very high parameter values, which explains why the results are very bad for these testing goals.

4.2.3. SELECTION OF DATA SET SIZES

Experiment 6 is used to find the minimum size of the data set required for each of the supervised learning
methods. This size is used to compare the performance of the supervised learning algorithms and to find the
time required to construct the models. These evaluations are performed using the data set size that is found
in this section.

Boxplots will present the performance and the variance in the performance as a function of the size of the
data set used to create the model. These boxplots plot the median, the 25th and 75th percentile, the range of
the data and outliers. An ANOVA test is used to find the smallest data set for which the performance is not
significantly different from the performance found for the largest data set.

An ANOVA test is a statistical test analyses if there is a significant difference between two or ore data sets
with a 95% confidence level. The test assumes that the observations of the data set are independent. Further-
more, it is assumed that the variance of the data is normal and equal. This last assumption is not important if
the data sets are of the same size.

This test was performed for three performance measures that were presented in the general results of ex-
periment 6. First, the minimum data set is defined for which the number of learning iterations is not different.
Then, this test is repeated for the accuracy and the difference between the used torque and threshold. The
minimum required size is equal to the maximum found in these three tests.

Figure 4.9 shows boxplots of the results of experiment 6. The number of learning iterations yielding from
SVR, the neural network algorithm and locally weighted linear regression are plotted in figure (a), (b) and (c),
respectively. This test was not performed for polynomial regression. One can see that all models show a de-
crease of the number of learning iterations required if a larger data set is used to create the model.

This data was used in the ANOVA test to find the smallest required data set. It was found that SVR required
only ten training tasks to create the model, since there was no significant difference between the mean num-
ber of training tasks found with ten or more training tasks. It was found that locally weighted linear regression
required twenty training tasks and the neural network required seventy.

These test were repeated for the accuracy and the differences between the used torque and the threshold.
The results are shown in appendix A. The minimum data set size yielding from the results on the accuracy was
equal to twenty for SVR and locally weighted linear regression. There was no significant difference between any
of the models using the neural network algorithm. The difference between the used torque and the threshold
required a data set size of ten for SVR and twenty for locally weighted linear regression and the neural network
algorithm.

Hence, it was concluded that SVR and locally weighted linear regression both required a data set of size
20, since there is no improvement in the performance in terms of accuracy and number of learning iterations
when a greater data set is used. The neural network requires 70 training goals to construct its model, since the
number of learning iterations decreased until a data set of 70 was used, while the accuracy did not show any

45



T T T T T T T
100 + + + + + + T T o+ +
g : T
o
2 _ + | [ T
B 8o | [ N
& - | _ o+ | | |
= | ] + I | |
£ aof } } o ]
£ — + |
g o000 bT L N
- | | | | I | | | T
k=] + | | | I | | |
5 40r [ Lo I
2 o I I | LT :
£ + | | | |
= | | | -
Z 201 | | | I T 4
| | | |
obe 14 L 1 1 T & ) L ]
1 1 1 1 Il Il Il Il Il Il Il 1 1 1
3 5 7 9 10 20 30 40 50 60 TFO 80 90 100
Mumber of Training Goals used for Model
(@
T T T T T T T
10— — — — B
oy
=
2
I s0b B
2 o
2 o, o ‘
£ | | |
5 O+ 1 | }
it il \
S a0 v T T
2 + o+ } } | I I
= 2o o !
= 20p T+ T T A
| | | | | |
L A
ok + * e e A
1 1 1 1 L ! ! ! ! I ! 1 1 1
3 5 7 9 0 20 30 40 50 60 FO 80 890 100
Mumber of Training Goals used for Model
(b)
120 T T T T T ™
100+ - - T + + + + +
ur | |
5 . |
B ot b ‘ 1
2 | | } + +
o | | + +
= | | ! 4
s LT + I
o | | ! | | — R +
= | | [ I
2 40fF | T | I I | ! 4
i} | | | | | | |
2 I I \ | I I
E I I I ‘ ! ! [ I —
Z 200 00 Q g 8
| | | | | Q
| | | | 1
pbt L 1 1 i — i
1 1 1 1 ! ! ! ! ! ! ! 1 1 1
3 1m0 20 3 40 50 60 90 100
Mumber of Training Goals used for Model
(©

Figure 4.9: Boxplot of the number of learning iterations fournd using SVR (a), the neural network algorithm (b) and the locally weighted lin-
ear regression (c). No significant difference was present between the results yielding from SVR using ten and hundred training tasks, mean-
ing that only ten training tasks are required. Seventy training tasks are required for the neural network and twenty for locally weighted
linear regression.
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Figure 4.10: Boxplot of the performance of the different supervised learning methods using the minimum number of training tasks re-
quired. Figure (a) shows the results for the number of learning iterations required while figure (b) shows the results for the accuracy and
(c) the results for the difference between the used torque and the threshold. The polynomial model was not taken into account since
its variance was different, violating the assumptions of the test. It was found that locally weighted linear regression and SVR yield the
best performance, without significant difference. There is significant difference between both methods and the neural network, which
performs worse.

significant improvement and there were only ten tasks required in the difference between the torque and the
threshold.

4.2.4. COMPARISON OF PERFORMANCE OF THE MODELS

Experiment 6 aims to compare the performance of the different supervised learning algorithms. This compar-
ison will evaluate if there is any supervised learning algorithm that performs better than or similar to SVR. The
mean results of experiment 6 already showed that polynomial regression is not a good fit to the data, therefore
this model was not taken into account in this comparison.

The algorithms are compared using ANOVA tests. These tests are used to see if the performance on the
three performance measures differs significantly between the supervised learning algorithms, with a 95% sig-
nificance level. The performance measures that will be compared are the number of learning iterations, the
accuracy and the difference between the used torque and the threshold. Based on the results for the individual
performance measures, it is decided if the performance of any of the supervised learning algorithm is better
than or similar to the performane of SVR.

Figure 4.10 shows a boxplot of the number of learning iterations (a), accuracy (b) and difference between the
used torque and threshold (c) which were found for each supervised learning algorihm. One can see that
the mean accuracy and mean difference between the used torque and the threshold is lowest using locally
weighted linear regression, while SVR performs second best, followed by the neural network algorithm. The
mean number of learning iterations is lowest using SVR, followed by locally weighted linear regression and the
neural network algorithm.
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It was checked if the differences between the means were significant. It was found that the performance
yielding from locally weighted linear regression and SVR was not significantly different. The difference in the
performance yielding from SVR and the neural network algorithm was significant. Therefore, it is concluded
that the neural network algorithm performs significantly worse than SVR and that locally weighted linear re-
gression and SVR yield similar performance.

4.3. COMPARISON OF TIME REQUIRED OF SUPERVISED LEARNING ALGORITHMS

Finally, the time required to construct models using the supervised learning algorithms is compared. This
is done to find any of the supervised learning algorithms is faster than SVR. Experiment 7 is used to obtain
information on the time required by the supervised learning algorithms. This experiment uses the data set
of the sizes which were found in section 4.2.3. First, the set up of experiment 7 is presented, after which the
results are presented and analysed. Finally, the total required time is compared in the conclusion.

4.3.1. SET UP OF EXPERIMENT 7

Experiment 7 times three phases of Parameterized Skills: the learning time, the construction time and the
model time. The learning time consists of the time required to learn the data set. The construction time
denotes the time required to construct the model. The model time denotes the time required to find the pa-
rameters given a testing goal. The model time is compared as well since locally weighted linear regression does
not construct a full model, but constructs a local model during the model time.

Experiment 7 determines the learning time, construction time and model time of each supervised learning
algorithm. The latter two directly depend on the supervised learning algorithm that is used. Therefore, it is
expected that a speedup will be achieved here. The learning time is used to determine the significance of the
speed up.

The learning time is found by timing the reinforcement learning process. This is done for the data set size
which was found in experiment 6. Due to time constraints this is timed only once. The learning time is used
only to find the significance of the speed up achieved during construction of the supervised learning models.

The construction time is found by timing the process of constructing the supervised learning models. This
is repeated three times to account for variance in the results. I will look at the effect of the size of the data set
to the construction time by plotting the constructing time versus the size of the data set. The relation between
the construction time and size of the data set is important when Parameterized Skills is applied to a task with a
varying start and goal state, since then a large data set is required. This figure will also show the standard devi-
ation. The construction time is determined for each supervised learning method is equal to the time required
to construct a model using the size of the data set found in experiment 6.

The model time denotes the time required to find parameters given a testing goal, using the model. This is
included since locally weighted linear regression method also spends this time to construct the locally linear
model around the testing goal. Therefore, the model time required for locally weighted linear regression might
be higher, such that the model time is equal to the combined model and construction time required by another
supervised learning algorithm.

The model time is found by determining the average of the time required to find parameters for 35 testing
goals. The model time will also be plotted against the size of the data set, as was done for the construction
time. The model time required for the supervised learning algorithms is based on the size of the data set found
in experiment 6.

After the three times are determined, they are added to find the total time required to construct and use the
models. It is expected that a speed up is achieved during the construction time and the model time. The dif-
ference in total time will show the significance of this speed up. The plots of the construction time and model
time against the size of the data set used to construct the model is also used to define some expectations on
the time required in experiment 9, where a controller is trained to move from any start position to any goal
position.
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Table 4.2: Times required to create a data set consisting of 20 or 70 training tasks. The SVR, locally linear and polynomial model require a
data set of 20 training goals. The neural network requires 70 tranining goals.

Size of data set | Time required to construct data set
20 4216 s
70 9497 s
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Figure 4.11: Plot of the construction time versus the size of the data set used to construct the model. The locally linear regression method
is not taken into account since this method does not construct a model. The polynomial method is fastest in constructing its model. The
SVR method and neural network method perform worst and it is clear that a large data set will yield very large construction times for
both methods. It was found that the SVR method requires 1.05 seconds to construct a model using 20 training goals. The neural network
requires 25.9 seconds to construct a model using 70 training goals.

4.3.2. RESULTS AND ANALYSIS OF EXPERIMENT 7

This section presents the learning time, construction time and model time for SVR, locally weighted linear re-
gression and the neural network algorithm. The fastest method will be identified in terms of construction time
and model time. The times are summed in the conclusion to find the total time and to evaluate the significance
of the difference.

The learning time was determined by timing the reinforcement learning process. The SVR model and locally
linear model both require twenty training tasks, while the neural network algorithm requires seventy. Table 4.2
denotes how much time is required when creating a data set of these sizes. It was found that 1658 s are required
to find optimal parameters for twenty training goals and 5196 s to find optimal parameters for seventy training
tasks.

Figure 4.11 shows the construction time as a function of the size of the data set used for the different su-
pervised learning methods. One can see that the construction time of SVR and the neural network algorithm
both increase with a larger data set. SVR has a higher slope than the neural network algorithm. Also, SVR has
a lower variance. This is due to the fact that the neural network algorithm is less robust. Different neural net-
works are found if the algorithm is ran twice, yielding that the construction time also shows more variation
than the construction time required for SVR, since this method finds a much more similar model.

Next, the actual construction time for the SVR model and the neural network is determined using the min-
imum size of the data set found in experiment 6. The SVR model has a construction time of 1.05 seconds for a
model consisting of 20 training goals, while the neural network requires 25.9 seconds to construct the model
using 70 training goals.

Finally, the model time is analyzed. Figure 4.12 shows the model time as a function of the size of the data
set used. One can see that the neural network is much slower in producing its outputs than the other mod-
els, therefore figure 4.12 (b) shows the same graph but without the neural network. The high model time for
the neural network can be explained because the neural network has a more complex structure than the SVR
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Figure 4.12: Plot of the model times versus the number of training goals used. One can see that the neural network is much slower when
finding its output, therefore figure (b) plots the same information without the neural network, to see the differences between the other
models more clearly. The model time is dependent on the size of the model for locally weighted linear regression and SVR, while SVR has
a higher slope. It is important to notice that locally weighted linear regression does not require a larger model time to constructs its model
during this part of Parameterized Skills. The model times for SVR, the neural network and locally weighted linear regression are 2.4 -1073
s,0.118sand 4- 1073 s, respectively.

model and the locally linear models.

One can see a bump in the graph when the model is used which was created using ten training goals. It was
found that the first iteration in MATLAB required more time when the model was implemented. The algorithm
was run twice, once for the models created using three, five, seven and nine training tasks and once using the
other models. Therefore, the model for the model created using three and ten training goals is higher. This is
not important in the actual comparison, since none of the methods use three or ten training goals to create
the models.

It is important to note that locally weighted linear regression is not slower than the other models. This was
expected since the locally linear algorithm also constructs the local model during this part of the algorithm
and has zero construction time. Therefore, a speed up is achieved when locally weighted linear regression is
used instead of SVR.

4.3.3. COMPARISON OF TOTAL TIME REQUIRED BY SUPERVISED LEARNING ALGORITHMS
Experiment 7 was conducted to evaluate the time required to construct a controller using the different super-
vised learning algorithms. It was found that locally weighted linear regression is faster than SVR in construction
time and model time. Next, we will look at the effect of this speedup on the full time required by Parameterized
Skills.

Table 4.3 gives an overview of the times for each of the models and the total time required. One can see that
the locally linear regression method and SVR method are fastest in terms of learning time, since they require
the smallest data sets. Comparing the learning time to the construction time and model time, it can be seen
that the speedup in construction time is neglible, since the learning time is much larger than the construction
time and model time.

It is expected that when Parameterized Skills is expanded to the case where the start and goal position are
varied, the required size of the data set will increase quadratically. The construction time of an SVR model in-
creases exponentially with an increased size of the data set, while the learning time increases less fast. There-
fore, it is expected that there will be a significant difference for this case.

4.4, SUMMARY

This chapter aims to answer the first subquestion of the research question: Which supervised learning algo-
rithm yields the best performance of Parameterized Skills in terms of accuracy and efficiency and in terms
of time required if a different supervised learning algorithm than support vector regression is used?

It was expected that a faster method was found when a method was used different from support vector regres-

50



Table 4.3: Overview of the learning time, construction time, model time and total time required by each method. It was found that there
was no significant difference between the total time required for SVR and locally weighted linear regression, since the learning time was
by far the highest. Therefore, it was found that a neglible advantage was gained using locally weighted linear regression.

Supervised Learning || Learning Time [s] | Construction | Model Time [s] | Total Time [s]
Method Time [s]

SVR 1658 1.05 2.4-1073 1659
Neural Network 5196 25.9 0.118 5222
Locally Weighted 1658 0 41073 1658
Linear Regression

sion (SVR). It should also be checked if the model performed better than SVR, such that the performance found
by the model meets the threshold. It was found that locally weighted linear regression and SVR yield the best
performance in terms of accuracy and efficiency. Locally weighted linear regression is slightly faster. However,
this difference is negligible.

Several steps were taken to answer this question. First, a threshold was set that defined when the perfor-
mance of the models was good. Then, the performance of the models was compared. Finally, the time required
to construct the models was compared.

The threshold on the accuracy was set to a fixed value. The difference between the desired and actual end-
point should not exceed two centimeter. The threshold on the used energy was set on the integral of the used
torque over the trajectory, since the used energy is directly dependent on the square of the torque. The used
torque is dependent on the distance, therefore a relation was found that defined the torque limit as a function
of the distance traveled.

Next, experiment 6 was performed and the results of this experiments were analyzed. All supervised learning
algorithm required extra learning iterations to meet the threshold. SVR and locally weighted linear regression
yielded the best performance, followed by the neural network algorithm. Also, it was found care should be
taken to define training goals that span the goal space well, otherwise the controller does not yield good per-
formance at the edge of the goal space. Finally, it was found that the nature of the polynomial function did not
fit the model data well, so the results of the polynomial model were not taken into account in further compar-
isons. Also, it was found that the results were comparable to the previous implementation of Parameterized
Skills.

Next, the algorithms were compared to find the one that performs best. First, the minimum size of the data
set required to construct the model was determined. It was found that 20 training goals were required for SVR
and locally weighted linear regression, while the neural network required 70 training goals. Using these data
set sizes, the performance yielding from SVR and locally weighted linear regression did not differ significantly.
The neural network showed significantly worse performance.

The last comparison was performed on the time required to construct the models. It was found that most
time was spent on learning the data set for the models. Therefore, the difference in construction time was not
significant, even though locally weighted linear regression was faster than SVR. However, it is expected that a
speed up is achieved when a larger data set is required, since the time required for SVR increases exponentially
for a larger data set.
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PARAMETERIZED SKILLS APPLIED TO A TASK
WITH FOUR DIMENSIONS

Three issues should be solved to enable the use of Parameterized Skills to train a versatile controller. Chapter
4 analysed the first two issues and evaluated the performance and time required of Parameterized Skills when
applied to learn a two dimensional task. It was found that the performance yielding from locally weighted
linear regression and support vector regression (SVR) is similar and better than the performance yielding from
the neural network algorithm and polynomial regression.

This chapter will evaluate the performance of Parameterized Skills when it is used to learn a task with four
dimensions, namely to learn to move from any start position to a any goal position. My aim is to analyze
if the required number of training tasks scales with the increased complexity of the task. The dimension of
the tasks is doubled, meaning that the size of the data set used to construct the models should be increased
quadratically with respect to the data set required on a two-dimensional task.

It is checked if this is the case by comparing the performance on the four dimensional task to the perfor-
mance on the two dimensional task that was learned in experiment 6. The performance will be compared in
terms of accuracy and energy efficiency of the controller but also on the time required to construct the model.
It is expected that a significant speed up is achieved using locally weighted linear regression, since the size of
the data set is larger.

This analysis is performed using two experiments that are given in the overview of experiments in figure
5.1, experiment 8 and 9. Experiment 8 will analyze the performance of Parameterized Skills in terms of accu-
racy and energy efficiency when it is used to learn a task with a varying start and goal position on the robot
arm. This experiment is used to check if the expectation is correct that the size of the data set should be in-
creased quadratically to yield performance that meets the threshold. Two supervised learning algorithms will
be implemented and analyzed: SVR and locally weighted linear regression, since these performed best when
learning a task with a varying goal position (see chapter 4).

Experiment 9 will compare the time required to construct the models for both algorithms. SVR optimizes a
vector with the length equal to the size of the data set to find a model that describes a parameter as a function
of the task. The increased complexity requires a larger data set, therefore it is expected that locally weighted
linear regression will yield a significant speed up when learning this task. This algorithm does not use any
construction time, since it only constructs a local model when it is required to find parameters for some task.

This chapter is build up as follows. First, section 5.1 introduces experiment 8. The experimental set up will
be given, as well as the results and an analysis of these results. Then, section 5.2 presents the set up and results
experiment 9, as well as an analysis of these results. Section 5.3 summarizes this chapter.

5.1. PERFORMANCE OF PARAMETERIZED SKILLS ON A TASK WITH FOUR VARY-

ING DIMENSIONS

This section analyses the performance of Parameterized Skills on task with four dimensions. It is expected
that the size of the data set used to construct the model should be increased quadratically to get similar per-
formance as on a task with only a varying goal position. Experiment 8 will verify if this is true. This is done
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Figure 5.1: Overview of all experiments conducted in this thesis. This chapter will introduce the set up and results of experiments 8 and 9.

by applying Parameterized Skills to learn a task with a varying start and goal position on the two degree of
freedom robot arm.

Section 5.1.1 introduces the set up of experiment 8. Then, section 5.1.2 introduces the general results of this
experiment. This section analyses if the performance in terms of accuracy and energy efficiency is as expected.
This is the case when the performance improves if a larger data set is used. The results are also used to check
if the performance yielding from SVR and locally weighted linear regression is similar. In section 5.1.3, the
results of experiment 8 are compared to the results of experiment 6 to evaluate if Parameterized Skills scales
well with an increased dimension.

5.1.1. SET UP OF EXPERIMENT 8

This section introduces the set up of experiment 8. This experiment is conducted to evaluate the performance
of the controller found using Parameterized Skills for a task with a varying start and goal state. The following
procedure is followed to create and test the controller.

The controller is constructed using a data set consisting of optimal parameters for training tasks. Rein-
forcement learning is used to find optimal parameters for thousand training tasks. The number of subspaces
that are spanned by these parameters in the policy space is checked. Then, models are created for each of the
subspaces. These models are created using the full data set and subsets of three, five, seven, nine, ten, twenty,
up to hundred training tasks and using two hundred, three hundred and up to nine hundred training tasks.

These models are analysed using fifty testing tasks. These tasks consist of a random start and goal position.
The models are used to find parameters for these testing tasks. Trajectories are created using these parameters
and the performance of the trajectories is analyzed. It is checked if the accuracy and used torque meet the
threshold. If this is not the case, extra reinforcement learning iterations are performed until the threshold is
met. A test is called failed if more than hundred iterations are required.

5.1.2. GENERAL RESULTS OF EXPERIMENT 8

This section presents the general results of experiment 8. These results are used to check if the performance is
as expected. This means that the performance of the models improves if a larger data set is used. These results
are also used to check if SVR and locally weighted linear regression yield similar performance, and to evaluate
if there are any striking results. The mean performance of four performance measures is plotted: the number
of learning iterations, the number of failed tests, the accuracy yielding from the model parameters and the
difference between the used torque and the threshold yielding from the model parameters.
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Figure 5.2: Mean Results of experiment 8. Figure (a) denotes the mean number of learning iterations required before the performance
meets the threshold on accuracy and torque. Figure (b) denotes the number of failed tests. Figure (c) denotes the mean accuracy of the
trajectory using the parameters found with the model. Figure (d) shows the mean difference between the torque and the threshold of the
torque. One can see that the performance of the models is similar, but the SVR model is slightly better. The shape of the results are as
expected since the performance improves for an larger data set.

Figure 5.2 shows the general results of experiment 8. One can see that the performance of the models is as
expected, since the performance improves for a larger data set. ANOVA tests confirm that the performance of
SVR and locally weighted linear regression is similar.

It is striking that in figure 5.2 (d) the difference between the used torque and the threshold is high. The
threshold was determined using experiment 5 (see section 4.1.1). Here, the path length of all training tasks was
plotted against the used torque and a first order polynomial was fitted through this data. The range of path
lengths is larger when the start position is also varied. Therefore, this threshold might not fit the data found in
experiment 8 well, especially for larger path lengths.

Figure 5.3 shows that this is the case. The black line shows the threshold that was set in experiment 5.
One can see that the threshold on the used torque is high for trajectories with a small path length and low
for trajectories with a large path lengths. This explains the high difference between the used torque and the
threshold in the results of experiment 8, since it is very challenging to meet this threshold for trajectories with
a large path length.

A new threshold can be defined using the data set obtained in experiment 8. This threshold is set in the
same way as was done in experiment 5, using the data obtained in experiment 8. This means that a first order
polynomial function is fitted through the data presented in figure 5.3. The standard deviation of the difference
between the output of the polynomial function and the actual used torque is added to the function to obtain
the threshold. This threshold is shown by the red line in figure 5.3.

Figure 5.4 shows the results using this new threshold. One can see that the mean number of learning
iterations decreased around twenty iterations and that the number of failed tests decreases with ten. Also, the
difference between the torque and the threshold is less.
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Figure 5.5: Plot of the accuracy found using SVR (a) and locally weigthed linear regression (b), scaled for the task dimension. These figures
plot the accuracy found for a task with one, two, three and four dimensions, where n is the dimension of the task. One can see that SVR
and locally weighted linear regression have very similar performance when the dimension of the task is varied. SVR seems to have slightly
more variation in the performance.

5.1.3. COMPARISON OF RESULTS, SCALED FOR INCREASED COMPLEXITY

My aim is to analyse if the size of the data set required in Parameterized Skills scales well with an increased
complexity. Therefore, the results of experiment 8 will be compared to the results of experiment 6, where only
the goal position is varied. Problem 1 denotes the task with two dimension, which was learned in experiment
6. Problem 2 denotes the task with a varying start and goal position. It is expected that the size of the data set
for problem 2 should be equal to the square of the size of the data set used in problem 1. Problem 1 required at
least twenty training tasks to find a good model. Therefore, this comparison is performed using a model that
was constructed using twenty training tasks in problem 1 and a model that was constructed using 400 training
tasks in problem 2.

This comparison is done as follows. First, the accuracy yielding from tasks with one to four dimensions is
plotted as a function of the number of training tasks and scaled for the task dimension. Second, the variance
of problem 1 and 2 will be compared using a Brown-Forsythe’s test. A difference in the variance implies that
the performance is also different. Then, an ANOVA test will be used to compare the overall performance of the
data sets found in experiment 6 and 8. The variance of the performance and the overall performance are com-
pared for three performance measures: the number of learning iterations, accuracy and difference between
used torque and threshold, where the new threshold is used.

Figure 5.5 plots the performance found using SVR (a) and locally weighted linear regression (b), scaled for
the dimension of the task n. This figure plots the performance of the models for tasks with one, two, three and
four dimensions. For the task with one dimension, only the goal angle of the first arm, g; was varied. For the
task with three dimensions, the goal position was varied, as well as the first dimension of the start position of
the arm, x, .

One can see that SVR and locally weighted linear regression scale well when the task of the dimension is
varied. The lines overlap for both algorithms. Also, the slope of the lines is similar for the different tasks. Next,
statistical tests are used to see if there are any significant difference in the performance of the tasks with two
and four dimensions.

Table 5.1 gives an overview of the variances found on the performance measures for the models constructed
using SVR and locally weighted linear regression. The bold text indicates that the variance is similar for these
performance measures. This was the case for the accuracy and the difference between the used torque and
the threshold using locally weighted linear regression. A significant difference in variance was found for the
number of learning iterations for locally weighted linear regression and for SVR in all performance measures.

Figure 5.6 shows boxplots of the results of problem 1 and problem 2. One can see on the right side of
figure 5.6 that the results are similar for problem 1 and 2 for locally weighted linear regression. The ANOVA test
confirmed that there was no significant difference for the locally weighted linear regression algorithm. There
was a significant difference in the used torque between problem 1 and 2 for SVR. The performance was similar
on the accuracy.

One can see in figure 5.6 (e) and (f) that the performance in the number of learning iterations is significantly
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Table 5.1: Overview of the variances found for the performance measures. Bold text indicates that the assumption of homoscedasticity
is met, so the variance is not different. This was the case for the difference between the used torque and the threshold and the accuracy
using locally weighted linear regression.

Performance Measure SVR Locally Linear
Problem 1 | Problem 2 || Problem 1 | Problem 2
Number of Learning Iterations 778 1906 1314 1568
Accuracy 0.0011 0.0061 0.0764 0.0109
Torque 1567 12918 27 215 12585
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Figure 5.6: Boxplots of the comparison of problem 1, with only a varying goal position, and problem 2, with a varying start and goal posi-
tion. The plots on the left are the results found using SVR, while the results on the left are found using locally weighted linear regression. A
significant difference was found for the number of learning iterations for both algorithms, meaning that the number of learning iterations
is significantly worse in problem 2. There is also a significant difference in the used torque for SVR, meaning that SVR performs slightly
better in problem 1. However, there is no significant difference between the accuracy and used torque found for problem 1 and 2 using
locally weighted linear regression
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worse when the start and goal state is varied. This is due to the increased number of interations required to
learn this task using reinforcement learning. More than 600 learning iterations were required to learn parame-
ters that yield performance meeting the threshold for the training tasks in problem 2, compared to an average
of 170 learning iterations for problem 1. Therefore, these results are not used to assess how well the algorithm
scales with an increased dimension. Instead, the performance in terms of accuracy and energy efficiency is
used.

It is concluded that locally weighted linear regression scales better with an increased dimension than SVR.
The results and the variance of the results of problem 1 and 2 are similar for locally weighted linear regression,
while there is a significant difference between the results and the variance of the results in problem 1 and
2 using SVR. For SVR, the variance which is found using 20 training tasks in problem 1 is found using 900
training tasks in problem 2.

5.2. COMPARISON OF REQUIRED TIME FOR EACH ALGORITHM

The time required for locally weighted linear regression is compared against the time required for SVR. It is
expected that a speed up is achieved using locally weighted linear regression since SVR aims to find using a
vector with the length equal to the size of the data set an optimization algorithm. A large data set is required
for a task with a varying start and goal position. This section presents the set up of experiment 9 and analyses
its results.

5.2.1. SET UP OF EXPERIMENT 9

This experiment compares the time required by SVR and locally weighted linear regression separately for three
phases of Parameterized Skill. These phases are the reinforcement learning process, the construction of the
model and the use of these models on testing tasks. These time required for these phases are called the learn-
ing time, the construction time and the model time. A speed up is expected in the construction time and the
model time. The learning time is recorded to find the significance of the speed up.

The learning time is found by recording the time required to perform reinforcement learning for 400 train-
ing tasks.

The construction time is found by recording the time required to construct the model. This is done for the
models constructed using the complete data set and subsets of the data set. Locally weighted linear regression
does not construct a separate model, therefore this is done only for SVR. Due to the time required to construct
the model, this phase is only recorded once.

The model time is recorded for all testing tasks created in experiment 8. This is done for the models that
were created using the complete data set and subsets of this data set. The model times are averaged over the
testing tasks to find the model time of SVR and locally weighted linear regression.

5.2.2. RESULTS AND ANALYSIS OF EXPERIMENT 9

This section will present the learning time, construction time and model time for SVR and locally weighted
linear regression. These are compared to find the speed up that is achieved using locally weighted linear re-
gression. The learning time is equal to 49 977 s, approximately 14 hours.

Figure 5.7 shows the construction time as a function of the size of the data set used to construct the model.
This plot only shows the construction time for SVR, since locally weighted linear regression does not require
any learning time. One can see that the construction time for SVR increases very fast with an larger data set
size. 400 training tasks are required to find the best model. This corresponds to a model time of 856 seconds,
approximately 14 minutes. Locally weighted linear regression does not require any construction time.

Figure 5.8 shows the model time required for the models constructed using SVR and locally weighted linear
regression. One can see that the model time of SVR increases linearly with the size of the data set. The locally
weighted linear regression. The time required by locally weighted linear regression remains approximately
constant with an increasing data set size. This is expected since the procedure does not change for a larger
data set. Note that the higher model time for the first model is also present in this experiment. This was also
seen in experiment 7 and was due to slower processing in MATLAB in the first iteration.

5.2.3. CONCLUSION
Experiment 9 was conducted to compare the time required to construct a model for a task with a varying start
and goal position. A speed up of around 14 minutes is achieved using locally weighted linear regression. This
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corresponds to a speed up of 2% of the total time required to construct the algorithm.

This speed up is not yet very significant. However, if the dimension of the task is increased even further, the
speed up will be significant, since the time required for SVR increases exponentially, meaning that model time
increases with a factor ten if the dimension of the task is increased to five, while the learning time increases
linearly. Next to this, it was found that the model time is also decreased if locally weighted linear regression
is used. This means that a speed up is also achieved when the controller is used to perform the tasks it has
learned.

5.3. SUMMARY

This chapter aims to answer the second subquestion of this study: Does the performance of Parameterized
Skills scale in terms of the data set size required to construct the model with an increased task dimension?
Parameterized Skills has not been applied to learn a tasks with more than two dimensions. It was checked
if the number of training tasks required to construct the model scales when the task dimension is increased,
meaning that the required data set size increases quadratically when the task dimension is increased to four.
It was also expected that a significant speed up would be achieved when locally weighted linear regression is
used instead of SVR.

The performance of a model constructed using twenty training tasks on a task with only a varying goal
position was compared to a model constructed using 400 training tasks on a task with a varying start and goal
position. It was found that Parameterized Skills scales better with locally weighted linear regression. There was
no significant difference between the results and the variance of the results for locally weighted linear regres-
sion in the accuracy and used torque. SVR yielded a higher variance and a significantly worse performance in
used torque on the task with a varying start and goal position.

A speedup was achieved in the construction time using locally weighted linear regression. SVR required a
construction time of 14 minutes, which means that a speed up of 14 minutes is achieved, yielding a speed up
of two percent over the construction and learning time. The model time was also higher for SVR, which means
that it is also faster to use locally weighted linear regression to use the controller.
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CONCLUSION

This thesis is conducted to improve Parameterized Skills in such a way that it can be applied to learn tasks with
more than two dimensions. This chapter will answer the research question of this thesis, give some limitation
of this answer and state some future work. The research question is given below:

Which supervised learning algorithm provides the best performance of Parameterized Skills in terms of
accuracy and energy efficiency of the controller found and in terms of required time and when the
algorithm is used to learn a more complex task, namely to learn rest to rest motions?

The following two subquestions were derived from the research question:

1. Which supervised learning algorithm provides the best performance of Parameterized Skills in terms
of accuracy and efficiency and in terms of time required if a different supervised learning algorithm
than support vector regression is used?

2. Does the performance of the supervised learning algorithms scale in terms of the data set size re-
quired to construct the model with an increased task dimension?

Figure 6.1 illustrates the answer to the research question. Locally weighted linear regression performs best over
the three criteria of performance, namely accuracy and energy efficiency, required time and scaling to higher
dimensions. The performance yielding from the algorithm scales best with an increased dimension, it is the
fastest method and its performance is better than the neural network algorithm and polynomial regression,
and similar to the performance of support vector regression (SVR).

Polynomial regression did not yield a good fit to the data set at all. The shape of the polynomial yield that
high negative or positive values are returned if the training goal was located close to the edge of the goal space.
This caused the trajectories for goals at these locations to blow up.

Locally weighted linear regression scales better than SVR when the dimension of the task is increased. The
performance and the variance in the performance for locally weighted linear regression are similar when the
goal position is varied and when the start and goal position are varied. This is the case when the size of the
data set used when the start and goal position are varied is equal to the square of the size of the data set used
when the goal position is varied. The SVR model yielded a higher variance and a significant difference in the
used torque between the two tasks.

The construction time of SVR increases exponentially with the size of the data set. Therefore, it is only
feasible to use SVR when Parameterized Skills is used on tasks with up to four varying dimensions. A speed up
of 14 minutes is already achieved on a task with a varying start and goal position on a two degree of freedom
robot arm, which is 2% of the total time required to learn the controller.

Many tasks have more than four varying dimensions. For example, when one aims to learn a controller
on a robot arm with three degrees of freedom. This would require 8000 training tasks. Then, it is infeasible to
use SVR, since the construction time required for a data set of this size is equal to over 100 days. So the speed
up achieved by locally weighted linear regression becomes increasingly significant when the complexity of the
task increases.

It is found that the performance found using Parameterized Skills is worse than the performance found when
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Figure 6.1: Illustration of the conclusion. A green line indicates that the controller is able to move from any position to any position in
the configuration space. The red line indicates that the performance is worse. A red cross indicates that the behavior is very bad on this
measure.

using a reinforcement learning algorithm to learn each task separately. However, there is a high advantage
gained using Parameterized Skills. It was shown that the number of learning iterations required decreases
with around 90% on a task with a varying start and goal position when the parameters found using Parame-
terized Skills are used as initial parameters in a reinforcement learning algorithm instead of the random initial
parameters. This yields that a great speed up is achieved by exploiting the similarities of the tasks if many tasks
have to be performed by a robot arm.

6.1. LIMITATIONS
This section will discuss limitation of this answer.

A first limitation of this study was that only one subspace was spanned by the policies on the problem used
in this thesis. An additional advantage of locally weighted linear regression might be that it is not necessary to
analyse the number of subspaces present in the policy space, as was stated in section 1.4.1. However, it was
not possible to verify this, since only one subspace was spanned.

Second, my aim was to compare several supervised learning algorithm. I chose four algorithms that are
commonly known and that have a good reputation. However, there might be another supervised learning
algorithm that can achieve better performance than the algorithms that were tested.

Third, the algorithm was applied to two problems, which yielded similar performance. However, the appli-
cability of these results towards other problems should be analysed. It is expected that a controller found using
locally weighted linear regression will always yield good performance due to the fact that it takes into account
only local information. This relates well with the assumption, made by Da Silva et al., that similar tasks have
similar policy parameters. If this assumption is met by the problem that is learned, locally weighted linear
regression will be able to find a good output using local training data. Also, the time required to construct and
implement the model will not differ signifcantly due to the simplicity of locally weighted linear regression.

Finally, the answer given to the second subquestion is limited by the time required to construct a model
using SVR. Therefore, it was not possible to analyse the performance of SVR using a data set consisting of more
than thousand training tasks.

6.2. RECOMMENDATIONS FOR FUTURE WORK

This section introduces recommendations for further research into Parameterized Skills. My aim was to im-
prove the performance by implementing a different supervised learning algorithm. However, further research
into other parts of the algorithm might improve the performance further.

Research can be conducted into the parameters that are learned in reinforcement learning. These parame-
ters define the control policy that is executed. Research can be performed into the manifold that is spanned
by the optimal policies in the policy space. The smoothness of this manifold defines how well the model that
is found using Parameterized Skills can perform.

Secondly, further research should be performed to lower the time required using reinforcement learning.
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I already achieved a speed up using locally weighted linear regression instead of SVR. However, the learning
time was also very significant, and also increases when the complexity of the task increases. Therefore, it can
be very advantageous to investigate methods that can speed up the reinforcement learning process.

Thirdly, Parameterized Skills can be applied to other problems, which are more difficult or more complex.
For example, it could be applied to a problem with a varying start and goal state, so including the velocity, as
is done by Ezair et al. [29]. They designed a trajectory planning algorithm which returns trajectories from any
start state to any goal state using a more classic control method that does not require learning.

Learning such a task would double the dimension of the input to the supervised learning algorithms.
Therefore, it would not be feasible to use SVR on this task. Also, a different policy representation than a
dynamic movement primitive (DMP) should be chosen, since this representation does not allow a nonzero
endpoint velocity.

Another application is to learn a spring mechanism to further increase the energy efficiency of the robot
arm. A spring mechanism was designed by Plooij and Wisse [30] for the robot arm that was used in this thesis.
The mechanism reduces the required energy on a single, repetitive task using a specific characteristic. It would
be interesting to investigate if it is possible to use Parameterized Skills to learn a spring characteristic for every
task, such that it is possible to further reduce the energy used by the robot.
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BOXPLOTS OF ACCURACY AND DIFFERENCE
BETWEEN USED TORQUE AND THRESHOLD
OF EXPERIMENT 6

This appendix shows the boxplots of the results on the accuracy and difference between used torque and
threshold found in experiment 7. This data is used in the ANOVA tests performed to find the minimum size of
the data set in terms of the accuracy and the used torque in section 4.1. Figure A.1 shows the results for the
accuracy, while figure A.2 shows the results for the difference between the used torque and the limit.
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Figure A.1: Boxplot of the accuracy found using SVR (a), the neural network algorithm (b) and locally weighted linear regression (c). It was
found that SVR and locally weighted linear regression required 20 training tasks. There was no significant difference between any of the
results found for the neural network.
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Figure A.2: Boxplot of the difference between the used torque and the threshold yielding from SVR (a), the neural network algorithm (b)

and locally weighted linear regression (c). It was found that SVR and locally weighted linear regression require 20 training tasks. There was
a no significant difference between the means for the neural network.
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