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ABSTRACT

Edge applications are increasingly empowered by deep neural networks (DNN) and face the challenges of
adapting or retraining models for the changes in input data domains and learning tasks. The existing techniques
to enable DNN retraining on edge devices are to configure the memory-related hyperparameters, termed m-
hyperparameters, via batch size reduction, parameter freezing, and gradient checkpoint. While those methods
show promising results for static DNNs, little is known about how to online and opportunistically optimize
all their m-hyperparameters, especially for retraining tasks of edge applications. In this paper, we propose,
MPOptimizer, which jointly optimizes an ensemble of m-hyperparameters according to the input distribution
and available edge resources at runtime. The key feature of MPOptimizer is to easily emulate the execution
of retraining tasks under different m-hyperparameters and thus effectively estimate their influence on task
performance. We implement MPOptimizer on prevalent DNNs and demonstrate its effectiveness against state-
of-the-art techniques, i.e. successfully find the best configuration that improves model accuracy by an average
of 13% (up to 25.3%) while reducing memory and training time by 4.1x and 5.3x under the same model

accuracies.

1. Introduction

Edge applications are increasingly powered up by neural networks
(DNN) and harvest the benefit of faster communication speed and
higher data security, in contrast to the solutions relying on the central
intelligence on cloud [1-4]. Typically, an edge intelligence system runs
have two types of jobs: inference jobs [5] that have stringent latency
constraints and higher priority of resource usage, and retraining jobs [6]
that are triggered when some input distribution shift happens [7]. The
retraining tasks consume larger amounts of computational resources
and need to be completed within a short retraining window (e.g. 10
or 30 min) to maintain consistent accuracy [8]. For instance, in an
edge-side intelligent transportation application, a roadside device runs
multiple inference jobs. At the same time, the DNN models used to
deliver services (e.g. object detection and image classification) needs to
continuously retrained when domain shift happens [9] (e.g. weather,
light, or object density changes) or new task arrives (e.g. unseen
vehicles or animals in previous mode training [10]). The edge system
first needs to guarantee short response time for its inference jobs,
then allocates remaining computational and memory resources to the
retraining jobs. With the increasing size of modern DNNs (e.g. convo-
lution neural networks (CNNs) and transformer-based networks [11]),
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there is a plethora of methods [12-14] to minimize the memory con-
sumption of training DNN on resource-constrained edge devices. These
methods rely on a set of memory-related hyperparameters, termed as m-
hyperparameters, to control the tradeoff between the training efficiency
and model accuracy, but also cause additional complexity in optimizing
the (re)training process.

Example of m-hyperparameters. Fig. 1 illustrates three types of
m-hyperparameters in edge-based DNN retraining: (i) microbatch [13,
15] allows a DNN to achieve a similar training effect as large batch
size training by accumulating gradients while reducing the input data’s
batch size, namely reducing the memory footprint for storing these data
points’ gradients. Microbatch’s m-hyperparameters include batch size
(e.g. 4) and gradient accumulation step size (e.g. 64). (ii) Parameter
freezing [14,16] reduces computational requirements and memory
usage by freezing a portion of model parameters, which are thus not
computed/updated during retraining. For instance, 30% of the model’s
parameters are frozen during the retraining to save 600MB memory.
(iii) Gradient checkpoint [12,17] saves memory by selecting certain
checkpoints and not storing the gradient during forward propagation
for non-checkpoint layers’ model parameters. Its m-hyperparameter is
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Fig. 1. Example m-hyperparameters in DNN retraining tasks.

the number of segments, typically decided by the model’s layer number.
Here, ‘layer’ refers to basic layers in a DNN, such as convolutional
layers, fully connected layers, and batch/layer normalization layers. In
Fig. 1’s example, using one-third of the maximum number (i.e. max/3)
of model layers as the segment number can reduce memory usage by
1700MB.

Configuration-sensitive m-hyperparameters. Given a retraining
task, the choice of m-hyperparameters leads to very different model
performances, as minor tweaking on such hyperparameters can lead to
changes in training steps and thus result in large discrepancies in both
model accuracy and training efficiency [18,19]. Our evaluations of the
ResNet50 model show that when the microbatch method changes batch
size from 8 to 1, it reduces the memory usage from 3,000 MB to 800
MB, but also prolongs the training time by 20 times and leads to 6%
accuracy losses [19]. It is certainly no mean feat to gain potential perfor-
mance improvement from setting the best m-hyperparameters because
the performance impact of different configurations as well as their
interdependency depends on a wide range of variable factors. These
factors include model architecture and size, input data distribution, and
crucially the available memory and computational resources.

Challenges. Most m-hyperparameters tuning techniques, either used
in practice [13] or described in the prior art [18,19], depend on appli-
cation owners to manually set them in an offline fashion. However,
today’s edge applications usually have to tackle evolving input distribu-
tions with big data, which consist of new domains [9] or tasks [10], and
dynamically changing available resources. For such applications, static
configuration tuning techniques may overlook the potential enhance-
ment through hyper-parameter optimization, because the optimal one
is highly volatile. Two major challenges arise in adjusting a retraining
task’s m-hyperparameters for improving application performance.

First, retraining tasks need to be completed within a short training
window (e.g. 10 min), but profiling time-varying input distributions
and resources in a resource-constrained edge environment usually takes
a long time. It needs a few iterations to verify the performance differ-
ence, e.g., resource consumption and accuracy improvement, between
two configurations of m-hyperparameters. Finding the optimal combi-
nation of m-hyperparameters may need to compare hundreds of such
hyperparameter values and thus need thousands of training iterations.
The first challenge, therefore, is how to develop a lightweight on-
device profiling approach to optimize m-hyperparameters searching
while avoiding time-consuming profiling.

Second, each retraining task has an ensemble of m-hyperparameters,
related to microbatch, parameter freezing, and gradient checkpoint
methods, and each of them has a wide set of values. Moreover, de-
pending on the applications’ dynamics, a given combination of m-
hyperparameters can result in different model accuracies. Determining
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the combination of m-hyperparameters that maximize both accuracy
improvement and efficiency within an extensive search space poses
an NP-hard problem. This raises the second challenge about how to
efficiently search through the large m-hyperparameters space according
to the transient dynamics on edge applications at run-time.

In this paper, we propose MPOptimizer, an adaptive ensemble
optimizer to tune Memory-related hyperParameters in real-time re-
training DNNs at the edge. Our run-time tuning approach is designed
to find the optimal configuration of m-hyperparameters via online
profiling and searching, adapting to the latest input distribution and
available resources. Note that MPOptimizer differs from traditional
training hyperparameter optimization techniques [20], which search
for the optimal hyperparameters (e.g. learning rate) to maximize model
accuracy [18,21] via offline profiling. In contrast, we focus online
configuring the m-hyperparameters studied and consider both model
accuracy and resource consumptions. In particular, the contributions
of this paper are as follows:

> Online resource profiler based on prior knowledge. MPOp-
timizer develops a lightweight resource profiler that computes re-
source utilization for various m-hyperparameters configurations. This
computation is based on offline analysis conducted during the pre-
training phase, as well as online knowledge acquired from prior train-
ing rounds. The resource profiler takes the retrained model, the current
m-hyperparameters configuration, and the present system state and
dataset as inputs for each m-hyperparameters combination. It then
dynamically generates a resource profiling file. Ultimately, the profiler
stores mappings of the m-hyperparameters and their respective resource
profiling files.

> Rule engine-based optimal hyper-parameter searching. Based
on the Drools rule engine [22], MPOptimizer comprehensively de-
scribes the searching of m-hyperparameters mechanisms using busi-
ness rules, thus automating the search of large hyper-parameter space
as judgment conditions of the rule engine and completing searching
quickly when input distribution and available resources change.

> Implementation and evaluation. We implemented MPOptimizer
on the prevalent DNNs including CNNs (ResNet-50, ResNet-101 [23],
MobileNet-v2 [24]) and transformers (MobileViT [25]) to support re-
training tasks of domain adaptation [9] and continual learning [10].
We evaluate our approach in real edge devices against state-of-the-art
techniques and the results show: (i) MPOptimizer can effectively cope
with changing input distributions and training resources by choosing
appropriate m-hyperparameters to improve accuracy by an average
of 13% (and up to 25.3%) (ii) under the same model accuracies,
our approach reduces memory footprint by 4.1x and accelerates the
retraining time by 5.3x.

The remainder of this paper is organized as follows: Section 2 briefly
introduces the background of m-hyperparameters and related work.
Section 3 explains the design of our approach and Section 4 evaluates
it. Finally, Section 5 summarizes the work.

2. Background and related work

Performing training tasks on devices with limited memory resources
is very challenging [1,3,9,10,26-28]. In this section, we first introduce
the main types of memory footprint during training and the correspond-
ing memory optimization strategies [29,30], and then we will focus on
optimization techniques related to the activation memory [31] while
eliciting the m-hyperparameters involved in these techniques. Finally
we present relevant existing ensemble optimization techniques.

2.1. Memory footprint of training
The data to be saved for training usually occupies a large amount of

memory, and the batch size of the input data affects data memory. The
data samples in Fig. 2 illustrate this memory footprint. In addition to



Y. Xu et al.

Data Model Weight Optimizer
oo DD —0 s
Parameter + Momentum + Variance
s | '
Data Activation M Model Optimizer —
O ctivation Memory e Memory ry :
| 1% ~ 5% | >75% | 1% ~ 5% | 3% ~15% |total memory

Fig. 2. Memory generated at each stage of the deep neural network training process.

the data memory footprint of the input dataset, there are three types of
memory that are typically generated during neural network training:

(1) Model memory. In the context of deep learning models, model
memory refers to the memory allocated for storing the model’s weights.
The model weight in Fig. 2 demonstrates this memory footprint. Prun-
ing [32,33] as well as knowledge distillation [34] are common memory
optimizations for this part of the memory.

(2) Optimizer memory. Optimizer memory is the memory used
to store the gradient and momentum buffers corresponding to the
parameters. The optimizer in Fig. 2 demonstrates the memory required
by the Adam [35] optimizer during training, which is three times the
model weights. CPU Offload [36] is a strategy that can reduce the
memory usage during training by offloading the memory of optimizer
from the GPU to the host CPU during training.

(3) Activation memory. As shown in Fig. 2, the forward prop-
agation parameters obtained from the input data by performing cal-
culations with the model weights are stored as activation memory,
which tends to occupy the largest memory space. The following section
describes related work on shrinking the activation memory, which are
orthogonal to the other memory optimization methods described above.

2.2. Memory hyperparameter definition

. There exist numerous optimization techniques for activation mem-
ory without losing too much accuracy, which can be broadly cat-
egorized into three groups: microbatch/gradient accumulation [13],
parameter freezing [14] and gradient checkpoint [12]. These tech-
niques can control the adjustment intensity by setting corresponding
hyperparameters. We call these hyperparameters that can adjust mem-
ory usage m-hyperparameters. The following will introduce in detail
the specific m-hyperparameters corresponding to each technique:

Microbatch (gradient accumulation) is done by using smaller
batches than minibatch for the input data stream into the network and
accumulating the gradients equal to the number of minibatches. We
regulate the impact of microbatch by the batch size and the step size of
gradient accumulation (b, a) in the m-hyperparameters.

Parameter freezing is one of the common methods used to re-
train models, some layers of the model need to be frozen, others
positioned as updatable and fine-tuned during retraining. We regulate
the impact of parameter freezing by the parameter freeze rates r in the
m-hyperparameters.

Gradient checkpoint involves storing only a subset of network
gradients during the forward propagation of the network, rather than
all intermediate outputs. Other gradients are then recalculated from the
nearest checkpoint when they are needed for backward propagation.
We regulate the impact of gradient checkpoint by the number of segments
cs in the m-hyperparameters.

2.3. Hyperparameter optimization techniques

With m-hyperparameters, we can easily adjust the impact of above
three types of techniques and use them in combination at the same
time to achieve better memory optimization. Efficiently selecting hy-
perparameters is a extensively discussed issue, and numerous classic
techniques [37-40] can be employed to tune m-hyperparameters. In

Future Generation Computer Systems 164 (2025) 107600

the following, we will introduce the existing hyperparameters tuning
techniques which can be used for selecting m-hyperparameters:

Static setting based on the knowledge acquired during the pre-
training phase is a widely adopted approach for configuring hyper-
parameters. In a large variety of methods for hyperparameter tuning
through static analysis [21], static tuning for m-hyperparameters [13,
18] is a static setup method that analyzes the memory impact of
different batch sizes b, different parameter freeze rates r and different
number of checkpoint segments cs on training, and picks a set of m-
hyperparameters that adapts to the available memory based on the
current state of memory resources.

Dynamic adjustment technologies include online grid random
search [21], dynamic rule search [19] and other tuning tools to find
the optimal hyperparameters [41]. For m-hyperparameters tuning,
there are a lot of tuning techniques [19] including dynamic gradient
checkpointing, dynamic gradient accumulation, and hybrid strategy
Sage. Dynamic Gradient Checkpointing (DGC) keeps all intermediate
computation results in memory until the upper limit of available
memory is reached, at which point it will set gradient checkpoint
segments c¢s in m-hyperparameters and iteratively evict existing non-
checkpointed computation results from memory. Dynamic Gradient
Accumulation (DGA) prioritizes the maximum microbatch size sup-
ported under current memory conditions, sets a lower batchsize » and
gradient accumulation step @ in m-hyperparameters once memory is
insufficient, and evicts all intermediate state individual batches from
memory. Sage is a hybrid m-hyperparameters tuning technique that
combines both DGC and DGA strategies.

Bayesian optimization (BO) [21] is the state-of-the-art technique
among the hyperparameter tuning methods based on the training
model. This hyperparameter optimization technique is usually used
for the integrated tuning of network training hyperparameters such
as learning rate, dropout rate and so on. Bayesian optimization has
been widely used for hyperparameter tuning of different computing sys-
tems [42-45] discusses hyperparameter tuning under the simultaneous
consideration of overall performance of memory, time, and accuracy,
and [46] integrates various tuning methods for black-box optimization
of hyperparameters on the basis of BO, but there is no work that applies
it directly to the tuning of m-hyperparameters.

In summary, static methods [13,18] for setting m-hyperparameters
may not always yield the most accuracy efficient configurations when
facing changing input data in a dynamic domain. Dynamic adjustment
technologies [19,41] offer better memory optimization under varying
resource conditions, but their main focus is on improving memory effi-
ciency. However, little attention has been given to the impact of these
memory optimization methods on training accuracy. While Bayesian
optimization [45] is a general method for hyperparameter tuning, di-
rectly applying it to memory tuning can be resource-intensive and may
not allow enough time for retraining to improve accuracy. Therefore,
our focus is on efficiently improving training accuracy while optimizing
memory. To address this, we propose MPOptimizer, a lightweight
edge-integrated method for m-hyperparameters tuning.

3. MPOptimizer
3.1. Overview

MPOptimizer is designed to improve performance of continuous
model retraining via optimizing m-hyperparameter configurations on
resource-constrained edge devices. As shown in Fig. 3, MPOptimizer
integrates an offline knowledge extraction scheme with a rule engine,
enabling lightweight tuning and retraining. At the online stage, MPOp-
timizer models the tuning effort of m-hyperparameters as an objective
function and aims to obtain the optimal solution for this objective
function using its three key components: Resource Profiler, Rule Engine,
and Tuning Controller. In summary, MPOptimizer remains active on the
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edge device throughout the retraining process and it is designed with
three objectives.

Lightweight and scalable tuning.On resource-limited edge de-
vices, MPOptimizer serves as a lightweight online integrated method
form-hyperparameter tuning. It rapidly completes the search for m-
hyperparameters by extracting and integrating the necessary tuning
knowledge. The rule engine in MPOptimizer utilizes the knowledge
obtained from a small number of trial training iterations as the basis
for updating the m-hyperparameters.

Leveraging historical knowledge. In MPOptimizer, the resource
profiler plays a crucial role in handling each new retraining job. It
takes the historical performance profiles stored during the pre-training
phase and the retraining phases of previous tasks as input, and outputs
a performance profile and a table of resource consumptions accord-
ing to the current m-hyperparameters configuration. This information
allows MPOptimizer to reason about the resource requirements of
different m-hyperparameters configurations, and search for the optimal
solution.

Retraining accuracy improvement. The rule engine of MPOp-
timizer develops an accuracy enhancement algorithm that takes the
gradient g; of the current iteration r; as input and uses a number of
iterations to calculate the final accuracy gain g. This information is then
passed to the tuning controller, which manages the hyperparameter
configurations and performs their tuning efficiently.

3.2. Problem statement

MPOptimizer aims to unearth the best overall performance of the
system in resource-constrained scenarios at the edge end. To this end,
this section presents the formulation of performance and define the
performance model of a resource-constrained system.

We first define the three metrics used in optimization: (1) memory
usage M, (67,> is decided by the configuration 5, of m-hyperparameters

and the retraining data set D; (2) retraining Time T}, (5,) denotes the

model training time on data set D when using configuration §,-; and
(3) accuracy metric Ap, (5,) is the average accuracy improvement for a
given configuration 5, of m-hyperparameters.

In optimization, MPOptimizer first find the range of m-
hyperparameters under the limited memory M, (5, ), and then searches

the optimal configuration of m-hyperparameters to maximize the accu-
racy gain of with resource constraints:

A= U A, (when M) (@) <M, 6))
i=0
2y — 7 P A
P@) = adp(0)+ ) @
6% = arg max P@) 3

In Eq. (1), A is the overall tuning space of all m-hyperparameters
within the maximal memory M,,,,. In Eq. (2), P(d;) is the performance
objective function, a« and p are the weights for accuracy and retraining
time in Weighted Sum [47], where a + # = 1. We note that proper
settings of « and # depends on both training dataset and available
device resources. That is, a higher value of « prefers accuracy improve-
ment, and a higher value of § means retraining resource is limited.
Hence for a specific retraining job, MPOptimizer chooses « and f using
Bayesian Optimization (BO) [48] and tunes them together with other
hyperparameters in Eq. (3). In Eq. (3), 6* is the optimal configuration
of m-hyperparameters.

3.3. Resource profiler

The profiler collects resource utilization data for the pre-training
phase and the completed retraining phase, utilizes this information
to estimate the memory consumption of the current retraining job
under different configurations of m-hyperparameters, and sends the
estimation result to the rule engine.

As shown in Fig. 3, the profiler maintains three types of information
from the pre-training and previous retraining phases: memory, training
time, and accuracy. Using this accumulated information, the profiler
estimates the impact of the current hyperparameter configuration on
the resource consumption (m;, ;) of each layer in the network.

3.4. Rule engine

The rule engine utilizes a few quick trial iterations to provide
a quick and lightweight solution for simplifying the hyperparameter
search process. It contains two components: a memory range searcher
and an accuracy enhancement algorithm.
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Memory range searcher. To determine the range of the m-
hyperparameters set in Eq. (1), the searcher utilizes a dichotomy-based
approach for range reduction, and identifies sets of m-hyperparameters
that satisfy the memory constraints. For instance, Table 1 shows all
the hyperparameters that need tuning The hyperparameter space size
in Table 1 is 256 x 256 x 100 x & x 100 x (10=2 — 10~5) (according to
Eq. (1)) representing a quite large search space. After applying the Rule
Engine’s reduction process, the compressed space can be reduced to 10.

Accuracy enhancement algorithm. Solving the problem of finding
the optimal performance configuration in Eq. (2) is challenging since it
involves average accuracy and retraining time metrics, both of which
are affected by the m-hyperparameters. This problem equals to the
typical NP-hard problem of Resource-Constrained Project Scheduling
Problem (RCPSP) [49]. Specifically, each m-hyperparameter’s resource
usage and accuracy gain correspond to a task in RCPSP; memory
constraints and retraining windows correspond to its resource limits;
and the configuration of m-hyperparameters corresponds to a complete
project schedule in RCPSP.

To simplify the calculation and bring the average accuracy and
retraining time under a common scale, MPOptimizer proposes an accu-
racy enhancement algorithm. This algorithm considers the performance
of accuracy improvement when all m-hyperparameters simultaneously
act on the training process within a unit time. It sorts this metric, which
can then be multiplied by the number of retraining epochs under unit
time, thus effectively reflecting the impact on the final performance.
Specifically, the memory range searcher reduces the tuning space into
a to a smaller size (e.g. 10 hyperparameter configurations). It enables
an efficient linear search of optimal hyperparameter configuration
for retraining. Subsequently, accuracy enhancement algorithm linearly
searches for the optimal hyperparameter configuration by estimating
performance/accuracy improvement for each configuration in the re-
duced tuning space. The accuracy improvement is measured by the
reduction of model gradient value under a specific hyperparameter
configuration per unit time. That is, a larger gradient reduction indi-
cates a higher improvement. Finally, the configuration with the highest
improvement is selected as the final choice for retraining.

Algorithm 1 equates the time window T used for retraining into
smaller units of time ¢. Microbatch, checkpoint, and parameter freezing
are three memory optimization methods corresponding to adjustable
m-hyperparameters batchsize_accumulate, checkpoint segments, and
freezing rate (line 1 to 4). The Acc function uses the gradient re-
duction value at the unit time of calculation to return the accuracy
enhancement efficiency (lines 5 to 11). The algorithm comprises puts
m-hyperparameters together for a complete training process per unit of
time, records the accuracy improvement performance in this configu-
ration (lines 12 to 18), adds it to the accuracy sorting map Acc_map for
sorting (line 19 to 24). Finally, the algorithm returns a sorted map by
accuracy performance from high to low.

3.5. Tuning controller

The controller regulates the functioning of the entire system by
invoking other components of MPOptimizer and conducts hyperpa-
rameter tuning using four steps. Step 1 obtains the edge device’s
available resource information; step 2 triggers MPOptimizer to get the
latest m-hyperparameters configuration; step 3 searches the optimal
configuration with the memory and time constraints; and the final step
sets the current retraining job according to the optimal configuration.

3.6. Running example

Fig. 4 illustrate the process of MPOptimizer in searching the op-
timal m-hyperparameter configuration within memory constraint and
retraining window T;. During the trial training iterations, the resource
profiler obtains historical performance profiles of pre-training and past
retraining, and generates performance profiles as well as the memory

Future Generation Computer Systems 164 (2025) 107600

Algorithm 1 Accuracy enhancement algorithm

Input: estimation requests R, m-hyperparameters H, one micro-
window epoch seconds ¢, training window of T
1. budget <« T
2. ba < batchsize_accumulate <« H|0]
3. ¢s « checkpoint_segments «— H[1]
4. fr « freezing_rate «— H[2]
5. function Acc (r,ba, cs, fr) {Accuracy improvement estimation}
6 acc; < r.get_acc()
Using these parameters, retrain the model for request
7. r for t seconds
8 accy < r.get_acc()
9. budget « budget —t
10. return (acc; — acc;)/t {Returns the accuracy gain}
11. end function
12. for r - R do
13. ba,cs, fr « H
14. Acc_map(r, parameter_list) < Acc(r, ba,cs, fr)
15. end for
16. sorted(Acc_map) {Accuracy sorted from high to low}
17. while ¢t < budget {Linearly searching from narrowed search

space}

18. parameter_list «— Acc_map[0]

19. ba,cs, fr « parameter_list {Max_gain parameters}
20. Acc_map(r, parameter_list) « Acc(r, ba,cs, fr)

21. sorted(Acc_map)

22. end while
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and time consumptions as input of the rule engine. After retraining, the
profiler retains the actual resource usages and performance (e.g. m; =
110 MB, t; = 12.7 pus,t; = 1.8 ps) for future retaining.

Subsequently, the rule engine performs emulations to estimate the
existing m-hyperparameters configurations, feeds the predicted accu-
racy gain g, to an accuracy sorted array, and outputs an accuracy
estimation sorted by accuracy improvement efficiency. In searching
for the optimal configuration, the rule engine first narrows down the
large search space, which contains all the ranges in which the m-
hyperparameters can be tuned, to a reduced space of less than ten sets
of m-hyperparameters combinations. It then quickly searches this space
to find the configuration with the highest accuracy improvement using
the accuracy enhancement algorithm.

Finally, the rule engine outputs the optimal configuration of m-
hyperparameters ((8,32), 20%, 55) to the tuning controller, which con-
ducts the hyperparameter tuning for the current retraining job.

4. Evaluation

In this section, we evaluate the implementation of MPOptimizer,
built on the PyTorch framework. We conduct extensive experiments
using a list of data benchmarks. First, we demonstrate the accuracy
improvement of the m-hyperparameters chosen by MPOptimizer. (Sec-
tion 4.2). Second, we present an analysis of resource consumption,
emphasizing the advantages of MPOptimizer in reducing memory us-
age and training time (Section 4.3). Finally, we discuss the migrata-
bility of MPOptimizer (Section 4.4), its capabilities for lightweight
configuration (Section 4.5), and its accuracy enhancement algorithm
(Section 4.6).

4.1. Evaluation settings

Testbeds. We choose both CPU and GPU edge devices imposing dif-
ferent architectural features to demonstrate the MPOptimizer’s tuning
capabilities. The following three edge devices are used:

(i) Raspberry-Pi 4B, equipped with a 64-bit quad-core processor
running at 1.5 GHz and 8 GB LPDDR4 memory;

(ii) Nvidia Jetson Xavier NX, featuring a 384-core Volta GPU with
48 Tensor Cores and 16 GB LPDDR4 memory;

(iii) Nvidia Jetson Nano, with a 128-core NVIDIA Maxwell GPU and
4 GB 64-bit LPDDR4 memory.

To address potential configuration challenges in ARM framework
systems, we provide a docker environment that can directly simulate
the experimental setup. In the PyTorch node, the versions of Python,
PyTorch, CUDA, cuDNN, and Redis are 3.8.5, 1.7.1, 10.2, 7.6.4, and
6.0.10, respectively.

Models. Four prevalent DNN models are tested: (i) Convolutional
Neural Networks (CNNs), including ResNet-50, ResNet-101 [23], and
MobileNet-v2 [24]; (ii) a Transformer-based model called Mobile-
ViT [25]. These models are commonly employed in retraining tasks
for training classifiers that demonstrate strong generalization capabil-
ities across different domains with varying data distributions [50]. In
particular, ResNet-50 consists of 50 layers and has a parameter size of
98MB. ResNet-101 is deeper with 101 layers and a parameter size of
171 MB. MobileNet-v2 is composed of 54 layers and requires 28MB
of memory for its trainable parameters. MobileViT-XXS comprises 5
primary network layers and has 5MB of parameters.

Tuning space of m-hyperparameters. The space includes all hy-
perparameters associated with the three memory optimization tech-
niques, as listed in Table 1.

MPOptimizer setting. For the m-hyperparameters, we initially set
the default values for all methods as follows: (batch size, accumulate
step size) = (8, 32); the number of checkpoint segments = \/F (where
N represents the total number of layers in the network); parameter
freeze rates = 40%. Regarding other hyperparameters, we employ the
Adam optimizer. In the case of reducing the batch size (batch_size)
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Table 1

The tuning space of MPOptimizer.
m-hyperparameters Min Max
Batchsize 1 256
Step Accumulate 256 1
Freezing Rate 0 100%
Segment 1 N/3
Epoch 1 100
Learning Rate 1073 1072

using the microbatch method, we decrease the learning rate by the
same factor as the training converges. When the batch size is 256, the
learning rate is set to 0.001.

Compared baseline. We evaluate and compare five state-of-the-art
techniques for optimizing m-hyperparameters:

(i) The static m-hyperparameters setting strategy [18] proposes a static
configuration strategy for combined m-hyperparameters. It achieves
this by analyzing the memory consumption associated with different
m-hyperparameters settings for three memory reduction techniques:
microbatch, gradient checkpoint, and parameter freezing.

(ii) DGC [12] introduces a method to dynamically adjust the m-
hyperparameters specifically for the gradient checkpoint technique,
based on the available memory resources.

(iii) DGA [13] presents a dynamic adjustment method that adapts
the m-hyperparameters for the microbatch strength, taking into account
the available resources.

(iv) Sage [19] integrates the technologies of DGC and DGA. It
continuously monitors the changes in available memory resources
and dynamically adjusts the current m-hyperparameters using a com-
bination of these two techniques. Sage offers a wider range of m-
hyperparameters adjustment and can be utilized in scenarios with lower
memory resources on the device.

(v) BO [45] employs the Bayesian Optimization algorithm to effi-
ciently select hyperparameters. We directly apply this technique in the
context of m-hyperparameters search.

Evaluation metrics. Accuracy is evaluated by quantifying the en-
hancement in model retraining within a fixed training time window.
Resource consumption is measured by the memory and time during the
retraining process.

4.2. Comparison of retraining accuracy

4.2.1. Comparison of accuracy improvement

The first evaluation tests the CIFAR-10-C dataset [51]. This dataset
contains 15 distinct types of corruption, such as Gaussian noise, blur,
snow, frost, fog, contrast, and others. Each corruption category includes
5 severity levels, thereby offering a diverse scenarios in evaluation. The
evaluation focuses on the adaptation stage of the first six domains of
CIFAR-10-C: natural, gaussian_noise, shot_noise, fog, saturate, and frost.
The experiments run on two memory-constrained devices: Raspberry Pi
and Nvidia Jetson Nano.

Evaluation settings. We set different retraining windows for the
four different DNN models: ResNet-50 (110s), ResNet-101 (200s),
MobileNet-v2 (180s), and MobileViT (200s). For all models, we set the
initial m-hyperparameters batch size, step_accumulate, freezing rate,
segments, epoch, and learning rate to 8, 32, 40%, 20, 5, and 0.085,
respectively.

Evaluation results. We test an average of 100 retraining processes
for each model and report the average percentage of accuracy im-
provement under different domains. As shown in Fig. 5, MPOptimizer
achieves higher accuracy improvements in most of the cases compared
to baseline techniques. For ResNet-50, ResNet-101, MobileNet-v2, and
MobileViT, the average accuracy improvement is 25.32%, 10.58%,
9.5%, and 6.68%, respectively. The result indicates that MPOptimizer
successfully set better configuration of m-hyperparameters that lever-
age limited devices resources to improve model accuracy.
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Results. When considering all evaluations, MPOptimizer improves re-
training accuracy by 13% on average when using the same memory and
training window as other baseline, and up to 25.3% in ResNet-50.

4.2.2. Impact factors of tuning m -hyperparameters

Following the setting of the previous experiment, this evaluation
tests ResNet-50 model on the Gaussian Noise Domain dataset and
discusses two important factors that influence m-hyperparameter
tuning.

(1) Training time per round. In MPOptimizer, each round of it-
erations completes faster compared to other baseline methods, and
thus the model can achieve higher accuracy with more rounds within
the same training time. This improvement is particularly noticeable
with tight retraining window. For example, ResNet-50 achieved the
highest average accuracy when the training window is only 110 s.
In average, MPOptimizer increases training rounds by 5x compared
to other techniques and thus improves the model accuracy by 9.12%
with the same retraining window. (2) Accuracy improvement per training
round. The m-hyperparameters in MPOptimizer also brings the high-
est accuracy improvement at each training round. Table 2 lists the
m-hyperparameters configurations of all tuning techniques. We can
see the combination of these hyperparameters found by MPOptimizer
achieves the largest accuracy improvement per round.

4.3. Comparison of resource consumption

In this section, we compare the resource consumptions between
MPOptimizer and five m-hyperparameters tuning techniques under the
same accuracy improvements. The evaluation tests the office-31 dataset
and runs on an Nvidia Jetson Xavier NX device.

Evaluation settings. To ensure a fair comparison, all techniques
are configured to achieve an accuracy of over 80% when migrat-
ing from the Amazon domain to the Digital domain. The initial m-
hyperparameters batch size, step accumulation, freezing rate, segments,

Table 2
Example of optimal m-hyperparameter configurations and performance by each tuning
technique on CIFAR10-C (Gaussian Noise Domain).

Bestm-hyperparameters Configuration Found by Each Technique

Tuning technique MPOptimizer Sage BO Static setting DGC DGA
Batch size 4 1 2 8 8 1

Step Accumulate 64 256 128 32 32 256
Freezing Rate 52.60% 40% 27.80%  40% 40% 40%
Segment 44 41 26 20 33 20
Epoch 9 7 3 5 3 2
Learning Rate 0.042 0.0053 0.0081 0.085 0.088 0.0046
The Performance of ResNet-50 by each technique on Gaussian Noise Domain in CIFAR10-C

Tuning techniques MPOptimizer ~Sage BO Static setting DGC DGA

Each round’s training time(s) 12 16 45 35 47 53
Accuracy improvement (%) 69.4 68.7 63.9 62.5 49.4 56.9

epoch, and learning rate are set to 32, 8, 0, 1, and 0.01, respectively.
These values are obtained from pre-training of ImageNet dataset.

Evaluation results. Fig. 6 illustrates the resource consumptions
of different techniques. We can see MPOptimizer outperforms other
baselines by reducing training memory by an average of 1.8x, 5.6x,
2.1x, and 6.8x for ResNet-50, ResNet-101, MobileNet-v2, and Mobile-
Vit, and reducing training time by an average of 6.5x, 11.6x, 1.5x,
and 1.6x, respectively. This is because MPOptimizer comprehensively
utilizes multiple memory reduction techniques and hence benefits from
their performance improvements to find a global optimal solution.

Results. Compared to baseline techniques under the same accuracy
improvement, MPOptimizer reduces memory footprint and training time by
an average of 4.1x and 5.3x, respectively..

4.4. Discussion of accuracy improvement across different domains

This section’s evaluation discusses the migratability of our approach
and the two best hyperparameter tuning techniques in previous exper-
iments: Sage and BO.

Evaluation settings. This evaluation tests a baseline method that
using sufficient memory resource (2000M) to train the ResNet-50
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Table 3
Classification accuracy (%) on Digits dataset. S:SVHN, U:USPS, M:MNIST.

Method (Source—Target) M-U U-M S—-M Avg.
Baseline (sufficient memory) [23] 82.2 69.6 67.1 73.0
BO 69.1 53.4 49.7 57.4
Sage 75.6 64.3 61.2 67.0
MPOptimizer 80.8 68.9 66.3 72.0

model. In contrast, MPOptimizer, BO, and Sage runs on a Raspberry
Pi device with less than 500M memory. All four techniques has a
retraining window of 10 min for each data domain, and three different
domains of the Digits dataset are tested: SVHN, USPS, and MNIST.

Evaluation results. Table 3 presents the accuracy improvements of
the four techniques when retraining models for different domains. It is
not surprisingly that the baseline technique using the largest memory
has the highest accuracy improvement. MPOptimizer outperforms the
other two techniques in all tested domains. This is because Sage does
not consider accuracy optimization metrics for different datasets, and
BO utilizes more memory in hyper-parameter searching, resulting in
insufficient memory for running the retraining job. BO thus freezes
more parameters and degrades accuracy in retraining. In contrast,
MPOptimizer employs a lightweight tuning technique and prioritizes
accuracy improvement in optimal hyperparameter searching.

Results. MPOptimizer achieves the largest accuracy improvement when
migrating to different three target domains (15% higher than BO and
9.6% higher than Sage), and only has slightly lower accuracy (1% lower)
compared to the baseline method with sufficient memory resource.

4.5. Resource consumption during initialization

This evaluation test the time and memory usage of MPOptimizer
and baseline techniques during the initial round of m-hyperparameter
configuration using ResNet-50 and CIFAR-10-C.

Evaluation settings. The initial round of the training task is con-
ducted with a fixed time duration of 200 s on three different devices:
Nvidia Jetson Xavier NX, Nvidia Jetson Nano, and Raspberry Pi 4B. The
m-hyperparameters are uniformly set to their default values. The prod-
uct of the batch size and accumulate_step are kept constant (256). When

0 Raspberry Pi 4B
Memory for retraining

== MPOptimizer
Reconfiguration ! * DGA
DGC

= BO
R Sage
Initialization Static Settings

2000 0 100 200 300 400 500

Memory(M)

first round of configuration.

the batch size increases, the learning rate also increases proportionally
to ensure an optimal training process.

Evaluation results. Fig. 7 shows that compared to baseline tech-
niques, MPOptimizer completes the initialization faster and thus leaves
more time for retraining. The static setting method has the longest
remaining retraining time because it has no hyperparameter tuning.

In addition, Fig. 8 shows that when running on devices whose
memory capacities are 3000MB, 1800MB, and 500MB, MPOptimizer
and Sage consumes the least amount of memories during initialization,
which take 9% and 7.6% of the total memory, thus remaining the most
resources for retraining.

Results. During the initialization phase, MPOptimizer consumes 60.88% of
the time and 20.95% of memory compared to baseline tuning techniques.

4.6. Discussion of the accuracy enhancement algorithm

This section’s evaluation tests the overheads and accuracy improve-
ment of the accuracy enhancement algorithm in MPOptimizer.

Evaluation settings. ResNet-50 is trained using each of the 15
domains in the CIFAR-10-C dataset. The baseline techniques employ
a memory-intensive training configuration, including a batch size of
256, step accumulation of 1, freezing rate of 0, and a single segment.
MPOptimizer is tested using the accuracy enhancement algorithm or
not.

Evaluation results. Table 4 lists the comparison results. We can
see that using the algorithm indeed increases retraining accuracies by
12.76% when considering all domains, while only slightly increasing
memory usage and training time.

5. Conclusion

In this paper, we present MPOptimizer to optimize configuration of
m-hyperparameters for evolving input distributions in edge-based re-
training jobs. The core part of MPOptimizer is a rule engine that makes
trade-off between three dimensions: memory, time, and accuracy, and
quickly search for the optimal m-hyperparameters configuration for the
current input distribution. MPOptimizer is implemented on PyTorch
and evaluated against state-of-the-art m-hyperparameters optimization
techniques to demonstrate its improvement in both model accuracy and
training performance.



Y. Xu et al.

Table 4
Discussion of accuracy enhancement algorithm using 15 domains.
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Task Baseline

MPOptimizer without accuracy enhancement algorithm

MPOptimizer

Memory (M) Time (s) Accuracy (%) Memory (M) Time (s) Accuracy (%)

Memory (M) Time (s) Accuracy(%)

natural 3113 160 62.6 155 181
gaussian_noise 3328 163 44.1 195 275
shot_noise 3224 162 48.8 157 185
specke_noise 3009 159 48.8 152 175
impuluse_noise 3138 160 36.7 155 180
defocus_blur 3206 160 55.8 156 180
gaussian_blur 3179 160 52.9 153 176
motion_blur 3442 168 51.3 158 192
zoom_blur 3120 160 51.7 155 180
snow 3544 169 58 162 199
fog 3100 160 49.6 152 177
brightness 3240 162 64.5 154 184
contrast 3155 160 40.1 155 182
saturate 3782 176 56.1 169 204
frost 3161 156 63.2 154 179

68.2 178 207 83.9
58.1 211 291 71.3
60.6 182 221 74.7
60.5 176 210 74

51.6 178 206 63

62 180 214 74.8
59.3 178 211 70.8
55.4 185 212 64.6
56 178 217 66.4
64.3 185 235 78.9
50.5 176 212 59

73.9 180 220 92.1
39.5 177 215 47.9
59.8 194 278 72.2
73.3 180 221 92.9
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