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Tensor Network Based Feature Learning Model

Albert Saiapin
Delft Center for Systems and Control
Delft University of Technology

Abstract

Many approximations were suggested to cir-
cumvent the cubic complexity of kernel-
based algorithms, allowing their applica-
tion to large-scale datasets. One strat-
egy is to consider the primal formulation of
the learning problem by mapping the data
to a higher-dimensional space using tensor-
product structured polynomial and Fourier
features. The curse of dimensionality due
to these tensor-product features was effec-
tively solved by a tensor network reparame-
terization of the model parameters. However,
another important aspect of model train-
ing — identifying optimal feature hyperpa-
rameters — has not been addressed and is
typically handled using the standard cross-
validation approach. In this paper, we intro-
duce the Feature Learning (FL) model, which
addresses this issue by representing tensor-
product features as a learnable Canonical
Polyadic Decomposition (CPD). By leverag-
ing this CPD structure, we efficiently learn
the hyperparameters associated with differ-
ent features alongside the model parameters
using an Alternating Least Squares (ALS)
optimization method. We prove the effective-
ness of the FL model through experiments
on real data of various dimensionality and
scale. The results show that the FL model
can be consistently trained 3-5 times faster
than and have the prediction quality on par
with a standard cross-validated model.

Proceedings of the 28" International Conference on Artifi-
cial Intelligence and Statistics (AISTATS) 2025, Mai Khao,
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thor(s).

Kim Batselier
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1 INTRODUCTION

In the supervised learning setting, there are two main
goals: to estimate a function fg : X — ) given the
data T = {(xn,yn)}_;, where ¢, € X and y, € ),
and to find the optimal model hyperparameters 6.

As a solution to the first problem, kernel methods,
such as Support Vector Machines (SVMs) (Cortes and
Vapnik, 1995) and Gaussian Processes (GPs) (Ras-
mussen and Williams, 2005), were developed and have
become a prominent class of machine learning tech-
niques designed to infer non-linear functions. Due to a
well-established mathematical framework in terms of
Reproducing Kernel Hilbert Spaces (Ghojogh et al.,
2021) and theoretical guarantees of convex optimiza-
tion theory, kernel methods have become widely stud-
ied and applied in different problem domains. More-
over, they can be considered universal function ap-
proximators when an appropriate kernel is chosen
(Hammer and Gersmann, 2002), and recent research
highlights some connections with neural networks (Lee
et al., 2018; Novak et al., 2019). However, a major
limitation of kernel machines is the need to compute
the kernel matrix, which captures pairwise similarities
between data points in the feature space. This compu-
tation has a complexity of at least O(N?), making the
method impractical for large datasets (N ~ 107 —107)
on low-performance computing systems.

One way to address this problem is to consider the
primal formulation of the learning task. In this case,
the data is mapped into a high-dimensional feature
space, where linear inference is performed:

fo(x) = dp(a) w. (1)

The mapping ¢g(x) has a significant role as it allows
for modeling various non-linear behaviors in the data.
This paper focuses on tensor-product features, defined
as:

po(x) =¥y (@p)® - ¥ (x1),  (2)

where w‘(gd) : C — Cl4 is a feature map acting on the d-
th component of « € CP and ® denotes the Kronecker
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product (Kolda and Bader, 2009). The same tensor-
product structure is related to product kernels (Hens-
man et al., 2017; Solin and Sarkka, 2019), Fourier fea-
tures (Wahls et al., 2014) and polynomials (Shawe-
Taylor and Cristianini, 2004). At first glance, a dis-
advantage of the tensor-product structure in Equa-
tion (2) is that the input vector x is mapped into an
exponentially large feature vector ¢g(x) € Chiiz-Ip,
As a result, the model is also described by an expo-
nential number of model parameters w. This expo-
nential scaling in the number of features limits the use
of tensor-product features to low-dimensional data or
to the mappings of low degree.

One way to take advantage of the existing tensor-
product structure in Equation (2) is by imposing a ten-
sor network (Kolda and Bader, 2009; Cichocki et al.,
2016) constraint on the w parameters. For example,
using a polyadic rank-R constraint reduces the storage
complexity of the model parameters from O(I”) down
to O(DIR) and enables the development of efficient
learning algorithms with a computational complex-
ity of O(DIR) per gradient descent iteration, where
I = max([y,...,Ip). This idea has been explored for
polynomials (Rendle, 2010; Batselier et al., 2017; Blon-
del et al., 2017), pure-power-1 polynomials (Novikov
et al., 2016), pure-power polynomials of higher de-
gree (Chen et al., 2016; Wesel and Batselier, 2024) and
Fourier features (Wahls et al., 2014; Stoudenmire and
Schwab, 2016; Kargas and Sidiropoulos, 2021; Cheng
et al., 2021; Wesel and Batselier, 2021, 2024). In this
paper, we focus on Fourier features constructed from

nTa—1
. . . _ 2mjzk |'d
Fourier basis functions: ¥y(x) = [e g ] , where
=0

k is a basis frequency and 0 is a hyperparameter. In ad-
dition, w is expressed as a Canonical Polyadic Decom-
position (CPD) following (Wesel and Batselier, 2021,
2024).

The second challenge in supervised learning - hyperpa-
rameters search - is often hardly addressed (Stouden-
mire and Schwab, 2016; Chen et al., 2016; Cheng et al.,
2021; Wesel and Batselier, 2021, 2024) and typically
relies on application of generic cross-validation tech-
niques (Refaeilzadeh et al., 2009). However, these
techniques do not exploit the specific structure of the
model.

In this article, we introduce a new model that enables
us to avoid the use of cross-validation, which is typi-
cally employed to determine the optimal value of the
0 hyperparameter. Instead, our model considers a set
of P different values of § simultaneously, using an ad-
ditional tensor-product structure (2), which is lever-
aged to derive a computationally efficient training al-
gorithm. Our new Feature Learning (FL) model is

described by

P T
fla) = lZ Ap bg, (m)} w,

which constructs the feature map as a linear combina-
tion of P different tensor-product feature maps Pg,,-
The A, parameters can then be interpreted as a mea-
sure of the importance of a particular hyperparam-
eter 0,. The linear combination of features ¢, ()
is a CPD itself. A key benefit of our FL model is
that the A, parameters can also be efficiently learned
from data. Exploiting the CPD structure of both w
and the feature map allows us to improve the com-
putational complexity of training the FL model by
splitting the main non-linear optimization problem
into a series of much smaller linear problems. This
reduces the training computational complexity from
O(I?P[N +1P]) to O(EDNIR[P + IR]) for the large-
scale high-dimensional problem, where £ is the number
of training epochs, IV is the number of training sam-
ples, D is the dimensionality of data, I is the maximum
dimensionality of a feature map v, R is a CPD rank,
P is the number of different feature maps.

Furthermore, our numerical experiments demonstrate
that the FL model can be effectively applied to
datasets that are large both in sample size and dimen-
sionality. Compared to the standard cross-validation
technique, the FL model trains 3-5 times faster with-
out any significant drop in prediction performance. In
addition to introducing the FL model, we also explore
different forms of A regularization and highlight their
respective advantages, disadvantages and use cases.

2 BACKGROUND

We denote scalars in italics w, W, vectors in non-
capital bold w, matrices in capital bold W and ten-
sors, also being high-order arrays, in capital italic bold
font W. Sets are denoted with calligraphic capital let-
ters - Z. A range of natural numbers from 1 to IV is
denoted as 1, N. The i-th entry of a vector w € C' is
denoted as w; and the 15 ...7p-th entry of a D-order
tensor W e Clixf2xxIp a4y, ;. The conjugate-
transpose of A is denoted as AT and ®, Or, ®, ©
represent the Kronecker product, row-wise Khatri-Rao
product, Hadamard product, element-wise division of
matrices correspondingly (Kolda and Bader, 2009; Ci-
chocki et al., 2016). Further we define two useful in-
terconnected operators from tensor linear algebra: vec-
torization and tensorization.

Definition 2.1 (Vectorization). The vectorization op-
erator vec () : Chixfex-xIp _, ChlzIp guch that:

vec (W), = Wiyiy...ip»
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. D . rrd—1
where i = i1 + 335 oia ] [Z; I;-

Definition 2.2 (Tensorization). The tensoriza-

tion operator ten (-, I, Is,...,Ip) chlzIp
ClixlaxxIp gych that:
ten (w, I1, I, ... ’ID)ilig...iD = w;.

2.1 Tensorized Kernel Machines

The main idea of tensor networks (TNs) (Kolda and
Bader, 2009; Cichocki, 2014; Cichocki et al., 2016) is
to represent a D-th order tensor W as a multilinear
function of small-order tensors - cores. In this work,
we use the Canonical Polyadic Decomposition.

Definition 2.3 (Canonical Polyadic Decomposi-
tion (Kolda and Bader, 2009)). A D-th order tensor
W e Clixlax-xIp hag a rank-R CPD if

R
vec(W):ngD)(@---@wSl). (3)

r=1

The cores of this tensor network are the matrices
w@ e ClaxR_ where 'wgd) represents the r-th column
of the matrix W(®. In other words, the vectorized
version of a tensor W can be represented as a sum of
Kronecker product of vectors. Since there are D ma-
trices, the storage complexity of a D-th order tensor is
reduced from I” down to DIR by using the CPD. The
main advantage of the CPD, in the context of this pa-
per, is that it has only one hyperparameter, R, whereas
the Tensor Train (TT) (Oseledets, 2011) decomposi-
tion has D — 1 rank hyperparameters. Moreover, the
CPD does not exhibit the exponential dependence on
D that is present in the Tucker Decomposition (Kolda
and Bader, 2009).

CPD kernel machines exploit the tensor-product struc-
ture of the features (2) by restricting the model param-
eters w to be a tensor in the CPD format. This reduces
the exponential complexity in the data dimensionality
D to a linear complexity.

Theorem 2.1 (CPD Kernel Machine (Wesel and Bat-
selier, 2024)). Suppose ten (w, I1,Is,...,Ip) is repre-
sented by a CPD. The model responses and gradients
of

f(x) = [ éD)(xD)®“'®¢él)(x1)]Tw

can be computed in O(DIR) instead of (’)(HdD:1 1),
where I = max([y,...,1Ip).

Note that the feature map of the CPD kernel ma-
chine is a rank-1 CPD. The approach of tensorizing
w and approximating the resulting tensor as a low-
rank decomposition has been explored and introduced
in several papers on product features and tensor net-
works (Wahls et al., 2014; Stoudenmire and Schwab,

2016; Batselier et al., 2017; Novikov et al., 2016; Cheng
et al., 2021; Wesel and Batselier, 2021, 2024). Train-
ing a CPD kernel machine means solving the following
non-linear non-convex optimization problem:

1 «
min = |y — w3 + —|wl3
w 2 2

R
s.t. w = Zw&D)®~--®wgl),

r=1

where y = [y,]Y_,, &, € CP - n-th row of data matrix
X e (CN><D7 P — [d)e(wn)T]g:l c CNXIlfz---ID, ,wg‘d)
is the r-th column of the d-th CPD core W(d), and
« is a regularization hyperparameter. Note that, in
order to compute the model response f = ®Pw, we
implicitly consider its real part as we generally work
with complex features ¢, and model parameters w.

Several algorithms have been proposed to solve the
optimization problem (4) efficiently by exploiting the
CPD structure such as Alternating Least Squares
(ALS) (Kolda and Bader, 2009), Riemannian op-
timization (Novikov et al., 2016), and first-order
gradient-based optimization algorithms (Kingma and
Ba, 2014).

2.2 Fourier Features

Different possibilities have been explored for con-
structing the feature mapping ¢, for example poly-
nomial functions (Blondel et al., 2017), pure-power
polynomials of higher degree (Chen et al., 2016) and
Fourier features (Wahls et al., 2014; Cheng et al.,
2021). Since polynomial features can exhibit insta-
bilities during training due to the construction of ill-
conditioned Vandermonde matrices, we will focus on
Fourier features moving forward. However, it is impor-
tant to note that other generic functions can be used
for high-dimensional data mapping in the context of
this work.

Definition 2.4 (Fourier Features (Wesel and Batse-
lier, 2024)). For an input sample z € CP| the Fourier
feature map ¢, : CP — Chle-Ip with I; basis fre-

- d . L
., — — 1 per dimension is defined as:

. d
quencies — .. 5

2

D
bo(x) = ) ca ¥y (x4),
d=1

2mjogk 14a—1
_T]

P! (z) = [6

k=0

. 2417,
where j is the imaginary unit, ¢q = e277%4 7% and 6 is
the periodicity hyperparameter of the function class.

Applications of this mapping can be found in the
field of kernel machines, as they can be viewed as
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w® w2 w (D)

R

(a) Tensorized CPD Kernel Machine

w2

w®

(b) Feature Learning Model

Figure 1: Tensorized CPD Kernel Machine (Figure 1a) and FL Model (Figure 1b). In the diagrams, each circle
without a cross represents a vector or a matrix (defined by the number of outgoing solid lines, one or two
respectively); a crossed circle depicts a three-dimensional tensor containing a particular matrix in the diagonal

slice; blue color represents parameters related to non-linear features wéd) (4), d = 1, D; green color represents
model parameters w in a CPD format; a solid line denotes a summation along the corresponding index, while
a dashed line denotes a Kronecker product (Cichocki et al., 2016); ¥(@ — [wf(ff)(:cd), . ,w(ei) (1q4)] € ClaxP,
Figure la depicts model (1) with a rank-1 CPD feature map, while Figure 1b represents our FL model (5) with

a rank-P feature map.

eigenfunctions of a D-dimensional stationary prod-
uct kernel (Rasmussen and Williams, 2005; Solin and
Sarkka, 2019). Generally, the corresponding optimal
value of the hyperparamter 6 can be identified through
cross-validation across different options 61, ...,0p. To
achieve this, one would need to solve the optimization
problem in (4) at least P times.

In the next section, we introduce the main contribu-
tion of this paper. Our new Feature Learning model
is based on the CPD kernel machine concept but, in
contrast, learns a linear combination of feature maps
from the data. This model allows the use of any non-
linear features with a Kronecker product structure and
solves an optimization problem analogous to (4) only
once.

3 TENSOR NETWORK BASED
FEATURE LEARNING MODEL

Previous works (Novikov et al., 2016; Wesel and Batse-
lier, 2021, 2024) introduced similar formulations of the
optimization problem (4), with an emphasis on finding
optimal model parameters - w. However, the search
for model hyperparameters, 6, has received little atten-
tion. A common approach is to apply cross-validation
over a set of hyperparameter options, 61,05, ..
While effective for a broad range of problems, this
generic technique does not leverage problem-specific
characteristics that could enhance model properties,
such as reducing computational cost and memory con-
sumption or improving prediction quality. In the

., 0p.

following subsections, we propose an alternative ap-
proach for optimizing model parameters related to the
feature map ¢, in the context of tensorized kernel ma-
chines.

3.1 Feature Learning Model

Instead of using the model (1) with a feature map ¢,
depending on hyperparameter 6, we consider the fol-
lowing model formulation:

P T
flx) = lZ Ap B, (m)} w, (5)

with ¢, (x) = '¢éf) (p)®- - ~®'(/Jéi) (z1) and learnable
parameters A\, that represent the scaling of features in
the sum. The new feature mapping in the brackets
can now be interpreted as a learnable rank-P CPD as
it is the sum of P tensor-product features (3). The
model reformulation allows us to replace the hyperpa-
rameters search problem with a regular optimization
problem. In this case, we have to find two distinct
sets of parameters: model parameters w and feature
parameters A = [A1,..., Ap]". Figure 1 demonstrates
the difference between the original model (1) and the
FL model (5) in a tensor network diagram. For both
models the lower green network represents a rank-R
CPD of ten (w, I1,I5,...,Ip). The main difference is
in the upper blue network. In the Figure la, the blue
network represents the Kronecker product of vectors
él), ey '(/JéD), whereas the blue network in the Fig-
ure 1b depicts the rank-P CPD of the feature map.
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Under the supervised regression problem framework,
both w and A are found by optimizing the following
non-convex non-linear optimization problem:

P
1 «
un §Hy - 2 )‘p‘I)png + 5”“’”% + BReg(N)

o (6)

s.t.w= Z wﬁD)®~-~®w£1),

r=1

N
where ®, = [¢ap($n)T] e CN*Nzdp (@ g

the r-th column of the d-th CPD core W®. In con-
trast to the optimization problem (4) there is now an
additional regularization term Reg(\) for A together
with its own B regularization hyperparameter.

In the next subsections we derive the ALS solution
to the problem (6) separating the distinct parameters
)\,W(l)7 .. .,W(D) such that each optimization sub-
problem becomes linear. The local convergence of the

ALS optimization using CPD has been investigated
in (Uschmajew, 2012).

3.2 ALS Update Of Model Parameters w )

To find the optimal model parameters w represented
as a CPD tensor we fix the values of A. Secondly, as the
CPD is a multi-linear function of its cores (Cichocki
et al., 2016) we fix the values of all the cores, but one -
W@ This results in the following Regularized Least

Squares problem:
. 1 2 o T
i 5 ly — Aavl|5 + 5") (H;® I)v + const
s.t. v = Vec(W(d)),

where:

Ad = i )‘p (Z(d’p) Or \I;(dﬁﬂ)) c (CNXIdR’

p=1

D
@ wOTwU) ¢ (CRXR,

D
z(dp) _ @ YR W) e VxR
-:

gdr) — [T/Jéi) (xnd)T] N

n=1

RN
QU

= CNXId.

In order to update the full vector of model parameters
w, one sequentially updates the W(d), d=1,D cores
of the CPD using the following expression:

vec(WW) = (AJ Ay + a(H,® 1)) ' Ajy.  (9)

The computational complexity of this update for a sin-
gle core is O (N[I4RP + I3R?]) when N » I;R, and
the memory complexity is O(NI;R). Here, N is the
training sample size, I; is the dimensionality of the
mapping 1/)(9?, R is the CPD rank, P is the number of
unique feature hyperparameter configurations . Once
all D core matrices in the CPD representation of w
have been updated, the model parameters w are fixed,

and the next step is to update the feature parameters
A

3.3 ALS Update Of Feature Parameters A

The FL model objective (6) can be expressed as a func-
tion of A if the vector w vector is assumed to be fixed,
resulting in a Regularized Least Squares problem:

1
m/\in 5“1/ — F|3 + BReg(A) + const, (10)

where F = [®w...®pw] € RY*F.  The opti-
mal solution depends on the type of regularization
and parameter constraints. In this work, we con-
sider 3 types of regularization: L1 (Beck and Teboulle,
2009), L2 (Hoerl and Kennard, 2000), and Fixed
Norm (Golub and Van Loan, 2013).

L1 Regularization. The solution of this convex, yet
not differentiable problem can be found in iterative
way using proximal gradient based algorithm (Beck
and Teboulle, 2009):

Py = As — ﬁsFT(F/\S -vy),
>‘S+1 = SIGN(ps) ® MAX(Ovps - /Bts]-)a
1 (1)

T R
=7 ]
2

ts € =15,

where Ag represents the estimate after s gradient step
iterations, t, is the gradient step size, SIGN and MAX
are operators of element-wise sign and max functions
respectively, 1 is a vector of all ones. The computa-
tional complexity of this algorithm is O(NN P?), assum-
ing N » S.

Due to the nature of the L1 regularization constraint,
some coefficients A\, become exactly zero, leading to
sparse models. This sparsity can be utilized to reduce
the computational complexity of the w @ update by
avoiding the inclusion of zero contributions when con-
structing the Ay matrix in Equation (8).

L2 Regularization. Similar to the w update,
the solution of the Least Squares problem for A (Equa-
tion (10)) with L2 regularization is:

A=(F'F+p8I)7'Fy (12)
with a computational complexity of O(N P?).
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Algorithm 1: FL. Model ALS Algorithm

Parameters: o, 5, R, &, [wéi)]diip:l
Data: X e CV*P ye RV
1 Initialize WO ... WP X\
2 Precompute Z, = @;11 \Il(j’p)W(j),p =1,P
3 Precompute H = @le WO Tw @
4 while e < £ do
5 for k =1,D do
6

Z(kp) _ Z,0 [\Il(k’p)W(k)],p =1,P
7 H,=Ho[W®H®Tw®)]
8 Update Ay, from (8) based on Z*»)
9 Update W® based on (9)
10 Z, = ZFP) @ [\Il(k’p)W(k)],p =1,P
11 H=H,®WH®Twh)

12 Update X based on (11) or (12) or (14)
13 e=e+1

Output: W(l), ceey W(D), A

Fixed Norm Regularization. The introduction of
an additional 8 hyperparameter can be seen as a draw-
back, as it requires extra tuning. One way to eliminate
this hyperparameter from the optimization problem is
by considering the following constrained optimization
problem:

min 1HI’J — FAJI3. (13)

Ix3<1 2

By constraining the norm of A, one can effec-
tively regularize the optimization problem. According
to (Golub and Van Loan, 2013) the optimal solution
of problem (13) is:

A=V (sz + uI>_1 e, (14)

where F = UXV'" is the Singular Value Decomposi-
tion (SVD) of the matrix F', ¢ = Uy, and p is the
solution of the non-linear equation:

As the SVD is the dominant computational part of
this algorithm, its complexity is O(N P?).

3.4 FL Model Implementation Details

As we mentioned earlier, the optimization problem (6)
is effectively solved using an Alternating Least Squares
approach for A and w. The parameters are updated
over multiple epochs or until convergence, based on
a predefined metric or loss function. Implementation
details are provided in Algorithm 1.

In line 1 of Algorithm 1, the FL model parame-
ters are randomly initialized. The initial CPD cores
W(d),d = 1,D are sampled from a standard nor-
mal distribution and then normalized column-wise.
The initial feature parameters, A, are drawn from a
uniform distribution from 0 to 1. After the initial-
ization step, computational costs can be reduced by
precomputing the matrices from lines 2-3 in Algo-
rithm 1. This precomputation has to be done once,
before the training loop starts. The remaining lines
in Algorithm 1 are the repeated updates of every core
W(d)7 d = 1,D and feature parameters X. The over-
all computational complexity of the FL model train-
ing is O(EDNIR[P + IR]) and peak memory com-
plexity is O(NR[P + I]), computed based on Equa-
tions (9), (11), (12), (14) and Algorithm 1.

It is worth mentioning that Fourier features (Defi-
nition 2.4) can be quantized, meaning further ten-
sorized (Wesel and Batselier, 2024). These quan-
tized features allow for the quantization of the model
weights w yielding more expressive models for the
same number of model parameters. For example, sup-
pose the dimensionality I of 1/)éd) in Equation (2) is
I; = 2%a. Then each ¢§d) itself can be written as a
Kronecker product

'l/)éd) _ ,7((9Kd) ®--- ®,.),é1)’

where 'yék) e C?2,k =1, K4. In this case, CPD kernel
machine consists of Zle K, cores instead of D, with
each core W@ of size 2 x R instead of I; x R.

As the difference between the two tensorization meth-
ods is negligible in terms of notation and design, our
implementation uses the quantized version as it shows
better generalization capabilities (Wesel and Batselier,
2024). In the quantized setting the FL model compu-
tational complexity is O(EDNKR[P + R]) and the
corresponding peak memory complexity is O(NRP)
with K = logy(I), I = max([y,...,Ip). As a result,
the quantized algorithm requires less memory for in-
termediate calculations and less time to update the
model parameters.

4 NUMERICAL EXPERIMENTS

In all experiments the input « is scaled to lie in the
unit hypercube and the output vector y is standard-
ized. We consider quantized version of Fourier features
(Definition 2.4) for all the experiments. The model
parameters w are represented as a quantized CPD of
rank R. For the cross-validation baseline (CV), we
use a CPD kernel machine (Theorem 2.1, Wesel and
Batselier (2024)) with quantization and apply 6-fold
cross-validation to the 6 hyperparameter of the Fourier
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Table 1: Impact of regularization on the FL. model performance across various datasets. MSE and Time metric
values were averaged over 10 restarts. Reg. column denotes different regularization types: L1 represents ||A||;,
L2 denotes ||Al|,, FN enforces the constraint ||Al|, < 1. Option (P) introduces an additional constraint to the

problem, requiring the solution to be non-negative.

H H MSE | H Time (sec.) | H
H Reg. H Airfoil ‘ Concrete ‘ Energy ‘ Wine ‘ Yacht H Airfoil ‘ Concrete ‘ Energy ‘ Wine ‘ Yacht H
FN 0.19 0.154 0.003 0.68 0.11 4.9 1.3 0.7 26.9 0.1
FN(P) 0.187 0.14 0.009 | 0.932 | 0.366 4.1 1.3 0.7 23.9 0.1
L1 0.184 0.139 0.003 0.692 | 0.112 2.7 1.4 1.0 24.9 0.1
L1(P) 0.182 0.176 0.003 | 0.705 | 0.115 3.4 1.3 1.5 23.7 0.1
L2 0.189 0.15 0.003 | 0.776 3.1 1.5 0.7 27.8 0.1
L2(P) 0.188 0.146 0.007 | 0.672 | 0.327 3.4 1.4 0.7 26.8 0.1

features, with 6 € {10,2,128,25,64,600,2000,1024}.
For the experiments, we select 5 UCI regression
datasets (Dua and Graff, 2017). For each dataset, 80%
of the data is randomly chosen for training, with the
remaining 20% reserved for testing. We set the same
number of basis functions, Iy = I, uniformly for all
d = 1, D for simplicity. The CPD rank R and hyper-
parameter I are chosen such that the number of FL
model parameters is less than the sample size N, en-
suring an underparameterized training regime to pre-
vent the data memorization. Algorithm 1 is performed
for 10 full updates (epochs) of w and A. The train-
ing procedure is repeated 10 times, with the dataset
split into training and test sets as described above. Fi-
nally, we compute the mean and standard deviation of
the mean squared error (MSE) on a test set and check
training time (in seconds). All experiments, except
for the large-scale one, were conducted on a Dell Inc.
Latitude 7440 laptop equipped with a 13th Gen Intel
Core i7-1365U CPU and 16 GB of RAM.

The source code for all the functions and classes, writ-
ten in Python, and data to reproduce all experiments
is available on GitHub.!

4.1 Regularization Alternatives

The primary goal of the first set of experiments was to
examine how different regularization terms, Reg(\), in
Equation (6) affect the predictive quality of the regres-
sion solution. We consider 3 types of regularization:
L1 - ||Ally, L2 - |A]],, Fixed Norm is [|A]|, < 1. Apart
from that, we also consider an additional non-negative
constraint on the final solution - A, > 0. As a result,
there are 6 cases to examine.

Table 1 demonstrates that different regularization
functions yield comparable results in terms of predic-
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tion quality (test MSE) and training time across all
datasets. However, the FL model combined with L1
and L1(P) settings achieved slightly better MSE values
and trained faster on average across different datasets.
An intuitive explanation for this result is that the com-
putational complexity of the L1 solution is reduced due
to sparsity. Specifically, a fraction of the feature pa-
rameters A\, = 0, which results in fewer computations
to update matrices W¥_ d =1, D in Equation (7).

To summarize the results of Table 1, differently regu-
larized problems yield close solutions in terms of the
MSE metric and training time. Therefore one should
look for other criteria to distinguish the different reg-
ularization methods. For example, L1 regularization
generates a sparse solution and the more A, = 0, the
faster the ALS method would work for the whole FL
model due to reduced computations. However, one
might need to do cross-validation with respect to
- regularization hyperparameter. On the other hand,
fixed norm regularization allows to avoid extra hyper-
parameter tuning, but the solution would be dense in
terms of A in this case.

4.2 Comparison With Cross-Validation

In this section we compare the FL. model training abil-
ities to the corresponding quantized CPD kernel ma-
chine (Wesel and Batselier, 2021, 2024) with cross-
validation (CV) in the sequential learning setting (par-
allelization is turned off for fair comparison). In order
to do that, we train these algorithms on several small-
and large-scale datasets and showcase the test MSE
and training time.

4.2.1 Small-Scale Problems

Figure 2 shows how training time and test MSE are af-
fected by the number of features P (i.e., different num-
ber of hyperparameter options). It can be observed
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Table 2: Test MSE results and training time of the FL. model and corresponding Cross-Validated model. For all
the datasets P = 8 and the results were calculated using 10 restarts. For Airline data, P = 6 and the results were
calculated based on 5 restarts. MSE (FL)/(CV) - the average test MSE value within 1 std; Time (FL)/(CV) - the
average training time (in seconds); N - sample size; D - data dimensionality; I - the number of basis functions

per dimension; R - the CPD rank.

|Data | N | D| I |R]| MSE(FL)| | MSE(CV)| | Time (FL) | | Time (CV) | ||
Airfoil 1502 5 4 |51 0184+0.02] 0223 £ 0.02 3.0
Energy 8 | 4 | 15| 0.003+00 | 0.003+0.0 0.91
Yacht 6 | 2|6 | 0112+0.02]| 0358 + 0.06 0.149 0. 615
Concrete 1030 8 | 8 [ 10 | 0.139 £ 0.03 | 0.118 + 0.02 1.2
Wine 6497 | 11 | 16 | 25 || 0.692 + 0.07 | 0.652 + 0.04 33 152

| Airline || 5929413 | 8 | 64 | 20 || 0.804 + 0.0 | 0.779 + 0.0 15159 56590

that the FL model exhibits a less steep learning curve
in terms of training time for all datasets. This is due
to the training algorithm structure and the choice of
L1 regularization that encourages sparser representa-
tion of features, thereby reducing the computational
load between epochs. The total computational com-
plexity of the FL model: O(EDNIR[P+1R]) is better
than that of CV: O(EDNIR[PIR]). Speaking of the
prediction error, we can conclude that the FL model
shows performance similar to CV in most datasets
(mean values are close and standard deviation regions
intersect). If we consider Yacht dataset the quality
of the FL model is superior to CV in that case. A
possible explanation for this result is that the sum of
features (FL) appears to be more expressive than one
particular feature (CV).

In summary, according to Table 2 and Figure 2, the FL
model can be trained 3-5 times faster without a sig-
nificant drop in prediction quality compared to cross-
validation.

4.2.2 Large-Scale Problem

In order to show and explore the behavior of the
FL model on large scale data, we consider the air-
line dataset (Hensman et al., 2013), an 8-dimensional
dataset which consists of N = 5929413 recordings of
commercial airplane flight delays that occurred in 2008
in the USA. Specifically for this dataset (Samo and
Roberts, 2015) we consider a uniform random draw
of 2/3N for training and keep the remainder for the
evaluation of MSE on the test set and repeat the
procedure 5 times. We use Fourier features with lo-
cal dimension I; = 64. For this experiment, we set

= 0.01, 8 = 0.1, R = 20, and run the ALS op-
timizer for 10 epochs. The different options for 6
are {10, 2,128, 25,64, 1024}. This experiment was con-
ducted on the 2 ¥ AMD EPYC 7252 8-core CPU, 256
GB RAM memory.

As seen from the last row of Table 2, training the
FL model took four times less time, with a non-
significant difference in prediction quality (0.80 com-
pared to 0.78). The results of this experiment further
confirm that the unique structure of the FL model en-
hances its efficiency.

5 CONCLUSION

We introduced a new Feature Learning (FL) model
that uses the CPD structure for features representa-
tion and model parameters w. We verified experimen-
tally the effectiveness of the FL. model on real small
and large scale datasets, and demonstrated that it can
be trained consistently faster than the cross-validated
CPD kernel machine. For future work, we plan to
develop a parallel FL. model utilizing the summation
structure of the model. Another promising direction is
to explore a probabilistic formulation of the FL model,
enabling uncertainty estimation for classification and
regression tasks.
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specification of all dependencies, including
external libraries. Yes
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(a) Statements of the full set of assumptions of
all theoretical results. Yes

(b) Complete proofs of all theoretical results. Yes

(¢) Clear explanations of any assumptions. Yes

3. For all figures and tables that present empirical
results, check if you include:

(a) The code, data, and instructions needed to
reproduce the main experimental results (ei-
ther in the supplemental material or as a
URL). Yes

(b) All the training details (e.g., data splits, hy-
perparameters, how they were chosen). Yes
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