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Abstract. Search-based test case generation approaches make use of
static type information to determine which data types should be used
for the creation of new test cases. Dynamically typed languages like
JavaScript, however, do not have this type information. In this paper, we
propose an unsupervised probabilistic type inference approach to infer
data types within the test case generation process. We evaluated the
proposed approach on a benchmark of 98 units under test (i.e., exported
classes and functions) compared to random type sampling w.r.t. branch
coverage. Our results show that our type inference approach achieves a
statistically significant increase in 56% of the test files with up to 71%
of branch coverage compared to the baseline.

Keywords: Empirical software engineering · Search-based software
testing · Test case generation · Javascript · Type inference

1 Introduction

Over the last few decades, researchers have developed various techniques for
automating test case generation [31]. In particular, search-based approaches have
been shown to (1) achieve higher code coverage [25] and (2) have fewer smells [37]
compared to manually-written test cases, and (3) detect unknown bugs [1,2,21].
Furthermore, generated tests significantly reduce the time needed for testing and
debugging [42], and have been successfully used in industry (e.g., [3,11,30]).

These approaches make use of static type information to (1) generate prim-
itives and objects to pass to constructors and function calls, and (2) determine
which branch distance function to use. Without this type information, the test
case generation process has to randomly guess which types are compatible with
the parameter specification of the constructor or function call and would not have
guidance to solve the binary flag problem. This greatly increases the search space
and, therefore, makes the overall process less effective and efficient. Consequently,
most of the work in this research area has focused on statically-typed program-
ming languages like Java (e.g., EvoSuite [18]) and C (e.g., AUSTIN [26]).
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Dynamically-typed programming languages introduce new challenges for
unit-level test case generation. As reported by Lukasczyk et al. [28], state-of-
the-art approaches used for statically-typed languages do not perform well on
Python programs when type information is not available. According to the survey
from Stack Overflow1, Python and JavaScript are the two most commonly-used
programming languages. Both languages are dynamically-typed, strengthening
the importance of addressing these open challenges with the goal of increasing
the adoption of test case generation tools in general.

In this paper, we focus on test case generation for JavaScript as, to the
best of our knowledge, this is a research gap in the literature. In building our
research, we build on top of the reported experience by Lukasczyk et al. [29]
for Python programs. They addressed the input type challenge by incorporating
Type4Py [32]—a deep neural network (DNN)—into the search process.

We propose a novel approach that incorporates unsupervised probabilistic
type inference into the search-based test case generation process to infer the type
information needed. An unsupervised type inference approach has two benefits
compared to a DNN: (1) it does not require a labeled dataset with extensive
training time, and (2) the model is explainable (i.e., the decision can be traced
back to a rule set). We build a prototype tool which implements the state-of-the-
art many-objective search algorithm, DynaMOSA, and the probabilistic type
inference model for JavaScript. We investigate two different strategies for incor-
porating the probabilistic model into the main loop of DynaMOSA, namely
proportional sampling and ranking.

To evaluate the performance of the proposed approach, we performed an
empirical study that investigates the baseline performance of our prototype (i.e.,
using random type sampling) and the impact of the unsupervised probabilistic
type inference w.r.t. branch coverage. To this aim, we constructed a bench-
mark consisting of 98 Units under Test (i.e., exported classes and functions) of
five popular open-source JavaScript projects, namely Commander.js, Express,
Moment.js, Javascript Algorithms, and Lodash.

Our results show that integrating unsupervised probabilistic type inference
improves branch coverage compared to random type sampling. Both the rank-
ing and proportional sampling strategies significantly increase the number of
branches covered by our approach (+9.3% and +12.6%, respectively). Out of
the two strategies, proportional sampling outperforms ranking in 20 cases and
loses in 4. In summary, we make the following contributions:

1. An unsupervised probabilistic type inference approach for search-based unit-
level test case generation of JavaScript programs.

2. A prototype tool for automatically generating JavaScript unit-level test cases
that incorporates this approach.2

3. A Benchmark consisting of 98 units under test from five popular open-source
JavaScript projects.

4. A full replication package containing the results and the analysis scripts [43].
1 https://survey.stackoverflow.co/2022/#most-popular-technologies-language.
2 https://github.com/syntest-framework/syntest-javascript.

https://survey.stackoverflow.co/2022/#most-popular-technologies-language
https://github.com/syntest-framework/syntest-javascript
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2 Background and Related Work

This section explains the background concepts and discusses the related work.

Test Case Generation. Writing test cases is an expensive, tedious, yet nec-
essary activity for software quality assurance. Hence, researchers have proposed
various techniques to semi-automate this process since the 1970s [15]. These
techniques include symbolic execution [10], random testing [14], and meta-
heuristics [31] (e.g., genetic algorithms). The latter category is often referred
to as search-based software testing (SBST). SBST techniques have been success-
fully used in the literature to automate the creation of test cases for different
testing levels [31], such as unit [19], integration [17], and system-level testing [6].
At unit-level, SBST techniques aim to generate test cases that optimize vari-
ous test adequacy criteria, such as e.g., structural coverage and mutation score.
Many different meta-heuristic search algorithms have been proposed over the
years (e.g., whole suite [20], MIO [5], MOSA [38], or DynaMOSA [39]). Recent
studies have shown that DynaMOSA is more effective and efficient than other
genetic algorithms for unit test generation of Java [12] and Python [28] programs.

Type Inference. A recent study by Gao et al. [22] showed that the lack of static
types within JavaScript leads to bugs that could have been easily identified with
a static type system. To combat this problem, various approaches have been
proposed to infer/predict types for generating type annotations or assertions.
Anderson et al. [4] proposed a formal approach for inferring types using con-
straint solvers based on a custom JavaScript-like language. Chandra et al. [13]
proposed a formal type inference approach for static compilation of JavaScript
programs. These approaches, however, only support a subset of the JavaScript
syntax and, therefore, will not work on all programs. JSNice [41] and Deep-
Typer [24] are two other approaches that train a model based on training data
and use it to predict future type information. These approaches have the short-
coming that they can only predict basic JavaScript types. Meaning that they are
unable to predict/assert user-defined types. Additionally, these approaches can-
not consider the context of the literals and objects within a program or function.
Type4Py [32] is a similar approach that uses a Deep Neural Network (DNN) to
infer types for Python projects and suffers from similar limitations.

Testing for JavaScript. JavaScript started out as a client-side programming
language for the browser. Most work related to testing for JavaScript is, there-
fore, also focused on web applications within the browser (e.g., [9,27,34,44]).
Existing client-side testing approaches either focus on specific subsystems such as
the browser’s event handling system [9,27] or the interaction of JavaScript with
the Document Object Model of the browser [34]. Nowadays, JavaScript is also
a very commonly-used language for back-end development on Node.js. Tanida
et al. [44] proposed a symbolic execution approach that uses a constraint solver
for input data generation. Other approaches focused on mutation testing [33] or
contract-based testing [23]. However, to the best of our knowledge, there exists
no approach for automatic unit-level test case generation for JavaScript.



70 D. Stallenberg et al.

Fig. 1. Extracting relations from code

3 Approach

This section details our test case generation approach for JavaScript programs
that relies on Unsupervised Type Inference. Our approach consists of three
phases, which are detailed in the next subsections.

3.1 Phase 1: Static Analysis

The first phase inspects the Subject Under Test (SUT) and its dependencies.
First, this phase builds the Abstract Syntax Trees (ASTs) and extracts all iden-
tifiers and literals from the code; these will be referred to as elements. Afterward,
the static analyzer extracts the relations between those elements and all user-
defined objects, i.e., classes, interfaces, or prototyped objects.

Elements. As mentioned before, the elements consist of identifiers and literals.
The former are the named references to variables, functions, and properties. The
latter are constant values assigned to variables; examples are strings, numbers,
and booleans. The types of the literal are straightforward and do not require
inference. However, the identifiers do not have explicit types in dynamically
typed languages like JavaScript. Hence, their types need to be inferred based on
the contextual information (or relations) of the extracted elements.

Relations. Relations correspond to operations performed on code elements and
describe how these elements are used and relate to other elements, providing
hints on their types. For example, let us consider the assignment relation L = R,
where R (right-hand element) is a boolean literal; we can logically derive (or
infer) that L (left-hand element) must also be a boolean variable.

These relations are extracted from the AST and are converted to a consistent
format that allows for easy identification of the relation type. Let us assume that
there is a lower than relation between variable a and literal 6, as shown in Fig. 1a
on line 2. This relation is converted and recorded as [L < R, a, 6], as shown in
Fig. 1b. In general, a relation is stored as a tuple containing (1) the type of
operation (L < R in our example) and (2) the list of operands (i.e., a and 6 in
our example). The full list of extracted relations for the code snippet in Fig. 1a
is reported in Fig. 1b.
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Fig. 2. Extracting relations from nested code

In total, we designed 75 possible relations based on the MDN web documen-
tation by Mozilla3. These operations/relations are classified into 15 categories,
namely (1) primary, (2) left-hand side, (3) increment/decrement, (4) unary, (5)
arithmetic, (6) relational, (7) equality, (8) bitwise shift, (9) binary bitwise, (10)
binary logical, (11) ternary, (12) optional chaining, (13) assignment, (14) comma,
and (15) function expressions. The complete list of relations is available in our
replication package.

Nested relations are special types of relations whose composing elements are
relations themselves. As an example, let us consider the code snippet in Fig. 2a.
The corresponding relation for the assignment is [L = R, x, y∗], where y* is an
artificial element that points to the whole right-hand side of the assignment.
This element corresponds to a ternary relation [C?L : R, z∗, 6, 10], which also
includes an artificial element, called z*, that points to the equality relation in
the conditional part of the ternary statement. So z* points to the final relation
[L == R, a, b]. Although the code in Fig. 2a seems rather simple, it corresponds
to three relations, two of which are nested, as shown in Fig. 2b.

Scopes. A critical aspect of the elements we have not yet discussed is scoping.
The scope of an identifier determines its accessibility. To better understand the
importance of the scope, let us consider the example in Fig. 3. First, the con-
stant x is assigned the value 5. The constant x is defined in the so-called global
scope. Next, a function is defined, creating a new scope. This scope has access
to references of the global scope. Still, it can also have its own references, which
are only available within its sub-scopes. In our example, another constant x is
defined within the function scope. Note that from line 4, every reference to x in
the scope of the function refers to the newly defined constant, not the x constant
of the global scope. This type of operation is called variable shadowing. In a nut-
shell, variable shadowing is when the code contains an identifier for which there
are multiple declarations in separate scopes. In these situations, the narrower
scope shadows the other identifier declarations.

This shadowing principle is fundamental during the first phase of our app-
roach because variables in the global scope are not the same variables as those
in the function scope (e.g., x in Fig. 3). In fact, variables with the same identifier
names but within different scopes can also have different types. In the example of
Fig. 3, x from the global scope is numerical, while the x from the function scope
is a string. In conclusion, the relations include the involved elements together
with their scope.

3 https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators.

https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators
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Fig. 3. Scopes

Complex Objects. In JavaScript, objects are the building blocks of the lan-
guage and are stored as key-value pairs. Apart from primitive types like booleans
and numbers, almost everything is represented as an object. An array, for exam-
ple, is a special object where the keys are numbers. In recent JavaScript versions,
developers can define classes and interfaces through a prototype-based object
model, inducing a more object-oriented approach to JavaScript. Since these
objects play such a prominent role in JavaScript, it is important that object
types can be inferred as well. Hence, our approach extracts all object descrip-
tions available in the program under test, including class, interface definitions,
and standard objects (e.g., functions).

3.2 Phase 2: Unsupervised Static Type Inference

The second phase builds a probabilistic type model for the elements extracted
from the first phase. For literal elements, the type inference is straightforward as
the type can be directly inferred from the literal type. However, for non-literal
elements, our probabilistic model considers all type hints that can be inferred
from the relations extracted in the previous phase.

For example, the assignment x = 5 corresponds to the relation [L = R, x, 5].
From such a relation, we can derive that, at this particular point in the code, x
must be numerical since it is assigned the literal value 5. However, for statements
like x = y + z, there are various possibilities for the type of x depending the on
types of y and z. To illustrate, the + operator can be applied to both numbers
(arithmetic sum) and strings (string concatenation). Besides, in JavaScript, it is
also possible to concatenate numbers with strings. For example, 1 + "1" returns
the number 11. Therefore, multiple types can be assigned to elements that have
relations/operations compatible with multiple data types.

To account for this, our model assigns scores to each type depending on the
number of hints that can be derived for that type by its relations in the code. In
general, given the element e and the set of relations R = {r1, . . . rn} associated
to e as extracted from a program P , our model assigns each type t a score equal
to the number of relations that can be applied to t (i.e., the number of hints):

score(e, t) = |hints(e, t)| where hints(e, t) = {ri ∈ R : ri applies to t} (1)
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Finally, the element e has a probability of being assigned the type t propor-
tional to the number of hints received for t:

p(e, t) =
score(e, t)∑

ti

score(e, ti)
(2)

The higher the score of a particular type, the larger the probability that the
element is of that type. The probabilities are later used to sample argument
types in the search phase.

For example, let us consider the statement x = y + z, which can be applied
to both strings and numbers. In this case, our probabilistic model would assign
+1 hint for numbers and +1 hint for strings. Hence, both types will have an
equal probability of 50%.

Nested Types. The probability model takes into account both simple and
nested relations. For example, let us consider the JavaScript statement: c = a
> b. Such a statement corresponds to two relations (one of which is nested):
[L = R, c, d∗] and d∗ = [L > R, a, b]. The outcome for d∗ = [L > R, a, b] is
boolean no matter the types of a and b. Therefore, we can infer the variable
(or element) c should be as well. Hence, the hints and scores are obtained by
considering all relations, including the nested ones.

Resolving Complex Objects. Complex objects are characterized by property
accessor relations, i.e., operations that aim to access properties of certain objects
(e.g., using the dot notation object.property). If an element is involved in one
or more property accessor relations, the accessed properties are compared to
the available object descriptions. If there is an overlap between the element’s
properties and the properties of an object description, the object description
receives +1 hint. In addition to matching object descriptions, an anonymous
object type is created and assigned as a possible type. This anonymous object
type exactly matches the properties of the element. This object is used when no
other object matches are found.

3.3 Phase 3: Test Case Generation

The third phase generates test cases using meta-heuristics with the goal of
maximizing branch coverage. As explained in Sect. 2, we use the Dynamic
Many-Objective Sorting Algorithm (DynaMOSA) [39] as suggested in the lit-
erature [12,29,40]. Previous studies have shown that DynaMOSA outperforms
other meta-heuristics in unit test case generation for Java [12,40], python [29],
and solidity [36] programs. Assessing other meta-heuristics in the context of
unit test generations for JavaScript programs is part of our future agenda.

Our implementation applies the probabilistic model described in Sect. 3.2 to
determine what is the potential type of each input parameter. We have imple-
mented two different strategies to incorporate the type inference model into the
main DynaMOSA loop, namely proportional type sampling and ranking.
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Table 1. Benchmark statistics

Benchmark #Units CC SLOC Avg. n. branches

Commander.js 4 23 208 29

Express 15 20 222 25

Moment.js 54 7 33 8

Javascript Algorithms 30 5 68 8

Lodash 10 11 63 16

Proportional Sampling. This strategy can assign various types to each input
parameter. As explained in Sect. 3.2, our model assigns scores to multiple types
(see Eq. (1)) based on the number of positive hints received by analyzing the
associated relations. When creating a new test case (either in the initial popula-
tion or during mutation), each input parameter is assigned one of the types. Each
candidate type has a probability of being selected equal to the value obtained by
applying Eq. (2). Notice that each data type is sampled for each newly generated
test case. Therefore, the same input parameter (for the same function) may be
assigned different types every time a new test case is created.

Ranking. This strategy assigns only one type to the input parameter. In partic-
ular, this strategy sorts all types with positive hints in descending order of their
score values. Then, this method selects the type with the largest probability (or
the largest number of hints).

Test Execution. Once generated, each generated test case will contain a
sequence of function calls with their input data. These tests are then executed
against the program under test, and the coverage information is stored. The
“fitness” of a test is measured according to its distance to cover all unreached
branches in the code, as typically done in DynaMOSA. The distance to each
uncovered branch is computed using two well-known coverage heuristics [31]: (1)
the approach level and (2) the normalized branch distance.

4 Empirical Study

To assess the impact of the unsupervised probabilistic type inference on the
performance of search-based unit test generation for JavaScript, we perform an
empirical evaluation to answer the following research questions:

RQ1 How does unsupervised static type inference impact structural coverage of
DynaMOSA for JavaScript?

RQ2 What is the best strategy to incorporate type inference in DynaMOSA?

Benchmark. To the best of our knowledge, there is no existing JavaScript
benchmark for unit-level test case generation. Hence, for our empirical study,
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we build a benchmark comprising of five JavaScript projects: Express4, Com-
mander.js5, Moment.js6, JavaScript Algorithms7, Lodash8. These projects were
selected based on their popularity in the JavaScript community (measured
through the number of stars on GitHub) and represent a diverse collection of
JavaScript syntax and code styles. From these projects, we selected a subset of
units (i.e., classes or functions) based on two criteria: (1) the unit has to be
testable (i.e., the unit has to be exported), and (2) the unit needs to be non-
trivial (i.e., have a Cyclomatic Complexity of CC ≥ 2 as calculated by Plato9).
The latter criterion is in line with existing guidelines for assessing test case gen-
eration tools [40]. Table 1 provides the main characteristics of our benchmark at
the project-level, including the average Cyclomatic Complexity per project (CC
column), the average Source Lines Of Code (SLOC column), and the average
number of branches. It is worth noting that some of the files in the selected
projects had to be excluded or modified. For example, in the Commander.js
project there are two files that contain statements that terminate the running
process. This has the effect of also terminating the test case generation process.
Therefore, we have excluded this file from the benchmark and modified it, so
that any other files depending on it will not be affected.

Prototype. To evaluate the proposed approach, we have developed a prototype
for unit-level test case generation that implements our unsupervised dynamic
type inference, written in Typescript. The prototype also implements the state-
of-the-art search algorithm for test case generation, namely DynaMOSA [39],
as well as the guiding heuristics [31], i.e., the approach level and branch distance.

Parameter Settings. For this study, we have chosen to mainly adopt the
default search algorithm parameter values as described in literature [39]. Pre-
vious studies have shown that although parameter tuning impacts the search
algorithm’s performance, the default parameter values provide reasonable and
acceptable results [8]. Hence, the search algorithm uses a single point crossover
with a crossover probability of 0.75, mutation with a probability of 1/n (n =
number of statements in the test case), and tournament selection. For the pop-
ulation size, however, we decided to deviate from the default (50). We went for
a size of 30 as our preliminary experiment showed this worked best for a bench-
mark this size. The search budget per unit under test is 60 s. This is a common
value used in related work [35].

Experimental Protocol. To answer RQ1, we compare the two variants of
our approach with DynaMOSA without type inference. In particular, for this
baseline, the type for the input data is randomly sampled among all types that
can be extracted using the relations described in Sect. 3.1. To answer RQ2, we

4 https://expressjs.com/.
5 https://tj.github.io/commander.js/.
6 https://momentjs.com/.
7 https://github.com/trekhleb/javascript-algorithms.
8 https://lodash.com/.
9 https://github.com/es-analysis/plato.

https://expressjs.com/
https://tj.github.io/commander.js/
https://momentjs.com/
https://github.com/trekhleb/javascript-algorithms
https://lodash.com/
https://github.com/es-analysis/plato
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compare the two variants of our approach: (1) proportional type sampling, and
(2) ranking.

To account for the stochastic nature of the approach, each unit under test
was run 20 times. We performed 20 repetitions of 3 configurations (i.e., random
type sampling, ranking, and proportional sampling) on 98 units under test, for
a total of 5880 runs. This required (5880 runs × 60 s)/(60 s × 60 min × 24 h) ≈
4.1 d computation time. At the end of each run, we stored the maximum branch
coverage achieved by the approach for the active configuration (RQ1 and RQ2).
The experiment was performed on a system with an AMD Ryzen 9 3900X (12
cores 3.8 GHz) with 32 GB of RAM. Each experiment was given a maximum of
8 GB of RAM. To determine if one approach performs better than the others,
we applied the unpaired Wilcoxon signed-rank test [16] with a threshold of 0.05.
This non-parametric statistical test determines if two data distributions are sig-
nificantly different. In addition, we apply the Vargha-Delaney Â12 statistic [45]
to determine the effect size of the result, which determines the magnitude of the
difference between the two data distributions.

5 Results

This section discusses the results of our empirical study with the aim of answer-
ing the research questions formulated in Sect. 4. All differences in results are
presented in absolute differences (percentage points).

Result for RQ1: Structural Coverage. Table 2 summarizes the results
achieved by our approach on the benchmark with the winning configuration
highlighted in gray color. It shows the median branch coverage and the Inter-
Quartile-Range (IQR) for the two possible strategies to incorporate the type
inference model (Ranking, Proportional) and a baseline that uses random type
sampling (Random). The Units column indicates the number of units (i.e.,
exported classes and functions) that are tested in the file of the benchmark
project.

On average for all 57 files in the benchmark, random achieves 33.4% branch
coverage, ranking 42.7%, and proportional type sampling 46.0%. The baseline
still performs quite well, as random type sampling can be effective in triggering
assertion branches and can over time guess the correct types for primitives. For
the ranking strategy, the average improvement in branch coverage is 9.3%. The
file with the least improvement is suggestSimilar.js from the Commander.js
project with an average decrease of 13%. The file with the most improvement
is add-subtract.js from the Moment.js project with an average increase of
71%, which corresponds to 10 additionally covered branches. For the proportional
strategy, the average improvement in branch coverage is 12.6%. There are 24 files
for which the proportional strategy performs equally to the baseline. The file with
the most improvement is again add-subtract.js from the Moment.js project
with an average increase of 71%.

Table 3 shows the results of the statistical comparison between the two strate-
gies and the baseline, based on a p-value ≤ 0.05. #Win indicates the number of
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Table 2. Median branch coverage and the inter-quartile-range. The largest values are
highlighted in gray color.

Benchmark File Name #Units
Random Ranking Proportional

Median IQRMedian IQRMedian IQR

Commander.js help.js 1 0.20 0.0190.41 0.0760.53 0.023

option.js 2 0.33 0.0560.33 0.0560.39 0.000

suggestSimilar.js 1 0.69 0.0620.56 0.1560.75 0.062

Express application.js 1 0.63 0.0190.63 0.0190.65 0.019

query.js 1 0.67 0.0000.67 0.0000.67 0.000

request.js 1 0.25 0.0000.27 0.0230.25 0.023

response.js 1 0.14 0.0070.13 0.0130.14 0.013

utils.js 7 0.56 0.0070.62 0.0000.59 0.029

view.js 1 0.06 0.0000.06 0.0000.06 0.000

JS Algorithms Graph articulationPoints.js 1 0.00 0.0000.00 0.0000.08 0.000

bellmanFord.js 1 0.00 0.0000.17 0.0000.33 0.000

bfTravellingSalesman.js 1 0.00 0.0000.08 0.0000.08 0.000

breadthFirstSearch.js 1 0.12 0.1250.38 0.0310.31 0.125

depthFirstSearch.js 1 0.00 0.1670.00 0.1670.00 0.167

detectDirectedCycle.js 1 0.00 0.0000.12 0.0000.38 0.000

dijkstra.js 1 0.00 0.0000.10 0.0000.20 0.100

eulerianPath.js 1 0.00 0.0000.00 0.0000.21 0.000

floydWarshall.js 1 0.00 0.0000.67 0.0000.67 0.000

hamiltonianCycle.js 1 0.00 0.0000.00 0.0000.00 0.050

kruskal.js 1 0.10 0.1000.30 0.0000.30 0.000

prim.js 1 0.08 0.0000.08 0.0830.17 0.000

stronglyConnectedComponents.js 1 0.00 0.0000.00 0.0000.25 0.000

JS Algorithms KnapsackKnapsack.js 1 0.57 0.0000.50 0.0000.57 0.000

KnapsackItem.js 1 0.50 0.0000.50 0.0000.50 0.000

JS Algorithms Matrix Matrix.js 12 0.79 0.0530.74 0.0260.80 0.158

JS Algorithms Sort CountingSort.js 1 0.92 0.0830.92 0.0210.92 0.000

JS Algorithms Tree RedBlackTree.js 1 0.21 0.0000.26 0.0000.29 0.037

Lodash equalArrays.js 1 0.08 0.0000.67 0.0420.75 0.052

hasPath.js 1 0.75 0.1560.75 0.0000.88 0.250

random.js 1 1.00 0.0001.00 0.0001.00 0.000

result.js 1 0.90 0.1000.80 0.0000.90 0.100

slice.js 1 1.00 0.0001.00 0.0001.00 0.000

split.js 1 0.88 0.0000.88 0.0000.88 0.000

toNumber.js 1 0.60 0.0000.65 0.0000.65 0.050

transform.js 1 0.83 0.0000.83 0.0000.83 0.083

truncate.js 1 0.38 0.0000.59 0.0290.59 0.000

unzip.js 1 1.00 0.0001.00 0.0001.00 0.000

Moment.js add-subtract.js 1 0.00 0.0000.71 0.0180.71 0.000

calendar.js 2 0.05 0.0000.45 0.0910.43 0.091

check-overflow.js 1 0.05 0.0000.60 0.0000.60 0.000

compare.js 6 0.14 0.0000.14 0.0000.14 0.000

constructor.js 3 0.38 0.0000.53 0.0080.41 0.156

date-from-array.js 2 0.88 0.0000.88 0.0000.88 0.000

format.js 4 0.08 0.0000.08 0.0000.08 0.000

from-anything.js 2 0.68 0.0590.71 0.0000.69 0.037

from-array.js 1 0.02 0.0000.04 0.0000.04 0.000

from-object.js 1 0.50 0.0000.50 0.0000.50 0.000

from-string-and-array.js 1 0.00 0.0000.31 0.0000.31 0.000

from-string-and-format.js 1 0.06 0.0000.56 0.0390.55 0.133

from-string.js 3 0.06 0.0000.16 0.0000.16 0.000

get-set.js 5 0.14 0.0000.23 0.0450.36 0.068

locale.js 2 0.17 0.1670.17 0.0000.17 0.000

min-max.js 2 0.12 0.0000.12 0.0000.12 0.000

now.js 1 0.50 0.0000.50 0.0000.50 0.000

parsing-flags.js 1 0.50 0.0000.50 0.1250.50 0.000

start-end-of.js 2 0.10 0.0000.10 0.0000.10 0.000

valid.js 2 0.38 0.0000.38 0.0000.38 0.000
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Table 3. Statistical results w.r.t. branch coverage

Comparison
#Win #No diff. #Lose

Negl. Small Medium Large Negl. Negl. Small Medium Large

Ranking vs. Random - 3 1 23 26 - 1 - 3

Prop. sampling vs. Random - 1 4 27 25 - - - -

Prop. sampling vs. Ranking - 4 - 16 33 - 3 1 -

times that the left configuration has a statistically significant improvement over
the right one. #No diff. indicates the number of times that there is no evidence
that the two competing configurations are different; #Lose indicates the number
of times that the left configuration has statistically worse results than the right
one. The #Win and #Lose columns also include the Â12 effect size, classified
into Small, Medium, Large, and Negligible.

We can see that the ranking and the proportional strategy have a statis-
tically significant non-negligible improvement over the baseline in 27 and 32
files for branch coverage, respectively. Ranking improves with a large magni-
tude for 23 classes, medium for 1 class, and small for 3 classes and proportional
with 27 (large), 4 (medium), and 1 (small). The Ranking strategy loses in four
cases when compared to the baseline: response.js, response.js, Knapsack.js,
Matrix.js, and results.js.

Result for RQ2: Strategy. When we compare the two different strategies
with each other, we can observe that the proportional type inference on aver-
age improves by 3.3% over the ranked strategy based on branch coverage.
The file with the least improvement is constructor.js from the Moment.js
project with an average decrease of 12%. While the file with the most improve-
ment is detectDirectedCycle.js from the JS Algorithms project with an
average increase of 36%. From Table 3, we can see that the proportional
strategy has a statistically significant non-negligible improvement over rank-
ing in 20 cases (16 large and 4 small). While ranking improves over propor-
tional in only 4 cases (1 medium and 3 small): slice.js, constructor.js,
from-string-and-format.js, and parsing-flags.js.

6 Threats to Validity

This section discusses the potential threats to the validity of our study.

External Validity: An important threat regards the generalizability of our
study. We selected five open-source projects based on their popularity in the
JavaScript community. The projects are diverse in terms of size, application
domain, purpose, syntax, and code style. Further experiments on a larger set of
projects would increase the confidence in the generalizability of our study and,
therefore, is part of our future work.

Conclusion Validity: Threats to conclusion validity are related to the ran-
domized nature of DynaMOSA. To minimize this risk, we have executed each
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configuration 20 times with different random seeds. We have followed the best
practices for running experiments with randomized algorithms as laid out in well-
established guidelines [7]. Additionally, we used the unpaired Wilcoxon signed-
rank test and the Vargha-Delaney Â12 effect size to assess the significance and
magnitude of our results. To ensure a controlled environment that provides a
fair evaluation, all experiments have been conducted on the same system and
interfering processes were kept to a minimum.

7 Conclusion and Future Work

In this paper, we presented an automated unit test generation approach for
JavaScript, the most popular dynamically-typed language. It generates unit-
level test cases by using the state-of-the-art meta-heuristic search algorithm
DynaMOSA and a novel unsupervised probabilistic type inference model. Our
results show that (1) the proposed approach can successfully generate test cases
for well-established libraries in JavaScript, and (2) the type inference model
plays a significant role in achieving larger code coverage (through proportional
sampling). As part of our future work, we plan (1) to extend our benchmark, (2)
to investigate more meta-heuristics, (3) assess different strategies to incorporate
the type inference model within the search process, and (4) compare our type
inference model to state-of-the-art deep learning approaches.
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