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Abstract

Radar systems have been used for decades to detect targets on the
ground and in the air. The radar signal is transformed into a range-
doppler image that distinguishes each detected object by range and
velocity for further processing. A target detection algorithm is used
to filter noise and clutter. Each target can be in a region with a differ-
ent noise level; a simple threshold would yield false positives or miss
detections depending on this value. To solve this problem, a Constant
False Alarm Rate or CFAR is desirable. A CFAR detector estimates
the noise surrounding each target and uses a dynamic threshold based
on this.

Spiking Neural Networks are the third generation of Artificial
Neural Networks where, instead of continuous signals, the input is
encoded into trains of spikes over time. These networks have a poten-
tially efficient hardware implementation instead of the older genera-
tion Artificial Neural Networks and could run directly at the sensor
edge, lowering latency and power consumption.

This thesis will explore a Spiking Cell Averaging CFAR imple-
mentation and attempt to use its desirable properties like a temporal
average over multiple radar frames, mimicking the non-coherent inte-
gration sometimes done in radar processing. It is shown that some
configurations will behave similarly in a simulated environment with
additive white gaussian noise.
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Abstract

Radar systems have been used for decades to detect targets on the ground and in the
air. The radar signal is transformed into a range-doppler image that distinguishes
each detected object by range and velocity for further processing. A target detection
algorithm is used to filter noise and clutter. Each target can be in a region with a
different noise level; a simple threshold would yield false positives or miss detections
depending on this value. To solve this problem, a Constant False Alarm Rate or CFAR
is desirable. A CFAR detector estimates the noise surrounding each target and uses a
dynamic threshold based on this.

Spiking Neural Networks are the third generation of Artificial Neural Networks
where, instead of continuous signals, the input is encoded into trains of spikes over
time. These networks have a potentially efficient hardware implementation instead of
the older generation Artificial Neural Networks and could run directly at the sensor
edge, lowering latency and power consumption.

This thesis will explore a Spiking Cell Averaging CFAR implementation and attempt
to use its desirable properties like a temporal average over multiple radar frames, mim-
icking the non-coherent integration sometimes done in radar processing. It is shown
that some configurations will behave similarly in a simulated environment with additive
white gaussian noise.
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Introduction 1
This chapter introduces the motivation and contributions of this thesis. During the
writing of this thesis, many ideas have come and gone. All the relevant work is de-
scribed, and the source code is available at Github1.

1.1 Motivation

Target detection is one of the essential concepts in radar systems. Both in military and
civilian use-cases, correctly detecting targets in radar images is critical. For example: in
aviation, both on the ground and in the air, it is used for detecting (other) aeroplanes,
and it has become an essential sensor on many cars for adaptive cruise control and
collision avoidance. Automotive radars have evolved into advanced sensors that directly
communicates each target’s range and angle over the car’s internal communication

1https://github.com/bas921/spiking-cfar

Neuromorphic Processor

Spiking CFAR
Neural Network

Rate Encoded Range-Doppler
- Tracking 
- ClassificationSpike Encoder

Range-Doppler

Figure 1.1: A simplified illustration of one of the use-cases. While optimisations are still
possible, this is the most realistic use-case this thesis will explore; some (pre-)processing is
still done outside the neuromorphic hardware. Ideally, the neuromorphic processor will be
used at the edge inside each sensor’s package and handle most, if not all, processing. The
dashed arrow is meant to denote future work.
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network.
A classical but practical class of target detection algorithms is Constant False Alarm

Rate (CFAR). There are multiple implementations of CFAR, but they all attempt to
estimate the background noise and compare based on this estimation. Recent studies
into target detection algorithms look into using Artificial Neural Networks (ANNs) to
implement more efficient target detection algorithms; many use (a part of) CFAR to
do this [1, 24, 16].

ANNs are a set of flexible systems that can approximate many functions using
learning based on the nervous systems of almost all animals. Spiking Neural Net-
works (SNNs) further try to match the brains’ methods by introducing a temporal
aspect in the form of spikes, giving them a low power footprint. Due to advances in
computing power, conventional ANN and SNN have grown in popularity, and many
professional and consumer products use them. SNNs are particularly interesting near
the edge inside sensor hardware, allowing sensors to potentially improve the quality of
information produced without significantly increasing power consumption. While most
studies implement SNN algorithms only in simulation, a literature survey examining
SNN hardware [22] confirms that interest in physically implementing these algorithms
is growing, but more research is required.

This thesis will implement the CFAR pre-processing stage inside an SNN simulator
to use the exciting properties of SNNs. This implementation is particularly interesting
as a pre-processing stage when further processing is done in an SNN.

1.2 Contributions

• A simulated network architecture that replicates Cell-Averaging CFAR behaviour.

• A novel simulated recurrent network architecture that attempts to improve on the
previous implementation.

• An analysis of several network components and performance of the several algo-
rithms.

• A Python library (SPYDAR: Spiking Python Radar) for running, processing and
analysing CA-CFAR and Spiking CA-CFAR simulations.

• A radar dataset generator that uses an existing simulator to generate radar frames.

• An optimised SNN simulation architecture to run many runs simultaneously on
multiple compute cores.

1.3 Outline

This thesis consists of 7 chapters, including this introduction. In chapter 2, all the
background information is provided to understand most concepts used in this thesis.
Chapter 3 goes into the previous literature regarding the topic of this thesis. Chapter 4
shows all the steps taken to get the final result and how these results are evaluated.

2



Chapter 5 shows and describes the gathered results. Chapter 6 will discuss what the
results indicate and what caveats are still there. In chapter 7, the work and results are
combined into a conclusion taken from this thesis.
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Background 2
This chapter introduces all the relevant background concepts on which this thesis will
build. The first two sections introduce radar, and target detection, primarily Constant
False Alarm Rate (CFAR), and the following section introduces conventional Artificial
Neural Networks (ANNs) and Spiking Neural Networks (SNNs) and their differences.

2.1 Radar

Electromagnetic radiation, the fundamental principle of RAdio Detection And Ranging
or radar, is a well-studied topic. Principle discoveries of electromagnetism started well
before the beginning of the common era. Heinrich Hertz invented the basis of radio
transmissions using the electromagnetic spectrum around 1887. In 1888, he discovered
that some waves pass through certain materials (notably the lower frequencies) while
others reflect (higher frequencies) [6]. Hertz himself ironically thought his discovery
was useless. It was not until 1904 that German inventor Christian Hülsmeyer used this
principle for ship detection to avoid collisions, one of the critical uses of the radar in
modern times. Nowadays, many applications use radar.

2.1.1 Radar Principles

The radar equation determines the range characteristics of a radar, given in equa-
tion (2.1) [3]. The maximum range is determined by the transmission power Ps, the
antenna gain G, wavelength λ, Radar Cross Section (RCS) σ and the minimum de-
tectable receiving power Pemin

. The equation shows that as components in the numer-
ator increase, the maximum detectable range also increases.

Pe =
PsG

2λ2σ

(4π)3R4
=⇒ Rmax =

4

√
PsG2λ2σ

Pemin
(4π)3

(2.1)

The most trivial example of a radar signal is a pulse, where a short sinusoidal signal
is transmitted and reflected by a target. In this case, only the location of an object can
be determined and is given by the round-trip time of the pulse in equation (2.2), with
c being the speed of light and t the time between transmission and reception.

R =
ct

2
(2.2)

Measuring velocity with radar is a bit more involved and uses the Doppler effect. The
Doppler frequency is the frequency shift in the received signal. Humans also experience
this effect with moving sirens on emergency vehicles, which introduces a frequency
change dependant on the object’s velocity. As can be seen in equation (2.3) [15], as
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Figure 2.1: A chirp in the frequency spectrum. The difference in frequency is related to the
distance. The height difference is the doppler frequency. (image from radartutorial.eu)

the relative velocity v between the object and observer increases, so does the Doppler
frequency fD. Thus something transmitting waves moving towards the observer will
increase its frequency.

fD =
2v

λ
(2.3)

The single pulse radar is insufficient to measure the Doppler shift as the transmission
stops before receiving the response. Contrary to this method, Continuous Wave (CW)
radars transmit and receive at the same time. A continuous-wave radar will usually
require two separate antennas for transmitting and receiving because of this. When
transmitting an unmodulated signal, a continuous wave radar cannot distinguish targets
nor measure distance. The reflection will also be continuous, and there is no way of
knowing where it starts and stops. It is, however, possible to measure the Doppler shift
(i.e. velocity) of a single target.

To be able to distinguish between targets and measure range, modulation of the
signal is required. One possible modulation technique is Frequency Modulation (FM),
modulating the signal’s frequency over time. By modulating a high-frequency carrier
wave over a specific bandwidth, the radar captures range and Doppler information
as seen in figure 2.1. In radar, each rising edge is called an (up-)chirp. Accessing
this information will require multiple chirps since it will be ambiguous whether the
frequency difference is from the delay or Doppler shift.

Velocity is given by the phase difference ω between two chirps (equation (2.4))
[14]. The quality (max. distinguishable and resolution) of the velocity information is
determined by the time of each chirp (Tc) and the number for chirps i.e. frame time
(Tf ) (equation (2.5) and equation (2.6)).

v =
λω

4πTc

(2.4) vmax =
λ

4Tc

(2.5) vres =
λ

2Tf

(2.6)
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Figure 2.2: Range-Doppler processing requires two sequential FFT arrays. First over range,
then over chirps. (image from C. Schroeder et al. [21] © 2011 IEEE)

2.1.2 Radar Processing

In radar hardware using FMCW, a mixer stage mixes the transmitted signal with the
received signal. The resulting signal is called a beat or intermediate signal. The range
of each target is directly related to the frequency in the beat signal: a low-frequency
component means a nearby target. This range information contains a small error for
non-stationary objects because of the offset caused by the Doppler frequency. The
phase information over multiple chirps is required to get the Doppler frequency. When
doing Fourier transforms over each chirp (also called fast time), and consecutively over
all the chirps per range bin (also called slow time), the resulting 2D image is called a
Range-Doppler map or image (see figure 2.2). On one axis is the range of each object,
and on the other, the velocity. The Range-Doppler map can distinguish equidistant
objects with different relative velocities; equidistant objects with the same velocity are
still ambiguous in range-doppler images.

2.2 Target Detection

Determining whether something is a target is a non-trivial problem. One approach
would be to set a simple threshold. In that case, a change in the noise level could
change the radar characteristics and underperform, which is undesirable: the detection
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Figure 2.3: Example of a Range-Doppler map of a rotating metal plate at a 1m distance.
The target moves around a circle as it rotates, and the targets at 0m are cross-talk between
antennas and usually are filtered out.

rate could be higher with a lower threshold. When deciding on a value, there are four
distinct outcomes:

1. The decision rule decides there is a target, and there indeed is (detection or true
positive).

2. The decision rule decides there is no target, but there is (miss or false negative).

3. The decision rule decides there is a target, but there is not (false alarm or false
positive).

4. The decision rule decides there is no target, and there is not (correct rejection or
true negative).

The probability of a false alarm is an important design constraint, as the signal pro-
cessing (or human) behind it needs to handle this number of false detections. For
example, a pulse radar transmitting 15000 pulses per second and 400 range bins would
require (15000)(400) is six million decisions per second. With a probability of false
alarm PFA = 10−8, it would trigger a false alarm about once every 17 seconds, while a
PFA = 10−6 would trigger a false alarm about six times per second. If the false alarm
rate is constrained, it can be set to a fixed number of false alarms per hour that the
system can feasibly process.

2.2.1 Probability

Radar antennas receive both the noise and signal. The essence of target detection is
determining whether a part of the measurement contains noise and the signal.

Both the noise and signal have their probability distribution dependant on the noise
power and radar characteristics. The only way to statistically increase the probability
of detection without increasing the false alarm rate is by increasing the Signal-to-Noise
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Figure 2.4: The signal always overlaps to some degree with the noise. This means that there
is always a probability of a false alarm. Ideally, the probability of a false alarm is constrained.
(image from MIT Lincoln Lab)

Ratio (SNR). In this case, the whole distribution shifts to the right, decreasing the noise
and signal area overlap. Similarly, decreasing the probability of false alarm will result
in a lower probability of detection, as can be seen in figure 2.4. The Neyman-Pearson
criterion maximises the PD under a set constraint for PFA.

A Receiver Operating Characteristic (ROC) curve can be used to show the perfor-
mance of each decision rule or algorithm. It shows the relation between PD and PFA (see
figure 2.5). The linear line in the middle represents the performance expected from a
random binary classifier. Ideally, a perfect classification never produces a false-positive
result. Realistically, this is never the case, and there is always a probability of a false
alarm. As the probability of detection approaches 1, the probability of a false alarm
will as well.

Note that PD and PFA are related to Pmiss = 1 − PD and PTN = 1 − PFA respec-
tively. As such, the ROC curve covers the whole confusion matrix and can be used to
characterise the complete performance of the classifier.

2.2.2 Range-Doppler Integration

To effectively increase the SNR of a radar system, (non-)coherent integration can be
used [20]. By integrating multiple range-doppler frames, the system essentially averages

9



Figure 2.5: The ROC curve shows the performance of a decision rule by plotting the relation
between PD and PFA.

out the noise. When this is done in the complex range-doppler image, it is called coher-
ent integration. After passing through the (magnitude) square law detector, it is called
non-coherent integration. Non-coherent integration cannot use the phase information
and, because of that, is less effective than coherent integration. Typically, integration
is an expensive computational operation, but with SNNs, this is partially built-in since
each neuron is an integrator.

The gain is dependant on the number of frames to be integrated. With two SNRs,
SNR1 and SNRN , the SNR of a single frame and N integrated frames, respectively,
the non-coherent integration gain is defined in equation (2.7). Sometimes non-coherent
integration gain is also called the integration improvement factor.

Gnc =
SNR1

SNRN

(2.7)

While the non-coherent integration gain is usually better, the gain for simple point
targets used in this thesis varies between N at best and

√
N at worst.

2.2.3 Constant False Alarm Rate

The class of detectors that aim to maintain a constant false alarm rate are called CFAR
detectors. Contrary to simple detectors, CFAR detectors have a dynamic threshold that

is dependant on an estimation of the noise power (σ̂2
w) and some factor α (equation (2.8))

[20]. The additional α factor compensates for the fact that the noise power is an
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Figure 2.6: A schematic of a CA-CFAR detector. CFAR uses neighbouring cells to calculate
some noise estimation used as an input for the threshold comparator. Note that the cells
directly adjacent to the CUT are guard cells and not used in the average. (original image
from Hong et al. [13])

estimation. In this case, it is assumed the interference is Gaussian and thus exponential
distributed due to the square-law detector. Using maximum likelihood estimation, the

noise power σ̂2
w can be defined as the average of N-cells around the evaluated cell

xi called the Cell Under Test (CUT) (equation (2.9)). Intuitively, this makes sense;
taking the average cells around a potential target has a high chance of accurately
estimating the noise. This type of CFAR is called Cell Averaging CFAR or CA-CFAR.
This methodology has two problems: (1) When other targets are nearby, they might
inadvertently raise the threshold (target masking). The cell with a lower SNR is no
longer detected. (2) Heterogeneous interference may produce false alarms or misses on
edges between different noise floors [8, 4]. An example of heterogeneous interference
caused by clutter is an open road with buildings or trees on the side. The open road
will likely have a lower noise power than the buildings where echoes can bounce around
multiple times. The edge between these two different noise power is called the clutter
edge and the false alarm caused by this are considered a shortcoming of CA-CFAR.

T̂ = ασ̂2
w (2.8) σ̂2

w =
1

N

N∑
i=1

xi (2.9)

CA-CFAR is the most used CFAR algorithm. In terminology, the CUT has both
guard cells and reference cells surrounding the CUT. The guard cells are ignored and in
place to partially solve the interference problem caused by itself or nearby targets, and
the references cells are the cells averaged to estimate the noise power. When solving
for α, the noise is assumed to be Additive White Gaussian Noise. When modeled in a
exponential distribution (due to the square-law detector), α ends up being dependant
only on PFA and N therefore being a constant false alarm detector (equation (2.10)).

Ordered Statistics (OS)-CFAR is another variation that aims to solve the problems
in heterogeneous noise. The algorithm sorts reference cells and selects the k-th rank
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Figure 2.7: The CFAR loss plotted for several PFA. As the number of reference cells increases,
the noise estimation gets more accurate, and the loss will be lower. The lower desired prob-
ability of false alarms rely heavily on the noise estimation and, as such, will have a larger
CFAR loss.

order value (e.g. the median) as noise estimation instead of averaging. There is again
a constant α that determines the PFA that is multiplied with the chosen value.

PFA = (1 +
α

N
)−N ⇐⇒ α = N(P

−1/N
FA − 1) (2.10)

Because the noise is estimated, a lower number of the reference cells that estimate
the noise will result in a larger error. This error causes some signals to be lost as the
noise will be over-estimated; this loss is called the CFAR loss and indicates what is a a
good number of reference cells [20]. As can be seen in figure 2.7, as the PFA decreases
for a given PD (in this case 0.9), the loss becomes bigger. Below ten reference cells,
This is the case because, as the desired PFA gets lower, the CA-CFAR relies more on
its reference cells. When these reference cells do not give a good estimation because
there are too few, the noise is overestimated, and detections will be missed. Note that
this loss does not consider the shortcomings of real-world losses, like target masking
and clutter edges.
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Figure 2.8: The network as a whole acts as a function that is determined by its connections
and weights. The number of hidden layers characterises the depth of a neural network. (image
by Glosser.ca at English Wikipedia)

2.3 Artificial Neural Networks

Traditionally, scientists modelled Artificial Neural Networks (ANNs) after the nervous
system of almost all animals, including humans. The nervous system is responsible for
almost all information processing, ranging from hundreds to billions of neurons and
trillions of synapses. This highly complex system is well-studied, yet many details are
still unknown. The exponential growth in computing power reignited the interest in
implementing ANNs, and large homogeneous compute structures can do the necessary
computation relatively efficiently and fast. Nowadays, deep neural networks achieve
results in fields like image and speech recognition, previously only privy to humans.

2.3.1 Neural Network Principles

Neural Networks consist of two elementary components: neurons and synapses. The
neurons are the nodes of a network, while synapses are the edges connecting the neurons.
Neurons take the inputs from synapses and produce an output related to their input.
The depth of a network is characterised by the number of layers apart from the in-,
and output layers also called the hidden layers (figure 2.8) [10].

Modern Artificial Neural Networks usually work as a black box in which the connec-
tivity determines what function the network approximates. Each connection between
neurons has an associated weight that determines how meaningful the relationship be-
tween these neurons are for that function. The change of this weight facilitates learning
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and is usually done using backpropagation; the learning algorithm can use the contin-
uous nature of these networks to calculate partial derivatives of the error between the
input and expected output. This propagates back through every layer, starting at the
output going back to the input. When repeating this process many times, the network
is trained to a particular function that hopefully approximates the desired function.
A complex deep neural network can have many (hidden) layers through which the in-
put propagates towards the last output layer. Generally, a higher number of layers
constitutes a higher complexity of the function when training it properly.

In biology, most of these connections are chemical processes that consist of channels
triggered by neurotransmitters. The signals between neurons are no longer continuous
but spikes, introducing a temporal element to the network. A spike occurs when the
membrane potential, i.e. the voltage inside a neuron, exceeds a threshold. This sets off
a chain reaction that causes a spike to travel along the axons (figure 2.9) and in turn
causes the synapse to release neurotransmitters, increasing the membrane potential in
the connected neurons. During the spike generation and shortly after, the neuron can
not generate another spike. The period in which this is the case is called the refractory
period and limits the rate at which neurons can fire. After the refractory period, the
neuron’s membrane potential returns to its resting or reset voltage. Many factors can
influence whether the neuron will generate a spike and how neurons are connected.
Donald Hebb explained so-called synaptic plasticity in the Hebbian theory and can
be summarised as ”Cells that fire together wire together”, stating that a pre-synaptic
(input) neuron that spiked just before the neuron did the neuron will become more
sensitive to its input. Although this is thought to be the primary mechanism driving
learning and memories, it is still poorly understood.

2.3.2 Neuron Models

Simulating neural networks requires modelling the individual elements of a network.
Neurons have been studied intensively across animals. Alan Hodgkin and Andrew Hux-
ley described a model by looking at a giant squid axon, which made experimentation
easier due to its large size. This Hodgkin-Huxley model described the membrane po-
tential as capacitance and multiple channels as a conductance, essentially having a
capacitor as the cell membrane and (variable) resistors as channels [12, 9]. While this
model is complete and accurate, the mathematical model contains multiple non-linear
differential equations making it hard to analyse.

To reduce complexity both in simulation and hardware, neuron models have been
simplified into an integrate-and-fire model, which can be described in a single linear
ordinary differential equation (equation (2.11)). The applied input current, which in
biological neurons would be the channels opening in response to neurotransmitters,
charges the capacitor, which increases the membrane potential. A spike is fired after
crossing a set threshold, after which the membrane potential is reset to the resting
voltage.

I(t) = C
du(t)

dt
(2.11)

Biological neurons constantly lose charge such that they return to their resting
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Figure 2.9: Synapses connect with other neurons. As a neuron receives inputs on its dendrites
from other synapses, it will increase the membrane potential inside the neuron and spike at
a certain threshold. (image by Egm4313.s12 at English Wikipedia)

potential after input spikes. This leaky behaviour is modelled in the Leaky Integrate-
and-Fire neuron model (equation (2.12)) by adding a resistor parallel to the capacitor
[9]. In this equation the input current I(t) is reduced by the leaky current (u(t)−u0)/R,
where u0 is the resting membrane potential. The constant RC can be expressed as the
time-constant τ , it takes approximately 5τ for the capacitor to discharge back to 0V. In
many neurons, the time constant is in the order of 10 milliseconds, but from a hardware
point of view, this can be anything as hardware permits. For example, due to the area,
the time constant might be constrained to a few nanoseconds. These mathematical
models do not include the firing itself or reset; this is solved in the exponential (leaky)
integrate-and-fire but is unnecessary for simulation purposes. Furthermore, in simula-
tion, the input current is replaced by discrete voltage weights over some set time step.
In this case, the equation can be simplified to τdu(t)/dt = u0 − u(t).

I(t)− u(t)− u0

R
= C

du(t)

dt
=⇒ τ

du(t)

dt
= u0 − u(t) +RI(t) (2.12)

An example of a voltage curve is shown in figure 2.10. The refractory period is two-
fold: during the spike itself, the membrane potential is not changed meaningfully, and
the membrane potential is inhibited below its resting state after the action potential,
making it harder to fire again.

In addition to neurons being excited by spikes, neurons can be inhibited. Inhibition
lowers the membrane potential such that it becomes more challenging for the neuron
to generate a spike. Inhibitory behaviour can prevent neurons from spiking altogether
over a prolonged period, as long as the inhibiting spikes override the excitatory spikes.
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Figure 2.10: The action potential or firing of a neuron. As the membrane potential increases,
the voltage crosses a threshold triggering the neuron to fire. Not all input results in a spike
but does cause the membrane potential to increase.

After inhibition, the neuron’s membrane potential returns to the resting state similar to
excitation. In biology, synapses release inhibitory neurotransmitters that open channels
to allow negatively charged ions (as opposed to positively charged ions when being
excited) inside the neuron membrane, decreasing the voltage. In models or simulations,
inhibitory behaviour can be seen as a negative current or negative weight, respectively.

2.3.3 Spike Encoding and Decoding

The input and output of an SNN are in the form of a series of spikes or spike trains.
These spike trains can be described in multiple ways, generally divided into rate and
temporal encoding [17] (figure 2.11).

Rate encoding modulates the spike rate over a specific period. The average rate over
such a period corresponds to the actual input or output value. This can be done over
a single neuron or population of neurons, where their combined average spike rate is
representative of some input or output. Rate encoding can be seen as a dense encoding
type since more spikes are required to represent data.

The temporal encoding uses the timing of individual spikes to encode the infor-
mation. An example of temporal encoding is Threshold encoding, where a spike is
generated when the intensity of an input signal crosses a certain threshold. The in-
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Figure 2.11: Two main ways to encode spikes are rate and temporal encoding. With rate
encoding, the information is encoded in the frequency of the spikes alone, while temporal
encoding also encodes information in the timing of individual spikes. Note that with rate
encoding, spikes are not evenly spaced to fit a specific frequency.

formation density of the encoding scheme can be increased by using Step Forward
encoding, where the difference between two values is used to compare.

All spikes must be independent when encoding signals into spikes to ensure the
encoding itself does not influence the network. This can happen in simulation with rate
encoding: when all spikes are dispatched simultaneously at simulation start, it can cause
output spikes that would not have otherwise occurred. In that case, the simulation itself
caused the output spike and not the neural network. Especially learning algorithms
can reinforce this predictable behaviour. Stochasticity is introduced in the encoding
in the form of Poisson encoding to prevent spike dependence. In this case, the spiking
rate is not precisely given by individual spikes but on average.

17



18



Related Work 3
As early as 1993, scientists searched to improve the Constant False Alarm Rate (CFAR)
algorithm due to its well-known limitations outside of Gaussian noise [2]. Due to
the hardware back in the day, this study did not use the advanced Artificial Neural
Networks (ANNs) used today, but rather a decision algorithm on what conventional
CFAR algorithm should be used. The majority of neural networks being a conventional
ANN, there is not much research into specifically enhancing CFAR with Spiking Neural
Networks (SNNs). Most literature in CFAR changes the noise estimation algorithm or
makes choices in what algorithm to use (adaptive CFAR).

3.1 Artificial CFAR

Several literature studies attempt to improve the conventional CFAR algorithm by
adding an ANN somewhere in the pipeline. Although these studies are not related
to this thesis as there is no learning component, the results and the way results are
measured are. Carretero et al. [7] replace the whole algorithm with a shallow 2-
layer neural network. The network outputs a new confidence estimation by training
the network on prior information (whether a target is present or not). Because of
the black-box nature of a trained ANN, any information about the PFA is lost but is
attempted to relate to the threshold output empirically for comparison purposes. The
algorithm gets moderate improvements with homogeneous Gaussian noise but seems to
classify clutter edges better, preventing them from appearing as false-alarm detections.
Results are shown on a PD vs SNR plot.

Similarly, Lin et al. [18] replaced the algorithm with an ANN but instead used a
deep network of convolutional layers. The network aims to give a better estimation of
the noise map such that it removes the masking effect caused by other targets. It does
perform better but at a high computational cost. The results are presented in Receiver
Operating Characteristic (ROC) plots.

Zhao et al. [25] look specifically at avoiding clutter caused by reflections of waves
at sea. They combine a clustering algorithm (DBSCAN) with an ANN, where the
clustering attempts to filter the outliers caused by clutter, and the ANN is used to
estimate the remaining background clutter. The estimated background interference is
compared with the Cell Under Test (CUT) as usual. Results are evaluated using plots
with the detection probability and SNR.

3.2 Spiking CFAR

Before starting the work on this thesis, there was no known literature about using SNNs
for radar target detection or CFAR in particular. In June 2021, Lopez et al.[19] pub-
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lished a relevant paper about implementing a CFAR algorithm (OS-CFAR) in SNNs.
Similar to the work in this thesis, the authors used mathematically derived weights
to implement the conventional algorithm in a spiking architecture. Instead of a well
known SNN simulator, an own implementation was used. As the neuron model was
an integrate-and-fire, without any leakage or refractory period, the algorithm was con-
verted to spiking behaviour, potentially missing out on some of the temporal enhance-
ments that spiking architectures inherently bring. Essentially, the authors converted
conventional ANN operations into the temporal domain using rate encoding.

Instead of selecting the kth-smallest value, the authors simplify this by combining
the comparator and summing in the output neuron. The CUT weights constitute both
the number of spikes required to trigger the output neuron and the comparison by using
inhibitory and excitatory spikes. Most notably, the architecture requires all inhibitory
spikes by the neighbour cells to arrive before the spikes by the CUT to prevent incorrect
output spikes.

The authors use the root mean square error for measuring the difference between
conventional DFT and spiking DFT. There is no analytical comparison between the
two CFAR algorithms.
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Design and Methodology 4
The goal of this work is to approximate the Constant False Alarm Rate (CFAR) al-
gorithm in an Spiking Neural Network (SNN). This chapter describes the theory and
design of the Spiking CFAR. The first section introduces the essential concepts and
principles of Spiking CFAR. The following sections describe the encoding, simulation,
network model and metrics, respectively.

4.1 Spiking CFAR

The basic principle of Spiking CFAR is the so-called exposure of range or range-doppler
images to an SNN. This network filters out noise based on the principle of the Cell Aver-
aging CFAR algorithm. The resulting output is similar to the output of the conventional
CFAR algorithm, and a subsequent network layer can use this output directly for fur-
ther processing or classification. The use of an SNN introduces several low-frequency
filtering elements without using extra processing elements. Another argument for do-
ing pre-processing in SNNs is power consumption, as SNNs are known for their power
efficiency due to their use of spikes. It is, however, not possible to accurately compare
the power consumption without having a working hardware simulation.

Everything in this thesis is based on the working of the Integrate-and-Fire (IF) and
Leaky Integrate-and-Fire (LIF) neuron models. This last type of neuron accumulates
spikes by increasing its membrane potential. The SNN can use trains of spikes to
represent the values of pixels in an image. In the case of rate encoding, the weight of
each synapse will effectively act as a multiplier in the post-synaptic neuron. Without
any leakage or reset, the membrane potential can thus be seen as the value multiplied
by some weight wij and as a result, any neuron threshold will effectively be a threshold
based on the input.

With CFAR, a simple threshold is not sufficient: it uses an estimation of the noise
power. It is evident using simple algebra that a threshold voltage ut can be subtracted
from the membrane potential uj(t) and results in the same threshold operation centred
around 0 (equation (4.1)). Inhibitory spikes can use this property by subtracting the
threshold value from the Cell Under Test (CUT) and avoiding the issue of needing a
dynamic threshold in the neuron model. This mechanism places the threshold at the
synapse level: each neuron connection determines the effective threshold. The threshold
can further be divided into a static and dynamic threshold. The dynamic threshold
is, as before, determined by neighbouring cells to estimate the noise power. The static
threshold is a set value allowing to filter low-frequency noise.

uj(t) > ut ⇐⇒ uj(t)− ut > 0 =⇒ uj(t)︸︷︷︸
excitatory

− udynamic(t)︸ ︷︷ ︸
inhibitory

> ustatic (4.1)
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Figure 4.1: The several mechanisms of Spiking CFAR are illustrated. a) Because the mem-
brane potential is discharged over multiple frames, the output neurons stay inhibited, making
it harder for them to fire in the next frame. b) All spikes generated by the red pixels inhibit
the yellow output neuron, while the spikes generated by the yellow pixel (the CUT) excite the
output neuron. The output neuron also has a static threshold at which it will spike. c) The
connectivity dots in a 7x7 example network. At the cost of synapses, each convolution will
be executed in parallel. The green dots are excitatory connections, the red dots inhibitory.
In this case, the network uses a single guard neuron and a reference neuron on each side.

The combination of inhibitory spikes and the temporal aspect of SNNs does come
with several caveats, like the order in which excitatory and inhibitory spikes arrive can
influence whether the output layer generates a spike. In addition, the leaky component
conveniently left out of the above description attenuates both the signal and threshold
value. While this results in a loss of power, both inhibitory and excitatory spikes are
affected. It could, however, unintentionally remove low power targets that the normal
CFAR would have picked up.

By leveraging the network connectivity, the SNN can perform all convolutions si-
multaneously at the cost of synaptic connections. With CA-CFAR, the guard and
reference cells are now called reference and guard neurons, respectively. The reference
neurons will inhibit the output neuron, while the CUT neuron will excite the output
neuron. The guard neurons are unconnected.

Three mechanisms are all inherent when using Spiking CFAR (figure 4.1):

(a) The inhibitory spikes from previous frames can temporarily cause inhibition, act-
ing as a high-pass filter on a temporal level. This can prevent the neuron from
spiking in the next frame.

(b) Besides the dynamic threshold, there is also a static threshold introduced de-
pendant on the threshold of the neuron, acting as a high-pass filter on a spatial
level.

(c) Instead of using a convolution, the network processes all cells in parallel. Both
the sum and comparison are combined in the output neuron.
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Figure 4.2: The encoding pipeline before it enters the SNN. Normalisation allows for lower
spike rates when reflections have a uniform power distribution like targets at a constant
distance.

4.2 Encoding Pipeline

The initial experiments in this thesis are based on the RFBeam MR3003 radar. This
77GHz Frequency-Modulated Continuous Wave (FMCW) radar produces a frame con-
sisting of 128 chirps every 50ms. In reality, each chirp takes about 140µs (from which
27.6µs is transmitting the chirp), and each frame is 17.9ms. The missing 32.1ms goes
to processing and can not be disabled without reprogramming the firmware. Each
chirp consists of 256 real numbered samples. The 50ms per frame deadline is taken
as a design parameter, and all results are based on this. Later results are based on a
simulation using Radarsimpy that use these same characteristics.

By applying the Discrete Fourier transforms as outlined in chapter 2, the output
is a raw unprocessed range-doppler image. Alternatively, a Chirp Z-Transform can be
used to zoom in at a specific range and velocity effectively, but the resulting image is
similar to doing a larger Fourier transform and cropping the image. In this thesis, any
(optimised) variation of the Discrete Fourier transform, like the Fast Fourier Transform,
will be generalised as the Discrete Fourier transform. Since all the relevant information
is in the frequency components, the next step takes the magnitude of the complex
image and thus results in a 1D or 2D image consisting of range and range-doppler,
respectively.

The assumed noise is Gaussian (Additive White Gaussian Noise specifically), and
the exponential distribution is used to estimate the power of a range-doppler cell. The
image is passed through a square-law detector to get the power of each cell.

4.2.1 Normalisation and Quantisation

There are two options to convert each pixel value to spike rates: (min-max) normal-
ising them to a set scaling factor (which will become the maximum spike rate of each
frame) or directly scaling the input values to the frame time of each frame. Min-max
normalisation does not handle outliers well with a significant precision loss; low power
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Figure 4.3: The quantisation results in a loss dependant on the chosen scaling factor or
simulation time step per noise figure. a) Min-max normalisation suffers from significant
losses depending on the distribution of the target power. As the scaling factor increases, the
loss becomes a gain as the distance between the signal and noise increases. b) Direct input
effectively clips all the values above the maximum spike rate determined by the simulation
time step, resulting in a higher loss. As soon as the dynamic range covers the whole input
power range, this loss becomes zero or slightly negative due to the quantisation of integer
values.

reflections are suppressed because of high power targets. A shorter simulation time
step will generally result in higher spike rates and thus a lower quantisation error, re-
sulting in a better approximation of the original algorithm. However, in the case of
simulation, this costs more compute time, or in the case of hardware, a higher power
consumption. This trade-off has to be made: normalisation reduces the probability
of detection, higher spike rates increase the power consumption and simulation time.
When no normalisation is used, the spike rates are converted to scale accordingly with
the frame time such that for each frame, the input rate is the same as the value used
in the standard algorithm. The rates are used for input in the Poisson Neuron Group,
which introduces stochasticity in the spike timings to avoid spike dependence.

The signal is being quantised into atomic units (spikes), and as a result, the spike
rate is an integer value. This causes a quantisation error related to the maximum spike
rate determined by the refractory period and simulation time step. As the simulation
time step is shortened, higher spike rates can be achieved, and the dynamic range of
spike rates gets larger and the error smaller when using normalisation. However, a
shorter time step results in longer simulation times (weeks) and is not practical.

In figure 4.3, the effects of both input methods are shown. At longer simulation time
steps, the loss will be significant with both methods. Nevertheless, at high enough spike
rates, both methods can provide acceptable results and simulation times. However,
min-max normalisation will attenuate low power signals if there is also a high power
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Figure 4.4: The (conventional) CFAR output of each spike encoding method when using a
scaling factor of 105, time step of 10−6 and a PFA of 10−8. While the normalised input has
a lower average spike rate, it attenuates both the signal and noise with a high power target.
This can cause problems for quantisation, causing missed detections.

signal, lowering the detection rate. While both methods are tested, the direct method
is preferred. The quantisation error at the used simulation time step is low enough,
and it does not adjust the signal for each frame.

As can be seen in figure 4.4, low-power noise gets squished into either a 0 or 1.
The direct input will handle this better on average as the chosen normalisation scaling
factor never influences it. When there are only low power targets, the noise has a higher
dynamic range and could provide better performance. The opposite is true when there
is a high power target: the noise will be attenuated and make detection of other low-
power targets impossible (also shown in figure 4.4). The floating-point input does not
have this problem (apart from the floating-point precision).

4.3 Spiking Simulation

In order to simulate the SNN, the Python library Brian 2 [23] is used. This library
facilitates the simulation of many neurons and synapse models given by differential
equations. Various methods like Euler can then solve these equations, but generally,
an exact method is used since the used equations are linear. Each layer consists of a
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Figure 4.5: The structure of the simulation elements in Brian. Each spike monitor will register
all the spikes that happen within that network. The state monitor can be used to inspect
individual neurons or synapses. Larger simulations do not record input spikes to save memory.

Neuron group and is connected by synapses. Monitors are used to capturing spike rates
and state variables like membrane voltage (figure 4.5). To save memory, usually, only
the state of specific neurons is monitored. The spike times of all neurons are monitored
in order to generate the in- and output images. Larger simulations do not monitor the
input spikes. When simulating in Python, the complete network state can be stored
and restored, which is used to reset the whole network back to its resting state.

4.3.1 Simulated Elements

For input, a Poisson group is used to avoid spike dependence. The Poisson group
is a Neuron group that uses a dynamic threshold based on pseudo-random number
generation and spike rates: R < fn ∗ dt with R being a random variable sampled from
a uniform distribution between range 0 and 1, fn is the input rate for neuron n and
dt the simulation time step. A neuron generates a spike when the threshold is met.
Consequently, the Poisson group produces a spike rate that is normally distributed
around the desired rate. From this equation can also be observed that when fn = 1/dt,
a spike will be generated at each time step, the so-called clipping effect.

The other neuron groups all use the same IF or LIF model. Because the simulation
discretises over each step, the model can be simplified to calculate voltage using u =
q/C. This results in neuron model equation (4.2), using time constant τ = RC where
R is the resistance in Ohm, and C is the capacitance in Farad. As a result, the voltage
is the only independent variable, making simulations faster. The threshold and spiking
are not built into the model equation itself, neither are the refractory period and reset.
The simulator handles both; after a spike, the simulator will prevent any neuron changes
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or spike and reset the membrane potential.

du(t)

dt
=

u0 − u(t)

RC
(4.2)

The synapse model adds a set weight in voltage to the post-synaptic neuron on
a pre-synaptic spike, i.e. when a neuron spikes, the corresponding neuron membrane
potential increases. This is shown in equation (4.3a), where uj(t) is the new membrane
potential for time t with a time step ∆t. It takes the membrane potential from the
previous time step and adds the sum of weights wij for each synapse connection between
neuron i and j. This weight can be anything but is generally lower than the threshold.

uj[t] = uj[t−∆t] +
∑
i

wijSi[t−∆t] (4.3a)

Si[t] =

{
1, if a spike occured at time t

0, otherwise.
(4.3b)

When a neuron is in its refractory period, the membrane potential can not be
modified by incoming spikes nor by the discharge of the capacitor. The refractory
period effectively determines the maximum spike rate of neurons, together with the
simulation time step. Figure 4.6 shows the effects of the simulation time step and
refractory period on a 500Hz input. As the time step gets too high, the variance in
output frequency goes down to zero. On the other hand, the refractory period lowers
the chance of a spike occurring. E.g. with the input of 500Hz and a refractory period of
2ms, the neuron is in its refractory state for half the time, and during this time, it can
not spike again; this limits the effective spike rates to around 250Hz. The refractory
period is not used in the Poisson input group but is used in the output group.

4.3.2 Neuron Behaviour

The LIF model can be defined as a (linear) ODE. This can be seen in figure 4.7, the
analytical solution is identical to the output of the Brian 2 simulation. This is as
expected since the Brian 2 internals uses the same method to solve each time step.

The leakage of energy potential happens continuously and will thus lower the spikes
required for detection. As can be seen in figure 4.8, even with the inhibitory and
excitatory spike rates being equal (b), an output spike is still possible. As the difference
between the spike rates grows, output spikes become more or less likely. A (non-zero)
static threshold (ustatic) can filter these random output spikes. When using a zero static
threshold, compensation is necessary to avoid random false alarms. The excitatory
synapses can be delayed, or the initial reset potential can be set on a negative offset.
The effects of the leakage and threshold can also be seen in figures 4.9 and 4.10, which
shows the resulting average output spike rate for both IF and LIF neurons, with and
without a static threshold of 1V, which is five times the base weight (0.2V). As can
be observed in figure 4.10, the output firing rate is reduced by about a fifth, and the
output spikes at equal rates are attenuated. This behaviour is desirable for CFAR as
it estimates a more stable thresholding function.
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Figure 4.6: The output spike rates of a steady 500Hz Poisson input for multiple time steps
and refractory periods. A time step (dt) that is too high causes the output rate to clip to 1/dt.
A high refractory period (Tref) lowers the chance of a spike occurring, effectively lowering the
mean output spike rate to (fidt)/Tref, with input rate fi. Input spike rates above 1/dt, clip
to 1/Tref as expected.
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Figure 4.7: The behaviour of a simulated LIF neuron with time-constant τ = 50ms compared
with its analytical function. Since Brian 2 uses an exact solution for linear Ordinary Differen-
tial Equations (ODEs), the results are identical. a) A neuron is charged to 1V and discharges
over time. Anything over 1V would have immediately reset the neuron after spiking. b) A
neuron has been inhibited to -1V and slowly discharges back to 0V.

4.3.3 Scheduling

Brian is a clock-driven simulator and, as such, uses discrete time steps to simulate
the SNN. The clock-driven approach makes the simulation more computationally effi-
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Figure 4.8: The membrane potential of three output neurons, with a constant excitatory
input rate of 2500Hz. a) The inhibitory spike rate is lower than the excitatory spike rates
and thus causes a reliable output spike train. b) The inhibitory and excitatory spike rates are
equal. Spikes can still occur since energy potential is lost due to leakage. c) The inhibitory
spike rate is 50Hz higher than the excitatory spike rate. Output spikes are rare but can still
happen due to the Poisson input, especially at lower spike rates.

cient than event-driven simulators, especially with larger networks [5]. The time step
introduces an error in spike timings since all threshold conditions are evaluated simul-
taneously, making Poisson spike rates even more important as it lowers the chance that
neurons spike in the same time step.

The clock-driven approach also means that everything is processed in a specific
order. Mainly, Brian uses the following schedule, the simulation:

1. updates the neuron groups. In the case of LIF neurons, it applies the leakage.

2. compares thresholds and registers spikes.

3. checks synapses if a pre-synaptic spike occurred (as was just registered) and applies
the model.

4. resets all neurons that spiked according to the reset conditions.

When the time between spikes approaches the simulation time step, the spikes will
appear synchronised at the maximum possible spike rate and effectively clip the input
values. This synchronisation will even occur when using Poisson inputs. While the
effects of a small number of neurons clipping are negligible, it will affect performance
when a large portion of the input image becomes clipped, as it would in the conventional
algorithm. Normalisation will prevent this but with the caveats mentioned above.
Unintended synchronisation can be prevented by choosing a shorter simulation time
step and refractory period.

4.3.4 Optimisations

There are several optimisations in the Brian simulator that can be utilised. There
are two types of code execution: runtime and standalone code generation. With run-
time code generation, Brian either uses the Numpy library or Cython C++ compiled
functions. These compiled functions are imported in Python and called like any other
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Figure 4.9: The output spike rate with a fixed excitatory spike rate and increasing inhibitory
spike rate. There is no static threshold.
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Figure 4.10: The output spike rate with a fixed excitatory spike rate and increasing inhibitory
spike rate, using a 1V static threshold.

function during runtime. This especially helps in larger networks, as is usually the case.
All Brian functionality supports both the Numpy and Cython runtime code generation.

The standalone code generation generates a C++ program to run the simulation.
By default, this hardcodes all the input spikes into the binaries, making them relatively
large. The simulation is run outside of the Python environment, after which the results
are imported back into Python. All the resulting spikes are stored on disk or memory,
a bottleneck for larger outputs.

Since all inputs loaded at the start, there are a few changes compared to running
in the Python runtime.

• A different clock is required to change the input rates every 50 milliseconds.

• Since the network state can no longer be stored/restored. The network state needs
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Figure 4.11: The Brian simulation times of a relatively large (128x128) network. The C++
simulation has a slight advantage over Python with Cython optimised code, but the compile-
time makes it unideal for test runs. Using pure Python (using Numpy) is the slowest.

to be reset periodically.

• The output spikes need to be transformed back into 50ms frames.

The standalone version results in about a 1.5-2 times speedup over the Cython ver-
sion and 2-3 times over pure Python (figure 4.11), depending on network size. Larger
networks benefit more from optimisation as more operations can be run in parallel[11].
The standalone code generation does require additional compile-time, making it ineffi-
cient for quick tries and debugging. In addition to C++, Brian also supports compila-
tion to GPU-enhanced Neuronal Networks (GeNN). While the networks in this thesis
have been implemented with compatibility for GeNN, it was not used. With large net-
works, this could further improve performance. It should be noted that since each time
step is dependant on the previous, the simulation performance improvement is bound
on the operations performed in each time step.

4.4 Network Architecture

As discussed in chapter 2, the CFAR algorithm is used to estimate the background
noise and threshold whether there is a target or not accordingly. Because it is an
estimation and not an exact value, a factor α is used to correct for a given distribution
and PFA. This α is used as a weight modifier throughout the network and is dependant
on the number of connected synapses. The network consists of two neuron groups: a
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Table 4.1: The properties used in the SNN.

Tframe Tref dt R C τ w0 u0 ustatic
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Figure 4.12: Examples of the network topologies used. The green edges are excitatory, the
red edges inhibitory. In both examples, there is one guard and one training neuron on each
side.

Poisson input group and an IF or LIF neuron group. As these neuron groups are 1D,
a 2D input needs to be flattened. There are two groups of synapses: excitatory and
inhibitory. The excitatory synapses are connected trivially with a i = j condition, with i
being the pre-synaptic neuron and j the post-synaptic neuron. The inhibitory synapses
connect the j-th output neuron to its reference input neurons. All the properties used
in the simulation can be found in table 4.1; the values will be explained in this section.

The Tframe is the time each radar frame is exposed to the network, Tref is the re-
fractory period of the output neurons, dt is the simulation time step, RC = τ are
the resistance and capacitance of the neuron resistor and capacitor respectively and
determine the time-constant τ . w0 is the base-weight, and u0 is the resting membrane
potential. Finally, ustatic is the static threshold that determines together with the base-
weight how many input spikes are required for an output spike. Together with the
leaky behaviour, the static threshold facilitates a high-pass filter.

4.4.1 Network Connectivity

The connectivity in the network is used to have a dynamic threshold using inhibitory
spikes. To achieve the same behaviour as normal CFAR, the input neurons are con-
nected to the output neuron based on the reference cells the standard CFAR algorithm
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(a) (b)

Figure 4.13: The 2D network connectivity is plotted in 3D, with two training neurons and
four reference neurons on each side. a) shows the middle (green) excitatory synapse and (red)
inhibitory synapses when all connections are possible. b) shows the connections on the edge;
not all inhibitory synapses are available, and this output neuron will have a higher loss.

would use to compare with the CUT: the reference neurons are connected to the output
neuron of the CUT (figure 4.12).

Because each neuron group is one-dimensional, a 2D image needs to be flattened to
1D. This is done with row-major to simplify computation, as the array is also stored in
row-major in memory. The two 2D indices are then translated to their corresponding 1D
index. All synapses connecting to out of bounds neurons on the edges are abandoned.

The number of synapses depends on the input size, number of guard neurons and
number of reference neurons. For example, Let IG,R be the number of synapses for
an N × N,N = 64 range-doppler image and G = 4 guard neurons on each side,
R = 2 reference neurons on each side. Each output neuron has one excitatory synapse
connected (the CUT). This results in approximately I4,2 < 4N2R(2G+R+1) = 360448
synapses, not counting unconnected unconnected neurons at edges.

Figure 4.13 shows a 3D representation of the connectivity. There will be fewer
connections when the CUT is at an edge, and the correction factor (α) compensates for
this. This does, however, make both the conventional and the spiking CFAR susceptible
for missing detections (see CFAR loss figure 2.7) at the edges.

4.4.2 Network Weights and Threshold

Neural networks usually have an implied learning mechanism in the form of weights.
As these weights change, the network will attempt to conform to the desired output.
This network does not have such a learning mechanism. Instead, the weights are fixed
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Figure 4.14: The voltage of the inhibitory weight, plotted per PFA0 and N . Each line repre-
sents a different number of reference neurons N . As PFA0 is lowered, each reference neuron
will have a more considerable influence.

on some base weight w0 and multiplied by α. The α is dependant in the number
of connected reference neurons and the desired probability of false alarm PFA0: αj =

N(P
−1/N
FA0 −1). As discussed in chapter 2, α is a correction factor for the approximation

of reference noise. The lower PFA0 gets, the more influence each reference neuron gets.
If PFA0 is 1, all inhibitory weights become 0, and there is no dynamic thresholding. If
PFA0 approaches 0, all inhibitory weights go to infinity, and all output neurons will be
inhibited (equation (2.10)).

The base weight w0 determines together with the threshold how many spikes are
required for an output spike, i.e. detection. The base weight is used in both the
inhibitory and excitatory synapses such that each spike is equivalent. w0 is divided by
the number of reference neurons and multiplied by an α for the inhibitory neurons. For
example, for a Spiking CFAR network with 44 connected reference neurons (4 guard
and 2 reference neurons on each side), a w0 of 200 mV and PFA0 of 10

−3, each reference
neuron will subtract approximately (103/44 − 1) ∗ 200 ≈ 34mV per incoming inhibitory
spike. In other words, for each excitatory spike, about six inhibitory spikes are required
to prevent an output spike. Equation (4.4) is equation (4.3a) modified with α. Si[t] is
1 if a spike occurred at time t in input neuron i. Instead of having a different weight
for each synapse, all inhibitory synapses connected to the same output neuron have the
same weight. The weight for the excitatory j = i synapses is fixed on w0.

uj[t] = uj[t−∆t] + w0Sj[t−∆t]− 1

Nj

∑
i

αjw0Si[t−∆t] (4.4)

The threshold ustatic in each neuron is the same and set on a fixed value. It can
be set on anything, but 1 volt is a convenient unit. The weight w0 is set on the
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value of 200mV, empirically found by looking at the similarity between the original
and spiking CFAR algorithm, calibrating the spiking implementation to be as equal
as possible. More importantly, the ratio between the threshold and weight is 0.2, i.e.
each output neuron will require at least six spikes before an output spike is generated.
Theoretically, a weight threshold ratio of 1 would produce the same values as the
standard CFAR algorithm. However, the temporal aspect and introduced stochasticity
require the network to have multiple input spikes before generating an output spike.
This additional threshold acts as a high-pass filter, and while this will cause low-power
targets to be missed, it also filters out low-power noise. This also makes the network
robust to the stochasticity either introduced by hardware imperfections or the Poisson
group.

4.4.3 Time Constant and Simulation Time Step

The time constant τ of the LIF is determined by the capacitance and resistance of the
resistor and capacitor, respectively. The charge inside the capacitor decays exponen-
tially in about 5τ . After 1τ , only 37% of the charge remains. With a frame time and
time constant of 50ms, the network uses the noise estimation of the previous five frames
when the network is not reset after every frame.

The chosen simulation time step depends on the range of the input values. For ex-
ample, with a time step of 1ms will only be able to spike at a maximum of 1000Hz. With
a frame time of 50ms, this would mean each value has to be encoded in 1000∗0.05 = 50
spikes. The quantisation from real-valued inputs to spike rates causes some error de-
pending on the maximum spike rate. Since the time step constrains the maximum spike
rate, the ideal network would have an infinitely low time step. Changing the time step
is a trade-off between accuracy and simulation time. The simulation rate 1/dt is always
at least twice the maximum input value to avoid clipping (also see figure 4.6).

4.4.4 Recurrent Output Layer

Normally during non-coherent integration, both the noise and target signals are in-
tegrated. Because of the neuron reset behaviour, this does fully not occur in SNNs:
when there is a non-zero (static) threshold ustatic, the membrane potential is reset to
0V, meaning there is a loss of the same amount. To counteract this, an additional
network design with recurrent connections is introduced (figure 4.15).

These connections divide the charge required for a spike (the threshold voltage of a
neuron) over each guard neuron and itself. While this does not precisely replicate non-
coherent integration due to the leakage, it compensates for part of the loss and makes the
guard neurons more sensitive for detections. Note that while for an individual neuron,
this might seem insignificant, this effect occurs for all the output neurons. Because the
neuron goes into a refractory period immediately after the spike, the connection has a
random delay ranging from 1-2 times the refractory period.

For 0V thresholds (or any other configuration in which the reset voltage is the same
as the threshold voltage), this concept makes no sense as there is no loss. All changes
below the threshold are kept through the frames as usual.
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Figure 4.15: A 1D example of a recurrent spiking CFAR network. The network design is
the same as the regular spiking CFAR design, except for the recurrent excitatory synapse
connections at the output layer on the right. These recurrent connections compensate for the
energy loss by the neuron reset for the subsequent frames.

While previously introduced concepts are modelled after existing concepts, this is a
novel change of which the performance will be evaluated separately.

4.5 Metrics and Dataset Generation

Most results in this thesis are based on the following metrics: the Receiver Operating
Characteristic (ROC), an accuracy and similarity score. Because most freely available
radar datasets do not have labelled data, the first results are based on the similarity of
the binary output images processed by conventional and spiking algorithms.

4.5.1 Radar Simulation

In order to have a measurable performance metric, the radar simulator Radarsimpy1 is
used. This Python simulator can simulate FMCW frames with the specifications of the
RFBeam MR3003 radar (table 4.2) and any number of targets. While raytracing with
3D models is available, only the ideal point targets are used. The same data processing
pipeline is used, except that the returned data is complex-valued I/Q instead of real-
valued.

1https://github.com/rookiepeng/radarsimpy
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Table 4.2: The Radar simulation settings, modelled after the RFBeam MR3003.

Transmitter Receiver

fmin fmax tramp tchirp Ps fs Grx Gbaseband Rload

GHz GHz µs µs dBm MSps dB dB Ω
77 81 24.6 139.975 16 5 26 15 50
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Figure 4.16: The reference image is generated based on the location and velocity given to the
simulator and is used to calculate ROC performance. The results will use radar simulations
with a maximum of four simultaneous targets.

Because the MR3003 radar outputs a frame every 50ms, an additional layer is added
to recalculate each target’s location per frame. This results in identical behaviour
compared with the MR3003. Target generation has random values for each target’s
property (distance and velocity), and the used random seeds are documented to ensure
replicability. The initial frame can use any position and velocity to spawn targets, new
replaced targets in later frames are constrained to one edge with a random velocity
towards the other edge, replicating realistic radar frames. To promote a larger variance
in target characteristics, the minimum speed is set at 1.5m/s, which is humans’ average
preferred walking speed.

A set of target masks are generated for each frame and target. The size of each
target mask is based on the number of guard neurons used, as this is also related to the
expected target size (figure 4.16). This mask can be directly used to measure target
detections, or the mask can be used to find the highest power pixels inside each mask,
and these pixels can then be used to measure detections accurately.
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4.5.2 Receiver Operating Characteristic

One of the primary ways to measure performance is by calculating the actual detection
and false alarm rate and plotting this for each input value: the desired PFA0. The
resulting points can be connected and result in a curve indicating the performance,
also called the ROC. The area under the curve is frequently used to quantify the
performance of binary classifiers.

The detection rate is the number of detections divided by the total number of
targets. The False Alarm Rate is the number of invalid detections divided by the total
amount of negative values (equations (4.5) and (4.6)).

Detection Rate =
Detections

Detections + False Negatives
(4.5)

False Alarm Rate =
False Alarms

False Alarms + True Negatives
(4.6)

The detections are measured by using the highest power pixel located in the gen-
erated target mask. Since the number of targets is known, the detection rate can be
calculated trivially. The false alarm rate uses each pixel value, except those behind the
target mask; these are all the pixels supposed to be zero. These two rates can then be
plotted for both the standard and spiking CFAR.

In addition, the average noise is calculated by subtracting the noiseless reference
frame (separately generated by the radar simulator) from the output frame in the
complex domain and taking the average. With this exact noise information, the SNR
can be calculated per target. By also considering whether a target was detected or not,
the detection rate can be calculated per target and its measured SNR, resulting in the
detection rate ROC.

The false alarm rate ROC is calculated over the average Signal-to-Noise Ratio (SNR)
of the whole frame. This means that while the detection rate ROC plot is per target
and has 400 samples per dataset, the ROC PFA plot only has one data point per frame
for a total of 100 per typical dataset.

4.5.3 Similarity and Accuracy

The Jaccard Similarity Index or Jaccard score is used on a pixel level and acts as a
binary classification to determine how similar the conventional and spiking results are.
To calculate similarity, the standard CFAR algorithm is used as ground truth, the
Jaccard score is the number of correct pixels (M11: both are 1) divided by the number
of incorrect and correct pixels (M01 +M10 +M11): equation (4.7).

Jaccard score =
M11

M01 +M10 +M11

(4.7)

The similarity is not a metric for the performance of the CFAR algorithm but rather
a metric to measure how matching the standard and spiking algorithms are. This can
be interesting when the CFAR algorithm performs well on specific unlabeled datasets.
In addition, the Jaccard score is a quantifiable way to show the similarity while also
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Figure 4.17: The simulation infrastructure is designed for running as many simulations in
parallel as possible. The data processing can either be done on the compute instance or
locally on a workstation.

looking at the other metrics. Because of the stochasticity and spike rate quantisation,
the two algorithms are never expected to be 100% equal.

In addition, the Jaccard score can be used to calculate the accuracy. In this case, the
highest power pixels are used as ground truth. The accuracy will be the sensitivity of
the CFAR detector, and this metric can be used to say something about the algorithm’s
performance.

4.5.4 Simulation Infrastructure

In order to efficiently generate and simulate datasets, the use of Radarsimpy (Radar
simulator) and Brian 2 (SNN simulator) has been combined into a parallelised struc-
ture such that many simulations can run simultaneously on each computing core (fig-
ure 4.17). For this thesis, over 1700 simulations have been run spread over 81 compute
instances. The time it takes to run a single simulation ranges from 30 minutes to 2
hours, depending on the number of radar frames. Each instance has 32 CPU cores and
up to 256GB of memory, depending on the simulation run.

Before starting a batch of SNN simulations, the radar frames are generated and saved
to a cache on the SSD. The radar frames are then passed to each Brain 2 simulation
instance, and each instance runs separately and writes the unprocessed output to its
data files. After each run, all the data is downloaded for processing. The radar and
reference frames are also saved into the data files.

Several other images are generated to evaluate performance during processing, in-
cluding an SNR map to evaluate the SNR performance per target.
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Results 5
This chapter documents all the significant results. The results consist of four meaningful
metrics: the similarity between the original and spiking CFAR, the accuracy of both,
the measured probability of detection (PD) and the probability of false alarm (PFA),
both part of the ROC. Two datasets will be considered: a real-world dataset of spinning
or rotating objects (unlabelled) and radar simulations with random targets (labelled).
The real-world dataset is limited to visual inspection and the similarity metric, and the
radar simulation allows for an analysis of the metrics.

The first section shows both the real-world and radar simulation results for the
spiking CFAR implementation. The second section looks at the results of the novel
recurrent spiking CFAR implementation. While this chapter might already discuss
some results here, the main discussion will take place in chapter 6.

5.1 Spiking CFAR

This section shows all the results from the Spiking CFAR implementation. The results
are collected for two datasets, one unlabelled real-world dataset and a labelled simulated
radar dataset.

5.1.1 Real-World Datasets

The real-world datasets contain three scenarios: two from a rotating fidget spinner
(horizontal and vertical) and aluminium plates rotating on an arm. These datasets
are collected with the aforementioned RFBeam MR3003 radar, on the 5m maximum
range and 25km/h maximum speed settings. Both the conventional and spiking CFAR
use four guard cells/neurons and two training cells/neurons per side, for a total of
88 reference cells. As this data is unlabelled, the performance of Spiking CFAR can
only be evaluated by looking at the similarity between the conventional and spiking
algorithms. The similarity is all the correctly classified pixels divided by the correctly
and incorrectly detected target pixels. The average and best results of the PFA0 can be
found in table 5.1, all results can be found in the appendix (table A.1).

In figure 5.1 all the results are plotted. Notable is that the highest PFA0 has a wide
variety of similarities. By definition, a probability of a false alarm of 1 means that
a false alarm should always occur. This does happen when there is no network reset
after each frame and no static threshold (0V static threshold), but not when the static
threshold or the integration over time lower the false alarm rate. The runs are most
similar between 10−4 and 10−6, and get lower as the influence of the noise estimation
increases (with lower PFA0). The resulting images are not identical; this may be caused
by the stochasticity and the lost energy potential after a spike caused by the neuron
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Table 5.1: A list of the best performing PFA0 and averages of the RFBeam real-world datasets.

Similarity

Dataset Model Reset ustatic Avg Best PFA0

Fidget 1 LIF ✗ 0V 66% 76%
✗ 1V 59% 81%
✓ 0V 70% 86%
✓ 1V 67% 89%

IF ✗ 0V 38% 75%
✗ 1V 34% 48%
✓ 0V 68% 89%
✓ 1V 68% 89%

Fidget 2 LIF ✗ 0V 64% 77%
✗ 1V 57% 76%
✓ 0V 69% 83%
✓ 1V 67% 87%

IF ✗ 0V 36% 76%
✗ 1V 31% 45%
✓ 0V 68% 86%
✓ 1V 68% 87%

Meccano LIF ✗ 0V 65% 81%
✗ 1V 55% 71%
✓ 0V 66% 76%
✓ 1V 62% 81%

IF ✗ 0V 50% 81%
✗ 1V 45% 55%
✓ 0V 64% 80%
✓ 1V 64% 80%

reset.
The drop-off at lower desired false alarm probabilities can be explained because the

frames will generally have fewer detections, resulting in a bigger influence of (random)
false alarms. E.g. with a PFA0 = 10−6, about 34 pixels are detected as a target, with
a PFA0 = 10−12 this dropped to 23, making each false alarm more significant. The
Meccano dataset seems to suffer most from this.

The LIF neuron with reset seems to produce the most similar results, with the IF
variant nearly identical. This is further analysed by looking at the frames manually in
chapter 6.

5.1.2 Radar Simulation Datasets

The simulation consists of four random targets generated from a random seed1. When
a target leaves the frame, a new one will be spawned from one of the edges. The

1All data collected in this thesis used seed 6470602006422716455, some manual inspections also used 42.
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Figure 5.1: The similarity of each real-world dataset plotted per PFA0 input.

generated radar noise is random per run and will cause a slight variance in results. The
frame time is 50ms, and for each run, 100 frames are generated for a total of 5 seconds.
The most promising configuration will be run with a high-resolution configuration to
improve the false alarm rate resolution, simulating 1000 radar frames for a total of
50 seconds. The minimum speed of targets is set at the preferred walking speed of
humans (1.5m/s) to collect an as diverse amount of target samples. The conventional
and spiking CFAR use four guard cells/neurons and four training cells/neurons on each
side, for a total of 208 reference cells.

Over 500 simulations have been run to get the results with different noise figures
and false alarm probabilities. To get an overview of the relative performance per
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Table 5.2: A list of all the average similarities and accuracies from direct input simulation
runs.

Raw Quantised

Model Reset ustatic Similarity CFAR Similarity CFAR SCFAR

LIF ✗ 0V 43% 40% 47% 32% 23%
✗ 1V 38% 40% 40% 32% 51%
✓ 0V 63% 40% 66% 32% 39%
✓ 1V 60% 40% 60% 32% 50%

IF ✗ 0V 13% 40% 16% 32% 15%
✗ 1V 11% 40% 13% 32% 18%
✓ 0V 61% 40% 62% 32% 47%
✓ 1V 61% 40% 62% 32% 47%

Table 5.3: A list of all the average similarities and accuracies from min-max normalised input
simulation runs.

Raw Quantised

Model Reset ustatic Similarity CFAR Similarity CFAR SCFAR

LIF ✗ 0V 44% 40% 45% 32% 22%
✗ 1V 32% 40% 37% 33% 52%
✓ 0V 57% 40% 64% 32% 41%
✓ 1V 52% 40% 57% 32% 53%

IF ✗ 0V 16% 40% 15% 33% 16%
✗ 1V 11% 40% 13% 32% 18%
✓ 0V 53% 40% 60% 33% 50%
✓ 1V 53% 40% 60% 33% 50%

simulation, each simulation run is summarised by average similarity and accuracy. This
is done for both direct and normalised input and can be found in tables 5.2 and 5.3
respectively. These results are meant as a relative indication of how well each version
performs relative to the conventional CFAR algorithm. While, in essence, the same
CFAR algorithm is run, a small percentage point difference can come from the radar
noise, which is randomly seeded for each run. The quantisation influences the accuracy
scores negatively (as shown in figure 4.3).

As low noise values are quantised to 0, they cannot be used to estimate noise reliably
and, as such, increase the false alarm rate and thus lower the accuracy score (figure 5.2).
The conventional CFAR algorithm is run both with and without quantisation to account
for any performance gain. This way, the results are compared with the best scoring
version to provide a reasonable frame of reference.

The average SNR used in the false alarm rate ROC is an average of the SNR of
the whole image. Runs are done using varying noise figures to get a wide range of
SNRs between runs. When the noise figure is too low (below 30dB), the quantisation
error starts introducing a significant error and radar sidelobes start incorrectly being
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Figure 5.2: ustatic = 1V (LIF, reset). The quantised input is used to calculate the CFAR.
Once the noise figure is low enough and the noise is squished to zero, the false alarm rate
goes up significantly.

detected as targets. The highest SNR values are also plotted, but these effects should
be considered while analysing the results.

A reset means that after each frame, the network is reset to its resting state. This
replicates the behaviour of the conventional algorithm without any integration.

The accuracy score takes into account both detections and false alarms (see chap-
ter 4). While it does not show the trade-offs, it does make overall performance measur-
able with a single metric. Figure 5.3 show the best performing configuration according
to the accuracy score. However, as can be observed by looking at the PD and PFA ROC,
it loses accuracy on detection rate. The false alarm rate, however, makes up for the
lost accuracy on the detection rate. This trade-off is hard to quantify without looking
at the ROC plots.

The ROCs of the lowest accuracy score is plotted in figure 5.4. It shows the per-
formance of the IF model without a frame reset and static threshold. This does not
work out as the IF neurons end up inhibiting all detections over time. This makes
sense: the IF does not have a leaky component and will integrate over all the frames.
Furthermore, since the neuron membrane potential resets to 0V after spiking, a net
positive potential can not build-up to compensate.

In contrast, figure 5.6 shows the best performing detection rate configuration: the
LIF model with frame reset and 1V static threshold. The detection rate is marginally
better than the conventional algorithm. However, the false alarm rate is not constant:
it starts higher and drops off, as also can be seen in the high-resolution2 run (figure 5.5).
Figure 5.7 shows the same configuration but with the IF neuron model. It shows almost
identical detection accuracy and false alarm rates, and any difference falls within the

2High-resolution runs are run for ten times longer and take more than 24 hours in real-time.

45



0 5 10 15 20 25 30
SNR (dB)

0.0

0.2

0.4

0.6

0.8

1.0

D
et
ec

tio
n
Ra

te

PFA0

1e-04
1e-06
1e-08
1e-10

CFAR
SCFAR

−20 −10 0 10 20 30 40
Average SNR (dB)

10−6

10−5

10−4

10−3

10−2

Fa
ls
e
Al
ar
m

Ra
te

PFA0

1e-04
1e-06
1e-08
1e-10

CFAR
SCFAR

Figure 5.3: ustatic = 1V (LIF, no reset). According to the accuracy score, this is the best
direct input configuration. While a higher SNR is required for detection, the false alarm rate
is low enough to compensate.
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Figure 5.4: ustatic = 0V (IF, no reset). The detection rates and false alarm rates for the
lowest accuracy direct input simulation run.

error margin.

In figure 5.8 the similarity and accuracy score per noise figure is shown. The simi-
larity is lowest at the high desired false alarm rates. The false alarms are random and
are the cause for a low similarity. Notable is the performance with the low and higher
noise figures. The static threshold filters out false alarms that normally occur at high
desired false alarm probabilities. Unfortunately, high desired false alarm rates are not
as interesting such that this gain is mostly cosmetic. However, some of these gains
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Figure 5.5: ustatic = 1V (LIF, reset). The ROCs of a high resolution (10x) run of the best
performing direct input configuration, giving a more accurate representation of the perfor-
mance.

carry over to the more realistic desired false alarm probabilities. At the low desired
false alarm probabilities, the spiking algorithm performance is superior or at least sim-
ilar. However, at the middle (10−4 to 10−8), the high noise figures most likely cause
false alarms.

All results outlined so far relate to the direct input, but the normalised spike rate
appears to perform better based on accuracy. Because the spike rates are scaled from
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Figure 5.6: ustatic = 1V (LIF, reset). The detection rates and false alarm rates for the highest
detection rate direct input simulation runs.
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Figure 5.7: ustatic = 1V (IF, reset). The detection rates and false alarm rates for the highest
detection rate direct input simulation runs.

0 to 5000, this significantly influences the result. Figure 5.9 shows the comparison
between direct and normalised, and as the average SNR increases (i.e. the noise floor
is decreased), the false alarms get suppressed. While this is a potential research topic
to find out the exact effects of using min-max normalisation to improve the results, it
is considered out of scope for the remainder of this thesis.
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Figure 5.8: ustatic = 1V (LIF, reset). The similarity and accuracies scores per added noise
figure for direct input. Solid lines are conventional, dashed is spiking.

Table 5.4: A list of all the average similarities and accuracies from direct input recurrent
spiking CFAR simulation runs.

Raw Quantised

Model Reset ustatic Similarity CFAR Similarity CFAR SCFAR

LIF ✗ 0V 43% 40% 47% 32% 23%
✗ 1V 39% 40% 39% 32% 36%
✓ 1V 47% 40% 47% 32% 37%

5.2 Recurrent Spiking CFAR

Only a few candidates from the direct input are simulated to evaluate the recurrent
version of Spiking CFAR: the 1V static threshold LIF with and without a frame reset.
The reasoning behind choosing these two candidates is that the reset behaviour has good
performance overall. In contrast, the runs without resets have worse detection rates but
a low false alarm rate, which may be improved. The 0V runs are not considered since
they cause too many false alarms in their current form (also see chapter 6), adding the
recurrent connections would only amplify this. The integrate-and-fire model suffers too
much from the loss caused by resets to be considered for further optimisation.

The results of the recurrent network can be found in table 5.4. The accuracy score
is worse than its non-recurrent counterparts. When looking at the ROCs in figure 5.11,
it becomes clear why. The false alarm rates are an order of magnitude higher compared
to the non-recurrent networks. Possible reasons that this is the case is the recurrent
connections amplifying noise, and the target becoming bigger than its mask and as
such is counted as a false alarm.
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(c) PD ROC normalised
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(d) PFA ROC normalised

Figure 5.9: ustatic = 1V (LIF, reset). The detection and false alarm rates direct vs. normali-
sation.

50



0 5 10 15 20 25 30
SNR (dB)

0.0

0.2

0.4

0.6

0.8

1.0

D
et
ec

tio
n
Ra

te

PFA0

1e-04
1e-06
1e-08
1e-10

CFAR
SCFAR

(a) PD ROC

−20 −10 0 10 20 30 40
Average SNR (dB)

10−6

10−5

10−4

10−3

10−2

Fa
ls
e
Al
ar
m

Ra
te

PFA0

1e-04
1e-06
1e-08
1e-10

CFAR
SCFAR

(b) PFA ROC

Figure 5.10: ustatic = 1V (LIF, no reset). The results for the most accurate recurrent run
without a frame reset. The false alarm rate starts lower but gets worse in the higher SNR
ranges.
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Figure 5.11: ustatic = 1V (LIF, reset). The results for the most accurate recurrent run with
a frame reset. By looking at the false alarm rates, it is clear why the accuracy is lower: the
false alarm rate is an order of magnitude higher over the whole SNR range.
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Discussion 6
This chapter analyses and discusses the results to determine the cause of specific out-
comes. The first section discusses the results of the real-world dataset, and the second
section discusses the results of the simulated dataset.

6.1 Real-world Dataset

This section discusses the results from the real-world dataset using the Spiking CA-
Constant False Alarm Rate (CFAR). The unlabelled data limits the amount of objective
analysis that can be performed. Apart from visual inspection, the similarity score
merely tells how identical the produced results are, even if one version improves the
other.

From visual inspections, it can be seen that the runs without a frame reset differ
from the conventional CFAR algorithm: many detections are missed. This makes sense
because the frames are integrated over time, and thus the noise can suppress output
neurons over these frames. The main difference is that after reaching the threshold, the
membrane potential gets reset to 0V, favouring the noise over the signal. The IF model
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Figure 6.1: The membrane potential of an Integrate-and-Fire (IF) output neuron containing
a low-power alternating target (manually picked). As the frames get integrated over time,
the neuron gets significantly inhibited.
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(b) ustatic = 1V (LIF, reset)

Figure 6.2: Frames of the real-world Meccano dataset using the IF and LIF model, respec-
tively. PFA0 = 10−4

(a) ustatic = 1V (IF, reset) (b) ustatic = 1V (LIF, reset)

Figure 6.3: The spikes of the first 50 Meccano frames, including those shown in figure 6.2.
Potential targets are somewhat easy to distinguish. The IF model has more false alarms
compared to the LIF model. PFA0 = 10−4

seems to suffer most from this: it is not able to build up a positive signal, and over
time this causes the neuron membrane potential to be significantly inhibited (figure 6.1),
especially at lower false alarm rates where the influence of each reference cell gets a
more significant influence. This is because, contrary to the Leaky Integrate-and-Fire
(LIF) model, the frames get integrated indefinitely.

Figures 6.2 and 6.3 show the difference between IF and LIF neurons that are reset
after each frame (50ms). These are the best performing configurations according to
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Figure 6.4: One of the first frames of the Fidget Spinner 1 real-world dataset. The input to
the normal CFAR is quantised; all zero pixels are thus caused by the quantisation error, i.e.
input values that are clipped to 0. PFA0 = 1

the similarity. The LIF neuron seems to be most similar round 10−6. As seen in
the frames and spike plots, the IF neurons seem to spike incorrectly more often. The
only difference is the lack of leakage. A plausible explanation would be that the leakage
lowers the chance of random spikes by filtering the low-frequency spike rates (i.e. spikes
generated by low power cells). It must be noted that the conventional CFAR, even with
the quantisation error, does not have these false alarms at all. This suggests that the
LIF neuron only lowered the chance that more excitatory spikes arrived before the
inhibitory spikes, even though the inhibitory rate might be higher.

Another interesting case is when the probability of a false alarm equals one (fig-
ure 6.4. By definition, this should always result in a false alarm. This is, however, not
the case when there is a static threshold or the frames are integrated over time since
the low-power noise gets filtered out before the thresholding (and spike) occurs. One
could argue that this means that the spiking CFAR is, in fact, no longer a constant
false alarm rate. Or, at the least, it no longer lines up with the given input probability
of false alarm.

6.2 Simulated Dataset

In this section, the performance of the simulated dataset will be analysed. There are two
questions to discuss: (1) Does the detection rate increase without increasing the false
alarm rate? (2) Is the false alarm rate constant, or in other words, is the implemented
algorithm a CFAR detector?
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Figure 6.5: When the noise figure is below 20dB, the target sidelobes will be detected as
targets. A noise figure this low is not usual when using real-world data. This is as an
example with PFA0 = 10−2, but also occurs when using lower values.

6.2.1 Regular Network

The first question can be answered by looking at the high-resolution Receiver Operating
Characteristics (ROCs) plots in figure 5.5. While the detection rate is higher than the
conventional algorithm, the false alarm rate is also an order of magnitude higher. This
result means that objectively, while the detection rate is higher, it comes at the cost
of a higher false alarm rate. The integration over time (i.e. not resetting the network
between frames) was expected to increase the Signal-to-Noise Ratio (SNR) and thus
increase the detection rate without increasing the false alarm rate (or vice versa). This,
however, is not the case. Because the membrane potential is reset after a spike, only
the noise is integrated and weighs down the detection rate too much. This was also
observed in the real-world datasets. In conclusion, does the Spiking CFAR not improve
on the conventional CFAR algorithm in its current form.

The second question is a bit more difficult to answer using just the current results.
The conventional and spiking CFAR does not seem to have a constant false alarm rate
when looking at the ROC plots. Each simulation is run with a wide variety of noise
figures to get a high range of SNR values. The highest SNR values are unrealistic and
start being influenced by the quantisation error significantly. Also, as the reflection
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Figure 6.6: ustatic = 1V (LIF, reset) The same run as before but with a constant noise figure
of 40dB and a varying RCS. This reduces the SNR resolution but gives a more accurate false
alarm rate plot.

power caused by sidelobes raises significantly above the noise power, these will be seen
as targets when having PFA0 that is too high (figure 6.5), and the masks do not account
for this. As it turns out, the static threshold helps dampen these false alarms once
the noise is low enough, lowering the false alarm rates in spiking CFAR while the
conventional algorithm has more false alarms. A separate high-resolution run is done
using a 40dB noise figure to verify the constant false alarm behaviour. To still account
for various SNRs, the Radar Cross Section (RCS) now varies between 0 and 3dBsqm.
Figure 6.6 shows that indeed both implementations do in fact have a constant false
alarm rates. This again also shows that the increased detection rate comes at the cost
of an increased false alarm rate.

The high-resolution run data can also be used to generate a ROC curve with a
single noise power in terms of performance measurement. Figure 6.7 shows the ROC
curves of a single noise floor of the high-resolution run. While the classification rates
of both versions are high, the conventional algorithm does perform better. In theory
(with infinite samples), each dot should align with the desired false alarm rate. Just
as with the separate SNR plot, it is visible that the false alarm rate is higher for each
point, indicating worse performance. False alarm rates below 10−6 are not reliable as
not enough samples have been collected to estimate the probability.

The stochasticity from the Poisson group explains the difference in false alarms.
Figure 6.8 shows some examples of false alarms. As the PFA0 is lowered, the error
becomes bigger. The error between the exact algorithm and membrane potential is
measured to analyse this anomaly. By setting the threshold at an unreachable value,
the membrane potential of an IF neuron after 50ms should reflect the same output.
Figure 6.10a displays the error that is also observed in the ROC plots. As PFA0 increases,
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Figure 6.7: ustatic = 1V (LIF, reset) The ROC curve of the 40dB noise figure run indicates
the performance of both the spiking and conventional version. The colour of each node is the
input desired probability of false alarm (PFA0).
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Figure 6.9: The membrane potential of two false alarms run with PFA0 = 10−8. In both cases,
the dynamic threshold was double the Cell Under Test (CUT) value.

α becomes more significant, and the weight of inhibitory synapses grows larger. Usually,
this would not be a problem, but with the Poisson input, a random spike at the wrong
moment could result in a false alarm (figure 6.9). There are two possible solutions
to this problem: (1) increase the spike rate to lower the effect of random individual
spikes being missed (figure 6.10b). (2) adjust the static threshold per PFA0 to take into
account the increased error rate.

Another high-resolution run with a static threshold dependant on the desired false
alarm rate was run to investigate whether having a different static threshold per PFA0

will make the false alarm rate more in line with the conventional CFAR detector (fig-
ure 6.11). While it did lower the false alarm rate, it confirms the results in figure 6.7
that even with higher detection rates, simply choosing a lower input false alarm rate
will perform better. In conclusion, the spiking CFAR will not perform better than the
conventional algorithm because of the variance in spike when using one-to-one spike
rate encoding,

6.2.2 Recurrent Network

As shown in chapter 5, the recurrent network increases the false alarm rate too much
for it to be worth it. Picking out some of the relatively worst frames compared with
the original algorithm reveals more while this is the case. While the high power nearby
targets are amplified, the low power distant target benefits from this insufficiently. In
addition, the recurrent spikes generate false alarms, as can be seen in figure 6.12.

Unfortunately, the amplified targets are not beneficial enough to compensate for
the false alarm rate loss: in theory, only a single pixel is needed for detection, and
the target size is irrelevant. As such, the recurrent network in its current form is not
feasible as an accurate replacement.
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Figure 6.10: The error was measured using the membrane potential between the exact and
spiking algorithm using an IF neuron. Using ten times the spike rate about halves the error.
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Figure 6.11: (LIF, reset). A different high-resolution run with the threshold adjusted for each
PFA0. It effectively lowers both the probability and false alarm rate but is not enough to
compensate for the loss introduced by the Poisson input.
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Figure 6.12: ustatic = 1V (LIF, reset). The worst frames from PFA0 = 10−6 with the recurrent
network. While high power targets are amplified outside of their guard neurons, low power
targets are not enough. In the process, the recurrent synapses generate an additional false
alarm.
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Conclusions 7
This thesis presents several Spiking Cell-Averaging Constant False Alarm Rate (CFAR)
implementations. While the implementation itself was the goal, several configurations
have been simulated and analysed. The spiking CFAR is not identical to its conven-
tional counterpart but behaves similarly. The configuration that resets each frame
using the Leaky Integrate-and-Fire (LIF) neuron model has a higher detection rate at
the cost of an increasingly higher false alarm rate per desired false alarm rate. A novel
recurrent version of spiking CFAR attempted on improving this further but raised the
false alarms rates to an unacceptable level.

Even though both the conventional and spiking CFAR have variations throughout
the false alarm rates, the implementation without any frame reset, and a 1V static
threshold has almost no measured false alarms, but at the cost of detection rate. This
attenuation was caused by the Spiking Neural Network (SNN) primarily integrating
over the noise and not the target power, significantly increasing the Signal-to-Noise
Ratio (SNR) required for detection.

Spiking CFAR does have a constant false alarm rate. While frames with a high
SNRs, the spiking CFAR performed better due to its static threshold. With realistic
SNRs, the false alarm rate is constant in both the conventional and spiking CFAR
detector and generally worse than the exact algorithm.

In conclusion, this thesis presents a working Spiking Cell-Averaging CFAR algorithm
using an established SNN simulator. The false alarm rate of Spiking CFAR is higher
than its conventional counterpart due to the Poisson input group. While this also comes
with a higher detection rate, the trade-off is not worth it. Future improvements will
have to increase the spike rate or change the network architecture to consider the spike
rate variance.

Future Work

There are still several open subjects to research and improve. The topics relate to better
understanding the influence of spike rates and accuracy, using the network connectivity
to improve detections further and suppress false alarms.

• Have a population of neurons per output value to counter the stochasticity. The
majority of the population would decide whether there is a target or not.

• Test the Spiking CFAR performance on clutter edges (different noise floors within
a radar frame).

• Find out what is the lowest possible spike rates to get accurate detections still.
e.g. neurons in humans have a refractory period of 1ms.
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• Employ a learning scheme to modify the weights of recurrent synapses. I.e. if an
output neuron receives a recurrent spike and spikes itself shortly after, increase
the weight of the recurrent connection (Spike-Timing Dependent Plasticity).

• Implement Discrete Fourier Transforms in the network such that the raw radar
input can directly be used as input into the SNN.

• Neuromorphic hardware implementation to find the power consumption of Spiking
CFAR.
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Result Tables A
A.1 Real World Dataset Similarities

Table A.1: The similarity of simulations for unlabeled datasets.

Similarity

Dataset Model Reset ustatic 1e-00 1e-01 1e-02 1e-04 1e-06 1e-08 1e-10

Spinner 1 LIF ✗ 0V 76% 49% 60% 76% 72% 64% 60%
✗ 1V 21% 38% 67% 81% 74% 66% 62%
✓ 0V 38% 54% 71% 84% 85% 79% 78%
✓ 1V 18% 41% 72% 89% 88% 81% 79%

IF ✗ 0V 75% 28% 46% 46% 33% 21% 14%
✗ 1V 43% 28% 47% 47% 33% 21% 14%
✓ 0V 22% 45% 73% 88% 87% 81% 79%
✓ 1V 22% 45% 73% 88% 87% 81% 78%

Spinner 2 LIF ✗ 0V 76% 51% 62% 73% 68% 59% 54%
✗ 1V 23% 43% 70% 76% 70% 60% 56%
✓ 0V 40% 58% 73% 83% 82% 75% 72%
✓ 1V 20% 46% 75% 86% 85% 77% 74%

IF ✗ 0V 76% 30% 42% 38% 29% 18% 13%
✗ 1V 44% 30% 42% 38% 28% 18% 13%
✓ 0V 24% 50% 76% 86% 84% 76% 74%
✓ 1V 24% 50% 76% 86% 84% 76% 74%

Meccano LIF ✗ 0V 81% 52% 54% 66% 68% 67% 61%
✗ 1V 27% 36% 52% 69% 70% 69% 62%
✓ 0V 46% 59% 64% 72% 75% 75% 68%
✓ 1V 20% 42% 63% 79% 80% 78% 70%

IF ✗ 0V 80% 25% 33% 50% 54% 50% 50%
✗ 1V 49% 23% 33% 50% 54% 50% 50%
✓ 0V 26% 49% 65% 78% 79% 78% 71%
✓ 1V 26% 49% 65% 78% 79% 78% 70%
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Receiver Operating
Characteristics B

This appendix contains the most important Receiver Operating Characteristic (ROC)
plots, showing the detection and false alarm performance of the simulated radar dataset.
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Figure B.1: Direct Input ustatic = 0V (LIF, no reset)
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Figure B.2: Direct Input ustatic = 1V (LIF, no reset)
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Figure B.3: Direct Input ustatic = 0V (LIF, reset)
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Figure B.4: Direct Input ustatic = 1V (LIF, reset)
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Figure B.5: Direct Input ustatic = 0V (Integrate-and-Fire (IF), no reset)
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Figure B.6: Direct Input ustatic = 1V (IF, no reset)
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Figure B.7: Direct Input ustatic = 0V (IF, reset)
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Figure B.8: Direct Input ustatic = 1V (IF, reset)
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Figure B.9: Normalised Input ustatic = 0V (LIF, no reset)
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Figure B.10: Normalised Input ustatic = 1V (LIF, no reset)
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Figure B.11: Normalised Input ustatic = 0V (LIF, reset)
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Figure B.12: Normalised Input ustatic = 1V (LIF, reset)
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Figure B.13: Normalised Input ustatic = 0V (IF, no reset)
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Figure B.14: Normalised Input ustatic = 1V (IF, no reset)
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Figure B.15: Normalised Input ustatic = 0V (IF, reset)
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Figure B.16: Normalised Input ustatic = 1V (IF, reset)
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