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1 Introduction

With the advancements in technology and especially computing power and software abun-
dance, 3D city model functionality moved from only data visualisation to well refined data
analysis applications. In practice city planners and other relevant actors can use city models
to create simulations regarding energy consumption, traffic, growth, disaster management or
any other metric that can felicitate urban management and planning (Biljecki et al., 2015).

The issue that often arises with city models is the complexity of the city as an entity. Cities
are composed of many different objects which are not guaranteed to be found in every city
and at the same type. Additionally, a particular type of a city model that is structured to
accommodate the energy sector might not be able to be used in other applications. Lastly,
there could be many different data structure formats used by different people making data
communication and interoperability difficult (Stadler et al., 2009).

These are some of the motivations that led the OGC towards the adoption of the CityGML.
CityGML is a data model that is openly available for use allowing city models to be shared
between different people and organisations with ease. Moreover, it solves the interoperability
issue as its XML structure can be used universally. Regarding the data model, CityGML tries
to accommodate for as much information as possible which means that main classes are hi-
erarchically linked to more detailed features representing the city as best as possible (Gröger
and Plümer, 2012). An example of this, that is also the stepping stone of this research, is that
buildings can have building parts or other, relative to the building, installations with particu-
lar attributes. It quickly becomes apparent that while this model is really comprehensive, its
XML based hierarchical structure between the features, attributes and geometries is bound to
produce enormous GML files that can be hard to work with. A city center of approximately
3000 buildings, depending on the level and type of detail, can take up to 1 GB of storage space.

This complexity, hints towards the usage and development of different encodings. One such
encoding is based on JSON, namely CityJSON which was developed by TU Delft (Ledoux
et al., 2019). Another one is based on SQL with the city model data stored exclusively in a
geo-spatial database. This approached was followed by a team at TU Berlin who originally
developed the open ’3D City Database’ software (Yao et al., 2018). This research is going to be
relevant to the latter approach and solution.

3DCityDB, as the software suite is called, operates with relational geo-spatial databases
like PostgreSQL and Oracle and follows the CityGML OGC standard. In practice CityGML
files are imported into the database based on a set of mapping rules storing data into a set
of predefined tables. Having city models stored in this way gives the benefit of database
operations that help in data manipulation. For example the use of spatial indices can speed
up spatial queries or with the use of pre-defined functions, entries can be handled efficiently.
Moreover, users are able to create their own complex functions and queries to analyse data
more effectively. Additionally, 3DCityDB with the use of its ’Importer/Exporter’ application
provide a high level way of creating queries based on location, detail, feature etc. and allows
exporting the database’s contents to KLM, XML, GML, JSON, CVS formats. Lastly, it allows
the data model to be enhanced with different types of ADEs using specific extension rules (Yao
et al., 2018).

The caveat with this approach is again, the complexity. People that need to use this sys-
tem effectively must have sufficient knowledge of RDBMSs, SQL and programming skills,
CityGML and UML comprehension. This slow learning curve means that people may not be
able to use the software immediately and effectively without the active help of an expert in the
field. Thus, the following question arises. How can this application be introduced to the wide
audience of city planners and other users that don’t have the required technical knowledge?

Nowadays, people working with geographical data use a specific type application called
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GIS. Two of the most popular are the proprietary ArcGIS from ESRI and the open source
QGIS. These example software fall into the no-code category. This in practice means that
even though they are equipped to handle a plethora of different geographical operations us-
ing many techniques and algorithms (ranging form data management and analytics to image
and 3D processing), they do not require any programming knowledge or advanced technical
skills. This is an important benefit as the offered convenience allow people with no previous
experience to enter the field of geo-information fast and effectively. Their popularity caused
an increased demand and offer of tutorials and courses and even certifications to be obtained
from various institutions. Consequently, people in this field (like city planners) are proficient
or accustomed in the use of GIS software (Steiniger and Hunter, 2012).

This research is going to alleviate the aforementioned limitation of 3DCityDB by developing
a plugin within the QGIS software. QGIS is mainly selected due to its open source nature,
meaning that the plugin, as it is open source it self, is not obstructed by pay walls and could
be reached by as many people as possible. In short, QGIS can provide a recognisable user-
friendly environment, while the plugin can handle back-end operations of setting up and
querying the database.

The plugin focuses mainly on the Building features, but that will be open to further exten-
sion for the remaining CityGML modules (bridges, waterbodies, etc.). More specifically, it
will be based on CityGML v.2.0, the 3DCityDB for PostgreSQL/PostGIS and QGIS LTR 3.22.
Lastly, its functionalities are to allow the user to connect, load, edit features attributes, and
update the database.

2 Related work

2.1 Existing similar plugins

Currently, two other experimental plugins exist that seemingly try to tackle the question of
this research.

2.1.1 3DCityDB Explorer

The first plugin is called ’3DCityDB Explorer’ and is openly available through GitHub (https:
//github.com/3dcitydb/3dcitydb-qgis-explorer)(Figure 1). According to the authors, it is
currently in a development phase with the last update pushed on 8th of March, 2021. In short
its functionality is to load data from a 3D City Database and modify the generic attributes of
the underlying geometry. The limitations are that it only works for building features repre-
sented by LOD2 geometries excluding any composing classes like building parts. Moreover, it
is not compatible for user defined schema or multiple schemas, as only the default one (citydb)
is hard-coded to work with.
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Figure 1: 3DCityDB Explorer

2.1.2 3DCityDB Viewer

The second plugin is called ’3DCityDB Viewer’ and can also be found in GitHub (https://
github.com/aberhamchristomus/3DCityDB-Viewer)(Figure 2). This plugin lacks any meta-
data related to its development phase (no guarantee whether is active or not), yet the last
update was pushed on 16th of June, 2021. The functionality for this plugin is to load data
from a 3D City Database. Users can select to load building features based on all geometry
levels and types excluding any composing classes like building parts. Here, the approach is
much more complicated meaning that users may find it difficult to operate it. There is a no-
ticeable lack of UI/UX quality which hinders the overall goal of this research. Additionally,
like the previous plugin, it cannot accommodate for multiple schemas or any other than the
default citydb schema.
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Figure 2: 3DCityDB Viewer

In summary, both plugins deviate from the fundamental goad of this research, that is to
facilitate operations in 3DCityDB models and increase efficiency and productivity for inexpe-
rienced users and experts alike.

2.2 CityGML

The plugin related to this research is based on the 3DCityDB which by itself is based on the
CityGML OGC standard. To begin with, only the Building feature is going to be considered
in this thesis as is the most important element of a city model. CityGML allows buildings
to be represented in multiple LODs i.e. from LOD0 to LOD4. Moreover, in addition to the
building’s attributes (inherited from the AbstractBuilding class), it can contain more generic
attributes (from Generics module). These attributes and geometries are important as they
consist of those element that the plugin is going to be able to operate upon. Another impor-
tant aspect concerning the representation of the feature is that LOD2 can be also constructed
by aggregates of thematic surfaces. Such surfaces often are the ground, walls and roof that
together compose the shell of a building. All of the aforementioned characteristics are also ap-
plied to the aggregate building classes of ’BuildingPart’ and ’BuildingInstallation’ which are
important as they too are included in this research and are described in figure 3, (Gröger and
Plümer, 2012).
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Figure 3: CityGML UML diagram of Building feature and relevant elements (Figure from
Gröger and Plümer (2012))

2.3 3DCityDB

CityGML is the standard upon which the 3DCityDB is built. However, in order to convert the
conceptual model into relational tables some restrictions are set. In order to keep good server
performance the hierarchical classes are mapped directly, in a way that can be joined only once
(Figure 4). This translate to the limitation that ”the super class shall be an abstract class that holds
all attributes and associations which will be inherited by the concrete sub- classes and every of the sub-
classes shall not have any further attributes or associated with other classes” (Yao et al., 2018). So to
accomplice this, many tables are introduced to the schema (66 for v.4.3) and followed by their
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corresponding primary and foreign keys to set the connection between them. The building
feature which is relevant for this research is represented in figure 5.

Figure 4: 3DCityDB Inheritance of building feature mapping. (Figure from Yao et al. (2018))
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Figure 5: 3DCityDB Building database schema. (Figure from Yao et al. (2018))

3 Research questions

As already mentioned this research aims to use the popularity and accessibility of GIS in order
to introduce and facilitate operations of database stored 3D city models. To achieve this goal,
the following research questions need to be answered.

• How can GIS software (like QGIS) be used to achieve proper synergy with 3D city mod-
els stored in geo-spatial databases?

• How 3DCityDB (database) must be structured, if at all, to accommodate for QGIS oper-
ations?

• What QGIS capabilities are considered both user-friendly and practical enough to be
appreciated by both inexperienced and expert users?

• How to balance between the complexity of CityGML’s database model and best UI/UX?

• What new methods, if any, must be introduced to keep and transfer the benefits of
database stored data into the QGIS environment?
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The scope of the research is set around the thematic feature of ’Building’ including sub-
elements like ’BuildingPart’, ’BuildingInstallation’, ’Address’, Appearance’ and their attributes,
detail level and types of geometries. As buildings are the most frequent and important objects
of a city, being able to work with them adds value to the plugin even in its current experimen-
tal form. If this endeavour proves successful then it is going to scale easily to include the rest
of the CityGML features and even migrate to newer versions. For this project the development
is going to be bound on QGIS 3.22 LTR, CityGML 2.0 and 3DCityDB 3.3 (and 4.x). These ver-
sions were chosen based on their stability and time in circulation (widely adopted). Lastly, the
operating system upon which all of the above tools are installed and the plugin is developed
is Ubuntu 20.04.3 LTS. Nevertheless, the plugin is set to be platform-independent.

4 Methodology

To answer the above questions, in this research a QGIS python plugin is going to be developed
for 3DCityDB named ’3DCityDB Loader’.

4.1 Structure

The GUI is going to be of tab form where each tab corresponds to each step of the pipeline
in figure 6. In addition, an ’About’ tab is going to include metadata information about the
plugin and a ’Settings’ tab is going to include any operations relating to the technical build
of the plugin (Figure 9). Its GUI is going be a dialogue window instead of a panel widget.
The decision for this is made based on practicality, as the plugin itself works like a form that
the user fills in order to query specific data and create an equivalent QGIS layer from them.
After the layer loads into the QGIS project, all plugin operations are complete, so there is no
reason for the plugin to occupy any more screen space. Its position in the QGIS environment
is going to be set automatically both under under the ’Database’ menu and the ’Database’
toolbar which are reserved for database related plugins and processes.

4.2 Functionality

In short the plugin is going to let the user to connect into a database and based on his/her
criteria a QGIS layer is going to be created from a corresponding database view. The layer is
going to be available for both viewing and editing (Figure 6).

4.2.1 Connection

In more detail, regarding the database connection, the plugin will immediately be able to
identify all connections that the user has already stored in his/her local QGIS environment.
These connections are going to be presented to the user to choose from. For the case that there
aren’t any connections or the user wants to create a new one, the plugin is going to have the
capability to create it based on the user’s database credentials. Moreover, users can opt to
store these credentials into their own local environment (Figure 9a).

After selecting a connection the user can connect to its underlying database. At this step, in
the background, some test are going to be conducted to assess a valid and successful connec-
tion. Additionally, more test are going to be conducted to assess whether a particular database
has the necessary 3DCityDB structure. After this step, the database is going to be enhanced by
installing necessary for the methodology tools. However, the user is going to be queried be-
fore installation and be able to clear his/her database from all added elements. These elements
are most likely going to refer to updatable views with their corresponding trigger functions
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and rules to which the QGIS layers are connected. Lastly, to aid the user visually, these steps
are going to be followed by status information like currently connected to database, database
version and server version.

4.2.2 Import

Following successfully the connection steps, user will be redirected into the Import tab where
he is called to set the parameters that will define the imported layer. At first, users are able
to select between multiple schemas. In the background, the plugin will fetch all available
schemas and display them to the user. However, there are going to be event handlers that
will assess the validity of the schema on-the-fly. In the next step users select between thematic
features. As mentioned in the scope of this research, only buildings are going to be included,
however the functionality to choose from a list, is going to be implemented to facilitate future
development. After that, users will be asked to choose the geographical extents from which
features are going to be imported. This decision was made to avoid performance and stabil-
ity issues in cases of extremely large data-sets. However, to avoid unnecessary user freedom
restrictions, it acts solely as a warning. Next, the plugin will give geometry level and types
options. In particular, firstly, users will be able to choose between LOD0, LOD1 and LOD2 and
secondly, they will be able to choose between ’Footprint’/’Roofprint’, ’Multi-surface’/’Solid’,
’Multi-surface’/’Solid’/’Thematic-surface’ types respectively. Lastly, based on the above pa-
rameters, a corresponding view from the database is going to be loaded in the current QGIS
project. (Figure 9b)

4.2.3 User Experience from User Interface

It is important to note that to enhance the UX the plugin is going to be developed in a way to
guide the user without the need to follow any extensive documentation or frequent tool-tips.

Figure 6: 3DCityDB Loader pipeline
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To do this, the plugin will adhere to the order illustrated in figure 6. In practice this means that
tabs and buttons are not going to be available to the users until necessary criteria are met. This
criteria is as simple as handling the slot before the unavailable one. For example if there are
no buildings inside the selected extent, then the users will not be able to select any geometry
level/type or import any layer as the layer is going to be empty. The same applies for all
the background checks about the 3DCityDB structure. If the connection tab is not properly
handled by the user, then the import tab is going to be unavailable. All in all, these restriction
are going to act as a convenient guide that users can follow intuitively.

4.2.4 Database - 3DCityDB

For 3DCityDB features to be properly imported as QGIS layers, the database needs to be en-
hanced with additional contents. The complexity issue of 3DCityDB and CityGML, as men-
tioned before, is that the model has many different tables and that attributes of distinct features
are stored over multiple tables. The plugin will be responsible to convert features whose data
span over multiple table into one concise table containing everything relevant. To do this, the
plugin is going to handle the installation of a set of views that are going to correspond to every
parameter combination that the user could make. In the end these views are going to contain
all feature attributes and geometries including, children classes with their own attributes and
geometries. In addition, the implementation in going to allow these views to be updatable,
meaning that changes happening on the view (QGIS layer) are going to cascade to the un-
derlying tables inside the database. These views are inspired from the 3D geoinfromation’s
group ’3DCityDB plus’. Here, it is important to note that for this experimental plugin is, only
the attributes are going to be updateable. In addition to updating, the views are going to allow
entries to be deleted as well.

4.2.5 QGIS

In QGIS, at the moment, the proposal is to name the imported layers based on the syntax:
schema feature lod geometryType. Each layer corresponds to a view, and simplifies the com-
plex CityGML model to a set of layers that are compatible with the SFM. Additionally, a spe-
cific TOC structure (Figure 7) is going to be created in order to insert each layer to a corre-
sponding location.

Figure 7: Proposed hierarchical structure of the QGIS table of contents for the layers from the
3DCityDB

13



5 Time planning

The schedule for the tasks related to this thesis is presented with a Gantt diagram in figure 8.
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Figure 8: Gannt diagram of thesis
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6 Tools and datasets used

6.1 Plugin

This plugin is going to be developed for the QGIS environment and in particular for the LTR
version of 3.22. Moreover, it will be developed with the Python embedded programming
language of version 3.8.10 within QGIS. The database server is going to be PostgreSQL of
version 12.9 on which the 3DCityDB versions 3.3 and 4.1 will be installed. The GUI of the
plugin is going to be constructed using the QT toolkit of version 5.12.8 that QGIS is based
upon.

6.2 Test Data

Regarding the datasets that are going to be used, a complete collection of buildings in the
wider area of Rijssen-Holten (derived from 3D BAG) is provided as a 3D city model. This
comes in gml format and imported into both local and remote 3D City Databases using its
Imported/Exporter software (v.4.3) A subset of this dataset or other is going to be provided
from a public GitHub repository with the rest of the plugin code. Lastly, other random open
datasets are going to be used for test purposes. The datasets that are going to be used for test
must follow the criteria below:

• Contain at least one building feature

• The building feature geometry is at least at one of the possible LODs (0 to 2)

7 Preliminary results

Currently, the plugin’s development is at a point where users can do the following:

• Select from existing connections

• Create new connection

• Opt to store credentials of new connections

• Connect to database of specific connection

• Enhance database by installing requirements

• Uninstall said requirements

• Select from existing schemas

• Select from existing features (only buidlings)

• Select bounding box either from a layer, from current map extents or from drawing a
square

• Select from existing LODs

• Select from existing geometry types

• Import data layer (currently only for viewing)

Correspondingly, the plugin handles the following operations in the background:
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• Reads the user’s global settings to find existing connections

• Connects to database using existing parameters

• Can store new parameters into the user’s global settings

• Executes installation script to enhance the database

• Executes un-installation script to clear the database

• Checks for valid/successful connection

• Checks for valid 3DCityDB structure

• Reads existing schemas and guards against invalid ones

• Reads existing features (only buildings)

• Reads selected bounding box which is used to import specific entries based on spatial
filter

• Reads existing LODs

• Reads existing geometry types

• Creates QGIS layer in the project and connects it with a corresponding view
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(a) Connection Tab (b) Import tab

(c) Settings tab (d) About tab

Figure 9: 3DCityDB Loader plugin (as of 05/01/2021)
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Figure 10: 3D City Model of the city-center of Rijssen. Imported from 3DCityDB into QGIS
using 3DCityDB Loader. LoD2 thematic surface representation.
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