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Abstract

The apparition of the Internet was a revolution that allowed to connect people
all around the world. It was a disruptive technology that helped to shape the mod-
ern society as we know it today. However, to trust a person we interact with but
we are not able to see is difficult. In order to trust people in this huge network,
different digital identity models have been built to attempt to authenticate its users.
Still, as the technology and our use of it evolved, the complexity of digital identity
increased and problems started to appear. The two main problems are the aggreg-
ation of personal information in the databases of powerful IT companies and the
user experience that is more complicated than it should be. Those two problems
are linked and are caused by identity models that were not designed in a user-
centric approach. Each organization uses its own identity system to authenticate
their users, which causes the fragmentation of the user’s digital identity that have
to register and create identity for all the organizations he is interacting with.

Self-sovereign identity is an emerging identity model that makes use of distrib-
uted ledger technologies and cryptography to solve these problems. The goal of
this model is to return digital identities in the hand of users by placing them at
the center of the model. Unifying all their personal information under one identity
would greatly improve their experience and help them to have a better control on
how it is used by the organizations they’re interacting with. In our first research
question, we first examine if the self-sovereign architecture can provide an identity
that can be trusted by people and organizations alike. We found that the trust that
we can accord to this model is highly related to our capacity to safely manage the
different cryptographic keys that are used to secure wallets where user’s inform-
ation is stored and to secure the communication channels between the different
identity owners. The storage of these keys is the subject of our second research
question. To understand better the mechanisms, we implement a prototype using
the Hyperledger Indy blockchain to discover how these keys and the credentials as-
sociated to the digital identity are stored and managed in this ecosystem. We then
use the prototype to authenticate a user and make use of its credentials to authorize
or deny the access to specific resources on the system to make the link with identity
and access management in our third research question.
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Preface

Since my first encounter with the Internet I have been fascinated by the fact that you
can instantly get almost any information from all over the world from anywhere as
long as you are connected to the network. After high school, I started a general
training in web professions where I learned mostly about the surface or the front-
end as we call it in the field. To get the big picture I understood that I had to
study computer science more in depth. That’s how I ended up enrolling for the
EIT Digital MSc Programme ”Cloud Computing and Services” master, which as a
bonus, gave me the possibility to travel and meet many people as well as opening
the door to new opportunities. There, one specific subject got my interest. The
simple idea that we can use and share a huge amount of resources through the
very same network I discovered years ago to solve the most complex problems
made me passionate about distributed systems. As a result, the complex problem
I decided to work on for this thesis is digital identity. In my point of view, this
subject is central to many others and will unlock new opportunities to link physical
and digital worlds for a better future as long as it is designed for individuals first.

I was hired as an intern in *Orange Application for Business’, a French company
with a cybersecurity department to work on this subject. My goal was to explore the
digital identity subject and to make a link with recent advancements in blockchain
technology to design a service we could build on it. That’s how I started designing
a self-sovereign identity proof-of-concept where is it possible to hold, issue and
verify credentials in a secure way and where users’ privacy is respected.

I would like to thank my colleagues from Orange Application for Business for
welcoming me in their office and giving me the opportunity to work on this project.
I would also like to thank my professors at TU Delft for their teaching. I extend
my gratitude to my family which is with me since the very beginning, my oldest
friends as well as the ones I met on my journey, the teachers which passed on their
knowledge to me and to many other students.
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Chapter 1

Introduction

Trust has always been an important part of human interactions. When communities
grew up and could no longer rely on their proximity[1], men invented ways to
provide trust in larger ecosystems where most of the people do not know each
other. It has often been done through the issuance of certificates on which we
added seals to authenticate their issuer and used encryption methods to ensure the
message could not be read by anyone. It did not change much since. However, to
keep up with the Internet revolution, techniques had to evolve and they are now
much more complex than before[2], although we are still using paper and plastic
cards in the physical world. We are now using cryptography to answer our need to
provide trust in our online interactions.

When you think about it, credentials are everywhere. We get our first one, the
birth certificate, very early and we are collecting more of them all along our life.
However, as stated before, they are mostly issued in a paper format or by using
plastic cards and we have no standard way to assert their authenticity online. Or to
be more accurate, no good way to do it. In existing architecture, we have to rely on
third parties to keep our identities on our behalf. The biggest issue with this model
is that our identities are locked in the service provider server and we have no way
to reuse them for other services. We have to create a fragment of our identities for
each service that we have to protect with multiple passwords. This leads to security
and privacy issues as all these fragments become possible target for attackers.

In the last 20 years we started to see multiple initiatives to build a unique and
persistent user-centric identity that would allow the secure exchange of credentials
online like the Augmented Social Network[3] or more recently OpenlD[4]. The
most recent concept is called self-sovereign identity. In addition to a user-centered
design, this concept defines an ecosystem where entities own and control their own
identities[5]. Distributed systems and more specifically blockchain technology can
help us to build trust in a system to make it possible. In the identity context, it is
used to distribute an identity registry to every node in the network. The registry is
only updated when nodes reach a consensus on the updated version. This way, not
a single entity is able to modify it for its own interest.



1.1 Problem statement

How to trust people that you never seen and that you have to interact with online is
a problem that we have been trying to solve for many years now. Trust in a digital
ecosystem is a complex topic and a vital one to have healthy interactions between
all its participants.

Trust is often linked to issues like security, respect of user privacy, technical
reliability or authenticity of the information obtained in the internet. There is no
standard way to know if an interlocutor is a human one or the one he is pretend-
ing to be. We need a solution that allows every Internet user to trust each other
while maintaining their anonymity and their privacy. Can the self-sovereign iden-
tity model using distributed ledger technology provide a solution to this problem?
That is the first question that we ask ourselves.

RQ1: Can self-sovereign identity improve trust in digital interactions?

When we want to build a persistent identity for users, the storage of this identity
is very important. There are two important things we need to store. The crypto-
graphic keys that are needed to authenticate the user as the identity owner and the
credentials that will be associated to the digital identity. The more credentials you
have, the more your digital identity will be rich. Moreover the recent GDPR le-
gislation is giving us strict guidelines to follow about the management of personal
information[6]. One of these guidelines is the “right to be forgotten”, meaning
that a user should be able to delete information that concerns him if he wants to.
Because a blockchain ledger is by definition immutable, we need to store user’s
personal information in an off-chain separate component called “agent”. Having
a separate component to store private keys and credentials is an important con-
cern for the future of this technology and we need to establish the best practices to
implement it correctly.

RQ2: How can self-sovereign identity owners manage their identity with an
agent, how do they access it and are they safe to use?

Today, when a person want to access a place or a service, this person often need
to show one or more credentials. It is the case when taking a plane, you have to
show a valid ticket as well as an identity document to prove your identity. While
the identity document is used for authentication purposes, the ticket is used for an
authorization purpose; you paid so you can access the service. It can work the
same way with credentials associated to our self-sovereign identity. Because they
are tightly linked to their identity, it is possible to verify that the user is the right-
eous owner of the credentials he is presenting. That is we name them “verifiable”
credentials. With our RQ3, we want to discover the mechanisms that allow a user
to access a service using his verifiable credentials.



RQ3: Can verifiable credentials be used to manage users access rights?

The initial research question RQ1 was proposed by OBS (Orange Business Ser-
vices) in order to discover the potential benefits of the blockchain technology for
digital identity. We start exploring subject and got interested in the self-sovereign
identity model. Even though I vaguely heard about self-sovereign identity in the
blockchain engineering course held at TU Delft, it was not related to my project
at that time and I left with very few knowledge of this technology. To discover if
self-sovereign identity can improve trust in digital interactions but also to be ready
to launch new services in case of an eventual shift towards this new model, we
decided to make an overview of the underlying concepts and technologies and also
looked at the efforts made to accelerate the adoption of this model, especially by
looking at emerging standards and ecosystems.

As trust in digital identity being is highly related to the security of the infrastruc-
ture and strong authentication mechanisms, we decided to focus next on the use of
agent in self-sovereign identity. Agents are essential components connecting user,
blockchain and off-chain storage together and we want to discover how they work
and if they are safe to use with RQ2. Finally, we ask ourselves in RQ3, if it is
possible to manage users access rights using the credentials stored in their agents.

1.2 Research approach

As self-sovereign identities topic is fairly recent, the first step to answer these ques-
tions was to make an extensive study of self-sovereign identity and the associated
verifiable credentials. By summarizing all the information we got, we provide a
review of the technology in Chapter 2 to get a better understanding of the topic and
start to answer RQ1 from a technical design point of view.

To address RQ2, we design and implement an agent in Chapter 3 that is a soft-
ware component central to self-sovereign identities within an architecture where
users are able to create an identity wallet where they can store their self-sovereign
identity and digital credentials safely. We discuss authentication, storage, security
as well as decentralization and recovery methods in case of agent loss. This allow
us to determine the best practices to design an agent responsible of establishing
secure communications with other identity owners and of the storage of our di-
gital identities, credentials and cryptographic keys in digital wallets. We base our
design on the Hyperledger Indy blockchain-for-identity technology[7] because it
is the open-source solution where we found the most documentations but we hope
our design can be applied to other solutions as well.

Finally, to answer RQ?3 that is related to access management, we use the previous
architecture and integrate a plugin to the agent in Chapter 4. This way, we hope to
find out if it is possible to manage access based on verifiable credentials.



1.3 Thesis outline and Contributions

This thesis aims first to provide a global understanding of self-sovereign identity
and verifiable credentials. In Chapter 2, we present both the background of digital
identity and recent development as well as standardization efforts in self-sovereign
identity. Chapter 3 is dedicated to the design and the implementation of an agent
component allowing end-users to interact with the Hyperledger Indy blockchain. In
this chapter, we also discuss authentication and the secure storage of cryptographic
keys to answer RQ2. In Chapter 4, we introduce the idea of using digital credentials
to create policies for access management and implement an access management
component to answer RQ3. Finally, in Chapter 5 we present our conclusions and
opportunities for future work.

With this work we hope to contribute to the development of self-sovereign iden-
tities, which we believe, would greatly benefit from both individual and organiza-
tions as well as enhancing the global user digital experience.



Chapter 2

Concepts of self-sovereign
identity

The big data revolution was so fast that most of the people were unable to under-
stand the value of their personal data in time. Most of the internet services today
are provided for free in exchange of our data and we have no clue on how it is used
but we’re willing to give it away because these services are convenient. At the
same time, central authorities are in charge of delivering certificates to decide who
can be trusted or not. These central authorities represent central points of failure
where someone with an access to it can corrupt the whole Internet. As awareness
of these problems increased, a model where digital identity is centered on the user
that is designed to give back the control on personal data and to emancipate users
from central authorities is emerging. While there is no exact definition of what
self-sovereignty is, we can use this terminology to describe individual or organ-
izations being the sole owners of their digital identity. With the ownership of the
digital identity comes also the control over how the associated personal data is
shared and used. In this model, it is possible to collect claims about your identity
from other peers or organizations to consolidate your digital identity. The authen-
ticity of those claims can be verified and they can be used together as verifiable
credentials to prove your identity to any other identity owner. By doing so, it is
possible to trust your interlocutor without having to go through an intermediary.
We can already find many ongoing project trying to make self-sovereign identity
principles a reality. It is a will shared by corporations, universities and individuals
alike and we are seeing interesting cooperation emerge to make it emerge as fast
as possible. However, there is still technical and non-technical barriers to over-
come before to be widely adopted. On the technical design part, wether or not this
solution is able to improve our everyday digital interaction is what we are trying to
answer in our first research question (RQ1).

As a background, in Section 2.1 we explain the evolution of digital identity to
understand how the current identity model is working as well as to highlight that
digital identity is complex and didn’t stop to evolve. Then in Section 2.2, we dis-



cover the ten principles of self-sovereign identity which act as a guideline to build
this new model. In Section 2.3 we present the architecture of self-sovereign iden-
tity as well as few related specifications before to introduce verifiable credentials
in Section 2.4. In Section 2.5, we present few existing solutions already working
on the implementation of self-sovereign identity. Finally, we analyze the macro-
economic factors of self-sovereign identity to know if the actual environment is
favorable to the adoption of such a technology and to discover the barriers it has
still to overcome in Section 2.6.

2.1 Evolution of digital identity

Digital identity has been and still is one of the core challenges of technological in-
novation. This challenge is all about enabling easier interactions between individu-
als and organizations in a way that is secure, private and more efficient[8]. Various
efforts involving many institutions and individuals aimed to solve this problem.
For each case, the goal was to represent existence within a certain context for trust
and accountability to be possible.

Digital identity before the Internet

The first notion of digital identity appeared long before the Internet revolution. Be-
fore computers could communicate with each other, we already had massive data-
bases owned and operated by governments, companies and banks. Their purpose
was to model reality in a digital form to better manage and improve the process of
accessing citizens, employees or customers data. To guarantee the uniqueness of a
person, those institutions resorted to unique identifiers such as the national identi-
fication number[9]. As digital identity evolved, the fundamental mechanisms that
were developed for those early systems remain the same today.

Protocol that allowed the Internet to scale

Then came the first version of what we call Internet today: ARPANET. Estab-
lished in 1969, ARPANET was a network composed of universities and govern-
ment computers[10]. At the beginning, addresses of physical hosts were managed
via a single texfile "hosts.txt” and maintained by the Stanford Research Institute.
This solution was working well with the NCP (Network Control Protocol) designed
for host-to-host communication within the same network and with few hosts. But
in 1982, when the TCP/IP protocol which allowedw ARPANET to connect mul-
tiple networks, the population of hosts in the network exploded and eventually, it
became impossible to maintain the hosts.txt file[11]. In order to solve this problem,
the DNS (Domain Name System) was proposed one year later in 1983. The DNS is
a distributed system maintained by the ICANN (Internet Corporation of Assigned
Names and Numbers) and is serving the purpose of translating human-meaningful
names into IP addresses[12].



Public key infrastructures

Eventually, as the size of the network grew, more security was required. To solve
this problem, we used another important innovation of that time. The public key
cryptography was discovered in the 1970s. Without it, we would not be able to
secure public networks on which today’s global communication and commerce
rely[13]. Public key cryptography is using a linked pair of key. One of those key
is public and the other is private. As their names indicates, the public key can be
shared to anyone but the private key has to be kept secret by its holder. The private
key cannot be deduced from the public key. It is allowing anyone to use the public
key to encrypt messages that only the holder of the corresponding private key will
be able to decrypt. However, that is not enough. In order to know which public
key to use to encrypt your message, you need to know the name of its owner. This
resulted in the creation of PKIs (Public Key Infrastructures) which issue and store
digital certificates that attest that a public key belongs to a particular entity. Those
PKIs are maintained by trusted third-parties called certificate authorities (CA) who
are responsible of maintaining the integrity of the link between public key and
entity[14]. Later, the PKI/CA technology was added to the web to create secure
HTTP (HTTPS) enabling secure information sharing over encrypted channels[15].
It made the web secure enough to allow credit card transactions between organiza-
tions and individuals and allowed online commerce to grow significantly.

Social networks

At this point, interacting and transacting online essentially involved registering to
websites giving them our data to access their services. Interestingly, the next major
shift in identity is precipitated by social networks. The first factor that is precipit-
ating this shift is a greater awareness of people regarding their digital identity, their
personal data being directly visible to them. To the point that for many, online pres-
ence became a cultivated extension of the self[16]. The second factor is that social
networks such as Google, Facebook, or LinkedIn began to take the role of identity
providers by allowing people to connect to other websites using their social net-
work identity. A convenient solution as you no longer require to register to every
website you wish to access to. Instead, the social network is directly providing the
user data to the website[17].

Problem with traditional models

There are few problems with the models discussed until now. The first one is the
centralization of trust. We are unconsciously trusting third-parties when interacting
with organizations online to whom we give our personal data that can be sensitive.
These third-parties could be compromised[18] or lack integrity. A second problem
is the fragmentation of our digital identity. When we register to different websites,
we give them our personal data that are part of our digital identity[19]. The secur-
ity of websites is not equal and it only take one breach in a less secure website for



hackers to have access to our identity. Moreover, it is not user-friendly to fill regis-
tration forms with the same exact data each time we want to register to a website.
Social networks through the identity provider model solve partly this problem but
again trust and security can be an issue as you have to rely on a third-party.

Self-sovereign identity: an emerging alternative

In the next sections, we will discuss an alternative to traditional models called self-
sovereign identity. It is a decentralized trust model based on blockchain technology
which is a peer-to-peer network and is inspired from early works on PGP’s Web-
of-Trust[20]. We will discover the model’s principles, its architecture as well as
emerging solutions and the barriers to adoption.

2.2 Self-sovereign Identity principles

In order for to decentralized, a new model for digital identity is needed. In this new
model, the user have to be at the center of the system and to be the own ruler of his
identity. From this idea, came the term self-sovereign. To explain self-sovereign
identity we will first look at its principles. In one of his essay, Christopher Al-
len introduces a list of ten principles to help us understanding what self-sovereign
identity is about[21].

1. Existence: Users must have an independent existence.

2. Control: Users must control their identities.

3. Access: Users must have access to their own data.

4. Transparency: Systems and algorithms must be transparent.

5. Persistence: Identities must be long-lived.

6. Portability: Information and services about identity must be transportable.
7. Interoperability: Identities should be as widely usable as possible.

8. Consent: People must freely agree to how their identity information will be
used.

9. Minimalization: Disclosure of claims about an identity must be as few as
possible.

10. Protection: The rights of individual people must be protected against the
powerful.



This list of principles is also a guide for organizations and individuals in an
attempt of giving back the control over digital identity and personal data to their
owner. In order to do so, this new identity model has to be user centered. The
user-experience need to be improved and designed to empower him. However,
digital identity always have been a complex subject and is difficult to manage. It is
a double-edged sword that can be used for the best or for the worse. That is why
the system must be carefully balanced taking into account all these principles.

As ambitious as it may seems, we are at the door of a shift in digital identity
management and the self-sovereign identity model is actually the best contestant
in updating the current model. In the next section, we will present the state-of-the
art technology that makes this new model possible.

2.3 Self-sovereign identity’s architecture

For many years now, proving our identity online as we do it offline has been a
problem. Internet is an environment of distrust and the only available solution to
add some trust has been to rely on mechanisms such as public key infrastructure
(PKI). Few years ago, we had no ways to create an open PKI and we had to rely on
centralized authorities to keep them secure. However, this centralized authorities
represent central points of failure. Anyone able to access it could compromise
the integrity of the entire internet[22]. The blockchain technology used in self-
sovereign identity’s architecture enables us to create the secure and open PKI that
we need to redesign the entire concept of digital identity[23]. The applications it
can provide are multiple. We have the possibility with this technology to build the
identity layer which is missing to the internet and provide an universal identity for
its users. An identity owned by the entity it represents which is secure and respect
its privacy. And last but not least, an identity model which allow the collection and
exchange of verifiable credentials with the possibility to verify digital signatures of
their issuers.

In this Section, we take a lot of inspiration from emerging standard of the World
Wide Web Consortium (W3C) because we think that standardization is a key to
mass adoption of the technology. We will first present how a decentralized public
key infrastructure works and what is the role of blockchain in it. Then, we will
present the decentralized identifiers as well as other important specifications.

2.3.1 Decentralized Public Key Infrastructure

The first step, in order to return control of digital entities to their owners is to find
an alternative to traditional PKIs which have many usability and security issues.
Today, a big part of the web traffic is unsigned and unencrypted because of its
complexities compromising user privacy and burdening organisations with huge
liability risks[24].

One of the alternative is the Decentralized Public Key Infrastructure (DPKI). We



can find the mechanisms of the DPKI in the paper of the same name cowrited by
experts in digital identity and decentralized systems[22]. Unlike PKI, the goal of
DPKI is to ensure that no single third-party can compromise the integrity and secur-
ity of the system. To achieve this goal, DPKI is using blockchain technology that
is a decentralized key-value store and make possible geographically and politically
diverse entities to reach consensus on the state of a decentralized ledger (Figure
2.1). We often think that blockchain is a way to remove the need for third-parties.
It is not true, we still need third-parties but they do not endorse the same roles. In
blockchain ecosystems they are called miners[25] and their function is to ensure
the security and integrity of the ledger. They are financially incentivized to do so
and can be financially punished if they do not respect the rules of the protocol.

Decentralized Ledger

Figure 2.1: Representation of a decentralized ledger

This decentralized ledger allows the registration of identifiers that can act as
look-up keys for arbitrary data such as public keys. Control of identifiers is re-
turned to the ones who made the registration and it becomes no longer possible to
compromise an identifier that is not yours. In contrast to tradition PKIs, where an
attacker needs to compromise one CA to affect many identity owners. The attacker
would have to attack each identity owners he wishes to compromise within the
DKPI. The only other way to compromise many identity owners at a time would
be to compromise the blockchain itself which is extremely difficult as the attacker
would need to have control over 51% of the network[26].

In the next subsection, we will have a closer look at the decentralized identifier
mechanisms.

2.3.2 Decentralized identifiers

To represent digital identities in a decentralized environment, a new kind of identi-
fiers have been thought of to fit this model. Those decentralized identifiers (DIDs)
inherit interesting properties from the blockchain. They are independent for any

10



centralized registries (decentralized), persistent and is it possible to prove their
ownership using public-key cryptography[27].

DID Format

DID format is similar to Uniform Resource Name (URN) format as we can see
in Figure 2.2[28]. The key difference is that we are specifying a method instead
of a namespace in the DID format. The method is referring to the specification
used to register and manage DIDs on a particular blockchain or DLT (Distributed
Ledger Technology). From this point, we will only use the term DLT which is a
more generic term that includes blockchains. The DID method has to be conform
with the general DID specification and must define the format and generation of
the method-specific identifier that have to be unique within the method space. The
DID can be resolved to a standard resource named DID Document that describes
the entity it represents.

URN format:
urn:uuid:ae84-d5c2-9fb785ea-72cd34

e e v J

Namespace-Specific Identifier

Namespace

Scheme

DID format:

did:sov:3k9dg356wdcj5gf2k9bw8kfg7a
N A S J

Method-Specific Identifier

Method

Scheme

Figure 2.2: DID format (Sovrin method) compared to URN format

DID Documents

We can see DID infrastructure as a global key-value database where the database
consists of all DID-compatible DLTs. In this global and distributed database, the
key is a DID, and the value is a DID document. A DID document is a JSON-LD file
which stand for JavaScript Object Notation for Linked Data. The main advantage
of JSON-LD is interoperability[29]. Adding an ”@id” and a ”@context” to the
original JSON format make possible for other documents to be linked with the

11



DID owner and remove any ambiguity concerning the document’s fields because
they have to be described by the context. In the DID context, the JSON-LD object
includes six core components that are necessary to interact with the owner of the
DID specified in the DID Document:

1. The DID itself, so the DID document is fully self-describing and we can link
other documents to this DID.

2. A set of public keys or other proofs that can be used for authentication or
interaction with the identified entity.

3. A set of service endpoints that describe where and how to interact with the
identified entity. A service endpoint could for example link to the mail ser-
vice of the DID’s owner or to his storage service.

4. The owner of the DID can also decide to authorize other entities to make
changes to the DID Document. This can become particularly important and
useful in the case of private key loss.

5. Timestamps can be added for auditing the date of creation or update of a
particular DID.

6. A JSON-LD signature can also be added if there is a need to verify the in-
tegrity of the document.

In Figure 2.3, we have an overview of a simple DID Document example. To
find a more complete it is possible to go on the World Wide Web Consortium’s
DID specification page directly. W3C is an international organization in charge of
developing internet standards and it is important for Orange Business service to
follow standardization efforts. That is why we often referred to the W3C standard
to explore self-sovereign identity.

{
"@context": "https://example.org/example-method/v1",
"id": "did:example:123456789abcdefghi®”,
“publickey": [{ ... }].
"authentication": [{ ... }],
"service": [{ ... }]
)

Figure 2.3: A simple DID Document example from the W3C’s DID specification.

12



DID Methods

As mentioned earlier, the DID format contain a field from which we can determ-
ine the method used for its creation. DID methods purpose are transparency and
interoperability. They must be specified for other entities to understand how the
DID and DID document are created, resolved, and managed on a specific DLT so
they can evaluate and include your method in their project. To be accepted, a DID
method specification must contain the following elements:

1. The name of the method, a short description and the targeted DLT.

2. The ABNF structure (a standard for formal syntax) of the method-specific
identifier and the way it is generated.

3. The JSON-LD context used in the DID documents

4. The way operations Create, Read, Update and Delete (CRUD) are performed
on a DID or DID Document. The operations must be detailed enough for a
client to be able to test and build its implementation on the targeted system.

5. The security and privacy considerations to take into account when using this
specific method.

The CRUD operations are the four basic functions of persistent storage[30] and
can be used to perform all the operations required by traditional CKMS (Crypto-
gtaphic Key Management Systems) such as key registration, key replacement, key
rotation, key recovery and key expiration[27]. The CRUD operations is the part
that may vary the most between the different DID method specifications due to the
specific nature of the chosen DLT. You can find the list of the CRUD operations
below:

1. Create: The method must specify how to create a DID and the associated
DID Document on the targeted DLT as well as the way to prove its owner-
ship.

2. Read/Verify: The method must specify how to use a DID to request the
associated DID document and verify the authenticity of the response.

3. Update: The method must specify how to update a DID Document including
the way to prove your authorized to do so.

4. Delete/Revoke: The method must specify how to revoke a DID including the
way to prove its revocation. It is more adapted to speak of revocation since
DLTs are by nature immutable. It is done by updating the DID Document to
null.
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2.3.3 Associated protocols specifications

The decentralized identifiers (DID) specification is one of the specification that
will help us to standardize decentralized identity architectures. Other protocols
and specifications are currently developed in an effort to standardize decentralized
model of digital identity in order to provide interoperability between the different
solutions.

Decentralized Key Management System

Decentralized Key Management System (DKMS) is an emerging open standard
for managing users DIDs and private keys. The idea is to standardize digital agents
and wallets in order to facilitate the user experience. Inside the DKMS specifica-
tion, we can find elements that we discussed before such as DIDs and the linked
DID Document as well as the verifiable credentials that contains all the necessary
information to interact with external entities. There are multiple benefits to adopt
the DKMS specification in self-sovereign identity systems. In this specification,
we use a cloud layer with cloud agents as a medium between the user, his edge
agent and the DID Layer (or DPKI) as we can see in Figure 2.4. This architec-
ture makes easy for users to have multiple wallets across different devices and also
provide identity owners with an agent that will be available at any time to receive
their communications. Another benefit of the cloud layer, is to store a backup of the
user’s digital identity and provide recovery in case of private key loss (see Section
3.5.2). Moreover, having a standard for agents and wallet would improve greatly
the control of he user and the portability of his data, as he could switch from one
provider to another more easily.

i,
od

Identity Owners
Edge Agent e Edge Layer g Edge Agent
Edge Wallet Edge Wallet
Clnd Agent Cloud Layer Clnd Agent
Cloud Wallet Cloud Wallet
DID Layer

Figure 2.4: Decentalized Key Management Systems - Rebooting the web of trust
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DID Transport Layer Security

The DID Transport Layer Security (TLS) protocol specification is a decentralized
version of the current TLS protocol which uses X.509 certs and is based on tra-
ditional PKIs. While the current TLS protocol is securing the communication
between a client and a server, the objective of this protocol is to provide encrypted
peer-to-peer connections in real time between two DID owners (whether they are
individuals, things or organizations). It could greatly improve the security provided
by the current TLS protocol in our online interactions since it could be applied to
all form of online communication. To make it possible, we need to enable the dy-
namic creation of x.509 elements from any DID and DID document to establish a
dedicated TLS session.

DID Auth

The goal of self-sovereign identity systems is also to allow the cryptographic au-
thentication of a DID owner. The DID Auth protocol is inspired by the Secure
Quick Reliable Login (SQRL) open standard and the Web Authentication protocol
which both use a cryptographic challenge to authenticate the user. In these proto-
cols, the challenge is sent by a relying party to a user who sign it with its private
key. Then, the relying party can check if the signed challenge is corresponding to
the user public key. While the ownership of the public key cannot be verified in
these two protocols, it becomes possible for relying parties to verify it by resolving
DIDs and checking the DPKI used to create it. The standardization of this spe-
cification would allow the authentication of all identity owners using a DID that
supports the specification and promote interoperability.

DID Names

We have seen above that the DID format is not something we can easily remember.
It is not "human-meaningful”. In fact, a trilemma known as the Zooko’s triangle
tells us that an identifier cannot be human-meaningful, decentralized and secure at
the same time. An identifier can only have two of those properties. For in order
for an identifier to be secure and decentralized it can’t be human-meaningful[31].
However there are many use cases where it is desirable to be able to discover a DID
using a human-meaningful identifier. You would have to give up either the security
or the decentralization but that is not what we want.

To solve this problem, like for domain name in the past, a DID naming system
is needed. But this time it should be entirely decentralized and not be based on
centralised registries. The goal of this protocol’s specification is to standardize to
how operate a DID naming layer on top of the DID layer. In order to achieve this,
DID names should be registered in the blockchain and linked to the corresponding
DID the same way DID Document are linked to DIDs.
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2.4 Verifiable credentials

Verifiable credentials are another concept that make self-sovereign identity desir-
able as a new model for our digital identity. Credentials often contains information
on its holder (e.g. name, age, address, etc.) as well as information on the entity
who issued it. For some of them an expiration date is also needed. If we think about
it, credentials are everywhere. We get our first one, the birth certificate, very early
and we are collecting more of them all along our life. However, they are mostly
issued as piece of paper or plastic card and we have no standard way to assert their
authenticity online. Or to be more accurate, no good way to do it. The verifiable
credentials w3c’s specification provides us guidelines to use credentials online in
a way that is cryptographically-secure, privacy-preserving and machine-verifiable.
Even though, self-sovereign identity is not necessary to implement verifiable cre-
dentials, we will explain how they are complementary.

In Subsection 2.4.1, we present the roles that need to be assumed by actors to
create a verifiable credential environment. In Subsection 2.4.2, we present the
different type of information that we can find inside a verifiable credential and
how they’re presented in Subsection 2.4.3. To finish with verifiable credentials, we
explain the mechanisms that allow them to be verified in Subsection 2.4.4.

2.4.1 Verifiable credentials environment

For verifiable credentials to be useful, we need first to create an environment where
different actors can interact with each other using these credentials. We can disso-
ciate four roles that actors can assume to create this environment as we can see in
Figure 2.5.

e Holder: The holder’s role is performed by acquiring verifiable credentials
from issuers and storing them in order to later present them to relying parties
who request it.

o Issuer: The issuer’s role is performed by creating verifiable credentials and
associating them with a specific entity (i.e a holder).

e Verifier: The verifier’s role is performed by requesting verifiable credentials
from an entity. It allows the verifier to ensure that the holder is fulfill some
requirements.

o Identifier Registry: This role is different from the three others as it is per-
formed by a computer system. In the first place, this system allows the holder
to register an identifier that will allow him to interact with issuers and veri-
fiers. Then, these latter will be able to use this registry to verify that the
holder’s identifier is its own before to issue or to request a verifiable creden-
tial.
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Figure 2.5: Verifiable credentials environment from the W3C Verifiable Credential
data model specification.

That is on this last role that the self-sovereign identity model can be of use in this
ecosystem. Altough this role can be fulfilled by other systems such as government’s
or other trusted databases, the self-sovereign identity model with its DPKI that
use distributed ledger technologies to register identifiers (i.e. DIDs) is the best
candidate to assume this role.

Is is the best candidate for few reasons. First the trust is decentralized, the iden-
tifier are controlled by their owners and does not depend on any centralized author-
ity. Decentralized identifiers are also persistent which mean that as long as you
have the associated private key you will be able to authenticate as the credential’s
holder in a way that is cryptographically-secure (c.f. DID Auth). Finally, DPKIs
are public and transparent which facilitate the onboarding and self-management of
its participants. More actors there is in the ecosystem, more the verifiable creden-
tials have value as the interoperability increases and users could progressively be
able to use them for all their online interactions.

In Table 2.1. you can find examples of credentials and the associated actors and
the roles they are performing for this specific credential.

Credential’s type | Issuer Holder Verifier

Degree University Student Employer

Driving’s licence | Government Driver Police

Medical records Doctor Patient Other doctors or pharmacy
Reusable KYC* User (self-issued) | User All websites that require it
Company’s status | Government Company | Tax authorities

Table 2.1: Credential’s type and the associated entities’ roles
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*The reusable KYC (Know Your Customer) credential is a bit special because
the user is the same time issuer and holder. For websites that do not require high-
level security, the user can make claims about himself for the field we usually
manually fill when registering to a website (e.g. name, surname, email, mail, etc.)
and use this credential each time he wants to register to a new website. It is a
simple example of how verifiable credential would enhance user experience in our
daily online interactions.

2.4.2 Data model

In order to create trusted and scalable digital credentials, authors of the specifica-
tion designed a model flexible enough to fit any use cases that require credentials in
the physical world and ensure that this model would allow actors of the ecosystem
to interact safely with each other.

/ Verifiable Credential \

Credential Metadata

Claim(s)

Proof(s)

= =/

Figure 2.6: Structure of a verifiable credential from the W3C Verifiable Credential
data model specification.

In figure 2.6, we can see the model they design for verifiable credential is com-
posed of three main components :

e Credential Metadata used to describe the property of the credential such as
the identifier of the credential, its type (e.g. Degree Credential) and its issuer
(e.g. University). We can add other type of information like the issuance
and/or the expiration date to adapt to different use cases.

e A claim or a set of claims about the subject. Claims are statement about
a subject and can be expressed using subject-property-value relationships.
When an university is issuing a degree to a student, it is equal to making
the statement that a student (i.e. the subject) has graduated from (i.e.the
property) the university (i.e. the value).

e A proof or a set of proofs used to verify the authenticity of the credential.
Proofs include a type, a reference to the signing entity, the signature value
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and the date of the signature.

The verifiable credential can also be visually represented as a combination of
two graphs as we can see in Figure 2.7. The first graph is representing the cre-
dential itself and include metadata and claim(s) about the subject. The second one
is representing the digital signature of the credential. We can verify multiple ele-
ments of this signature such as the type of signature, who created it and when as
well as its value to prove its authenticity.

Credential Graph
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Figure 2.7: Verifiable credential graph from the W3C " Verifiable Credential Data
Model 1.0” specification.

2.4.3 Format

As for DID Documents, verifiable credentials are expressed in a JSON-LD file
from which we can have a preview in Figure 2.8. In this file we can find all the com-
ponents described by the data model. We can note that the subject is represented
by his DID. This relation is the link between the identity owner of self-sovereign
identity and verifiable credentials together.

2.4.4 Verification

There is a number of check that are necessary to verify a credential. Some of them
are essential while others are optional depending on the type of credential we are
verifying.
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{
"@context™: [
"https://w3.org/2018/credentials/v1",
"https://example.com/examples/v1"

1,
"id": "http://example.edu/credentials/3732",
"type™: ["VerifiableCredential”, "UniversityDegreeCredential”],
"issuer™: "https://example.edu/issuers/14",
"issuanceDate”: "2010-81-81T19:73:24Z",
"credentialSubject”: {
"id": "did:example:ebfeblf712ebc6flc276e12ec21”,
"degree": {
"type"”: "BachelorDegree",
"name”: "Bachelor of Science in Mechanical Engineering”

F
}J
"proof": { ... }
}

Figure 2.8: Verifiable credential JSON-LD file from the W3C *’Verifiable Creden-
tial Data Model 1.0” specification.

1. Syntax: The document must be a syntactically valid JSON-LD file.

2. Credential:Properties such as credential’s type and proof that are required
in the w3c specification must be present.

3. Issuer: The verifier must be able to verify that the issuer is known and trus-
ted. He can use the issuer metadata such as is public key to do so.

4. Subject: The subject or holder of the credential must be identified with
his did. Public metadata related to this DID should allow the verifier to
authenticate the subject using its signature.

5. Proofs and signatures: To prove that information in a verifiable credential
is correct, we use cryptographic mechanisms called proof. For different type
of proofs such as zero-knowledge-proofs, proof of work, proof of stake or
digital signatures; the verifier must make sure that the proof is a known proof
suite and all properties required by this suite are present. If the proof is a
digital signature, the verifier must make sure that the public key associated
is valid and owned by the right entity.

6. Issuance: The verifier must verify that the issuance of the credential was
performed before the verification date.

7. Expiration: The verifier must verify that the credential has not expired if
the credential contains an expiration date.

8. Revocation: If some revocations instructions are present on the document,
the verifier must make sure that the credential have not been revoked.
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9. Custom: For specific use cases, the verifier should be able to make define
custom verification.

These verification processes are essential in order to guarantee trust between the
actors within the decentralized ecosystem.

2.5 Existing self-sovereign identity solutions

We can see today that there is a race to develop functional decentralized identity
system. In the website of the Decentralized Identity Foundation (DIF) we can see
that over fifty companies joined the foundation in the year of its creation. The
purpose of the DIF is for its members to work together on different aspects of de-
centralized identity such as decentralized identifiers; discovery, storage and com-
putation of the attributes or the implementation of verifiable claim and credentials.

In this section, we give an overview of three among many solutions that were
studied to design our credential repository. We selected these Sovrin, uPort and
TrustChain solutions because they best matched the self-sovereign identity principles[32],
were open-source with an acceptable amount of documentation.

2.5.1 Sovrin (Hyperledger Indy)

Sovrin is a distributed ledger which was specially built for decentralized identity.
This project was initially developed in 2015 by a startup called Evernym in order
to solve the online identity problem and to enable the exchange verifiable claims
they built the blockchain called Sovrin.[33]

In a concern of universality, they decided afterwards to donate their codebase
to a non-profit foundation which is known as the Sovrin Foundation. The code
being released as open-source they continue to upgrade the technology with help
from the community. Later, the codebase was once again transferred from the
Sovrin Foundation to the Linux Foundation in 2017 to become the Hyperledger
Indy project[7].

2.5.2 uPort (Ethereum)

The next self-sovereign identity solution we discuss about is called uPort. It is
based on the Ethereum blockchain and allow users to register their own identity on
the ethereum blockchain using smart contracts. It also allows identity owners to
send and request credentials, sign transactions, and securely manage keys & data
via their mobile application[34].

The code of the project is open source and it use both did and verifiable creden-
tials standards inspired from the w3c’s specification. Due to the nature of Ethereum
the scalability is quite low and transactions can take time to be accepted.
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2.5.3 TrustChain (IPv8 protocol)

TrustChain is a promising technology built in the Blockchain-Lab of our university
TU Delft. TrustChain is a complete solution which allow the user to create and
store your digital identity in your smartphone[35]. In 2018 with the cooperation of
the Dutch government, experiments were conducted at small-scale in few selected
municipalities where citizens could request the first of kind self-sovereign identity
document[36].

Unlike the two other solutions, TrustChain’s architecture make use of multiple
chains (one per identity owner) to build their system. They also decided to not
follow the w3c standard because, from their point of view, the metadata used in the
standard’s credential can leak sensitive information about the identity owner.

2.6 Overcome the barriers to adoption

A large part of my internship was to identify the barriers self-sovereign identity
still has to overcome in order to be adopted and to evaluate the chance for the
technology to be used by businesses.

To get an answer to these questions, we first analyze the macro-environmental
factors in Subsection 2.6.1 then we provide an evaluation of self-sovereign identity
in Subsection 2.6.2 to conclude this chapter.

2.6.1 Analysis of the macro-environmental factors

Before to conclude on this survey, we analyze the macro-environmental factors that
affects the adoption of self-sovereign identity. In order to make our analysis, we use
the PESTLE framework that will help us to see the big picture. There are seven
factors described in this framework: Political, Economic, Social, Technological,
Legal and Environmental[37].

Political

Political factors are very likely to impact self-sovereign identity project. One of
the reason is that until now citizens identity was provided by the governments and
those projects could create an alternative. In self-sovereign identity, governance is
decentralized and governments could not like this idea.

However, it is not necessarily opposed to traditional systems. It could even
ease the work of the governments to secure and reduce fraud. Some countries
like Netherlands[36] and Estonia[38] among others are pioneers in the field and
are starting to experiment those technologies.

Economic

In early stage of development, the economic factors that impact the development
of self-sovereign identity solutions are the amount of funding related projects can
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get for R&D, tests and experiments. Self-sovereign identity infrastructure is very
likely to reduce the cost for Identity, Access Management and Cybersecurity in the
future due to its digital and distributed nature. Therefore, the price of the solution
should not affect its adoption by businesses negatively.

However, to make a transaction on the blockchain you often need to pay a small
fee. In order for people to adopt these solutions more easily, a business model
where users don’t have to pay fees each time they’re interacting with the system
would be more appropriate.

Social

Recent development of the Internet led us to the big data era that is characterized
by the production, collection of a massive amount of data that is processed to pro-
duced meaningful information. Data collected from people is a part of their digital
identity and can become sensitive if not handled the right way. While it is not a
concern for most of people, it is important to raise awareness on this question and
self-sovereign identity can be a solution to secure and manage this data.

We can also notice a behavioral shift as people are using more and more the web
and their smartphones to interact with organizations such as banks or insurance
companies. Self-sovereign identity solutions can be used to facilitate those inter-
actions thanks to its user-centered model. Using such a model with collection of
information as verifiable credential in one place provides an easy onboarding and
a secure access to services by facilitating the processes of information verification.

Moreover, by allowing people to control their identity but also to issue and verify
credentials from other identity owners lay the foundation for more cooperation
between peers.

Technological

The technology is still at an early stage. At the moment, most companies are try-
ing to explore what we can do with it but we cannot see large adoption of these
solutions yet. Working at the edge of technology have pros and cons. Even if you
can find few open-source project on the topic (i.e self-sovereign identity), docu-
mentation can be hard to find or incomplete. Moreover, such a system require the
interactions of multiple components and it can be difficult to make them work to-
gether. In the other side, managing to go through the complexity will give you a
competitive advantage as it is not something that can be replicated easily.

In term of adoption, using the newest technologies allows to attract the attention
of early adopters like businesses and tech-enthusiasts.

Legal

When dealing with users identity and personal data, there is many legal restrictions.
At the international level, we have the GDPR (General Data Protection Regulation)
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that came into force in May 2018. The regulation is targeting “any information
relating to an identified or identifiable person” that lives within the EU [6]. It
is aiming to enhance individual privacy and give more control over their data to
European citizens. A second objective is to enable portability of personal data
across the EU to create trust that should allow economy to develop.

The ”eIDAS” is another legislation that apply to EU countries. This time again,
the objective is to increase trust in digital transactions[39]. The legislation defines
rules about online identification and about the legal status of electronic document
with the use of mechanisms like digital signature for example.

Self-sovereign identity’s principles are totally aligned with the objectives of
those regulations. In that sense, the legal context is suitable to the development
of such solutions.

Environmental

Today, identity and administrative documents are still, for the main part, issued in
paper or plastic format. Digitalizing these processes would be beneficial for the
environment as it would remove the need for these resources.

However, in order for a distributed network to be secure, consensus algorithms
have to be run. Proof-of-Work (PoW) consensus used in Bitcoin, Ethereum and
many other blockchains is not really environment-friendly due to the amount of
computation power needed to run it and has a carbon footprint equivalent to the
one of Las Vegas[40]. However, other types of consensus algorithm such as Proof-
of-Stake are less power-consuming and could be used to reduce the impact on the
environment.

2.6.2 Self-sovereign identity evaluation

Like in the past, digital identity will continue to evolve according to the evolution
of the professional and/or personal needs of Internet users. Today, the guiding
principles of self-sovereign identity principles is what users need and will empower
them as well as improving their experience online.

From our analysis of macro-environmental factors, we can say that there is a
favourable climate for self-sovereign identity model to be implemented. Especially
on the social and legal aspects, with the society being more aware than ever on
the existing privacy issues, the existing legislation on personal data protection and
electronic documents to regulate it. Political factors are more country-dependent,
we can see some country already experimenting the technology while other are
experimenting different solutions to increase trust in digital documents. Economic
and environmental factors are neutral, they have both positive and negative points.
As for the technological factor, we have seen that the technology is still at an early
stage but there is plenty of ongoing project trying to design the right solution as
well as standardization effort creating a positive environment for collaboration and
giving guidelines for developers interested in the subject. In any case, that is the
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social aspect that should be prioritized over the other aspects. If this solution can
solve digital identity issues, the best is to find the right design and the right business
plan to implement it in our society.
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Chapter 3

Design and implementation of a
self-sovereign identity agent

After concluding our survey on self-sovereign identity and verifiable credentials,
our goal is to realize a prototype of a service where a user is able to create his
identity and start to gather digital credentials to enrich it. There are two important
things the user need to store that require a high level of security. The first of
those two things are the cryptographic keys and especially the private key. It is
because anyone in control of the private keys can perform actions in the name
of the identity owner. These keys are also needed to perform all encryption and
decryption actions and guarantee that the user information is communicated in a
secure way. The second one is digital credentials that contain personal information
and that can be used to access resources and services. In Chapter 2, we have learn
about the agent component that is in charge of and described in the Decentralized
Key Management System (DKMS) specification. In this chapter, we try to learn
more about this component that is central to self-sovereign identity and answer
our second research question (RQ2) on identity management and the safety of this
component.

In Section 3.1, we set our design goals for our agent implementation. In Section
3.2, we give an overview of the architecture that we used to meet our design goals.
Then in Section 3.3, we present the different type of agents that can be built and
their mechanisms. In Section 3.4 we present the implementation of our own agent
and we end this chapter by giving general remarks about agents on trust, security
and decentralization in Section 3.5.

3.1 Design goals

We start by setting design goals for our prototype of a self-sovereign identity agent.
These goals help us to design the correct architecture that will help us to answer
our second research question (RQ2) concerning the use of an agent. Here is the list
of our goals:
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1. Identity registration: Users or identity owners must be able to register their
own identity (a DID) via our web service and use it to request, issue and
verify credentials. Afterwards, they must be able to manage their credentials
via an interface.

2. Authentication: Identity owners must be able to authenticate as owner of
their identity and access their identity wallet.

3. Storage: Wallets of identity owners can either be stored in off-chain or on-
line agent. In our design we want to propose an hybrid solution to guarantee
security, reliability and availability.

4. Account recovery: If the user loses his access, he should be able to recover
his account.

5. Credential issuance and verification: To test our service, we must simulate
the role of different actors. Some actors will act as credential issuers and
verifiers.

In the next section, we present the architecture we have designed to reach thesedesign
goals.

3.2 Architecture overview

We will build our prototype using Hyperledger Indy (see Section 2.5.1). We chose
this technology for several reasons. The main one was the amount of document-
ation and tutorials available. Then, it has a large ecosystem and if the prototype
is satisfying we can work directly with Evernym, the company who initiated the
Hyperledger Indy project, to build our solution faster. Finally, a team of OBS was
working on a project with Hyperledger Fabric and we thought it could help with
the development of this prototype. In the Figure 3.1, we show an overview of an
architecture which includes the following components:

1. Identifier registry (DPKI): The first step is to build the identifier registry
that we created from a network of 4 indy validator nodes. Each of these
nodes contains a distributed ledger that is kept in sync using a consensus al-
gorithm. In Hyperledger Indy, the consensus algorithm is called Plenum and
is based on the RBFT (Redundant Byzantine Fault Tolerance)[41] algorithm.

2. User Agent: An agent is a component central to self-sovereign identity. It
is a software part, like a mobile or web application that provide an inter-
face as well as a wallet and communication protocols including the Agent-
to-Agent (A2A) protocol so users can start interacting with other identity
owners. There can be only one agent per device. For our prototype, we will
build four agents that each represent an actor of an educational environment.
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3. Identity wallet: In the self-sovereign identity ecosystem, identity owners
are storing all the information related to identity in a wallet. These wallets
allows the secure storage of cryptographic keys and credentials. Hyperledger
Indy is following the emerging DKMS open standard discussed in Chapter 2
that guides developers in the design of these wallets.

4. Interface: In order to interact with their wallet and the identifier registry,
identity holders need an interface to abstract the complexity of the system.

Government University Alice (student) Bob (teacher)

5
!

. Indy node || Indy node [ Indy node | Indy node

Figure 3.1: Self-sovereign identity service architecture

In the next Section, we will give more details about the different type of agents
we can find and explain how to authenticate to an agent, where does it store your
identity wallet and the different keys that are used to manage it.

3.3 Agents to host identity wallets

To start with self-sovereign identity and verifiable credentials, the user will need
an identity wallet to store his cryptographic keys and his credentials. Because
humans are not able to store data and to use cryptography on-demand, we need to
delegate those tasks to an agent that will manage our identity wallet in our behalf.
Agents can be used in many different ways but they all share the three following
characteristics:
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e They act on the behalf of an identity owner.

e They hold cryptographic keys to perform actions delegated to them by the
identity owner.

e They can interact with each other using an agent-to-agent protocol.

An introduction to the agent concept can be found in the Indy Hype github repos-
itory [42] that aim to standardize processes within the Indy ecosystem. However,
those concepts can inspire other ecosystem facing the same challenges.

We first describe the different categories of agent we can find in Subsection 3.3.1.
Then in Subsection 3.3.2, we discover where the identity wallet is stored within the
agent. In Subsection 3.3.3, we give details about the different was to authenticate
to an agent. Finally in Subsection 3.3.4, we give details about the different key
managed by the agent.

3.3.1 Agent categories

As stated earlier, an agent can be used in various ways, we can categorize them
using different factors. This categorization will help us to decide what kind of
agent is needed for our solution. We can also use this category in the future to
provide personalized agent depending of the need of our customers.

Trust based

Categorizing agent by trust helps us to decide what we can delegate to an agent or
not. An identity owner should be able to fully trust an agent that runs in an environ-
ment that is in his direct control. This agent can be considered trustable. If it runs
in an environment that can be accessed by other people, then it is considered semi-
trustable and you should think twice before to delegating critical authorization to
this agent.

However, users environments are not necessarily more secure against hackers
because service providers has more resources to secure their own environment.
Still, a service provider can be more subject to attacks or a malicious system ad-
ministrator could compromise your agent.

Location based

An agent can be host either on your device either on a cloud infrastructure. If it’s
hosted on your device, we will call it an edge agent. If it’s hosted we will call it a
cloud agent.

An edge agent can be referred as cold storage and is considered trustable. It
is theoretically the most secure way to store your identity wallet because only
someone with direct access to the device can access the wallet. There is few lim-
itations with edge agents. If you are out of battery, if there is a technical problem
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affecting your device or if you lost it; you could lose temporarily or indefinitely
your access to the wallet if you did not take any measures to back it up.

Cloud agents can be either trustable or semi-trustable depending if the cloud en-
vironment is in your control or is provided to you as a service. They can overcome
the limitations of edge agents. The main advantages of cloud agents are availability
and reliability, meaning your wallet will always be available from anywhere and
with any device. It also possible to perform tasks like encryption, key management,
data management, data storage and backup that are difficult to perform on an edge
devices due to their technical limitation (e.g., computational power, bandwidth or
storage capacity).

Complexity based

Depending on the capacity of your device, your need or your use case you may use
agent with a different level of complexity.

o The static agent is the simplest agent and is configured for a single relation-
ship. This agent is most of the time a bot programmed to execute a single
task.

e The thin agent also focus on one relationship context that can be updated
over time. This agent can be an app that is used by a customer to interact
with his bank.

o The thick agent is able to handle multiple relationships but still focus on one
specific use case. This agent can be a social app where you have to connect
with multiple users or it can be used by the bank of the previous example to
interact with multiple users.

e The rich agent is the more complex, it is able to manage all relationships
and credentials in one place. It supports more functionalities than the other
agent ans can be used in many use cases.

3.3.2 Agent storage

As we mentioned before, the wallet will be hosted by an agent and store our cryp-
tographic keys and credentials. While most of the agent include wallets, it’s not
mandatory. Because some devices have a limited storage capacity, it is possible
to delegate your wallet to a cloud agent to store your credentials. However, for
most of the case you would have an encrypted wallet stored in the device where
the agent software is installed. By default, the wallet is stored in an sqlite data-
base when using the Hyperledger Indy SDK but it is also possible to set a custom
storage configuration.
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3.3.3 Authentication to agent

No matter the kind of agent the user chose, he needs a way to authenticate to this
agent in order to perform actions. But depending on the type of agent you will need
different authentication mechanisms. There is three authentication factors and in
each case we have one or a combination of these factors:

e Something the user know (such as a password)
e Something the user have (such as a smart card)

e Something the user is (such as a fingerprint)

An additional factor of authentication could be location-based: Where the user
is. But we’ll focus on the three main factors of authentication.

Direct authentication to edge agent

As the edge agent is stored in your mobile or computer, only someone with direct
access to this device will be able to access agent (something you have). Still if
you lose your device or if someone has to access it for other reasons you still
want to prevent them to be able to perform action with your agent. In order to
secure the access, we can add either a password, a pin code or a pattern (something
you know). This way, only you can access to the agent; at least, if you didn’t
disclose this information or that the password/PIN/pattern is not too easy. To be
sure that only you can access the agent, you can eventually add a fingerprint or
other biometric method (something you are).

In most of the devices, these passwords or biometric information will be hashed
and salted before to be stored into your device’s filesystem. This way, it is very
difficult for a hacker to get access to your agent because he needs first to have
a physical access. Then he will still have to find the original password from the
hash. Because the level of security is high for edge agent, they are considered to
be trustable.

Direct authentication to cloud agent

As for the edge agent, the direct authentication to the cloud agent will require the
combination of the different factor. In most of the case we use 2-factor authentica-
tion using the combination of something you know like a password and something
you have like the access to your email address or a device.

The difference here is that you will have to rely on your agent provider methods
used to store the secret information they will use to authenticate you to give you
access to your agent. A malicious system administrator or an hacker with access to
the agent provider environment could compromise your agent if the security of the
system is not high enough. That is the reason why the cloud agent is considered to
be semi-trustable.

32



Indirect authentication to cloud agent

One of the solutions to take advantage of both edge and cloud agent is to use
them both. We will use the edge agent that is more secure to keep the keys that
are used to perform sensitive actions. And you will use a cloud agent to receive
communications from other agents anytime, even when the edge agent is off. Since
the cloud agent is less secure, the identity owner should keep the most sensitive
keys in his edge agent.

To use a cloud agent in combination with an edge agent, the user will need first
to authenticate to his edge agent. Then, whenever the user has to go through the
cloud agent, a challenge will be sent to the edge agent to make sure you are in
control of the key pair associated with the relationship. In the next Section, we will
see the key management more in details.

3.3.4 Key management

In Hyperledger Indy, there are five types of keys that an agent need in order to use
the different DID methods and start to exchange verifiable credentials:

1. The link secret: The link secret is a large random number that only the
identity owner knows. The first agent created by an identity owner will create
this value, encrypt it and store it within the agent. To request a credentials or
to later present proof of a credential about your identity, you must own this
secret that is used to determine you are the owner of a credential.

2. The DID keys: Each agent has to manage the pair of key for each DID they
are in control of in order to sign and verify operations related to DIDs. It
is recommended to use one DID per relationship with other identity owners
to avoid identifier correlation which can result on a large number of DID
keypair to manage.

3. The agent policy keys: Each agent also have one key pair. The public key
is stored in the agent policy registry of the blockchain that can be used to
revoke agents that have been compromised. You can change agent policies
by making transactions to the registry using the private key. Verifiers should
always check the registry to see if the agent is authorized.

4. The agent recovery keys: Agents can use a keypair to recover their wallet
in case of loss. The public recovery key (PK1) is stored within the agent and
the private key(PrK2) has to be stored offline or divided into shares and dis-
tributed to trustees (see Section 3.6.2). To encrypt a backup of a wallet, an
ephemeral keypair is created for the encryption. To create the wallet encryp-
tion key, we use the ephemeral private key (ePrK4) generated to perform the
Diffie-Hellman agreement[43] with the public recovery key (PK1). The eph-
emeral private key (ePrK4) is forgotten and the public ephemeral key (ePK3)
is stored alongside the encrypted wallet. To decrypt the backup, the private
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key (PrK?2) is used to perform again the Diffie-Hellman agreement with the
ephemeral public key (ePK3) to create the same wallet encryption key (see
Figure 3.2).

5. The wallet encryption keys: The wallet encryption keys are generated us-
ing the above procedure. For each new encryption, we generate a new en-
cryption key.

All of these keys are stored inside the encrypted wallet in the device. It is also
possible to share these keys to multiple agents in order to use them to perform
actions with your self-sovereign identity from different devices.

Generated and stored in the agent

Public recovery key| Ephemeral public
(PK1) key (ePK3)
1
] 1
! ;
Private recovery key i Ephemeral private |
Prk2 ! |
(Prk2) i key (ePrk4) |
| a
1 1

Generated and stored offline

Encryption:
Same encryption key Private epheremal key is forgotten

Decryption: and

Public epheremal key is stored with

the encrypted wallet

Figure 3.2: Diffie-Hellman agreement for wallet recovery

3.4 Agents implementation in educational environment

We mentioned in our design goals that we want to store wallets in both offline and
online agents in order to provide security, reliability and availability altogether.
However, the implementation of an edge agent with Hyperledger Indy such as mo-
bile application or browser extension like Metamask for Ethereum was not well
documented. Therefore, we decided to simplify our architecture by prototyping a

34



system where users can connect themselves to a web service providing them with
a cloud agent. To make our tests, we created agent and stored identity wallets and
their associated credentials locally on a virtual machine using docker containers.
We integrated "Mobile Connect et Moi” to our agents to authenticate users. This
authentication solution is used by OBS and allow french users that suscribed to
Orange as their mobile network operator to authenticate themselves to all french
public services with their mobile number. Our prototype is designed for physical
person but can also be applied to moral entities such as businesses and organiza-
tions that can own an identity but can’t use an edge agent by themselves and need
to delegate the access to their representative.

In this Section, we first present the method used to deploy our prototype for an
educational environment use case where the implementation of self-sovereign iden-
tity and the exchange of verifiable credentials makes sense. We give a description
of our interface and the Mobile Connect solution that we used to authenticate user.
Finally we discuss agent-to-agent protocol that is used to secure communications
between agents.

3.4.1 Agent deployment

To deploy the ledger and the four agents present in our architecture, we used
docker-compose (Figure 3.3) to configure and run multiple docker container. For
our prototype, we run five containers, one for the ledger of Hyperledger indy’s
node that was built using an image of a pool of four nodesand deployed on a local
network. The other four containers representing the cloud agents of four actors
of the educational platform: the government to provide legal identity to students
and teachers, the university that need to register students and to deliver deliver de-
grees, the teacher that need to share information with their students and the student.
These four containers are connected to the ledger and were running the nodeJS
application we developed and deployed on different ports of the computer local
environment.

version: '3' # student:
# Agents image: indy-agentjs
networks: # command: "bash -c 'node --inspect=0.0.0.0 ./bin/wau'"
services: government: # command: "bash -c 'npm start'"
ipan: image: indy-agentjs environnent:
config: build: - PORT=3001
- submet: 173.17.0.0/24 context: . - NAME=Valentin
. command: "bash -c 'node --inspect=0.0.0.0 ./bin/wwu'" - EMAIL=valentin@idone.con
services: #  command: "bash -c 'npm start'" - RD=123
# environment: - USERNAME=Valentin
# Pool - PORT=3000 - PUBLIC_DID_ENDPOINT=173.17.0.11:3001
# - NAME=Government - DOCKERHOST=${DOCKERHOST}
pool: - EMAIL=government@example.con - RUST_LOG=S${RUST_LOG}
build: I - TEST_POOL_IP=${TEST_POOL_IP}
context: - USERNAME=government ports:

dockerfile: indy-pool.dockerfile - PUBLIC_DID_ENDPOINT=173.17.0.99:3000 - 3001:3001
args: - DOCKERHOST=${DOCKERHOST} - 9221:9229
- pool_ip=173.17.0.100 - RUST_LOG=${RUST_LOG depends_on:|
ports: - TEST_POOL_IP=${TEST_POOL_IP} - pool
- 9701-9708:9701-9708 orts: - government
networks : - 3000:3000 networks:

services: - 9220:9229 services:
ipv4_address: 173.17.0.100 depends_on: ipv4_address: 173.17.0.11
- pool
networks :
services:
ipv4_address: 173.17.0.99

Figure 3.3: Extract from the docker-compose YAML file
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3.4.2 Interface

When deployed, a simple nodeJS web interface is also generated and include an
authentication page and a dashboard where it is possible to perform and monitor
actions between the several agents and the ledger we just created. We added a new
login option for the login page (Figure 3.4) in order to implement the authentication
to the agent via Mobile Connect. Mobile Connect is a strong digital authentication
solution provided by the GSMA (GSM Association) to mobile network operators
like Orange.

Username
Enter Usermame

Password

Enter Password

OR

B Mobile Connect Log-in
M

Secured by Mobile Connect

Figure 3.4: Login page

3.4.3 Authentication via Mobile Connect

In the login page that we can see in Figure 3.4, users have two ways to authenticate
themselves to their agents. The first one is using a traditional username/password.
The second way, Mobile Connect , is more interesting.

Mobile Connect is a simple way for users to connect to an application using
their phone number and SIM card[44]. The user creates an account once and he
can log into all the websites that integrates the Mobile Connect technology. When
he logs in a website, his information is then sent from the network operator to
the application provider using token from the open source technology Open ID
Connect (see Figure 3.5). In that sense, it is a federated identity. I personally
wonder if it makes sense to implement it because it reintroduce centralization in
the system. However, it was a strong request from OBS. In the end of the Chapter,
we will reflect on the decentralization of the architecture.

We used the Mobile Connect API to implement the authentication within the
agent application and I had to create an account on in order to use and test it. To

36



Phase 1 GSMA Discovey API

Customer acess the application @f

i Discover Mobile Operator
]| 07
- 1PN
T~ ~
g \_\
0IDC login flow B ,.-I\,: 6'& ID
o ~ per ~— Mobile Operator
-\.\_\_\_‘\ e

|User Consent \o .
~—

© -

Mobile Operator authenticate the subciber

-
ame
smn
s

SIM based device Phase 2

"

Figure 3.5: Mobile Connect architecture

register, the user need to use his phone number and to scan his identity card with
his camera in order to be verified and be trusted by service providers. According to
their website, the smartphone application that we used to connect ourselves guar-
antee the maximum level of assurance (LoA4) against erroneous authentication as
it requires the verification of the identity card and the telephone number.

Then when you want to connect to your agent using Mobile Connect, a notifica-
tion from your SIM card appears on your phone (something the user have) asking
you the PIN Code that you registered at the creation of the account (something the
user know). The service provider that is in our case the agent provider, receives
back a token containing the user PCR (Pseudonymous Customer Reference) and
can use this unique identifier to redirect users towards their agent.

3.4.4 Agent-to-agent protocol

After we managed to create and authenticate to agents, we wanted these agents
to interact with each others in users behalf. Agents need to connect and maintain
relationship, hold, issue and verify credentials. To perform these actions in a secure
way agents use cryptographic methods. All these interactions can’t be performed
by the users and can be described under the agent-to-agent protocol (A2A)[45].
This protocol is used to manage:

o DID relationships: Before agents share information safely, they have to
create a connection where both agents assign together the keys and the en-
dpoints they will use for authenticated encryption. In Indy, this is done by
creating a DID relationship.

In our prototype, Alice first need the public DID of the university that can be
found in the university website or embedded in a QR Code. Then, Alice’s
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Figure 3.6: PIN code and successful authentication

agent create a key pair and a DID that will be assigned to the University
agent. By resolving the public DID, Alice’s agent will be able to discover
the university endpoint and send an invitation to the University in order to
create the relationship.

When the invitation is accepted, university’s agent will apply the same pro-
cess and will create a new DID and a keypair for Alice. It will then notify
Alice’s agent of the success using the endpoint of Alice’s DID.

Verifiable credential exchange: Verifiable credentials exchange between
the different identity owners is performed via agent-to-agent communica-
tion. After establishing the DID relationship, it is possible to safely request,
issue or verify verifiable credentials through a secure channel.

To issue a credential, an issuer have first to create a credential schema that de-
scribes credential attributes list and publish it on the distributed ledger. Then
a credential definition that contains the issuer DID, the credential schema as
well as secrets used for signing credentials and to revoke it will be created.
The private part containing the secret will be kept in the issuer wallet and the
public part will be published to the ledger. The issuer can then create an offer
for his credentials in order for identity owners to request it. When an identity
owner request the credential, the issuer will create and send a credential with
different claims to the identity owner. Once the credential is received by the
holder it is linked to his master secret so he can later prove to verifiers that
is the right owner of the credential. The credential integrity and provenance
is also checked on the distributed ledger using the credential definition.[46]
If he want to, the verifier can automate is verification using predicates, by
doing so it can restrict the credential he is accepting. It is possible for ex-
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ample to use predicates in order to only accept credentials from a whitelist
of issuer.

A good thing about the verifiable credential that is built-in Hyperledger Indy
and other self-sovereign identity solution in general is the use of selective disclos-
ure and zero-knowledge proofs (ZKPs). In fact, you can select what attribute from
your credential you want to disclose as a proof and even prove an information
without disclosing at all the underlying data (via ZKP) which is impossible when
you use traditional identity documents. Let’s take an identity card as an example
(see Figure 3.6), on the left you can see a french identity card that can be required
to perform an action that requires to have the majority; buying alcohol for example.
Even in this example, there is information that I do not disclose because it could be
use to usurp my identity. With the selective disclosure the user can select only the
information that is necessary. In this case, an identity card delivered by the govern-
ment and the picture to see check if it’s the right person. The seller will also need to
know if the buyer is over eighteen but he doesn’t need to know the exact birthdate.
In this case, we can use the ZKP which use cryptographic techniques to prove that
a claim is true whithout revealing its attributes to protect user privacy[47].

Selective disclosure ZKP

REPUBLIQUE FRANCAISE

REPUBLIQUE FRANCAISE
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¥ ¥ FF N

<LK

| Over 18 years old

Figure 3.7: Selective disclosure and Zero-Knowledge proof

3.5 General remarks

To conclude this chapter, we give general remarks on the blockchain infrastructure
itself. More especially, these remarks focus on the aspects of trust, security and
decentralization.

3.5.1 Note on trust

Trust should be guaranteed by our architecture that is based on the self-sovereign
identity model to ensure no one can cheat. However, even today, when the tech-
nology is supposed to be safe, breaches often appear because of human errors that

39



can be avoided only through education. Moreover, people with little or no technical
knowledge won’t be able to understand how exactly the architecture can guarantee
trust.

More than the technology itself, users need trust the technology providers. In his
TedX talk, James Davis defines three drivers of trust[48] that should be taking into
account as much as the technology part to build a self-sovereign identity solution
that people can trust:

1. Perceived ability: Can they?

Can customers trust our ability to provide them a good service that is re-
specting their privacy? In this case, we should demonstrate that we have the
ability to build complex system with state-of-the-art technologies that helps
building trust in online interactions and the ability we have to make it easy
to use for the users.

2. Perceived benevolence: Do they? Can customers trust us when we say we
care about them? In this case, we should demonstrate the benefits of the
service to them and provide them with support whenever they need help.

3. Perceived integrity: Will they? Does the customers share our values and
does they trust our ability to follow it? In this case, we should expose clearly
our value to our customers. If they share those values with us and that we
stick to it. They should be able to trust us and the technology we developed
more easily.

Because people does not necessarily understand how self-sovereign identity help
them to control their personal data and improve trust in digital interactions. Any
project trying to build self-sovereign identities, even the well-designed one, should
take into account these three drivers in order to be adopted by users.

3.5.2 Note on security

There are few security considerations that we have to take into account when we
store our identity and important credentials associated to it in an offline or online
agent.

Edge agent is lost or doesn’t work anymore

If you lose your device or it doesn’t work anymore, you would also lose all the im-
portant keys needed to manage and use your digital identity such as authenticating
as owner of your DID and generate proof for your credentials. In fact if you have
no way to recover these keys you would have to contact all your credential’s issuers
to revoke each one of them and request them again. To counter this problem, two
recovery methods are recommended:
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o Offline recovery: The easiest way is to create an encrypted backup of your
identity wallet within your cloud agent and use an removable media like a
USB key to store the backup recovery key. It is also possible to write it down
on a paper. In both case, the identity owner have to store the offline copy in
a safe place as well to remember its location.

e Social recovery: Social recovery is an other methods allows the recovery to
be accomplished entirely online so the identity owner do not have to worry
about the safety of his offline recovery key. In social recovery, you can split
your recovery key into shares and distribute shares to trustees who can be
person on organizations you trust. This trustees will securely store the share
you gave them and give them back to you if you need to recover your wallet.
You can then recombine the different shares to obtain your recovery key.
To generate the shares and recombine them, the Shamir’s Secret Sharing
algorithm [49] can be used.

Each of the trustees can’t obtain the recovery key from their key however if
they join each other they could recombine their shares to obtain your recov-
ery key. That is the only problem of this methods and that is why you should
chose your trustees carefully.

Using an encrypted backup and storing the recovery key with one of those two
methods is strongly recommended, and can prevent the definitive lost of the identity
owner’s wallet.

Cloud agent is compromised

Even though cloud agent are very reliable. However since they are stored online,
even if they are supposed to be secure, they are more likely to be subject to attack-
ers. If an attacker manage somehow to steal the keys of your agent, the compromise
can be either passive or active. In the first case, the identity owner is not aware that
the agent is compromised and is not taking into countermeasure because the at-
tacker did not provide direct evidence of his intrusion . He could just use the key to
watch over your different communication. In the second case, the identity owner
is aware that is keys have been exposed because the attacker used his identity to
commit fraud or locked the owner out of his wallet. In this case, the owner know
he have to take actions to get rid of the attacker. There are two mechanisms that
can help us to protect our identity in both case:

o Key rotation: This is a process that allow an identity owner to periodically
change his keys. New ones are created while the previous one expire or are
revoked. Is is especially useful in case of passive compromise. By rotating
key regularly, you can prevent attackers to use the keys he managed to steal
even when you don’t know you were compromised. It is also useful to rotate
key in order to use up to date algorithms to generate new keys as encryption
breaking technologies are constantly advancing.
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e Key revocation: It is important to be able to revoke keys on demand. Oth-
erwise even though the identity owner know he is actively under attack he
would not be able to do anything. Removing the key from the wallet is not
enough because it does not prevent the attacker to use it. The key have to be
permanently retired.

In Hyperledger Indy, the cryptographic accumulator method is used to sup-
port key revocation[50]. The cryptographic accumulator is a number ref-
erenced in a revocation registry within the ledger. This registry is checked
instantly by the verifier to know if they key used to generate a proof was
revoked or not.

Key rotation and key revocation are standard practices in key management sys-
tems. However the decentralized nature of self-sovereign identity make it challen-
ging to implement correctly.

Blockchain is compromised

The blockchain being compromised is the worst case scenario but also the less-
likely to happen if the blockchain used to support the self-sovereign identity is
picked correctly. The blockchain picked should have counter measure for the most
known attacks:

o The Sybil attack: When an attacker create many agents within the network
in order to use their voting power to gain influence, we speak of a Sybil
attack. The poof-of-work consensus algorithm is using peer-review where
reviewers(miners) have to consume resources in order to vote was designed
to prevent this attack and is used by most blockchain but results in slow
transaction speed.

In trustchain, the problem is tackled differently. A different structure was
designed to make the attacker only able to create trust with himself. By
doing so the attacker can’t get influence over other actors of the network and
the profit of the sibyl attack is greatly minimized[51].

e The 51% majority attack: When an attacker or a group of attacker has
control over the majority of the network mining hash rate. It allows him to
manipulate the network has he can mine block faster than any other and use
it to perform double spending attack. We talk about double-spending when
we make a transaction on the network, waiting for it to be validated and
using the majority of hashpower to fork the blockchain at a point prior to the
transaction so it does not appear in the ledger even though the transaction
has been processed.

In fact it is very difficult perform such an attack because of the mining cost.
To counter this attack, the network has to be as decentralized as possible.
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Moreover, it’s not in the interest of the miners to group up to get the major-
ity because the trust in the network would be lost and the ecosystem could
collapse.

e The DDoS atack: We talk about a Direct Denial of Service(DDoS) when
an attacker is sending a massive quantities of message towards the network
preventing legitimate request to be processed. While the ledger and wallets
can’t be compromised in a DDoS attack, the network could be very slow or
not available at all.

Still, it’s near to impossible to perform a DDoS attack on a blockchain be-
cause you would have to do it on every nodes of the network at once.

o The routing attack: While the nodes supporting a blockchain are more or
less decentralized, there is a kind of attack that is often overlooked. At a
lower level, we have Internet Service Providers(ISP) that represents point of
failure due to their centralization. For the Bitcoin blockchain for exemple, 3
ISPs are routing 60% of the traffic of the whole network[52]. By intercept-
ing, the traffic sent between ISPs, an attacker could seperate the network in
two partitions. When these partitions would join together, the one with the
shorter chain would be wiped and all the transactions made on these parti-
tions would disappear. Attackers could take advantage of these attacks to
perform double-spending attacks.

3.5.3 Note on decentralization

When we provide a cloud agent as a service, it as the effect to recentralize the archi-
tecture, especially when you only have one provider available. What is critical here
to avoid recentralization is to have multiple service provider and to promote wal-
let portability. The user or customer should be able to change of service provider
anytime and easily. That is another reason why service providers should agree on
some standards for cloud agent to allow the migration from one service to another.

Using Mobile Connect to authenticate the users also recentralizes the identity
because we have to rely on a service provider for authentication. However, it is
a secure solution that benefit from recovery mechanisms which can be really use-
ful to careless users. Again, to avoid this recentralization, multiple authentication
solution should be available so the user is able to chose the one he is trusting the
most. It would also avoid the central point of failure issue.

It is still really difficult today to have a true self-sovereign identity where no
third parties are involved because the technology is not user friendly yet. Some
people and companies might find easier and reassuring to use a service well known
in which they trust. Still, a decentralized identity have many advantages and we
have to find a trade off for people to be able to benefit from it while always insuring
the maximum security and privacy of their identity.
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Chapter 4

Credential based access
management

In Chapter 3, we have built an agent prototype with Hyperledger Indy that supports
self-sovereign identity and the exchange of verifiable credentials. In this Chapter,
we integrate a plugin to our prototype where we simulate a workspace that is shared
by students, teachers and maintained by a university. For this configuration, we
design a solution that allows actors of the academic ecosystem to access a private
workspace hosted in a public cloud using the self-sovereign identity they created
with the architecture we implemented in the previous chapter. By integrating this
plugin, we attempt to discover if it is possible to use verifiable credentials for access
management (RQ3).

In Section 4.1, we present an introduction to identity and access management.
Then, in Section 4.2, we will describe the ecosystem of the new service and our
design goals. Then we use credentials and we define access policies for the differ-
ent actors of the ecosystem to manage their access to the service in Section 4.3. To
conclude, we compare and evaluate access control using verifiable credentials to
traditional solutions in Section 4.4.

4.1 Identity and Access Management

Identity and access management are related but they are not similar. Identity man-
agement focus on users authentication. To add a user to a system, his identity has
to be verified. This is usually done by creating an account for the user inside the
organization system with more or less verification such as an email with a veri-
fication link or even captures of your identity card for the ones that require more
security.

As we have seen in Chapter 3, in self-sovereign identity we don’t need these
mechanisms. Instead, the authentication aspect of identity is delegated to the agent
that hold verifiable credential whose authenticity can be checked on the distributed
ledger. If they can trust this ecosystem enough, then service providers or any or-
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ganizations would not have to take care less about the security of user data and
would make considerable savings. Instead, they would just have to get an agent for
themselves in order to verify the credentials of users they need to interact with like
employees, customers or even machines.

Access management is the step after authentication and is about authorization.
Once, a user is authenticated in the system, we can define policies to restrict his
access to information or functionalities within the system. In this Section, we
explore the different access control methods and explain how we can use credential
for access management.

4.1.1 Access control methods

In order to implement access management in a system, several methods has been
designed over the years. Here is a list of the main ones[53]:

e Mandatory access control (MAC): It is the strictest of all methods. In
mandatory access control, only the system administrator can configure the
access policies of the resources. In this method, each resource and account
on the system has security labels including a classification (public, private,
confidential etc.) and a category that can allow the system administrator to
give more indication such as the management level or the department name.
When an account want to access a resource, we look if the user credentials
match with the object security and category labels before to give him the
access. This is maybe the most secure method for access control but it is a
lot of work to maintain as the system administrator will have to constantly
update the security labels of resources as well as the categorization and clas-
sification of accounts.

e Discretionary access control (DAC): In this method, unlike for the MAC,
each user can control the access to their own data. Instead of security labels,
each resources is associated to a list of users where the owner of the resources
can set the permissions for the different users. This method is more flexible
than the previous one and represent less work for the system administrator
but also represent more risks as users could configure insecure permissions.

e Role-based access control (RBAC): This method is based on the user func-
tion within the organization’s system. In RBAC, permissions of each res-
sources are assigned to particular roles by the system administrator and all
users with the corresponding roles can access to these resources. Roles are
assigned to users ansd are hierarchical; they inherit the permission from their
parents. This method simplify greatly the access management of the system
and is widely used today.

o Attribute-based access control (ABAC): In this method, access rights are
granted through the verification of different attributes . The policies that are
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used if the user can access the resource are written in XACML (eXtensive
Access Control Markup Language). This language is easy to read and write
and allow the system administrator to define policies that take into account
different attributes from the user, from the resource or even from the envir-
onment(e.g., time or location) at the same time. All these attributes are then
processed by an authorization engine that will permit or deny the access to
the user. Although ABAC is more difficult to implement, it allows to de-
scribe more complex system and make use of dynamic parameters to allow
a fine-grained access control. It is often considered as the next-generation
access control method.

Access management is a very important aspect of security. These methods have
been developed over the years to enhance the confidentiality, integrity and flexib-
ility of access management. However, they were designed for centralized identity
ecosystems. Are these methods relevant for self-sovereign-identity? This is the
question we are trying to answer in this Chapter.

4.1.2 Credential based access management

In this chapter, we attempt to implement ’different” access control methods using
the verifiable credentials of identity owners for verifying their authorization to al-
low or deny them the access to specific resources. Using self-sovereign identity
and verifiable credentials for access management would open up many opportunit-
ies. First, there will be no need to create an account for the user in the system of the
organization, neither to take care of the security of this account. Then, we could
define policies that are taking into account the attributes present in credentials is-
sued by any organizations. The number of combination would then be infinite and
would bring access management to another level.

In the next Section, we first describe the plugin integrated within the agent, its
ecosystem and the different credentials we will create for the different actors in
order to test the different methods.

4.2 Agent plugin description

The goal of the plugin we integrate to our agent is to define different access policies
for different users of an academic platform. By doing so, we can restrict the re-
sources of the platform to some users that are holding specific credentials. Our
goal is to prove that verifiable credentials can be used within the scope of identity
and access management.

4.2.1 Academic platform ecosystem

The first thing we have to do before to design this platform is to define the different
users that will use it. In other words: its ecosystem. In order to keep it simple, we
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defined three important roles:

e Students: They are applying for the program that interest them in the uni-
versity. If they are admitted they have to register to the university. They have
also to register to a set of classes they have or they want to attend. They have
to register themselves to pass exams. After their exams, they obtain a degree
from the university attesting the completion of their program.

e Teachers: They also have to apply for open position within the university.
If they are admitted, the administration is registering them within the uni-
versity. Then they have to prepare and give lectures to students. A platform
is also available for them to create repository and share document with stu-
dents or give them assignments they have to complete online. At the end of
the course, they have to give students their final grade.

o The university: The university is responsible of the development of the
platform and the administration of the platform. It is also in charge of issuing
credentials to all actors within the ecosystem (i.e. registration, degree, proof
of employment). It is a process that can be automated and can be used to
update access level of users of the platform.

4.2.2 Credential’s categories and use cases

In this section, we attempt to list the verifiable credentials we need for our platform
to define access control for users. We assume that every actors already own their
self-sovereign identity.

H
® L
National ID 1.3
g ® ®
ete
Registration 1.3

Registration 1.3 N
expirationDate: 31/08/2020

name: Alice
role: student
surname: Smith

issuer: University

Figure 4.1: Credentials details (Registration)

National identity credential

The national identity credential is issued by the government and is used for the
first authentication of the user before he can be registered within the system. In our
example, it contains its name, surname and the address of the identity owner.
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University registration credential

When one of the actors we identified beforehand is admitted or hired in the univer-
sity, he receives a “registration credential” containing his basics information as well
as his role and the duration of his contract with the university. This first credential
will allow actors to access the platform and to display their basic information.

Course registration credential

Teachers will be able to create a workspace for their courses and issue credential to
student who have registered in their course. This credential will gave them access
to the course repository.

Degree credential

When he validate his year, the student will receive a degree credential that could be
required by his future employer. Micro-credentials could also be issued after the
completion of each course. These micro-credentials could be used as a condition
to get the degree at the end of the year.

Other credentials

We presented the main credentials needed to implement access management in our
platform. For a more complex we could make use of more credentials such as:

e Custom credentials: By allowing system administrators to create custom
credentials, we help them to answer to specific use cases. They could be use
for example to attest of special skills of a teacher or an employee in order
to verify was trained to perform a certain action. They can be issued by the
university or they could be issued by other organizations.

e External credentials: As for the nation identity credential issued by the
government, we could use other external credentials such as a credential
with your banking details issued by your bank.

4.3 Plugin integration

In our plugin, we inspire ourselves from the different access control methods that
we discussed in the Section 4.1. By implementing these methods, we want to give
the authorization for identity owners to access different resources and different
functionalities depending on the credentials they have in their digital wallet.

4.3.1 Architecture

In order to experiment the different access control methods in our service, we
added a page inside of our web agent that is connected to a dropbox folder. In
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the future it would be best to use a browser extension or a mobile wallet like
MetaMask/TrustWallet for Ethereum that would act as an agent that could directly
interact with the dropbox folder but neither of those is provided by Hyperledger
Indy yet. Instead, this new page in the agent could be downloaded as a plugin to
interact with the university platform within the agent.

The idea is to authenticate yourself with your agent that holds your credentials
and this same agent will be in charge to check your credentials and give you the the
right access to the dropbox folders using the dropbox API from the agent plugin.

Government University Alice (student) Bob (teacher)

; Indy node || Indy node || Indy node || Indy node

Figure 4.2: Implementation of the education platform as a plugin within our agents

4.3.2 Different access level

In this Subsection, I present the main access level of the platform that I identified
and the related credentials that you should hold in your wallet to:

1. Access to the platform: To access the educational platform, the user must be
registered within the university. If he’s not registered, the agent will display
a page allowing the user to request the university registration” credential
(Figure 4.3). In order to issue it the university agent is requiring a claim
from a valid “national identity credential” (predicates). When he receives is
credential in his wallet, the will be able to access the dropbox main repos-
itory. In this first access use case, we are using mandatory access control
(MAQC) as only the system administrator can set this rule.
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‘Welcome on the credential based education platform

Your credential
You need the registration credential from University to access the platform
22 National ID 1.3 Egg‘stﬂ
Welcome on the credential based education platform
Your credential Welcome Alice (student)

Register

H National ID 1.3 -
Register
Register

L L
a Registration 1.3

Figure 4.3: Access to platform resources (1)

2. Create and access course repository: Only teachers should be able to cre-
ate new course repository. For this use case, we are using role-based access
control (RBAC) and discretionary access control (DAC), because we want
to let teacher manage their own courses. The role is defined in the university
registration credential and will let only user with the teacher role create re-
pository in the platform (Figure 4.4). The teacher can then issue credentials
to students to give them access to his repository. The students with that cre-
dential are able to access the repository. The teacher can revoke the access to
the course repository by revoking the credentials. We could imagine adding
more claims to that credential in order to allow more complex permissions.

Welcome on the credential based education platform

Your credential Welcome Bob (teacher)
E National ID 1.3 .
Register
L] -
7“‘ Registration 1.3 Create new course: | «

Figure 4.4: Create course functionality for teacher (2)

3. Access online assignment: In order to implement attribute-based access
control (ABAC), we imagined an use case where student can access the as-
signment only in a given period of time. In this example, to access the online
assignment, the student must be registered in the course and the date must be
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included before the 25th of May (Figure 4.5). When the deadline is passed,
the button submit is disabled preventing the access to submission for stu-

dents.
Welcome on the credential based education platform
Your credential Welcome Alice (student)

2] National ID 1.3
[ ] L]

r‘.‘ Registration 1.3
L] L]

Register

“wre =

.. -

- Register

Course: Distributed Systems 1.3

Figure 4.5: Resource and assignment (3)

4. Access alumni student network: At the end of their academic year, stu-
dents receive their degree as a credential. To show how we can give an
utility to this credential within the platform, we make possible for identity
owner with this credentials to access the alumni network of the university.
This credential can also be used when searching for a job or to access higher
education level; when you need to prove that you graduated from the univer-
sity.

By implementing these use cases using different access control methods, we
are trying to show that identity but also access management is possible within the
decentralized model of self-sovereign identity. In our implementation, we made it
easier to experiment by coding the rules within the agent that allowed us to directly
check the credentials in the wallet. In the future, we should have simple way for
service providers to check credentials of their users and apply their authorization
rules based on user-credentials.

4.4 Performance results

Decentralized ledgers like the blockchain Hyperledger Indy that we use to support
our application are known for their performance issues. In this Section, we present
the performance results of our implementation. There are five actions that we eval-
uate (a sequence diagrams of the three last actions can be found in Appendix-Figure
6.1):

o Number of write and read per seconds: We sent a 10,000 write and read
transactions to the ledger and calculated the average time of completion.
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e Onboarding time: The onboarding is the first step to establish a secure
connection with the agent of another identity owner. It is performed only
one time per relationship. After that, identity owners can exchange messages
and credentials without going through this step.

o Time to get a credential: The average time for a user to get a credential
without passing through the onboarding phase.

o Time to prove a credential: The average time needed to prove a credential.

We evaluate these actions with different number of validator nodes. In Hyperledger
Indy these nodes are called Stewards and are responsible of the ledger security. For
our prototype, we first used a pool of 4 nodes which is the minimum because the
Byzantine Fault Tolerance consensus algorithm can handle at best one third of
faulty node (f) so the number of nodes should be greater than 3f. That’s how we
get the formula: N=3f+1. If the ledger is maintained by 4 nodes there cannot be
more than one faulty node or the system will collapse. In the same way, there can’t
be more than 3 faulty nodes in a ledger maintained by 10 nodes.

Now, let’s try to add more validator nodes to our pool to see how it affects the
performance of our prototype. Theoretically, more there are nodes involved in the
maintenance of the ledger more it is fault tolerant and secure. However a bigger
number of nodes also affect performance as there is more verification involved. For
a good trade-off between security and performance, Hyperledger Indy recommend
a pool of 25 nodes. We will try our prototype with 4, 13, 25 and 31 nodes to see if
we can verify it. The result from our experiments can be seen in the table 4.1.

4 nodes | 7 nodes | 13 nodes | 25 nodes | 31 nodes

write/s 1.014 1.019 1.372 4.471 8.722
read/s 0.025 0.029 0.082 0.093 0.170
onboarding 2.031 2.034 4.287 9.692 16.776

get credential 0.366 0.488 0.613 0.642 1.162
prove credential | 0.514 0.613 0.823 0.876 1.611

Table 4.1: Performance results

We can see that the processing time seems to increase when we increase the
number of node in each case. It is normal and what we should expect because it
becomes more longer to reach a consensus each time you add new nodes to the
pool. With 25 nodes, the recommended amount of nodes for security and perform-
ance, onboarding a student, verifying his credential and issuing him one would
take 11s. However for 1000 students, it would take 160 minutes to onboard them,
proving their credentials would take 10mn and issuing them a school certificates
15mn (3 hours in total). If we go with 31 validator nodes this amount of time would
jump to 310mn (5 hours). These results are quiet disappointing as universities have
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usually more than 1000 students enrolled. While students not necessarily register
at the same exact time, period like the start of a new school year would create huge
congestion on the network. Moreover, using a distributed ledger for only one uni-
versity makes no sense. It should at least cover all the universities of a country
which account to hundred of thousands students.

If we look closer to the read and write per second on the figure 4.6, we can in-
deed see that the processing time of these two actions for 31 nodes is two times the
amount of time for 25 nodes. We think that we should keep 25 nodes as recom-
mended to guarantee both security and performance.

Figure 4.6: Write/s(left) and Read/s(right) per number of nodes

Now, if we look at the onboarding time as well as the time to prove or to get
a credential in Figure 4.7. We can see that only the onboarding time suffers from
a higher number of nodes. It is because only onboarding require to write on the
ledger (2 writes) and only the write operation require to find a consensus between
nodes. To verify a credential only require to read the ledger. It is the same to get a
credential where the student read the ledger to find the credential schema to create
his own. If we consider that every students are already onboarded then the time to
verify or to issue 1000 credentials to students is not so bad (10 to 15mn). But as
stated earlier, to be useful this solution should include multiple universities with
much more than 1000 students.

Figure 4.7: Onboarding, issuing and proving a credential per number of nodes
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As it is today, we can conclude regarding the results of our experiments that this
solution is not scalable and not ready at all for large adoption. However, this proto-
type still gave us an overview of the capabilities of such a system. With this model,
user can have true ownership of their certificate and personal information. They
can use these certificate to prove their identity to other identity owners and dis-
close only what is necessary (via selective disclosure and zero-knowledge proofs).
Finally, verifiable credentials can be used to manage users access rights and give
instant access to specific resources without any administrator intervention.
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Chapter 5

Conclusions and Future Work

As we are interacting online more today than ever before. The number of actors we
are interacting with greatly increased too. In a day you can interact with friends,
colleagues, strangers, private companies that provide services or product and also
with public services. We currently are using identity models that are mostly cent-
ralized or federated at best. This models does not allow to manage digital identity
in an optimal way. First because, users have to rely on the systems of third-parties
and have no view on the way their data is used and if it is safe. Secondly because
it results in a bad user experience where the user have to create dozens of differ-
ent accounts to interact online with different actors and finally because we have
no simple way to store, use and verify signed document and certificates because it
is difficult to link them to a single digital identity. A user-centric model of iden-
tity would partly solve these problems. Some technologies such as OpenID and
Facebook Connect allowing users to log in websites that integrated their solutions
using a single account exists. However, users still have to create their identities
via organizations which for most of the case do not encrypt our communications
with other users. Relying on central authorities with no data protection is risky as
these organizations could use your identity in a bad way without you noticing or
be hacked and get in the hand of potentially dangerous actors. Then we can first
conclude, that the trust we can have in today digital communications is not enough.
In this chapter, we first summarize the findings regarding the research questions
about the trustworthiness, the security and the management of digital identity using
the self-sovereign model as well as its use in access management in Section 5.1.
Then, we propose directions for improvements and future work in Section 5.2.

5.1 Conclusions

Our conclusion includes the answers we found to our research questions as well as
general remarks for each of them.

RQ1: Can self-sovereign identities improve trust in digital interactions?
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When using self-sovereign identities, we don’t have to rely on a single central-
ized third-party to create our identity and it makes all the difference. To replace it,
we use a decentralized ledger secured by a consensus algorithm that make cheat-
ing so difficult that it become possible for strangers to trust each other without any
need for central authorities that a majority of people consider trustable enough.
The self-sovereign identity model also attempt to create a digital identity following
principles that guarantee the best experience for users as well as privacy and pro-
tection. To achieve it, this model provide every users with digital wallets that they
can use to store credentials and to interact with the ecosystem of people and organ-
izations using the same technology. These wallets are secured by cryptographic
mechanisms and the credentials they can hold have a great potential for Identity
and Access Management. They are stored within user devices, in a software com-
ponent called agent that perform encryption and decryption methods in their behalf
and allow the secure communication with other identity owners.

Even if the technology is at an early stage and there is still a lot of work to be
done to see a large adoption in the coming years, we can definitely say that self-
sovereign identities are designed in the best interest of both users and organizations
and that this model can improve trust in digital interactions.

RQ2: How can self-sovereign identities owners manage their identity with an
agent, how do they access it and are they safe to use?

In self-sovereign identity, the agent is the representative of the user. It performs
some action such as storing cryptographic keys and user information as verifiable
credentials. It also acts as a medium between the decentralized ledger and agents
from other self-sovereign identities owners of the ecosystem. Moreover, the agent
make sure the information communicated is secured through encryption/decryption
mechanisms. It is a very important component of the self sovereign identity model.
That is why in RQ2 we asked ourselves how do users access it and how do they
manage their identity through it to discover if they were safe to use.

We discovered that agent are composed of three main components, a wallet that
store the cryptographic keys and credentials, a set of protocol and methods to se-
cure communications and an interface that is used by the user to manage its identity.
Several authentication methods are available to access the agent, to be considered
safe, the authentication to the agent should at least verify 2 factors of the following:
something the user know (like a password), something the user have (like a device)
and something the user is (i.e. biometrics). Because the identity owner is in con-
trol of his keys and personal information, he should be careful and try not to lose it.
Just in case, it is possible to use recovery methods such as offline recovery where
an encrypted backup is stored online while the key to decrypt it is kept safely in an
offline medium. If he is not confident in his ability to store the key safely he can
use a second method called the social sharing where the key is divided in pieces
and shared among people he trusts.
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RQ3: Can verifiable credentials be used to manage users access rights?

To answer this question, we looked at already existing access control methods.
Taking inspiration from these methods we implemented a mix of it such as man-
datory, role based and attribute-based access control. We developed a plugin inside
the agent and defined policies to use attributes from users credentials as well as en-
vironment variables in order to authorize or to deny the access of users to resources
of an academic dropbox repository.

Even though the performance results were disappointing (more than 2 hours to
onboard 1000 people), we can still conclude that verifiable credentials can indeed
be used as a solution for organizations to manage access rights of their users and
customers to specific resources. The added value of access management in SSI and
verifiable credentials compared to centralized model is that credentials are really
owned by the user and not just stored in the organization system. Moreover, it
allows organizations to verify the authenticity of the information given by users
and onboard them more easily. It is also providing a better experience to users as it
takes few seconds to register to services and get access as soon as they receive the
access credential in their wallet. Moreover the use of selective disclosure and zero-
knowledge proofs allow the verification of claims while preserving the privacy of
users. By doing so, user experience is enhanced and organizations do not have to
collect data that they don’t need about their users.

5.2 Future Work

Our work was a first approach to self-sovereign identity and we obtained valuable
insights about the underlying technology and its protocols. However, there is still
many different way we can explore further the subject:

e We dedicated this thesis to human identity but humans are not the only one
who could benefit from such a technology. Objects are now connected with
us on the Internet and their is many use cases where providing them with
an identity would be useful. As for humans, it would allow objects to au-
thenticate themselves and be authorized to perform actions regarding of the
credentials they have. It would be interesting to go deeper in that directions
to see if the protocols we used for human identity would be relevant for the
Internet-of-Things ecosystem.

e The objective of this master thesis was to create an agent service to provide
user with self-sovereign identities. To create this service, we researched
the different protocol that are used to store an identity safely online as well
as authenticating its identity owner and authorizing him to access specific
resources depending of his credentials. Now that we discovered how to im-
plement it, it would be interesting to see if it’s possible to reproduce the
authorization part with different existing solutions and to compare their per-
formance.
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Chapter 6

Appendix

The appendix includes a number of resources that we avoided to include in the main
chapter to keep the thesis readable. Those resources should bring more details and
understanding to the corresponding sections.
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