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ABSTRACT

EvoSuite is a search-based tool that automatically generates exe-

cutable unit tests for Java code (JUnit tests). This paper summarizes

the results and experiences of EvoSuite’s participation at the eighth

unit testing competition at SBST 2020, where EvoSuite achieved

the highest overall score (406.14 points) for the seventh time in

eight editions of the competition.
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1 INTRODUCTION

Automated unit test generation can support developers and testers,

produce regression test suites, and is an enabler for dynamic pro-

gram analyses. The annual unit test generation aims to foster re-

search and development of automated unit test generators. This

paper describes the results obtained by the EvoSuite test gener-

ation tool [8] in this competition. EvoSuite uses meta-heuristic

search to evolve unit test suites with high coverage, and automati-

cally produces regression oracles in the form of test assertions. In

the 8th instance of the competition at the International Workshop

on Search-Based Software Testing (SBST) 2020, EvoSuite achieved

an overall score of 406.14, which was the highest among the compet-

ing and baseline tools [7]. This paper describes the results obtained

by the EvoSuite test generation tool in this competition.

2 EVOSUITE

EvoSuite [8] is a search-based unit test generation tool [12]. Table 1

summarizes the features of EvoSuite in the standard format of

the SBST unit testing competition: Given just the Java classpath

containing all compiled dependencies and the name of a class under

test, EvoSuite automatically generates a set of JUnit test cases

aimed at maximizing code coverage. EvoSuite can be used on the

command line, as a Maven plugin, or using plugins for the Eclipse

and IntelliJ development environments [2].
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Table 1: Classification of the EvoSuite unit test generation

tool

Prerequisites

Static or dynamic Dynamic testing at the Java class level

Software Type Java classes

Lifecycle phase Unit testing for Java programs

Environment All Java development environments

Knowledge required JUnit unit testing for Java

Experience required Basic unit testing knowledge

Input and Output of the tool

Input Bytecode of the target class and depen-

dencies

Output JUnit 4 test cases

Operation

Interaction Through the command line, and plugins

for IntelliJ, Maven and Eclipse

User guidance Manual verification of assertions for

functional faults

Source of information http://www.evosuite.org

Maturity Mature research prototype, under devel-

opment

Technology behind the tool Search-based testing / many-objective

optimization

Obtaining the tool and information

License Lesser GPL V.3

Cost Open source

Support None

Does there exist empirical evidence about

Effectiveness and Scalability See [12, 13]

Throughout its development, several different search algorithms

have been evaluated, starting with a basic genetic algorithm. Evo-

Suite’s encoding of test cases for the evolutionary search (i.e.,

its chromosomes) consists of variable-length sequences of Java

statements (e.g., primitive statements and calls on the class under

test). The usual search operators used in evolutionary search (e.g.,

selection, crossover, mutation) are adapted for this particular rep-

resentation. In the original approach, individuals of the genetic

algorithm were whole test suites, with the optimization goal of

finding a test suite that maximizes code coverage. This was later

improved by adding an archive of solutions [27] to keep the search

focused on uncovered goals, iteratively discarding covered goals

and storing the tests that covered them.
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Recently, the Dynamic Many-Objective Sorting Algorithm (Dy-

naMOSA) search algorithm [22–24] has been shown to be the most

effective approach of all the algorithms evaluated so far. DynaMOSA

is a many-objective algorithm, where individuals of the search pop-

ulation are test cases, rather than test suites, and the optimization

is driven by a collection of individual fitness functions, one for each

coverage objective (e.g., line or branch).

The fitness functions in EvoSuite are based on traditional heuris-

tics for code coverage, such as the branch distance and the approach

level (see [12] for more details). EvoSuite supports multiple differ-

ent coverage criteria, which can be optimized at the same time. The

default configuration combines branch coverage with mutation test-

ing [14] and other basic criteria [25]. To cope with the potentially

large number of coverage objectives, DynaMOSA prioritizes them

during the search according to their structural dependencies in the

control dependency graph. Initially, the search focuses on coverage

objectives positioned higher in the hierarchy, and the remaining

objectives are incrementally inserted in later generations when

their dominator requirements are covered.

After the search has used up the available search budget (or

alternatively, has achieved 100% coverage of all coverage objec-

tives), EvoSuite applies various post-search optimizations aimed

to improve the readability of the generated tests [8, 11], such as

minimization and addition of test assertions using mutation analy-

sis [18]. It also checks all generated tests for compile errors (which

may be the result of bugs in EvoSuite) or flakiness caused by non-

determinism in the class under test, not covered by EvoSuite’s

extensive instrumentation.

EvoSuite has been evaluated on open source as well as industrial

software in terms of code coverage [6, 13, 22, 27], fault-finding

effectiveness [1, 29], and effects on developer productivity [17, 26]

and softwaremaintenance [30]. EvoSuite has a longstanding record

of success at the unit testing tool competition, having ranked second

in the third edition of the competition [15] and first in all the other

editions [9, 10, 16, 19, 20]. In the 2019 SBST contest, EvoSuite

achieved the highest overall score of all participating tools [21],

although some bugs inhibited its performance.

3 TOOL SETUP

Similar to the previous years, the configuration of EvoSuite for

the 2020 competition is largely based on its default values since

these have been tuned extensively [3]. The search algorithm used

was DynaMOSA [22], optimizing for the default set of coverage

criteria [25] (i.e., line coverage, branch coverage, branch coverage by

direct method invocations, weak mutation testing, output coverage,

exception coverage). Other features enabled by default include

the use of frequency-based weighted constants for seeding [28]

as well as support for Java Enterprise Edition features [4]. In the

case of difficult dependencies and branches that cannot be covered,

EvoSuite can start using mock objects once a certain percentage

of the search budget has passed [5] .

No major new features have been introduced in EvoSuite since

the 2019 competition, but several bugs that affected EvoSuite’s

performance during the previous competition have been fixed. In

particular, there were several problematic cases when EvoSuite

was run using very small search budgets.

The test minimization step used by EvoSuite is computation-

ally expensive and sometimes omitted for empirical studies; in the

competition, we always enable the post-processing step of test min-

imization, because minimized tests are less likely to break or expose

flakiness. However, we aimed to reduce the post-processing time by

including all regression assertions rather than filtering them with

mutation analysis [18]. While this makes test cases less readable

and potentially more brittle with respect to future changes in the

software under test, neither of these aspects is evaluated as part of

the SBST contest.

EvoSuite uses different phases (e.g., initialization, search, mini-

mization, assertion generation, compilation check, removal of flaky

tests). Like in previous competitions (e.g., [16]), we allocated 50%

of the overall time set by the competition organizers for the search,

and distributed the other 50% equally to the remaining phases.

4 BENCHMARK RESULTS

Table 2 summarizes the results achieved by EvoSuite on the com-

petition classes and search budgets. In general, the performance

of EvoSuite was in line with previous results. As usual, there are

some notable cases where EvoSuite did not perform well. In the

following, we discuss these cases, such that future work can address

open problems in automated unit test generation.

FESCAR-15. According to the results provided by the competition

organizers, it seems that the generated test cases do cover some

lines of code but no branches/conditions. For further investigation,

we ran EvoSuite as a stand-alone tool (i.e., not using the bench-

mark infrastructure) but it was still not capable of covering any

line. Through manual investigation, we notice that the CUT man-

ages objects of the class ScheduledExecutorService and threads.

Generating tests for CUTs that produce or manage threads is chal-

lenging and a well-known open problem in the literature [11]. Evo-

Suite does not prevent the CUT from spawning new threads, but

it (1) forces the use of a wrapper class that leads to deterministic

stack traces and thread names, and (2) any spawned threads are

joined and removed after a test execution to ensure a clean state

for successive test executions, which may consume a substantial

amount of time.

FESCAR-2. This CUT contains only a few branches (i.e., 14) and

lines (i.e., 19). EvoSuite was only able to generate test cases that

cover around 20%-25% of lines but 0% of condition coverage. The

generated tests cover branchless methods and the root branch of the

method lookup, which is the only method with some conditions. It

is worth noticing that EvoSuite could not complete a single gener-

ation, even with a search budget of 180s. The CUT is particularly

expensive, and each generated test requires seconds for its execu-

tion. Low search budgets are thus not feasible nor recommended

for this CUT.

FESCAR-41, FESCAR-6. EvoSuite reached a very low line and

branch coverage for these two CUTs, independently from the search

budget. These CUT also manage threads, and more precisely objects

of the classes ThreadPoolExecutor and NamedThreadFactory.
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Table 2: Detailed results of EvoSuite on the SBST benchmark classes.

Benchmark Java Class
Line Coverage Branch Coverage Mutation Score

60s 180s 60s 180s 60s 180s

FESCAR-10 com.alibaba.fescar.core.model.BranchType 80.0% 90.0% 80.0% 90.0% 80.0% 90.0%

FESCAR-12 com.alibaba.fescar.core.rpc.netty.RpcServerHandler 100.0% 100.0% 87.5% 87.5% 100.0% 100.0%

FESCAR-13 com.alibaba.fescar.core.exception.TransactionExceptionCode 100.0% 100.0% 100.0% 100.0% 100.0% 100.0%

FESCAR-15 com.alibaba.fescar.core.rpc.netty.RpcServer 0.8% 0.7% 0.0% 0.0% 0.0% 0.0%

FESCAR-17 com.alibaba.fescar.core.protocol.transaction.GlobalBeginResponse 99.4% 99.4% 100.0% 100.0% 90.0% 90.0%

FESCAR-2 com.alibaba.fescar.core.service.ServiceManagerStaticConfigImpl 20.5% 25.8% 0.0% 0.0% 0.0% 0.0%

FESCAR-23 com.alibaba.fescar.core.protocol.MergeResultMessage 90.5% 60.5% 76.4% 50.0% 0.0% 0.0%

FESCAR-25 com.alibaba.fescar.core.rpc.netty.RmMessageListener 46.9% 37.5% 62.5% 48.8% 22.2% 17.8%

FESCAR-28 com.alibaba.fescar.core.rpc.ClientType 90.0% 100.0% 90.0% 100.0% 90.0% 100.0%

FESCAR-32 com.alibaba.fescar.core.protocol.transaction.BranchRegisterRequest 97.7% 89.2% 94.4% 87.5% 95.2% 78.3%

FESCAR-33 com.alibaba.fescar.core.model.GlobalStatus 100.0% 100.0% 100.0% 100.0% 100.0% 100.0%

FESCAR-34 com.alibaba.fescar.core.protocol.ResultCode 90.0% 100.0% 90.0% 100.0% 90.0% 100.0%

FESCAR-37 com.alibaba.fescar.core.rpc.RpcContext 92.4% 94.6% 86.8% 91.2% 0.0% 0.0%

FESCAR-41 com.alibaba.fescar.core.rpc.netty.RmRpcClient 1.7% 1.7% 2.0% 2.0% 0.0% 2.4%

FESCAR-42 com.alibaba.fescar.core.rpc.DefaultServerMessageListenerImpl 24.3% 42.6% 11.8% 27.1% 12.1% 25.4%

FESCAR-5 com.alibaba.fescar.core.protocol.MessageFuture 98.6% 99.1% 96.0% 98.0% 99.2% 100.0%

FESCAR-6 com.alibaba.fescar.core.rpc.netty.TmRpcClient 3.4% 3.4% 2.7% 2.7% 0.0% 2.7%

FESCAR-7 com.alibaba.fescar.core.rpc.netty.MessageCodecHandler 76.1% 78.2% 73.3% 77.2% 0.0% 0.0%

FESCAR-8 com.alibaba.fescar.core.rpc.netty.NettyPoolableFactory 57.3% 62.0% 50.8% 57.5% 0.0% 0.0%

FESCAR-9 com.alibaba.fescar.core.protocol.transaction.GlobalBeginRequest 99.0% 98.3% 100.0% 100.0% 99.1% 98.2%

GUAVA-102 com.google.common.collect.LinkedListMultimap 29.4% 32.3% 12.9% 11.6% 19.2% 14.8%

GUAVA-110 com.google.common.collect.LexicographicalOrdering 3.0% 22.2% 0.0% 7.5% 0.6% 15.0%

GUAVA-128 com.google.common.base.Throwables 75.1% 25.0% 75.8% 25.3% 81.0% 26.8%

GUAVA-129 com.google.common.collect.SparseImmutableTable 31.9% 35.8% 37.5% 42.5% 35.0% 43.8%

GUAVA-159 com.google.common.primitives.ParseRequest 100.0% 100.0% 100.0% 100.0% 50.0% 50.0%

GUAVA-169 com.google.common.math.LongMath 96.2% 86.7% 94.2% 85.3% 99.2% 89.3%

GUAVA-177 com.google.common.primitives.Doubles 98.7% 98.5% 99.3% 99.3% 100.0% 100.0%

GUAVA-181 com.google.common.primitives.SignedBytes 100.0% 100.0% 100.0% 100.0% 100.0% 100.0%

GUAVA-184 com.google.thirdparty.publicsuffix.PublicSuffixType 100.0% 100.0% 100.0% 100.0% 100.0% 100.0%

GUAVA-196 com.google.common.io.Closeables 71.5% 70.0% 77.5% 75.0% 88.0% 88.0%

GUAVA-2 com.google.common.collect.MinMaxPriorityQueue 13.9% 22.5% 6.4% 11.1% 16.5% 19.2%

GUAVA-206 com.google.common.collect.ImmutableEnumSet 25.4% 26.1% 23.6% 24.5% 7.1% 7.6%

GUAVA-212 com.google.common.net.MediaType 92.6% 94.3% 77.6% 83.0% 0.0% 0.0%

GUAVA-22 com.google.common.graph.Graphs 53.9% 49.7% 51.8% 47.3% 0.0% 0.0%

GUAVA-224 com.google.common.primitives.UnsignedLongs 99.3% 89.6% 100.0% 90.0% 100.0% 90.0%

GUAVA-240 com.google.common.collect.FilteredMultimapValues 12.3% 22.7% 0.0% 5.0% 0.0% 0.0%

GUAVA-39 com.google.common.collect.TreeMultiset 30.2% 43.1% 18.6% 27.9% 19.5% 31.3%

GUAVA-47 com.google.common.collect.FilteredEntryMultimap 2.6% 11.3% 0.0% 0.7% 0.0% 0.4%

GUAVA-90 com.google.common.io.FileBackedOutputStream 98.9% 89.6% 98.1% 90.0% 98.0% 89.3%

GUAVA-95 com.google.common.collect.ComparatorOrdering 27.5% 51.7% 12.5% 30.0% 18.8% 31.2%

PDFBOX-117 org.apache.pdfbox.filter.Predictor 89.0% 93.5% 83.9% 91.0% 0.0% 28.6%

PDFBOX-127 org.apache.pdfbox.pdfparser.PDFObjectStreamParser 57.5% 65.6% 37.1% 43.6% 44.4% 50.6%

PDFBOX-130 org.apache.pdfbox.pdmodel.interactive.digitalsignature.visible.PDVisibleSignDesigner 7.1% 14.3% 1.7% 1.7% 1.5% 2.5%

PDFBOX-157 org.apache.pdfbox.pdmodel.font.PDType1Font 2.1% 0.0% 0.4% 0.0% 0.0% 0.0%

PDFBOX-198 org.apache.pdfbox.pdmodel.fdf.FDFAnnotationLine 66.4% 66.5% 32.4% 32.7% 5.5% 0.0%

PDFBOX-214 org.apache.pdfbox.pdfparser.EndstreamOutputStream 99.5% 90.0% 99.2% 90.0% 48.0% 40.0%

PDFBOX-22 org.apache.pdfbox.pdmodel.fdf.FDFAnnotationCaret 63.9% 63.9% 64.3% 64.3% 10.5% 31.4%

PDFBOX-220 org.apache.pdfbox.filter.JPXFilter 32.7% 32.7% 7.7% 7.3% 0.0% 0.0%

PDFBOX-229 org.apache.pdfbox.util.XMLUtil 62.4% 69.6% 52.5% 60.0% 10.7% 13.6%

PDFBOX-234 org.apache.pdfbox.pdmodel.interactive.action.PDActionSound 97.7% 96.7% 88.9% 87.8% 0.0% 20.0%

PDFBOX-235 org.apache.pdfbox.pdmodel.font.PDTrueTypeFontEmbedder 0.0% 0.0% 0.0% 0.0% 0.0% 0.0%

PDFBOX-26 org.apache.pdfbox.pdmodel.encryption.SecurityProvider 55.8% 56.8% 100.0% 100.0% 100.0% 90.0%

PDFBOX-265 org.apache.pdfbox.pdmodel.font.PDType3Font 62.4% 70.2% 42.3% 52.0% 0.0% 0.0%

PDFBOX-278 org.apache.pdfbox.pdfwriter.ContentStreamWriter 96.8% 98.3% 96.7% 96.3% 0.0% 0.0%

PDFBOX-285 org.apache.pdfbox.pdmodel.interactive.digitalsignature.PDSignature 98.9% 99.7% 89.5% 95.5% 0.0% 0.0%

PDFBOX-40 org.apache.pdfbox.pdmodel.font.PDCIDFontType2 57.2% 54.9% 45.1% 46.6% 0.0% 0.0%

PDFBOX-62 org.apache.pdfbox.rendering.PageDrawer 2.3% 6.8% 1.2% 4.2% 0.0% 0.0%

PDFBOX-8 org.apache.pdfbox.pdmodel.font.FileSystemFontProvider 45.2% 48.4% 34.2% 35.8% 41.9% 52.2%

PDFBOX-83 org.apache.pdfbox.contentstream.operator.text.SetTextRenderingMode 89.3% 85.7% 92.5% 100.0% 82.5% 87.5%

PDFBOX-91 org.apache.pdfbox.pdmodel.documentinterchange.taggedpdf.PDArtifactMarkedContent 91.6% 97.9% 71.2% 92.5% 0.0% 0.0%

SPOON-105 spoon.support.compiler.jdt.PositionBuilder 9.6% 5.5% 7.8% 3.9% 0.0% 0.0%

SPOON-155 spoon.reflect.visitor.filter.AllMethodsSameSignatureFunction 13.0% 12.7% 0.0% 1.2% 0.7% 3.2%

SPOON-16 spoon.reflect.path.CtElementPathBuilder 15.9% 16.1% 8.0% 9.0% 10.3% 6.4%

SPOON-169 spoon.reflect.visitor.ImportScannerImpl 1.2% 10.6% 0.1% 4.7% 0.0% 1.3%

SPOON-20 spoon.support.reflect.reference.CtLocalVariableReferenceImpl 30.0% 38.6% 14.0% 18.0% 3.3% 13.3%

SPOON-211 spoon.reflect.path.impl.CtRolePathElement 16.3% 18.3% 6.2% 10.3% 6.2% 11.2%

SPOON-25 spoon.pattern.internal.ValueConvertorImpl 3.0% 7.1% 1.2% 3.1% 0.7% 4.3%

SPOON-253 spoon.pattern.internal.parameter.MapParameterInfo 76.8% 73.9% 72.5% 73.8% 0.0% 0.0%

SPOON-32 spoon.MavenLauncher 27.0% 30.0% 11.2% 12.5% 6.0% 6.7%

SPOON-65 spoon.support.DefaultCoreFactory 10.7% 9.7% 5.9% 8.9% 0.1% 0.0%

Average 55.9% 57.0% 50.8% 51.7% 32.6% 33.8%



ICSEW’20, May 23–29, 2020, Seoul, Republic of Korea Annibale Panichella, José Campos, and Gordon Fraser

GUAVA-110, GUAVA-240. Both classes make use of the annotation

@Nullable. GUAVA-110 uses the annotation for the input parame-

ter of the method equals(...), while GUAVA-240 uses it for the

methods contains(...) and remove(...). The static analyzer im-

plemented in EvoSuite does not handle the annotation @Nullable

and triggers the error “Cannot find symbol”. This, in retrospect,

would have been easy to avoid.

GUAVA-47. For this class, EvoSuite reached very low coverage

(both line and branch) and mutation score. To have a better un-

derstanding of the underlying issue, we ran EvoSuite stand-alone.

We notice that our tool could not generate any single test cases,

never completing the initialization process (and the generation of

the initial population, in particular) even with a search budget of

180s. A more in-depth analysis is needed to discover the root cause

of the issue.

PDFBOX-157. EvoSuite crashed in 9 out ten times with a search

budget of 60s, and in 10 out of 10 runs for larger budgets. The exact

reasons are not yet clear, and will require further debugging.

FESCAR-23, FESCAR-37, FESCAR-7, FESCAR-8, GUAVA-212, GUAVA-

22, PDFBOX-265, PDFBOX-278, PDFBOX-285, PDFBOX-40, PDFBOX-

91, PDFBOX-62, SPOON-105, SPOON-253. For all these classes the

mutation analysis failed due to a java.util.concurrent.

ExecutionException thrown by the experimental infrastructure,

rather than by EvoSuite.

PDFBOX-235, SPOON-155. In these two cases, EvoSuite crashed

while attempting to set upmock objects; these are bugs in EvoSuite.

5 CONCLUSIONS

This paper reports on the participation of the EvoSuite test gen-

eration tool in the 8th SBST Java Unit Testing Tool Contest. With

an overall score of 406.14 points, EvoSuite achieved the highest

score of all tools in the competition. Despite the many years of

development, the benchmark used in the competition points out

several opportunities for improvement, which we discussed in this

paper.

To learn more about EvoSuite, visit our Web site:

http://www.evosuite.org
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