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Abstract Terrestrial laser scanners capture 3D geometry of
real world objects as a point cloud. This paper reports on
a new algorithm developed for the skeletonization of a laser
scanner point cloud. The skeletonization algorithm proposed
in this paper consists of three steps: (i) extraction of a graph
from an octree organization, (ii) reduction of the graph to a
skeleton, and (iii) embedding of the skeleton into the point
cloud. For these three steps, only one input parameter is
required. The results are validated on laser scanner point
clouds representing 2 classes of objects; first on botanic trees
as a special application and secondly on popular arbitrary
objects. The presented skeleton found its first application in
obtaining botanic tree parameters like length and diameter
of branches and is presented here in a new, generalized ver-
sion. Its definition as Reeb Graph, proofs the usefulness of
the skeleton for applications like shape analysis. In this pa-
per we show that the resulting skeleton contains the Reeb
Graph and investigate the practically relevant parameters:
centeredness and topological correctness. The robustness of
this skeletonization method against undersampling, varying
point density and systematic errors of the point cloud is
demonstrated on real data examples.

Keywords Skeletonization · Point cloud · Laser scanning

A. Bucksch (�) · R. Lindenbergh · M. Menenti
Delft University of Technology, Kluyverweg 1, 2629 HS, Delft,
The Netherlands
e-mail: a.k.bucksch@tudelft.nl

R. Lindenbergh
e-mail: r.c.lindenbergh@tudelft.nl

M. Menenti
e-mail: m.menenti@tudelft.nl

1 Introduction

In recent years, instruments capable to measure thousands
of distances per second from the instrument to surrounding
surfaces became available [22]. One such instrument is a ter-
restrial laser scanner. These scanners are used to systemati-
cally sample the surface of objects by determining the dis-
tance to their surroundings. The surrounding is represented
as a function of two spherical angles and a distance. The re-
sulting data is called a point cloud. The modeling of botanic
tree structures from laser scanned point clouds is a growing
topic in both Computer Graphics, e.g. [25, 26] and Remote
Sensing, e.g. [13] and [9]. Both fields have in common that
a skeleton is used to represent the tree with the goal to ex-
tract surface information. Extraction of complex botanic tree
structures from a point cloud is difficult for several reasons.

1. Varying point density caused by the spherical scan geom-
etry of the instrument in a single scan.

2. Varying point density caused by the alignment of single
scans into a common coordinate system.

3. Undersampling caused by occlusion effects.
4. Noise and systematic errors masking the object structure.

A skeleton is a one-dimensional description of the object
structure. Skeletons are represented as curves, collections of
ordered points or graphs. Their extraction from a point cloud
faces several algorithmical challenges to achieve three main
properties of a skeleton. First, topology preservation of the
object is essential for navigating to a certain position within
the object. Secondly, proper centering of the skeleton within
the point cloud enables the extraction of correct surface in-
formation. The third property addresses computational effi-
ciency. A point cloud of a small orchard tree, Fig. 1a, already
easily consists of 300,000 points. These three properties can
be achieved by considering that a point cloud is subject to
noise, undersampling, and varying point density.
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Table 1 Algorithm classes

Algorithm class Descriptor dimension Spatial data structure Complexity

Morphology 2D Raster with defined boundary O(nw),1,2 [13]

Distance transform 2D Raster with defined boundary O(n),1 [20]

Voronoi diagram 2D Defined boundary O(n2),1,3 [1]

Clustering 1D Neighboring structure, e.g. kd-tree
or minimum spanning tree

O(kn2Δ2),1,4,5 [26]

Level set extraction 1D Raster with defined boundary O(n),1,6 [8]

Graph reduction 1D Octree graph O(n),1 [4]

1n denotes the number of input cells, point cloud points or vertices
2w denotes the size of a structuring element
3Worst case scenario, often almost linear in practice, [1]
4Quaranteed scenario for k-means clustering [2]
5Δ is the spreading of the input points
6Referring to the height function, may be higher for other functions

This paper reports on the details of a method for
(Skel)etonisation of (Tre)es, here called SkelTre Skeleton,
directly from a 3D point cloud by considering all six prin-
cipal Cartesian directions. A preliminary version has been
described elsewhere [5]. The algorithm incorporates three
main elements. First, an octree is built from which an octree
graph is extracted, representing the connectivity between
the octree cells with respect to the point cloud. In a second
step, the octree graph is exploited to retract the point cloud
to a skeleton. The third element is a strategy to embed the
skeleton graph into the point cloud. Topology preservation
is enhanced by using a new noise robust criterion to de-
cide on proper connections in the octree graph instead of
simple thresholding. It is shown that the skeleton contains
a well-known topological structure, the Reeb Graph, which
is widely used in computer graphics and shape modeling.
The centering is improved by a new embedding strategy
taking the approximate shape of the original object into ac-
count. This new embedding is less sensitive to varying point
density and undersampling. The basis of this strategy is a
novel graph reduction method that automatically incorpo-
rates the approximate local surface elongation by using suit-
able vertex labels. These vertex labels form the basis for an
increased efficiency, because the new octree graph reduction
rules behave linear in time.

2 Related work

In this section, an overview of skeletonization algorithms for
point cloud data is given. Notably, their use on point clouds
representing botanical trees is highlighted. An overview is
of algorithm types is given in Table 1. First algorithms are

distinguished based on the dimension of the output descrip-
tor. Two classes are shown in Table 1, first algorithms aiming
at the extraction of a 2D descriptor which is reduced further
to 1D and second algorithms producing a one-dimensional
skeleton directly. Further distinction is achieved by identi-
fying the underlying data structure and computational com-
plexity of the algorithms, which is an important factor when
using large data sets.

2.1 2D descriptors

The best known 2D descriptor of an object is the medial
axis which is the set of points having more than one closest
point on the object boundary [3]. Several frameworks exist
to formulate the medial axis extraction. The medial axis may
be derived as a subset of the Voronoi diagram of the point
cloud, or from a morphological thinning process. One ma-
jor property of the medial axis of a 3D object is that it in
general consists of a set of surfaces. For the reduction of the
2D medial axis to a 1D skeleton, a second processing step is
needed. For example, [10] have shown that an approximate
medial axis is reducible to a meaningful skeleton. Medial
axis approaches commonly need a defined inside and out-
side of the object. Undersampling and occlusions make this
difficult to define on laser scanning data representing a hull.

Morphological thinning methods organize the point
cloud in a 3D raster of equally sized cubic cells. From this
raster, the outer layer is removed until the skeleton remains.
Removing the outer layer makes use of the morphologi-
cal operations opening and erosion [21]. This class of al-
gorithms requires a defined inner volume of the object to
produce a centered skeleton. Depending on the kernel used
for the thinning process also the medial axis is derivable.
Palagyi et al. [16] introduced a time linear algorithm us-
ing 6 sub-iterations. Its application on tree point clouds was
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proposed by Gorte and Pfeifer [13] and later extended [12].
As stated by the authors, the skeleton does not preserve the
topology [13]. Varying point density is only treated by the
number of points per cell. Undersampling and occlusions
are subject to the cell size. The efficiency of morphological
thinning is characterized by a complexity of O(nw), n being
the number of raster cells and w being the number of cells
used as structuring elements.

In practice, Distance Transform based methods often
start from a point cloud embedded in a 3D raster of equal
sized cubic cells as well [27]. All raster cells are consecu-
tively marked by their distance to the object boundary. The
set of cells, where maximal distances occur, form the skele-
ton. These methods extract the medial axis, and face the
same post processing problems as morphological thinning
approaches. Furthermore, connectedness of the skeleton is
not guaranteed [8]. It’s computational complexity is given
as O(n), with n being the number of raster cells. An appli-
cation of the distance transform on botanical tree data was
not found.

Voronoi Diagram based approaches also derive an ap-
proximation of the medial axis from the point cloud, e.g. [1].
The medial axis is extracted by investigating the poles of the
Voronoi diagram of a point cloud, for example [1], distin-
guished between inner and outer poles of a suitable weighted
Voronoi diagram. The set of inner poles containing facets in
3D approximates the medial axes. To our best knowledge, no
specific application to botanic trees is known. Only a simple
example on a synthetic tree point cloud can be found in [8].
As stated in [1], this method requires a sufficiently dense
sampled object as input, as the object has to be assumed wa-
tertight. This condition may be difficult to achieve with laser
scanned data on trees containing many occlusion effects and
undersampling. The construction of the Voronoi diagram de-
termines the efficiency of the algorithm. The complexity is
in the worst case O(n2) and O(n logn) on average, with n

being the number of point cloud points.

2.2 1D descriptors

One-dimensional descriptors have in common that they use
neighborhood information to extract the skeleton as a graph.
This graph is embedded with an embedding strategy into the
point cloud.

Clustering methods produce clusters of point cloud
points from a suitable spanning graph, like the minimum
spanning tree, to represent a point neighborhood. Some dis-
tance metric is used to produce the clusters. Neighboring
clusters are connected to a skeleton. In [25], a neighboring
graph is used and points with the same quantized distance
from the root are considered as belonging to one cluster.
The approach shows good results until two-third of the tree
height on a test tree carrying leafs. The remaining skeleton

is produced by using species dependent allometries. An-
other promising clustering approach was presented by Yan
et al. [26]. They used a kd-tree and k-means clustering to
produce the clusters from which the skeleton is derived. It
was shown in [26] that embedding of the skeleton is still an
issue for these methods. A further drawback is that they need
the complete point cloud as an input to perform the skele-
tonization. The guaranteed termination of k-means cluster-
ing algorithms is given by Arthur and Vassilvitskii [2] as
O(kn2Δ2), with Δ being the spreading of the data. Never-
theless, it was also shown in [2] that, dependent on the data,
better complexities are achievable.

One-dimensional descriptors with proved topological
properties, like the Reeb Graph [19], were used first in [23].
Reeb Graphs rely on Morse theory describing the extraction
of critical points. A discrete formulation of Morse theory
came from [11]. Two frameworks exist to extract a skele-
ton based on topological properties: extracting the level sets
based on a Morse function and graph reduction, which is
used in this paper.

Level set extraction methods use a function that is defined
on the sampled surface. The height function is often used
to extract the level sets from a given point cloud, e.g. [24].
Placement of vertices at every centroid of each extracted
level set produces a skeleton by connecting the vertices with
respect to the chosen function. Every branching point of the
resulting skeleton is a saddle point and every one connected
vertex is a minimum or maximum. The graph containing
only the saddle points and the minima and maxima of curva-
ture is a Reeb Graph [7]. The biggest problems arising with
these approaches are the rotational dependency of the height
function and the sensitivity of the level set extraction to the
sampling density, [8]. The approach of [24] was applied by
Côtè et al. [9] on trees. A virtual tree model based on the al-
lometries of the known tree species was used to estimate the
finer branches. The virtual tree model is required because of
undersampling at the finer branches.

Graph reduction based approaches, [4], extract an initial
graph from a spatial subdivision. This initial graph is re-
duced by a set of rules to a skeleton. These rules consider the
connectivity between different parts of the point cloud. Sev-
eral advantages of such a approach could be demonstrated:
a high robustness to noise on imperfect data, a good cen-
teredness and a good connectivity. Centeredness is achieved
by embedding the graph into the point cloud. Topological
correctness is achieved by choosing a proper decision crite-
rion to place connections between the different point cloud
parts and the careful design of the reduction rules. Another
benefit is that no preprocessing is necessary to define the
inside and outside of the given object. Problems arise with
the method of [4], because varying point density and noise
are only treated by the cell size. This fact leads to faults in
the embedding. In case of large undersampling, erroneous
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loops may appear at higher resolutions. As a consequence,
the topology of the object is locally not represented any-
more. The overall complexity was given as O(n).

3 SkelTre skeletonization algorithm

This paper introduces a linear-time algorithm for computing
a skeleton from an unorganized 3D point cloud sampling.
Unorganized point clouds contain no neighboring informa-
tion on the points; see Fig. 1a. From here, the point cloud
is divided into subsets by an octree subdivision. The cen-
troids of the point cloud points within an octree cell, are
the vertices of the octree graph; see Fig. 1b. Two 6-adjacent
vertices are connected by an edge if the point cloud parts in
the two corresponding octree cells fulfill a suitable connec-
tivity criterion. These edges in the octree graph are labeled
by a direction label to indicate the local object elongation.
The goal of this section is to show that the retraction of the
octree graph using so-called E-Pairs and V-Pairs preserves
the topology and embeds it into a well-known topological
data structure, the so-called Reeb Graph [19]. Moreover, an
explanation of the octree generation and the octree graph
extraction and labeling technique is given, followed by the
actual formulation of the complete SkelTre Skeleton algo-
rithm.

3.1 Octree generation

An octree is a hierarchical subdivision of a starting cube into
8 equally sized subcubes, so-called octree cells. These sub-
cubes are subdivided further until the subdivision is termi-
nated.

Let the surface of an object be represented by a point
cloud Σ . A spatial subdivision of the point cloud Σ into
subsets Σi is obtained by an octree. The octree subdivides
the space occupied by the point cloud into cubic cells con-
taining point cloud points. These cubic cells have equal size.

Definition 1 The octree space is modeled as a cubical re-
gion consisting of 2n × 2n × 2n unit cubes, where n is the
subdivision depth. Each unit cube has value 0 or 1, de-
pending on whether it contains data points or not, adapted
from [6].

Note that this definition of the octree assumes equal oc-
tree space length. In fact, the algorithm is capable to handle
adaptive octrees, where the length is locally adapted to the
point cloud. Nevertheless, we focus within this paper on the
graph reduction principle and do not use adaptive octrees
throughout this paper.

Ideally, our intermediate result of the octree generation
is a subdivision which separates all parts of the object that
are also spatially separated. Clearly, the separating power of
the subdivision depends on the minimum resolution of the
octree.

3.2 Extraction and labeling of the octree-graph

We are aiming on a graph-reduction method. Because of
that an initial graph, so-called octree-graph, is generated.
This octree-graph is later reduced to the SkeTre skeleton.
An octree-graph is the face dual of the octree, whose ver-
tices correspond to octree cells. The vertices of the octree-
graph are simply placed at the center of gravity of all points
belonging to a cell and connected by an edge if two octree
cells have adjacent faces.

Definition 2 Let OCi , i = 1, . . . , n be a collection of octree
cells. And let CSjk be the shared sides of an octree. The
octree-graph OG(V ,E) contains the vertices V dual to OCi

connected via the edges E dual to CSjk .

The benefit of using this dual is, that it exhibits local grid
graph properties, which is illustrated in Fig. 2 for the 3D
case.

Definition 3 A three-dimensional grid graph is an m×n×r

graph that is the graph Cartesian product of path graphs on
m, n and r vertices [18] and denoted as G(m,n, r).

Fig. 1 (a) Botanic tree point
cloud with a zoom into the inner
crown of a leafless orchard tree.
The zoom is colored by
intensity. The three marked
areas show examples of noise
where the separation of
branches is even hard by visual
inspection. (b) Example of an
extracted octree graph, which is
reduced to the skeleton in (c)
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Fig. 2 (a) a G(1,2,0) subgraph (b) a G(2,2,0) subgraph
(c) a G(2,2,2) subgraph

Figure 2 shows the grid graph configurations relevant in
the context of the paper. Let m = 1, n = 2 and r = 0, then
G(1,2,0) corresponds to two vertices connected by one
edge (Fig. 2a), forming a line segment. Let m = 2, n = 2
and r = 0, then G(2,2,0) corresponds to 4 vertices con-
nected by 4 edges (Fig. 2b), forming a squared structure.
Let m = 2, n = 2 and r = 2, then G(2,2,2) corresponds to
6 vertices connected by 12 edges (Fig. 2c), forming a cubic
structure.

Ideally, the octree-graph represents the local directions of
the object surface and connects only object parts. As stated
above, terrestrial laser scan data is subject to noise, under-
sampling and varying point density. These data driven prob-
lems can result in both overconnecting and underconnecting.
Overconnecting occurs when additional erroneous connec-
tions are created due to noise and outliers, underconnecting
occurs because of undersampling due to occlusions. The cri-
terion to handle undersampling and noise is a decision crite-
rion to place connections between neighboring octree cells.
Note that the extraction is based on the intersection direction
of the octree cell. Therefore, this extraction overcomes the
known rotational dependency problems of octrees [4].

3.2.1 Robustness criterion

The formulation of a robustness criterion is motivated by
two aspects. Firstly, to address the problem of noise, which
is covering and maybe hiding the underlying object topol-
ogy. And secondly, it provides the possibility to address in-
strument specific error models. This robust criterion whether
to connect two octree-graph vertices, corresponding to two
adjacent octree cells, by an edge, is based on the distances of
the cell points to three suitable planes (Fig. 3). Let C1 and
C2 be the centroids of the point cloud points in two adja-
cent octree cells Ω1 and Ω2. Let C12 be the midpoint of the
line segment C1C2. The three suitable planes P1, P2, and
P12, are the planes through the points C1, C2, and C12, per-
pendicular to the line through C1 and C2. Let d1, d2, and
d12 be the median values of the squared distances of the
points in Ω1, Ω2 and Ω1 ∪Ω2 to the planes P1, P2 and P12.
Under ideal conditions, the

√
d1,2 of two connected cells

would be at least 1
4 of the distance between C1 and C2 to

Fig. 3 Robustness criterion to connect octree-graph vertices C1 and
C2 by an edge

Fig. 4 Connecting and labeling an octree-graph: Five complete oc-
tree cells, containing some black data points. The vertices of the oc-
tree-graph corresponding to the octree cells are shown in orange. They
are positioned in the center of gravity of the local point cloud points.
The connectedness of the vertices is based on a robustness criterion

indicate a connection between the two corresponding point
cloud parts. In that sense, we use 1

16d12 ≤ min(d1, d2) as a
criterion to place connections in the octree-graph.

Now that the octree-graph is extracted and defined, the
graph should be labeled. A label belongs to an edge, but is
always associated to a vertex. Every label corresponds to the
unique Cartesian direction of the edge from the view point
of one of the two incident vertices vi and vj . The direction
of the graph edges is incorporated by labeling them with a
direction label.

Definition 4 A label associated with an edge of the octree
graph indicates the direction of the edge with a direction
vector. The labels for all 3D-directions are:

Left/Right: (±1,0,0),
Up/Down: (0,±1,0),
Front/Back: (0,0,±1).
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Fig. 5 (a) Point cloud of a tree
(b) derived skeleton with color
labeled direction labels and
a zoom into the skeleton
(c) each color corresponds to a
subset of the point cloud
associated to one contour and
belonging to one vertex in the
skeleton graph and a zoom into
the level sets

The resulting octree-graph should be interpreted as a
bidirectional graph, as every edge gets two labels (Fig. 4).
Suppose, that two vertices vi, i = 1,2, with Cartesian co-
ordinates (xi, yi, zi) are connected. And let x1 < x2 such
that y1 = y2 and z1 = z2. Then the edge e12 gets the label
(1,0,0) and the edge e21 the label (−1,0,0). Note that the
sum of the labels belonging to one edge is the zero-vector
(0,0,0) in 3D. Two graphs with different directional flows
can be obtained by taking the (0,0,0) labels and either la-
bels containing a positive element in the 3D vector of the
edge label or labels containing a negative element into ac-
count. This strategy is depict in Fig. 10.

3.2.2 Localized directions

The direction labels will be used to identify the local ob-
ject elongation which in turn will enable a local reduction
of the octree-graph. This localized approach has as its ma-
jor benefit that it overcomes the rotational dependency, [8],
of considering the levels sets sz of a global height function
f : R

2 → R. Therefore, we consider level sets locally with
respect to one of the three Cartesian directions. That is, de-
pendent on the local object elongation, the height change in
either the x-, the y- or the z-direction is considered. This
choice is founded in the fact that parts of the surface parallel
to the x- or y-axis will collapse to one remaining vertex in
the skeleton graph, when taking only a global height func-
tion into account. Thus, a local choice of f based on the
surface elongation will preserve the representation of sur-
face parts parallel to one of the axis.

The resulting skeleton graph is augmented by vertices be-
tween the saddle points, minima and maxima. The minima
and maxima are represented as vertices that have one inci-
dent edge in the skeleton graph and the saddle points are
vertices with 3 or more incident edges. Note here that every
vertex in the skeleton graph corresponds to a contour (com-
pare Fig. 5(b) and (c)) derived with respect to the local sur-
face elongation.

3.3 Computational framework

The goal of this section is to show, that the extracted skele-
ton contains a known topological structure. This structure is
the Reeb-graph, which was first introduced by [19] and is
strongly linked to Morse theory [14].

The input to the graph reduction is a labeled octree graph.
Based on the introduced concept of octree-graphs, Sect. 3.1,
and the underlying concept of the grid graph (Definition 3),
a graph reduction for the skeletonization algorithm is de-
scribed. This graph reduction will be defined by merging
suitable pairs of neighboring vertices to be specified be-
low. The merging operation of two vertices will be denoted
as ⊕.

The operations on the octree-graph are intuitively ex-
plained as the merge of two vertices incident to the same
edges. To quantify the reduction, we introduce the vertex di-
mension, denoted as vdim.

Definition 5 The number of distinct associated edge labels
of a vertex vi is called the dimension vdim(vi) of a vertex.

In Fig. 4, the vertex in cell A has dimension 0, while the
vertices in cell D and E have dimension 1. The vertices in
cell B and C both have dimension 2. The vertex in cell C has
two associated labels corresponding to two direction labels
of opposite direction while the vertex in cell B has labels
indicating different principal directions.

In 3D, the dimension of a vertex is at most 6. The conver-
gence toward the skeleton and the preservation of the shape
elongation is established by a notion of a local direction.
This direction is defined per vertex as vertex direction vdir.

Definition 6 The sum vdir(vi) over the distinct associated
edge labels of a vertex vi is called the vertex direction.

Each label in 3D is a 3D vector, which allows adding
up the labels. In Fig. 4, the vertex v1 in cell B, with the
associated labels (0,−1,0) and (1,0,0) has vertex direction
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Fig. 6 The dominant direction in vk . (a) The minimal configuration. (b) A merge of vi and vk without taking the norm value into account resulting
in a changed dominant direction (c) the merge of vj and vk preserving the dominant direction

vdir(v1) = (1,−1,0). The vertex v2 in cell C has vdir(v2) =
(0,0,0).

The vertex direction encodes local surface elongation
properties. Such a direction is called dominant direction. On
the other hand a direction corresponding to a nonzero value
for xi is called a nondominant direction.

Definition 7 Let x1, x2, x3 be the three components of
vdir(v) = (x1, x2, x3). The direction of v is trivial if the
Cartesian entries are zero for any associated edge label.
A direction is dominant at v, if xi = 0 for some i = {1,2,3},
but not trivial.

For example, in Fig. 6a, the dominant direction of vertex
vk is marked green.

Until here, a set of definitions is given for the purpose of
valid vertex merging. Still, constraints apply to dimension
3 vertices. Consider the minimal configuration of G(2,2,0)

subgraphs as given in Fig. 6a with three vertices vi, vj , vk ,
all three having vertex dimension 3. In the framework given
so far, it might happen that vi is merged to vk , before vj

is merged to vk , resulting in the leakage of a dominant di-
rection. Figure 6b demonstrates such a leakage, where the
dominant direction in vk is not represented anymore in the
resulting merged vertex vi ⊕ vk .

A solution to this problem is to take the norm of a vertex
into account.

Definition 8 Let vdir(vi) = (x1, x2, x3). The norm of vi is

norm
(
vdir(vi)

) = norm(x1, x2, x3) = |x1| + |x2| + |x3|. (1)

In case of vertex dimension 3, vertices with smaller norm
value are reduced first. Taking the norm into account re-
sults in a unchanged dominant direction as can be seen in
Fig. 6c. Because norm(vk) = 1 and norm(vj ) = 1 (Fig. 6a)
and norm(vi) = 3, vk and vj are merged before vi .

The local reduction of the graph will be driven and rules
exploiting the underlying grid graph. Two types of special
configurations are considered: so-called E-Pairs and V-Pairs.
The two configurations are shown in Fig. 8 and Fig. 7. The
definition of E-pairs and V-Pairs find their identification in
the grid graph properties of the octree-graph. Because of the
underlying octree organization the octree-graph is a collec-
tion of various connected grid graphs, as introduced in Def-
inition 3. The primary goal is to remove the overrepresented
graph parts from the graph by merging vertices. These sub-
graphs, Fig. 2, are mostly G(2,2,0) and G(2,2,2) grid
graphs, forming loops.
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Fig. 7 Circles indicate the vertices. The E-Pair and its merging are
indicated in green. The dotted lines denote the cell sides and the la-
bels are shown along the black edges. Note here that the position of
vdim(vi ⊕vj ) is chosen arbitrarily. (a) An E-Pair configuration and (d)
a merging result of the E-Pair in (b)

Fig. 8 The vertices are circular. The V-Pair and its merging are in-
dicated in green. The dotted lines denote the cell sides and the la-
bels are shown along the black edges. Not here that the position of
vdim(vi ⊕ vj ) is chosen arbitrarily. (a) Example of a V-Pair configura-
tion and (b) a merging result of the V-Pair in (a)

Definition 9 Let vi and vj be two adjacent vertices with
vdim(vi) ≤ vdim(vj ). Then vi forms an E-Pair with vj if:

1. vdim(vi ⊕ vj ) ≤ max(vdim(vi), vdim(vj ));
2. vdir(vi) �= (0,0,0) and vi and vj are connected in the

same direction of one of the nonzero entries of vdir(vi);
3. vi and vj do not form a G(1,2,0) subgraph.

Note here that a G(1,2,0) subgraph is a part of the re-
sulting skeleton, which should not be reduced further. In
Fig. 7(a), vertices vi and vj form an E-pair. In Fig. 7(b) ver-
tices vi and vj are merged to vi ⊕ vj .

Definition 10 Two vertices vi and vj both incident to a ver-
tex vc are called a V-Pair if:

1. the labels of edges vivc and vjvc are identical;
2. vdim(vi ⊕ vj ) ≤ max(vdim(vi), vdim(vj )).

The two vertices vi and vj shown in Fig. 8(a) form a V-
pair, because the edge labels vivc = (0,−1,0) and vjvc =
(0,−1,0) are identical and vdim(vi ⊕vj ) = 3 is smaller than
max(vdim(vi) = 3, vdim(vj ) = 4) = 4. Figure 8(b) shows
the resulting labels of vi ⊕ vj . Remember here that V-Pairs
are generated by E-Pairs and because of that the example
in Fig. 8 is a intermediate configuration in the reduction
process.

3.4 Topological and geometrical correctness

In order to simplify the following explanations, we assume
ideal conditions for the principal proof. It is assumed that
first the point cloud is without noise, and second that it is
sufficiently dense in the sense that it covers every directional
change of the surface. The octree-graph extracted from the
octree cells encodes both topology and surface information
under these idealized conditions. We conclude from that the
octree-graph is an alternative for representing the directional
behavior of the sampled surface, embedded into 3D Euclid-
ean space under the assumption made above.

The octree-graph, consisting of its vertices and edges la-
beled by direction, is ideally to be retracted to a graph em-
bedded into 3D-Euclidean space containing only loops rep-
resenting the topological genus of the sampled object. At
this stage, we are ready to connect the resulting skeleton
graph to the properties of a known skeleton graph, the so-
called Reeb-graph.

Given a piecewise linear function f , the level set of a
value s ∈ R is defined as the set of points with a function
value equal to s ∈ R. Recall that the octree-graph is embed-
ded into 3D Euclidean space, and because of that every ver-
tex has 3D-coordinates. The construction of a Reeb-graph
is based on the analysis of the evolution of the connected
components of the level sets generated by f . We call such a
level set to be merged a contour. In the following, we show
that the given retraction rules are an analysis of the evolu-
tion of the connected components of the level sets generated
by f . Practically, a Reeb-graph connects the contours with
respect to f . For a function value si of f where the number
of contours increases compared to si−1, the Reeb-graph will
split and indicate a saddle point of f . For values si having
no successor si+1, the Reeb-graph represents a maximum.
A minimum is present if si has no predecessor si−1.

In this paragraph, we use a local elongation function
e(vdir(v)) on the octree-graph as the piecewise linear func-
tion f . Here, e(vdir(v)) gives the local elongation of the
object surface at a vertex vi by its vertex direction vdir(vi).

Definition 11 Let v = (x, y, z) be a vertex in R
3, with

x, y, z ∈ R. Let vdir(v) = (d1, d2, d3) with di ∈ {−1,0,1},
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Fig. 9 (a) A G(1,2,0) subgraph, belonging to the skeleton. (b) A G(2,2,0) subgraph and a possible V-Pair derived from it. (c) A G(2,2,2)

subgraph with an example of a possible derived V-Pair configuration. ⊕ denotes the merge of two neighboring vertices

where di = 0 indicates a dominant direction. The function
to extract the contours is then defined as

e(vdir(v)) =
⎧
⎨

⎩

x if vdir(v) = (0,∗,∗);
y if vdir(v) = (∗,0,∗);
z if vdir(v) = (∗,∗,0).

with ∗ ∈ {−1,0,1} (2)

Note that this definition is not unique in case there is more
than one dominant direction. This, however, is not a prob-
lem. A different choice of dominant direction only corre-
sponds to a different order of reduction of the octree-graph.
Careful investigation of the elongation function e(vdir(vi))

reveals that the height function is included e(vdir(vi)) = z,
if the object is only elongated in the Cartesian z-direction.

Proposition 1 Let OG be an octree graph derived from a
sampled object. The merging operations on OG defined by
E-Pairs and V-Pairs result in a skeleton containing the Reeb-
graph.

We prove Proposition 1 by proving three lemmas. First,
we prove that the local elongation is correctly represented
and the dominant direction stays unchanged during merg-
ing operations in Lemma 1. Then we prove in Lemma 2 that
E-Pairs always result in V-Pairs, which assures the conver-
gence of the algorithm towards a skeletal line. At last, we
prove in Lemma 3 that merging V-Pairs does not change the
dominant direction. Lemma 3 relies on the correct represen-
tation of the elongation in Lemma 1 and the guaranteed con-
vergence in Lemma 2. Proposition 1 is proven, by showing
the three lemmas in the following setting:

Let OG be an octree-graph derived from an octree sub-
division, as described in Sect. 3.2, formed of G(1,2,0),
G(2,2,0) and G(2,2,2) subgraphs. These three underlying
subgraphs are the minimal cases considered to locally de-
scribe a merge of two connected vertices. A G(1,2,0) is the
trivial case belonging to the skeleton demanding no further
processing (compare Fig. 9(a)). Every G(2,2,2) subgraph,
Fig. 9(c), is the union of vertices and edges of six G(2,2,0)

subgraphs, Fig. 9(b), inducing four valid E-Pair configura-
tions. This coherence between E-Pairs and the G(2,2,0)

grid graph allows to prove Lemma 1 and Lemma 2 on an
valid E-Pair configurations in a G(2,2,0) setting. Recall,
that every edge of OG is labeled with two labels, contain-
ing a positive and a negative component. In the following
lemma, we make use of the fact that two graphs with op-
posite directional flows can be obtained. The first directed
graph is derived by removing all edge labels from the octree-
graph containing a negative entry, Fig. 10(c). The second di-
rected graph is derived by removing all edge labels from the
octree-graph containing a positive entry, Fig. 10(b).

Lemma 1 Let E be an E-Pair consisting of two vertices vi

and vj . The merging operation vi ⊕ vj preserves the domi-
nant directions of vi .

Proof Consider two connected G(2,2,0) subgraphs A

and B . Two cases have to be considered. First, the case
where A and B share exactly one vertex resulting in maxi-
mal 2 valid E-Pair configurations, corresponding to exactly
one dominant direction (Fig. 11 subgraph A). The second
case consists of two subgraphs sharing exactly one edge and
2 vertices. The second case results in exactly one possible
E-Pair configuration (Fig. 11 subgraph B). The E-Pair con-
figuration of the subgraph contains only one non-dominant
direction. According to Definition 9, merges only occur in
nondominant directions, preserving the dominant one. �

Note that an example of the elongation description by an
E-Pair was already given in Fig. 6a.

The octree-graph is retracted by merging vertices form-
ing a V-Pair. If no V-Pair is present in the graph to be re-
tracted, a V-pair is created by an E-Pair representing local
elongation of the sampled surface. Now that it is shown that
the merge of an E-Pair preserves the elongation, it has to be
shown that every E-Pair is resulting in a V-Pair, for continu-
ation of the retraction process.

Lemma 2 The merging of an E-pair results in at least one
V-Pair.

Proof A G(2,2,0) contains 4 valid E-Pair configurations,
as illustrated in Fig. 12. Consider one arbitrary E-Pair con-
figuration of a G(2,2,0). Merging the two vertices involved
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Fig. 10 (a) A labeled octree
graph is shown. (b) and (c) the
two derived graphs are shown.
These derived graphs are
directed. (b) Contains only label
elements ≤ 0 and (c) contains
only label elements ≥ 0

Fig. 11 The two considered configurations of Lemma 1, with possible
E-Pairs marked by an ellipse

Fig. 12 The considered
configuration of Lemma 22,
with possible E-Pairs marked by
an ellipse

in the E-Pair, reduces the squared structure to a triangle
satisfying the definition of a V-Pair according to Defini-
tion 10. �

Concluding that every E-Pair results in a V-Pair, as shown
in Fig. 6c on an example, it is finally necessary to show that
the merge of a V-Pair does not change the dominant direc-
tion in the graph.

Lemma 3 Merging of V-Pairs does not change the local
dominant direction.

Proof Consider the triangle structure of a V-Pair, Fig. 8. The
triangle structure of a V-Pair contains at least one direction
label exactly two times, and the label to be removed by the
merging operation exactly one time. The merge removes ex-
actly one dominant label, which preserves the difference be-
tween the amount of dominant and non-dominant labels. �
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3.5 Graph embedding

The desired centeredness of the skeleton is achieved via a
graph embedding. Thus, the octree graph is embedded into
the point cloud by averaging the points Σi belonging to an
octree-cell. The embedding explained in Pascucci et al. [17]
was adapted to points clouds, because their embedding can
be applied during the computation of the SkelTre Skele-
ton. Every vertex in the octree graph has an initial weight
w which is equal to the number of points belonging to the
corresponding octree cell. During the merging process the
weighted average of the 3D positions of two merged ver-
tices v1 and v2 is taken for the position of the newly created
vertex vnew. The weight wnew of vnew is then the sum of the
previous weights, compare Fig. 13, that is, wnew = w1 +w2.
These weights are used to compute the coordinates of vnew

into the point cloud. The position of vnew is calculated as:
vnew = w1·v1+w2·v2

w1+w2
In case of different levels of subdivision,

the subdivision level is multiplied to the weight to obtain a

Fig. 13 Example of an embedding. (a) Shows a graph before merging
is applied to v1 and v2 and (b) the graph with the new vertex vnew

centered skeleton as a result. Embedding can be problem-
atic, if the hull of Σi is concave, because then the centroid
is not necessarily equal to the weighted average described
above. In case of trees this occurs on vertices, where the
skeleton branches. For such cases, a post-processing step
is required. The post-processing step treats the 3 or more
connected vertices of the skeleton, by investigating the dis-
tance of point cloud points Σi belonging to one vertex to
their bounding box. Note here that Σi is a subset of the
point cloud Σ . Let the 6 sides of a bounding box be the
6 Cartesian directions of some Σi . And let every point pi

be closest to one of these sides, then the {x, y, z}-coordinate
component closest to a side of the bounding box is selected.
The corrected vertex coordinate is computed by averaging
selected {x, y, z} values for every coordinate component.

4 Algorithm analysis

This section demonstrates the implementation of the algo-
rithm as pseudo code. Furthermore, the computational com-
plexity of the algorithm is discussed together with its behav-
ior per vertex dimension in practice.

4.1 Implementation of the framework

This section discusses an implementation of the given com-
putational framework. For the vertex dimensions counting
from n = 5 to n = 2, successively the following steps have
to be implemented. The merging is visualized on a simple
2D example in Fig. 14.

1. Initialize a vertex-list VPairList containing all vertices of
dimension n. For each vertex vi in VPairList test if new
V-Pairs can be formed with its direct neighbors vj , until

Fig. 14 Example of the collapsing procedure
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either a V-Pair is found, or no direct neighbors to test are
left. All V-Pairs found are stored in a list.

2. If during the loop through the vertex list VPairList no
V-Pair was found, go through the vertex list VPairList
again. Whenever possible, an E-Pair is merged to one or
more V-Pairs with the direct neighbors vj of vi , until ei-
ther an E-pair is found, or no direct neighbors to test are
left. Each E-pair is merged to one or more V-Pairs which
are added to the list of V-Pairs.

3. All vertex pairs in the VPairList are merged. Directly af-
ter merging it is tested whether the merging resulted in
the creation of new V-Pairs. If so, these are added at the
end of the V-Pairs list.

Remember that the merging of two vertices vi and vj

along a common edge is denoted by vi ⊕ vj . The resulting
merged vertex vc inherits all incident edges from its ances-
tors vi and vj . If vi and vj were both incident to a common
vertex vc, then the two edges vivc and vjvc are collapsed to
a common edge (vi ⊕ vj )vc. Under ideal conditions, these
edges represent the connection between two connected sub-
sets of the sampled surface Σ . For this reason, the opera-
tion vi ⊕ vj is only performed on vertices representing two
neighboring subsets of Σ with the same direction character-
istic, as indicated by the identical edge labels of vivc and
vjvc.

4.2 Computational complexity

In practice, the computation of the skeletons operates on
a far smaller set of vertices than the number of points in
the point cloud. Our focus lies on the explanation, that the
graph-reduction of the SkelTre algorithm is linear in time.
A pseudo code to implement the algorithm is shown in Pro-
cedure 1 and Procedure 2.

Let vi be a vertex of the set of vertices V of the processed
graph. The dimension of vi is denoted as vdim(vi) and the
number of incident edges as k(vi). Let vj denote a direct
neighboring vertex of vi and c1 ≤ 6 a constant. The proce-
dure computeSkeleton contains an outer for-loop, which is
bounded by O(1). As can be noticed in Procedure 1, dimList
is always initialized with O(V ). Note that V is decreasing
after every dimension. The inner while-loop is operating on
a subset of V with at most V

2 operations, which results in
O(V

2 ) as an upper bound.
The procedure computeVPair(), selects the first un-

processed entry vi in dimList that fulfills Definition 9, and
loops through all elements of dimList. We show the influ-
ence of this condition on the inner while-loop for two ex-
treme cases:

Case 1 The input graph is already a skeleton, e.g., a com-
bination of G(2,1,0) subgraphs, all connected on only 2

Procedure 1 computeSkeleton
Input: An Octree graph
Output: SkelTre Skeleton

contains the vertices of the of the processed dimension;
dimList[];
contains found VPairs;
VPairList[];
for dim = 5 to 2 do

dimList := {vi |vdim(vi) ≥ dim, i = 0 . . . n};
forall vi ∈ dimList do

if VPair = true for some vk of vi then
add found pair to the end of VPairList;

end
end
while VPairList �= ∅ and createVPair() return
true do

{vi, vj } = first unprocessed entry in VPairList;
vnew = vi ⊗ vj ;
if (VPair = true for some vk of vnew) then

add found pair to the end of VPairList;
end
if vdim(vnew) ≥ max(vdim(vi, vj )) then

add vnew to the end of dimList;
end
remove {vi, vj } from VPairList;

end
end

Procedure 2 createVPair
Input: a vertex vi

Output: true or false

if vdir(vi) �= ∅ then
foreach vj adjacent to vi do

if EPair = true for {vi, vj } then
add found pair to the end of VPairList;
return true;

end
end

end
return false

vertices. This combination will lead to no merge at all; be-
cause of that the whole inner while-loop of computeSkele-
ton() stays O(V ) by checking one time Definition 9 = true.

Case 2 All vdim(vi) are equal within V , e.g. a graph formed
by G(2,1,0) subgraphs, which all are connected on three
vertices. This will lead to exactly one check of condition
Definition 9 = true in the given example, and c2 calls. c2

is bounded by the minimal number of aligned G(2,2,0)

subgraphs in one of the principal Cartesian directions.
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Now that it is shown that the influence of computeVPair() on
the inner while loop is O(c2) or O(V ), the algorithms over-
all complexity can be calculated as follows from the upper
bound. O(1) · (O(V )+O(V

2 )+O(V )) = O(V ). Note here,
that the special case of dimension 3 vertices are simply three
lists, each for every norm value. Because of that, they have
no influence on the complexity analysis given here.

4.3 Algorithm behavior

Vertex dimension 6 results in vertex direction 0,0,0 in all
cases and because of that it can be omitted in the reduc-
tion. The reduction of the graph is therefore limited to ver-
tex dimension 5 to 2. This successive reduction from ver-
tex dimension 5 to 2 guarantees that first the G(2,2,2)

graph parts are reduced, before G(2,2,0) subgraph regions
are processed. Another example to depict the algorithm is
to characterize vertices of a certain dimension. For exam-
ple, vdim(v) = 3 can be either a corner of a G(2,2,2)

with vdir(v) = (±1,±1,±1) or a vertex on the boundary of
G(2,2,0) subgraph with one entry �= 0 in vdir(v). Bound-
ary vertices of a G(2,2,2), which have dimension 4, are
processed before the “corner”-vertices of a G(2,2,2) area,
and the boundary of a G(2,2,0) region is processed before
its “corners” of vdim(v) = 2.

In Fig. 15, the convergence of the algorithm is illus-
trated. The values correspond to the skeleton in Fig. 5(b).
Figure 15(top) depicts the algorithmic behavior of Skel-
Tre per vertex dimension. It is observable that the amount
of vdim = 1 and vdim = 2 vertices is increasing, as they
form mainly the targeted skeleton. Meanwhile, vdim = 5
and vdim = 6 vertices are vanishing as expected, also a rapid
decrease of vdim = 3 and vdim = 4 vertices is recognized.
This behavior of the algorithm is coherent to the behavior
described in theory.

The red curve in Fig. 15 (bottom) shows that the number
of graph vertices is decreasing after every processed ver-
tex dimension. The black curve shows the overall number
of merging operations after every processed vertex dimen-
sion, which is almost constant between dimension 3 and 2.
This approximate constant behavior is explainable by the in-
fluence of the procedure createVPair() (compare Sect. 4.2,
Case 1), because this intermediate case is already close to
the desired skeleton. This observed performance is also in
compliance with the expectations described theoretically.

5 Results and practical validation

The evaluation of the extracted skeletons considers several
examples and validation parameters. This section is divided
into three parts, trees and nontree objects. The trees and ob-
jects use a variety of scanners and produce different density,

Fig. 15 (Left) amount of vertices per dimension after every processed
vertex dimension. (Right) The red graph shows the vertices belonging
to the intermediate skeleton and the black graph the number of merged
vertices after every processed vertex dimension

sampling, and noise characteristics. Limitations are pointed
out to explain the algorithm behavior. In all cases, the skele-
ton edges are colored by their resulting direction labels. Yel-
low denotes a (1,0,0) label, blue a (0,1,0) label, and green
a (0,0,1) label. In all labeling cases, the corresponding neg-
ative label is indicated in red.

No post processing is applied to the skeleton. Centered-
ness is analyzed by considering the (average) Euclidean dis-
tance of every point cloud point to the skeleton. First re-
sults on botanical trees are presented and secondly results
on nontree-like objects are shown.

In Sect. 5.3, running time aspects of our implementation
in a proprietary software are shown. This evaluation gives
the parameters used for the examples and the running times.

5.1 Trees

In Fig. 16, results of the SkelTre algorithm on point clouds
representing three different trees scanned with three differ-
ent terrestrial laser scanners: a Simple Tree, an Apple tree,
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Fig. 16 First row shows the
raw point cloud. The second row
shows the skeleton colored by
direction labels. All negative
ends are labeled red. The
directions Up/Left/Front are
colored with yellow/blue/green.
The third row shows the
distances to the skeleton
according to the color scheme
given on the bottom of the figure
(red indicates more than 10 cm
for the Simple Tree and the
Apple Tree and more than
100 cm for the Tulip Tree). The
black point cloud part belonging
to the Simple Tree shows strong
undersampling due to
occlusions. The tree in the
second column is an orchard
cherry tree with small blossoms,
which can be recognized as
noise. The third tree is a huge
Tulip tree of 11,5 meters height
with leafs

and a Tulip tree. For the Simple tree and the Apple tree, the
maximum of the color scale indicates distances to the skele-
ton larger than 10 cm. For the Tulip tree, the maximum of
the color scale indicates distances to the skeleton larger than
100 cm.

The Simple tree was scanned with a Leica Scan Station
laser scanner and was previously used in the publication
of [13]. This tree of 4.07 m height is sampled by 49,669
points The simple tree shows good connectedness in the
18 detected branches, even under bad sampling conditions

(upper red box in Fig. 16). The distances to the skeleton
show a symmetric pattern. The Simple Tree is represented
by a single scan from one viewpoint. On this single scan
the skeleton is attracted to one side (light blue color), be-
cause the back of the tree was not scanned. The sampling
density shows a very noisy pattern already on a single scan.
Spurious branches on the boundary indicate the noise on the
object boundary.

The Apple Tree was scanned with the Zoller and Froeh-
lich scanner Imager 5006 in high resolution. Therefore, the
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Fig. 17 3 test objects. First row
shows the raw point cloud. The
second row shows the skeleton
colored by with direction labels.
All negative ends are labeled
red. The directions
Up/Left/Front are colored with
yellow/blue/green. The third row
shows the distances to the
skeleton according to the color
scheme given on the bottom of
the figure

Apple tree was sampled by 385,772 points by Stefan Fleck
from the University of Göttingen. The Apple tree is 1.99 m
high and its largest extension in the crown is 1.62 m. The
derived skeleton of the Apple tree contains only one erro-
neous loop due to unresolvable noise problems in the dense
crown containing 136 detected branches. The distances to
the skeleton get larger in the inner crown, because the crown
contains a huge amount of noise, as discussed before in this
paper.

The Tulip tree was scanned with a Calidus scanner. It
is 11.75 m high and 14.47 m wide at the largest extension

of the crown. This massive tree was scanned by Forstliche
Versuchs- und Forschungsanstalt Freiburg near Karlsruhe,
Germany. It is sampled by 816,670 points. The tree was
scanned during summer time and contains leaf. The marked
region show the difficulty on this particular tree. Noise,
e.g., because of moving leaves during the scan procedure,
makes a meaningful extraction of the skeleton impossible.
The locally bad extracted skeleton is visible as distances
to the skeleton in the order of 5–8 cm on fine branches.
Still, the major branches and the trunk are extracted cor-
rectly.
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Table 2 Running time for the example objects

Modell Number of
points

Octree
construction
time

Graph
reduction
time

Octree graph
vertices

Octree cells
size

Data range

Simple tree 49,669 0.45 s 1.1 min 667 0.1 x: [225.0–229.1]

y: [393.2–397.3]

z: [102.2–106.3]

Apple Tree 385,772 2.7 s 192.0 min 5064 0.05 x: [225.0–229.1]

y: [393.2–397.3]

z: [102.2–106.3]

Tulip Tree 816,670 1.8 s 275.6 min 5084 0.5 x: [225.0–229.1]

y: [393.2–397.3]

z: [102.2–106.3]

Raptor 1,000,079 2.3 s 10.5 min 2404 0.04 x: [225.0–229.1]

y: [393.2–397.3]

z: [102.2–106.3]

Fertility 241,607 0.5 s 9.9 min 2132 10.0 x: [−75.7–123.9]

y: [−76.9–122.8]

z: [−36.9–162.8]

Torus 4,509 0.1 s 0.01 min 92 0.5 x: [−1.2–1.2]

y: [−0.2–2.2]

z: [−1.2–1.2]

5.2 Nontree objects

In this paragraph, examples of nontree objects are given.
Note here that distances are not given with a unit, because
the unit of the data sets is not known.

The Raptor model with lots of ripple on its skin is taken
from the aim@shape repository. It consists of 1,000,079
points and no information about the construction process is
known. The skeleton shows good connectedness and clearly
represents the saddles and maxima of the object. The skele-
ton of the left foot shows a straight element, which results in
unexpected high distances to the skeleton. In this case, not
all directional changes are covered by the chosen minimum
cell size. Instead of a curved skeleton of the toe, a straight
line is the result. If not all directional changes of the surface
are modeled, the skeleton is not embedded correctly, due to
the fixed octree cell size used in this paper. Nevertheless, the
local surface maximum is modeled preserved.

The Fertility model is a genus 4 stone sculpture and
taken from the aim@shape repository as well. It consists
of 241,607 points. It was obtained with a Roland LPX-w50
laser range scanner. The marked region shows a huge hole
in the point cloud of the statue, which prevented the use of
fine resolutions. This results in insufficient skeleton resolu-
tion on the left and in the head region of the statue, because
not all directional changes of the statue could be modeled
by the octree graph. The genus is still represented correctly

in the skeleton, and the maxima are modeled correctly as far
the octree-graph covered them (e.g., on the baby’s stomach).

The Torus model is sampled by 4,509 points from a
polygonal surface. The sampling is rough to show the in-
fluence of strong undersampling. From theory, one would
expect two maxima on a ring; compare Definition 11. The
strong undersampling is the reason for the vanishing max-
ima. Furthermore, a pattern is observable in the distances
to the skeleton, because of the discreteness of the skeleton-
graph.

5.3 Running time

The calculation time for six examples given in Fig. 16 and
Fig. 17 is given in Table 2. The table shows the size of the
point cloud as number of point cloud points and its data
range, the time needed to construct the octree under a fixed
octree cell size. Furthermore, the number of octree graph
vertices is given and the time needed to reduce the graph
with the SkelTre algorithm. The calculation times given re-
fer to a Intel Dual-Core processor 6700 running at 2.66 GHz
having 3.5 GB memory. The operating system used was
Windows XP with Service Pack 3 installed.

Table 2 shows the time needed to perform the octree con-
struction and the graph reduction. The running times are
given for the algorithm as given in Sect. 4.1. The imple-
mentation uses the vector container of the Standard Tem-
plate Library, [15] to store the adjacency list of the graph and
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all other intermediate lists, causing performance loss above
1,000 graph vertices.

6 Conclusion

In this paper, the SkelTre skeletonization method has been
presented. The method reduces an initial graph, correspond-
ing to the subdivision of a point cloud by a suitable oc-
tree, to the SkelTre skeleton using only one input parameter.
We have shown that the produced skeleton incorporates a
well-known topological structure, the Reeb-graph. It could
be shown that the graph reduction is linear in time, which
underlines the efficiency of the method that is designed to
skeletonize real, large point clouds of botanic trees. Both the
correctness and robustness could be demonstrated on sev-
eral different point clouds. The capability of the method to
skeletonize point clouds of a much larger class of objects
was shown on examples. Further research will first focus on
applying the retrieved skeletons on the automatic extraction
of structural parameters and sizes of objects.
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