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Abstract
This thesis describes the design and implementation of a controller and GUI for an AI loudspeaker filter
design program. This program uses a genetic algorithm to create a combination of analog passive
filters, one for each driver in a loudspeaker system. In the controller, two cost functions are designed
to evaluate these filter combinations, and when the genetic algorithm has created its final filters, unnec-
essary components are removed and all component values are optimized. A GUI is created to allow
easy user interaction.

For selecting a cost function, not enough data was obtained to make a deliberate decision based on
performance. Therefore, this decision was based on theory and subordinate features. Nonetheless,
the final program is able to create flat acoustic responses in a margin of 2 dB.
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Preface
‘Loudspeaker Filter Design With AI: Communication, Evaluation and User Interaction’ is written for the
Bachelor Graduation Project of Electrical Engineering, to finish this bachelor at the Technical University
of Delft. The subject was proposed by dr.ir. G.J.M. Janssen, who is also our supervisor. During the
‘EPO-1: Booming Bass’ bachelor project earlier this academic year, a few students tried to use some
form of AI to find a more flat acoustic response. Mr. Janssen, as one of the supervisors of that project,
wanted to see whether it would be possible to use AI for designing filters for a loudspeaker system,
which we tried for the past weeks.

We would like to thank Mr. Janssen for all his time and expertise. It was exciting to hear you talk
passionately about loudspeakers and their characteristics. Thank you for all your patience with us. We
would also like to thank dr.ir. J.H.G. Dauwels, for judging us during the green-light assessment and
giving us feedback. Lastly, we would like to thank Koen and Jeroen, and Zoyla and Willem for doing
this project with us. Without you, the results would not be what they are right now.

J.W. Nijenhuis & T.R. Zunderman
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Glossary
child In each generation, on every parents either reproduction, mutation or crossover is performed.

After one of these actions is executed, the parent has become a child. Amore in-depth description
of the reproduction, mutation and crossover can be found in [1].

generation In each generation of the Genetic Algorithm, new parents are selected from the current
children and these parents are mutated to become new children again. The number of genera-
tions is how often this cycle is executed.

parent During the selection in each generation, a set of circuits is selected. Each of these sets of
selected circuits is called a parent. Before the set is selected, it is called a child, and after the
selection a parent.

population size The population size is the amount of children that is generated during the mutation
process.

selection size The amount of times that a tournament is held in tournament selection is the selection
size.

T-section A T-section, also knows as a T-circuit, consists of three components that are placed in a
T, or Y, configuration. The component type is randomly chosen and can either be a resistor, a
capacitor or an inductor. When a T-section is initialized, the value of each component is also
randomly chosen.

tournament selection The selection method that is used to select the children that will become par-
ents is tournament selection. This means that a tournament is held with a certain amount of
randomly selected children, the tournament size, where the child with the lowest cost becomes
a parent. The selection size is the amount of tournaments that is held. More information on this
selection method and the parameters can be found in [2].

tournament size The tournament size is the amount of children that is put in one tournament in tour-
nament selection.

tree Each circuit that is designed by this program is represented by a tree data structure. A tree
consists of nodes and leaves, where each node describes how its two branches are connected
(either series, parallel or cascade) and each leave is a circuit. All the circuits are T-sections. A
more extensive explanation can be found in [1] or [3].
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1
Introduction

In a world where Artificial Intelligence (AI) is becoming more and more relevant and new applications
are invented every day, AI has been used to come up with better solutions for problems where only
minor improvements were made in the last few decades. In the field of designing analog filters, AI is
able to come up with multiple solutions that fulfill requirements in less time than humans could. In this
project, the task is to implement such an AI to design analog passive filters for a loudspeaker system.

Currently designing such filters is a time-intensive, skill-required task. While it is possible to design
an analog filter that gives a speaker system a flat acoustic response, there is no structured method to
do so, as will be described in the state-of-the-art analysis.

The goal for this Bachelor Graduation Project is to make a program using AI that designs a set of
filters for a speaker system, one analog filter for each driver, that results in a flat acoustic response for
the whole speaker system.

1.1. Background information
An ideal loudspeaker would produce every frequency equally loud, but in reality, this is never the case.
The acoustic frequency response of a speaker is never completely flat due to physical limitations.
Moreover, their physical properties limit loudspeakers to only work effectively in a certain range of fre-
quencies [4], and this range never spans the complete range of audible frequencies (20 Hz to 20 kHz).
To combat this, speaker cabinets are designed with multiple drivers inside. The simplest speaker cab-
inet consists of a driver for low frequencies, also known as a woofer, and a driver for high frequencies,
known as a tweeter. A third driver, called a mid-range driver, could be included for the middle frequen-
cies. These two-way and three-way loudspeakers are most common, but sometimes, for extra low
frequencies, a sub-woofer is added. Additionally, multiple drivers for the same frequency range can be
used. An example of a more extensive loudspeaker cabinet includes two woofers, a mid-range driver
and a tweeter.

Although this solves the problem of limited operating ranges, speaker cabinets still have two prob-
lems. First, even inside the operating range of a driver, the acoustic response of a driver is only
moderately flat. Second, at the boundary of two operating ranges, the corresponding two drivers will
interfere. This is because a driver still produces sound outside its operating range when no filtering is
done. In this case, its frequency response is even less flat, and/or less power is converted into sound.
To solve these problems, filters are used. Especially the second problem can be solved with crossover
networks that only send each driver frequencies inside its operating range. For these filters, it is im-
portant to make sure that when all driver responses are added, their response is actually flat. Due to
overlap, different roll-off characteristics and phase differences, peaks and valleys could be added to
the total response. Solving the first problem with filters is more difficult, and less common. Remov-
ing the imperfections of the acoustic response of a driver cannot be done by simply filtering out some
frequency bands, it requires complex circuits to slightly attenuate some frequencies more than others.
Mostly, these imperfections are minimized in the design phase of the speaker cabinet itself.
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4 1. Introduction

1.2. State-of-the-art analysis
In the past, analog circuits were used to obtain a desired frequency response. Designing such audio
filters, however, requires extensive knowledge. These circuits are designed by experts in the field who
use a combination of intuition and trial and error with certain filter modules, like high-pass and low-pass
filters. This, however, is not accurate and it may take a lot of time to tune the frequency response in
order to make it flat. In 1995, Assured and Nielson stated the following [5, p. 6]:

Analog circuit design is known to be a knowledge-intensive, multi-phase, iterative task,
which usually stretches over a significant period of time and is performed by designers with
a large portfolio of skills. It is therefore considered by many to be a form of art rather than
a science.

Before the automation of filter design, the design of analog filters followed a standard procedure [6],
[7]. It consists of three general steps:

1. Approximation
2. Realization
3. Study of imperfections

The approximation step is concerned with the generation of a transfer function that satisfies the desired
specifications, such as the desired amplitude, phase and time-domain response. During the realization
step, the defined transfer function is converted into a circuit that specifies the requirements of the
previous step. In the realization step, ideal circuit elements are assumed. In practice however, the filter
circuits are implemented by means of non-ideal components, which suffer from tolerances, parasitic
elements and non-linearities. During the last step, the effects of non-idealities are studied.

The current situation with regard to filters has changed from analog solutions to digital solutions.
Using digital filters over analog filters has some major advantages: the filters can easily be made by
computers and can make the final response, even if the acoustic response of speakers is highly non-
ideal (i.e. not flat), much flatter than analog circuits can do. However, there is a group of people, audio
hobbyists, or audiophiles, who still use analog filters for audio applications, simply because they prefer
the art of analog designs or the sound of analog components. Besides, the quality of analog audio
filtering is better, since there is no sampling needed to filter the signal, as opposed to digital filters [8].
Next to the advantages of digital filters, analog filters or circuits also have advantages: they are cheap,
relatively small and widely applicable. There are also fields in engineering where there is no other
option than using analog circuits, for example for power decoupling, filtering to prevent anti-aliasing,
and band extraction.

For the cases where analog filters still are needed, there are nowadays different computer algo-
rithms, i.e. AI, that are used to find analog filter circuits and the values of the components. For these
algorithms, the type of filter, and the boundary conditions, like the cut-off frequency and the pass-band
frequency are given as an input and the algorithm gives a circuit with values back, which will satisfy
the given requirements. However, none of these algorithms use the acoustic responses of drivers in
a loudspeaker system to design filters to achieve an overall flat acoustic response. These algorithms
could nonetheless be used to design such filters.

[9] sums up different techniques using AI to optimize analog (integrated) circuits. Neural networks
and reinforced learning make use of machine learning, where neural networks use a large amount of
data examples to train a model that can predict the best result. Reinforcement learning uses rewards
and penalties to encourage finding a solution with the highest reward. The second group of techniques
is optimization algorithms. The most occurring in this group are particle swarm [10], [11], simulated
annealing and genetic algorithm (e.g. [12]–[14]). Particle swarm optimization and simulated annealing
are used for optimizing values when the topology is fixed, while genetic algorithms can both be for
optimizing values in known topologies [14], [15] and designing a topology and optimizing the values
[16], [17]. When optimizing values for components, both optimizing for ideal values and discrete values
is possible [15]. It should be noted that when ideal values are found, they should be rounded to existing
analog components. Another option is to search for a discrete set of values.

To evaluate the performance of a generated circuit, SPICE is often used [18]–[22]. In [18], the sim-
ulation takes around 90 percent of the total computation time, the exact percentage depending on the
complexity of the circuit. [19] shows that by letting the program calculate and evaluate the transfer
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function, the percentage of simulation was brought down.

In the future, AI will become more and more advanced. In addition, analog filters will still be rele-
vant despite the existence of digital solutions. For example, the output of an electrical transducer still
needs to be filtered in order to effectively process it digitally. It is therefore expected that the tools to
automate analog filter design will continue to improve. Analog filters will remain necessary.

1.3. Design and implementation restrictions
The AI will initially be developed for a three-way speaker since this requires a low-pass, band-pass, and
high-pass filter. A two-way speaker has no mid-range driver, so it does not need a band-pass filter, and
four-way and five-way speakers only need more band-pass filters. In other words: if the program can
design filters for a three-way speaker, it is expected to be able to design filters for an N-way speaker with
some minor changes. The component values will be chosen from a discrete set, since the final circuits
should be physically realizable, without combining many components to create non-standard values.
A method is chosen that will not require the use of SPICE. The main advantages of not using SPICE
are that we can keep the whole program inside one environment and it will be beneficial for a lower
runtime. The environment chosen to implement this is Python [23]. Python has some advantages, e.g.
there are many libraries available that can be used for specific functionalities and Python makes use
of classes, which makes developing structures of code more easy.

In order to achieve the required acoustic response, a genetic algorithm (GA) was selected to design
the combination of analog circuits, as it is often used for this purpose in literature [12]–[14], [18]–[21].

When using a GA, an initial population is made. Then, using a cost function, the performance of
each individual (child) is measured and a predefined amount of children is selected to go to the next
generation, turning them into parents. These parents are then mutated or reproduced and become
children, after which the children are selected and turned into parents until a child is formed that meets
the predefined requirements.

In the case of a three-way speaker, the initial population consists of three circuits per child, one
circuit for each driver. A total cost is calculated per child, taking the designed filters in combination
with the loudspeaker system into account. To be able to estimate the performance of each set of fil-
ters, the acoustic response (magnitude and phase) and the impedance (magnitude and phase) are
needed. A Graphical User Interface (GUI) will be made to let the user upload the files with the data
and select some options, e.g. the number of generations and some specifications for the final response.

The workload is divided between the subgroups in the following way:

• Mutator: this subgroupwill make children from the parents bymutating or reproducing the parents.
Also making transfer functions that are used to evaluate each child will be done by the Mutator-
group, just as making the embryo (initial) circuits.

• Evaluation: the evaluation subgroup will select some amount of children to become parents for
the next round. This is done by a selection algorithm.

• Controller: the controller will make sure all communication between the other two groups is done
properly. It will take care of designing and evaluating the cost function, removing components of
the final circuit, but also making the GUI.

In Figure 1.1, a block diagram can be found where the signals with data between each subgroup have
been drawn.

This thesis will be about the Controller subgroup. For the whole system to work, data has to be sent
from one part of the program to another and every part needs to be executed in the right order. Also,
in order for the Evaluation group to select certain children to become parents, a ranking must be made
that indicates how good each set of filters is. To make this ranking, a cost function has to be designed
that gives a score to how well each child behaves in the frequency range of interest. Lastly, users must
be able to interact easily with the program using a GUI, such that the program can be used without
changing the source code of the program or even needing to know how to program in Python.
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Figure 1.1: A diagram with the subdivision and the signals between the groups.

The theses of the other two subgroups can be found in [1] and [2] for the Mutator and Evaluation
subgroups respectively.

Figure 1.2: The response of the loudspeaker system.

During this project, one of the loudspeaker sys-
tems from the EE1L11 Booming-bass project was
used to measure the acoustic and electric re-
sponse of each driver. These measurements
are used in this thesis to design a filter and test
the written code. Because of the measurement
setup, the measured magnitudes vary from -20
to 0 dB, which is the measured power gain. For
standard measured loudspeakers, this magni-
tude is around 90 dB SPL. This does not matter
for the program, since the magnitude of the ideal
flat line is based on the input data. The acous-
tic response of the drivers and the total response
can be found in Figure 1.2 and figures of themag-
nitude and phase of the acoustic response and
the impedance per driver can be found in Ap-
pendix A.

1.4. Thesis synopsis
This thesis will have the following structure: in Chapter 2 the program of requirements will be stated, in
Chapter 3 the design choices of the controller will be discussed, and in Chapter 4 the choices of the GUI
will be discussed. In Chapters 5 and 6, respectively, the results are shown, validated and discussed,
and a conclusion is drawn.



2
Program of Requirements

The program of requirements (PoR) consists of two parts. The first part states the global requirements
for the whole project, and the second part states the requirements that are specific for this subgroup
and thus for the controller and the Graphical User Interface or GUI.

2.1. Global requirements
In this section, the requirements for the whole project are mentioned. This section consists of two parts:
the mandatory requirements and the trade-off requirements.

2.1.1. Mandatory Requirements
Here, the mandatory requirements, i.e. the requirements that are at least needed to fulfill the goal of this
project, are stated. First, the requirements for the overall system are given and then the requirements
for the filters to be obtained. These requirements are formulated using SMART, which means that
the requirements are Specific, Measurable, Assignable, Realistic and Time-related. The mandatory
requirements are distributed over the three different subgroups and the subgroups add the time relation.

Program requirements
1. The program must take the frequency response of the individual drivers of a three-way loud-

speaker system as an input.
2. The programmust take the impedance of the individual drivers of a three-way loudspeaker system

as an input.
3. The program must identify constraints for the filters based on the frequency responses and

impedances.
4. The program must be able to design a passive analog filter for each driver with a minimal perfor-

mance as specified in Section 2.1.1, Item 9.
5. The runtime of the program must not exceed 12 hours on an HP ZBook Studio G5 with an Intel

Core i7-9750H CPU at 2.60 GHz.

Filter constraint requirements
6. The programmust determine an operating range of each of the drivers, using the constraints from

Section 2.1.1, Item 3.
7. The program must be able to design filters which only contain E12 series resistors (1Ω - 1MΩ),

capacitors (100pF - 100µF) and inductors (1µH - 1H).
8. The analog circuits must filter out frequencies which are outside the operating range of the driver,

found by the program.
9. The combination of filters must be able to create an acoustic frequency response of the loud-

speaker system that is flat from 50 Hz to 20 kHz with a margin of 1.5 dB.
10. The analog circuits must not contain components which do not contribute to the requirements

specified in Section 2.1.1, Item 9.

7



8 2. Program of Requirements

2.1.2. Trade-off requirements
The requirements in this section of the PoR would improve the usability of the final program. These
requirements are not mandatory, but nice to have. The trade-off requirements, shortly ToR, are not
SMART formulated, since it is not necessary to fulfill these requirements in order to have a working
program. The ToR consist of three sets of requirements: for the program, the user and the filter.

Program requirements
1. The program should be able to design analog circuits for speakers systems varying from two to

four speakers.
2. The program should be able to design active filters.
3. The program should indicate acceptable tolerances for components.
4. The program can find the monetary cost of components online.
5. The runtime of the program should be minimized.

User requirements
6. The user should be able to specify the amount of drivers in the speaker system.
7. The user should be able to set a different margin around the desired amplitude response than the

standard 1.5 dB.
8. The user should be able to specify whether the program uses specific component values and/or

a range of an existing E-series (e.g. E12) of component values.
9. The user should be able to specify a maximum number of components that can be used for

designing the filters.
10. The user should be able to choose between passive or active filters for the final circuit.
11. The user should be able to choose the shape of the amplitude response of the complete system.
12. The user should be able to specify the monetary cost of components.
13. The user should be able to set a maximum total monetary for the final circuits, based on either

component cost specified by the user or component cost specified by an online webstore.

Filter requirements
14. The group delay of the new acoustic response should be included in the cost function.
15. The attenuation of the each filter should be included in the cost function.
16. The combination of filters should have a response as close as possible to the shape of the pre-

defined amplitude response.

2.2. Controller requirements
The Controller will be the brain of the algorithm, as explained in the introduction (Section 1.3). It will
pass all data to the mutation and evaluation part of the program. Furthermore, a cost function will
created, where the user inputs will be taken into account and the operating range of the drivers will
be determined. The requirements in this section are based on the global requirements that are stated
before. All the global requirements are divided between the three subgroups.

2.2.1. Mandatory requirements
1. The controller must create a list for the Mutator containing the possible values of resistors, ca-

pacitors and inductors.
2. The Controller must make a cost function that scores a filter combination based on the deviation

from a predefined acoustic frequency response between 20 Hz and 20 kHz. (Week 2)
3. The Controller must use the frequency response and impedance of a speaker to determine what

the program will use as operating range. (Week 3)
4. The Controller must facilitate all communication between the evaluation and mutation classes.

(Week 3)
5. The Controller must stop the program after either the circuit has converged to a minimum of the

cost function or a predefined maximum amount of generations has passed. In an extreme case,
the program will be stopped after 12 hours. (Week 3)

6. The Controller must remove components that are not needed to stay within the specified maxi-
mum amplitude deviation of the transfer function after the mutation/evaluation cycles have been
finished. (Week 4)



2.3. GUI requirements 9

7. The Controller must optimize the values of the final filter circuits. (Week 4)

2.2.2. Trade-off requirements
1. The cost function should account for constraints specified by the user.
2. The cost function should include group delay.
3. The cost function should include power usage of the filter circuits.
4. The Controller should find acceptable tolerances for the components, to stay within the required

specification.
5. The Controller should find the monetary costs of components online.

2.3. GUI requirements
The GUI will allow users to easily use the program. This includes for example making it able for users
to give their preferences as an input and showing the results graphically after the program is finished.

2.3.1. Mandatory requirements
1. The GUI must take the acoustic frequency responses of a three-way speaker as input. (Week 3)
2. The GUI must take the impedances of a three-way speaker as input. (Week 3)
3. The GUI must show the final optimized filter circuits after running the program. (Week 4)
4. The GUI must show the final total frequency response with the influence of the filter circuits.

(Week 4)

2.3.2. Trade-off requirements
1. The GUI should allow the user to give inputs as specified in Section 2.1.2.
2. The GUI must be as intuitive and appealing as possible.



3
Controller

The controller makes sure that the other two subgroups have access to the required data in order for
the functions to work properly. The controller also calls the right functions of the other subgroups in
such a way that the algorithm is correctly executed. Apart from being a controller, a cost function will
be designed and evaluated and some other functionalities will be implemented in the controller by this
subgroup, e.g. determining the operating range of each driver and removing unnecessary components
from the final circuits. The design choices of the controller and its functionalities will be explained in
this chapter.

3.1. Speaker data
For the program to work, data of the drivers in the loudspeaker system is required. The program
uses the magnitude and the phase of the acoustic response per driver in the speaker system and the
magnitude and the phase of the electric impedance per diver for a frequency range from 20 Hz to 20
kHz. This range is a standard range, used in many applications for audio and it consists of exactly
three decades. Having all this data makes sure that the transfer function of the filter can be calculated
considering the non constant impedance of the driver. Additionally, the new acoustic response of the
speaker system under influence of the filters can be calculated using the transfer function of the filters
and the acoustic response of the driver. Both processes are described in Section 3.3. The data per
driver is expected to be separated into two .csv files. The first file contains the data of the acoustic
response, where the first column consist of the measured frequencies, the second column consists of
the magnitude in dB of the acoustic response and third column consists of the phase of the acoustic
response. The second file is expected to be the same structure, but for the impedance. Also, the
magnitude should not be in dB, but in Ohms. The .csv filetype is easy to read in Python, so will therefore
be used.

3.1.1. Logarithmically spaced data
Because of the way the data of the speaker was recorded, the difference in Hz between two sequential
data points is constant. If this linearly spaced data was used, the higher frequencies have more influ-
ence on the cost function (Section 3.4) simply because there are more data points per decade for higher
frequencies. To prevent this, a function was written that finds a predefined number of frequencies on
a logarithmic scale between 20 Hz and 20 kHz. More data points result in a more accurate frequency
response for both the filter and the acoustic response, but also a longer run time, since evaluating the
cost function will take more time. 100 points gave a too low resolution, while having a lower runtime.
For 1000 points, the resolution was higher than for 100 points and the runtime increased by a factor
of approximately ten, while for 10.000 points, the resolution was again higher, but the also the runtime
was again increased by a factor of ten. Taking this into account, the number of data points between 20
Hz and 20 kHz was set to 1000 points, since this is was the optimal trade-off between resolution and
runtime.

10
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3.1.2. Operating ranges
As explained in Section 1.1, drivers cannot produce an equally loud sound at every frequency. De-
pending on the physical parameters of a driver, it is more efficient in a certain range of frequencies. By
combining multiple drivers into a single speaker cabinet, these ranges can together cover the complete
band of all audible frequencies.

To create a flat acoustic response, it is important to use every driver mostly inside of its operating
range. The speaker response is already more flat inside this range, which could guide the GA to use
these ranges, but to help it, these ranges are used in the cost function, as is described in Section 3.4.
Determining these ranges can be done with the driver data that the user provides. The lower boundary
of an operating range is set one octave above the resonance peak in the impedance response of a
driver [4]. An upper boundary could be established by comparing attenuation of the acoustic response
of the loudspeaker measured at different angles, but this is not given as an input. Instead, for two
drivers with adjacent operating ranges, the lower boundary of the higher driver is used as the upper
boundary for the lower driver. For the speaker with the lowest operating range, the woofer, the lower
limit of the operating range is fixed at 20 Hz, which is the lowest frequency the program will consider.
Similarly, the driver with the highest operating range, the tweeter, has its upper limit at 20 kHz, the
highest frequency considered.

3.2. Components
At the initialization of the Controller class, the E-series is given as a parameter to determine the
possible values of resistors, capacitors and inductors. The use of E-series is preferred for a few rea-
sons. First, using discrete values for components makes the problem space smaller, since there are
less possible values, which is expected to result in a lower runtime, with the risk to find a less optimal
solution. Also, if ideal values are used, rounding the final values to existing component values gives a
result that is often worse than only using discrete values to find a solution [15]. Lastly, components can
be bought in one of these series, which makes building the designed filters more easy. Considering
this, E-series will be used to search for a solution. The default E-series will be the E12 series, which
consist of 12 values per decade that are approximately equally spaced on a logarithmic scale. Most
component series available to buy are E12 series. Changing the series per component is possible in
the GUI (as requested by Section 2.3.2, Item 1).

Originally, resistors between 1 Ω and 1 MΩ, capacitors between 100 pF and 100 µF and inductors
between 1 µH and 1 H were used, as specified in the program of requirements (Section 2.1.1, Item 7).
In this way all the ranges consist of six decades of values, and all possible component values in the
ranges can be bought. Currently, the range from 0.1 Ω to 10 kΩ is used for resistors, 1 µH to 0.1 H is
used for inductors and 1 nF to 100 µF is used for capacitors. In practice, the resistors above 10 kΩwere
too large, while resistances between 0.1 Ω and 1 Ω still can be used, since the impedance of the tested
drivers lie between 3.5 Ω and 12 Ω. Inductors between 0.1 H and 1 H are difficult to manufacture.
Often, when such inductors are made, the wires are thin or a metal core is needed to achieve the
needed level of inductance. This results in non idealities as higher internal resistance and a non-linear
inductance. Therefore, these values were omitted from the component value range. Capacitor values
below 1 nF have a impedance higher than 1/(𝑗2𝜋 ∗ 20e3 ∗ 1e−9) = −7958𝑗 Ω, which is in the same
order of magnitude as the highest resistors. Values smaller than 1 nF will therefore have either too little
or too much impact on the circuit and were thus also omitted from the original range.

3.3. Construction of the filter response
To evaluate the cost function, the transfer functions of all circuits of a child have to be determined.
For the most part, this was done by the Mutator group [1]. After mutating the parents to create new
children, the transfer functions of all circuits are determined. These transfer functions are calculated
numerically, with two symbolic unknowns left in the function: the driver impedance and the complex
frequency. These partly symbolic expressions are represented in Python using SymPy. To convert this
expression into a function that handles arrays of frequencies and their corresponding driver impedance,
the lambdify function is used [24]. lambdify returns a function that takes the arrays with the fre-
quencies and impedances as an input and returns the filter response as an array of complex numbers.
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The Evaluation group wanted to use this semi-symbolic transfer response for the selection procedure,
which was the main reason why this approach was implemented.

Later on in the project, the Evaluation group did not need the filter response, and thus it was not
necessary to use the previous method anymore. As will be explained in Section 3.5, the lambdify
function is relatively slow and thus a second method to calculate the filter response is implemented.
The Mutator group now receives two arrays with the complex frequencies and the impedance of the
driver, and performs element wise vector operations to calculate the filter response. This results in an
overall decrease in runtime of approximately 13 times, where both mutating the circuits and evaluating
the cost function decreased in runtime.

To find the acoustic response with the influence of the filters, the following formula can be used:

AR𝑖 = 20 ⋅ log10 |
3

∑
𝑗=1
𝑓𝑖,𝑗 ⋅ 𝑎𝑖,𝑗| (3.1)

In this equation, AR𝑖 is the 𝑖-th sample of the total acoustic response of the loudspeaker system, 𝑓𝑖,𝑗 the
𝑖-th sample of the response of the filter for the 𝑗-th driver and 𝑎𝑖,𝑗 the 𝑖-th sample of the acoustic response
of the 𝑗-th driver. The filter response can thus be multiplied by the driver response, which gives the new
combined response. These combined responses can be added together to create the total acoustic
response. Any interference caused by a phase difference between two responses is accounted for,
since all responses are still complex numbers. Because of this, it is also possible to subtract a response
instead of adding it. This corresponds to connecting a speaker in reverse polarity, since a 180 degree
phase shift in complex representation is done by multiplying by -1. With the new acoustic response of
both the drivers and the loudspeaker system known, the cost can now be calculated using one of the
cost functions.

3.4. Cost function
In order to select certain children to become new parents, they need to be given a score so they can be
ranked. This is done by a cost function that gives each child a cost. A child with a higher cost is worse
than a child with a lower cost. To realize this, the cost function has to include all factors that make
a combination of filters good or bad. As specified in the Program of Requirements in Section 2.2.1
Item 2, the deviation from a flat response must be included in this cost function. Furthermore, trade-off
requirements (Section 2.2.2, Item 1-5) specify that power consumption, group delay, and requirements
specified by the user should also be included.

There are multiple ways to implement a cost function. One option is to take all factors that should
influence the cost of a child and quantify them. Then these different terms are added, each with their
own weight. This weighted sum is then the total cost of a child. In this cost functions, the weights have
two functions. First, they are used to correct any differences in the order of magnitudes of the terms.
For example, one term might vary between 0 and 1, while another might vary from 0 to 1000, and to
give them equal weight one of them must be scaled to match the order of magnitude of the other. The
second function of weights is to give certain characteristics more emphasis than others. When a term
adds more to the cost function, reducing this term has a bigger impact on the total cost than focusing
on other terms. This can be used to help the program to reach the right objectives.

Another way to implement a cost function is to use the cost terms separately, instead of adding
them together. This can be done by focusing on different aspects of children in multiple stages, where
each stage uses a different cost. Using these costs, first certain characteristics are encouraged, and
when these satisfy a threshold, the focus shifts to other characteristics. This approach has the advan-
tage of allowing more direct control over the order in which traits are focused on, and when certain
thresholds are satisfied. However, it does therefore require more tuning, since there are many different
parameters, instead of simple weights.

For both methods, a cost function was developed. The design procedures of these cost functions
are described in the next two sections.
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(a) An example of the result with only the MSE of Equation (3.2)
as cost function.

(b) An example of the result with the difference between the mean
and a fixed power level of -20 dB added to the cost function.

Figure 3.1: The total response after running the program with the incomplete first cost function. The blue, orange and green lines
are the woofer, mid-range driver and tweeter, respectively. The red line is the total response, and the purple line is its mean.

3.4.1. Weighted sum
First, a cost function was created using a weighted sum, consisting of five terms. Three of these terms
are costs based on the separate driver responses, the other two are based on the total response. For
the total response, the option of connecting a driver in reverse polarity to create a phase shift of 180
degrees was not considered for this first cost function.

The first cost term based on the total response is the mean squared error (MSE), of which the
formula can be found in Equation (3.2).

MSE = 1
𝑁

𝑁

∑
𝑖=1
(𝑌𝑖 − �̂�)

2 , 𝑌𝑖 = 20 ⋅ log10 |𝑋𝑖|, �̂� = 1
𝑁 −𝑀 + 1

𝑁

∑
𝑗=𝑀

|𝑋𝑗| (3.2)

In this equation, 𝑁 is the amount of samples, which is 1000 in this case (as described in Section 3.1.1),
𝑌𝑖 is the magnitude of sample 𝑋𝑖 in dB, �̂� is the mean of the magnitude of the samples,𝑀 is the index of
the sample where the frequency is closet to 50 Hz, and 𝑋𝑖 and 𝑋𝑗 are samples from the vector with the
total complex response. The mean (�̂�) was calculated from 50 Hz to 20 kHz, since the region from 20 to
50 Hz cannot be made equally loud as other frequencies with passive filters in most speaker systems,
except by attenuating the whole response, which is unwanted. However, the MSE itself is calculated
over the complete range from 20 Hz to 20 kHz, since even the response below 50 Hz should be made
as flat as possible.

The second term is based on the attenuation of the total response. It is calculated by squaring
the distance between the mean of the response above 50 Hz and a predefined acceptable power
level, but no cost is added when the mean is above this level, as specified in Equation (3.3), where
Att stands for attenuation. This acceptable power level is selected based on the lowest points of the
acoustic response without filters, so that a flat response is possible for these low points, without having
to amplify them. This cannot be done with passive filters.

Att = {(�̂� − 𝑎)
2 , if �̂� < 𝑎

0, otherwise
(3.3)

Here, �̂� is again the mean magnitude of 𝑋𝑖 in dB, as calculated in Equation (3.2), and 𝑎 is the predefined
acceptable power level in dB. This term was added to prevent power attenuation. Adding this to the
cost function is only a trade-off requirement (Section 2.2.2, Item 3), but during early test runs it was
discovered that without this term, the program would attenuate the acoustic response to inaudible
levels. For example, in Figure 3.1a the mean of the total response is below -50 dB, while around -20
dB should be achievable, for the speaker system shown in Figure 1.2.

With only these two terms, the program has no incentive to use drivers inside their operating ranges,
and it could be seen that it would use either the woofer or the mid-range driver for all lower frequencies.
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For instance, in Figure 3.1b, the total response is almost exactly the same as the response of the
mid-range driver (diver 2), while the tweeter and especially the woofer are strongly attenuated. To
prevent this, the MSE and attenuation cost terms were also added for each driver response, inside
their operating range. The MSE per driver is calculated as in Equation (3.4), and the attenuation per
driver is calculated as in Equation (3.5).

MSEdrivers =
3

∑
𝑖=1

MSE𝑖 , MSE𝑖 =
1

𝑁𝑖 −𝑀𝑖 + 1

𝑁𝑖
∑
𝑗=𝑀𝑖

(𝑌𝑖,𝑗 − �̂�)
2 , 𝑌𝑖,𝑗 = 20 ⋅ log10 |𝑋𝑖,𝑗| (3.4)

In this equation, �̂� is the same mean as calculated in Equation (3.2). 𝑌𝑖,𝑗 is the magnitude of sample
𝑋𝑖,𝑗 in dB, where 𝑖 now stands for the driver number. Note that the number 3 in the first summation has
to be changed for a speaker system with more or less than three drivers. 𝑀𝑖 and 𝑁𝑖 are the index of
the boundary samples of the operating range of the 𝑖-th driver.

Attdrivers =
3

∑
𝑖=1

Att𝑖 , Att𝑖 = {
(�̂�𝑖 − 𝑎)

2 , if �̂�𝑖 < 𝑎
0, otherwise

(3.5)

Here, �̂�𝑖 is now the meanmagnitude of the 𝑖-th driver in its operating range and 𝑎 is again the predefined
power level.

Along with this addition, a fifth term was added to penalize using a driver outside of its operating
range. This is not done by the other terms, since they only look inside the operating range of a driver.
To achieve this, a region in which the driver should not be active had to be selected. This was done
by taking every sample outside the operating range, with a margin of an octave above and below the
operating range excluded as well. This term was implemented by Equation (3.6).

MSEoutside =
3

∑
𝑖=1

MSE𝑖 , MSE𝑖 =
1
𝑁𝑖

𝑁𝑖
∑
𝑗=1
𝐸2𝑖 , 𝐸𝑖 = {

𝑌𝑖,𝑗 − (�̂� − 10) , if 𝑌𝑖,𝑗 > (�̂� − 10)
0, otherwise

(3.6)

Again, �̂� is calculated as in Equation (3.2). 𝑁𝑖 is the amount of samples were the 𝑖-th driver should not
be used, as explained above, and 𝑌𝑖,𝑗 is calculated as in Equation (3.4), for 𝑗 as all samples were the
driver should not be used. Using this equation, no cost is added if the response of a driver is attenuated
by more than 10 dB outside its operating range. This threshold was chosen to allow a second order
filter, with a slope of -12 dB per octave, without any cost, since the cost is calculated an octave from
its operating range.

All terms then have to be added with their own weights. As mentioned earlier, these weights have
two functions. First of all, it is important to scale all terms to the same order of magnitude. Since all
terms in this cost function are based on squared differences of dB power levels, there are no large
differences in orders of magnitude. However, the two terms based on the total response consist of
one squared difference, while the other terms consist of three of these, since the costs for all separate
drivers are added together. Therefore, the latter terms are three times as big as the former.

The other function of weights is to give some terms a bigger importance than others. Because the
focus should bemore on the terms based on the total response, their weights are increased. In addition,
the weight of the MSEoutside term is increased slightly to make sure drivers are not used outside their
operating range.

The final weights for each term are visible in Equation (3.7)

Cost = 1.5 ⋅MSE+ 1.5 ⋅ Att+ 0.2 ⋅MSEdrivers + 0.2 ⋅ Attdrivers + 0.3 ⋅MSEoutside (3.7)

3.4.2. Separate costs
The second cost function was designed by creating less cost terms, and using these costs in different
stages of evaluation. For this cost function, three different costs are used, each in their own stage.
In addition, elements of these costs are used to assign weights for selecting which filter should be
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mutated, since only one of the three filters is selected for every mutation [1]. For example, if the cost of
the tweeter is higher than the cost of the woofer, the probability of mutating the tweeter filter is increased,
while the probability of mutating the woofer filter is decreased. This helps to make the mutations more
effective, which decreases the amount of generations necessary. This is done by distributing every
cost over three sectors, i.e. the three operating ranges.

The first cost used by this cost function is the cost per driver (CPD). This cost is a combination of
the mean squared error and attenuation costs of the previous cost function, by defining the error as the
difference between the response and the predefined target power level. Furthermore, the cost is first
calculated as a 3x3 matrix (for a three-way speaker system): for every driver in every sector, a separate
cost is calculated. These are added together per driver to create a cost per driver. Here, weights are
used to give the cost in the sector corresponding to the operating range of a driver a bigger weight for
that driver. This is formulated in Equation (3.8).

CPD𝑖 =
3

∑
𝑗=1
𝑤𝑖,𝑗 ⋅ CPD𝑖,𝑗 , CPD𝑖,𝑗 = {

1
𝑁𝑗−𝑀𝑗+1

∑𝑁𝑗𝑘=𝑀𝑗 (𝑌𝑖,𝑘 − 𝑎)
2 , if 𝑖 = 𝑗

1
𝑁𝑗−𝑀𝑗+1

∑𝑁𝑗𝑘=𝑀𝑗 (𝐸𝑖,𝑘 − 𝑎)
2 , otherwise

(3.8)

with 𝑌𝑖,𝑘 = 20 ⋅ log10 |𝑋𝑖,𝑘|, 𝐸𝑖,𝑘 = 20 ⋅ log10 |10
𝑎
20 + 𝑋𝑖,𝑘|, 𝑤𝑖,𝑗 = {

1, if 𝑖 = 𝑗
1
2 , otherwise

Here, 𝑖 is the driver number and 𝑗 is the sector number, 𝑎 is the predefined target power level, and 𝑀𝑗
and 𝑁𝑗 are the index of the lower and upper boundary of sector 𝑗. 𝑌𝑖,𝑘 is the magnitude of sample 𝑋𝑖,𝑘
in dB, and 𝐸𝑖,𝑘 is the error sample 𝑋𝑖,𝑘 adds to a flat line 𝑎 in dB. This error is calculated by adding the
complex response to a flat line, and comparing this to the flat line itself. This complicated expression
is necessary, since the addition must be done before converting to dB, but the comparison should be
done in dB. Finally, 𝑤𝑖,𝑗 is used to make sure that the cost of the operating range of a speaker weighs
as much as the total region outside the operating range. Since this region is split into two terms, they
are multiplied by 1

2 .

In the second stage, the cost per sector is used (CPS), where the three sectors correspond to the
three operating ranges. Here, the option of connecting one of the speakers in reverse polarity was
accounted for. This gives four different options for a three-way speaker: no driver in reverse, or one of
the three drivers in reverse. Two or three drivers in reverse does not change the relative polarity of the
drivers. For all four connection methods, this cost was calculated, and the lowest was selected. This
was done using Equation (3.9).

CPS𝑖 =
1

𝑁𝑖 −𝑀𝑖 + 1

𝑁𝑖
∑
𝑘=𝑀𝑖

(𝑌𝑗 − 𝑎)
2 , 𝑌𝑗 = 20 ⋅ log10 |𝑋𝑗| (3.9)

In this equation, 𝑖 is the sector number, and 𝑀𝑖 and 𝑁𝑖 the index of its boundary samples. 𝑌𝑗 is the
magnitude of sample 𝑋𝑗 of the total response, in dB, and 𝑎 is the predefined target power level.

The third stage uses the maximal outlier of the total response, compared to the target level, calcu-
lated using Equation (3.10).

Outlier =max |𝑌𝑖 − 𝑎|, 𝑌𝑖 = 20 ⋅ log10 |𝑋𝑖| (3.10)

Here, 𝑎 is the predefined target power level, and 𝑌𝑖 is the magnitude of sample 𝑋𝑖.

In this cost function, frequencies below 50 Hz were ignored. Most woofers do not have a flat response
from 20 to 50 Hz, and to create a completely flat response that extends down to 20 Hz, the complete
response will be attenuated substantially. This is undesirable, and therefore, only frequencies above
50 Hz are examined.

When evaluating the children, the costs of each driver are added together to create a single total CPD.
Similarly, a single total CPS is created. These are used to select children in their corresponding stage.
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Figure 3.2: Block diagram of the selection procedure when using cost function 2.

When the program has to evaluate, the first stage is used by default. Only when at least five children
satisfy the threshold of stage one, stage two is used, unless its threshold is also satisfied by at least
five children. Stage three is only used if the thresholds of both the first and second stage are satisfied.
This boundary of five children was selected, to make sure not only a single outlier satisfies a threshold,
but at least a small part of the population. Since the stages were introduced to force the population to
first focus on one characteristic, and then another, a single outlier should not allow the entire population
to shift focus. It should be noted that for every selection moment, all checks are performed for which
stage to use. This means that the program can frequently be seen switching between stages every
couple of generations. This makes sure that when focusing on a certain cost, the other costs are not
neglected. A block diagram of this selection procedure can be found in Figure 3.2.

The first stage uses the CPD, to make sure every driver is used mostly inside and only a little outside
its operating range. Focusing on this cost does not guarantee a flat response, so it is only a first stage.
The threshold for this stage is set to a CPD of 24. Since this is the sum of the separate costs, this
corresponds to a cost of 8 per driver, although a lower cost for one driver can compensate a higher
cost for another. This threshold was first set to 30, since it was observed that the decline of this cost
started to slow down in that region. To prevent the program from spending much time in this stage, 30
was selected. Later on, the program became more efficient due to other improvements, which allowed
to lower this threshold, without taking much more time. By not lowering the threshold further, more
creativity is allowed in, for example, shifting the crossover ranges slightly.

The second stage uses the total CPS. In this stage, the flatness of the total response is mostly
achieved, since the total CPS is an MSE of the total response, which is a good measure for flatness.
For this stage, the threshold is set to 3. This was found to be a low enough cost that the total acoustic
response is already quite flat, while it is still achieved in a timely manner, so that the program can move
on to stage three.

Stage three uses themaximal outlier of the total response. The final requirement is that the response
has to be within a margin of 1.5 dB (Section 2.1.1, Item 9), so when the majority of the total response is
in this margin, the focus can be shifted to removing the remaining outliers. The threshold for this stage
was set to 1.5, which corresponds to the aforementioned requirement.

When all three thresholds are satisfied, the program again uses the CPS to select children, since
this cost was found to be the best at creating the most flat responses. Additionally, when the margin of
1.5 dB is satisfied, there is no need to focus on outliers anymore.

The use of these stages allows the evaluation to focus on different things throughout the runtime,
depending on how good the current best children are. Moreover, it allows the evaluation to use these
costs to determine which filter circuit is currently the worst per child, so the probability to mutate that
filter can be increased. This is done by using weights for picking a filter to mutate.

For the first stage, the weights are set to the cost of each driver, since this is the exact cost used
to select children. This means the program is more likely to select the driver with the highest cost, so
that cost is most likely to decrease.

For the second and third stage, it is more difficult to use weights directly related to the costs. In
stage two, the worst section is selected by looking at the costs per section. Then, the costs per driver
in that section, as calculated in Equation (3.8), are used as weights. This is done to focus more on
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Figure 3.3: Block diagram of the main loop.

speakers that perform bad in this worst section.
Similarly, the third stage uses these costs per driver in a single section, but the chosen section in

this case is the section where the maximal outlier is located.

3.5. Main loop
The main loop is the heart of the GA. It alternately calls the Mutator class to mutate the parents into
new children, and the Evaluation class to select new parents from these children. When calling
the Mutator or Evaluation class, all the data that these classes need are passed as arguments
of the class initializer or their functions. The main loop repeats this process until one of the
stop-conditions is met. A reason to stop the loop can be that the current generation is equal to the pre-
defined maximal amount of generations, or that the maximum runtime has passed. A block diagram
of the main loop can be found in Figure 3.3. After calculating the cost of all the children of the first
generation, the child with the lowest cost is saved in a class attribute best_child in the controller.
Since tournament selection is used to randomly select children to become parents, the best child of
a generation may not be selected. Actually, the probability of not selecting the best child is around
20%, for a population size of 100, a selection size 30 parents and a tournament size of 5 [2]. For every
generation after the first one, the cost of the child with the lowest cost of the generation is compared
with the cost of the child that is saved in the class attribute. If the best child of the current genera-
tion is better than the child that is currently saved in the attribute, the new best child is saved in the
attribute. This functionality was added to make sure that the all time best child will be shown to the user.

After running this loop for a few times with lambdify to calculate the filter responses, it became clear
that calculating the filter response and evaluating the cost function costs a lot of time, over 2 times as
much as creating the children. This is explained in more detail in Appendix B. The more complicated
the circuits are, the more time it costs to evaluate them. So, the more generations are run, the more
time is needed for evaluating the cost function. When splitting the cost function (the first cost function
from Section 3.4) into different parts the time it takes to evaluate certain lines of code can be measured
and printed into the python terminal. Calculating the mean or the MSE takes less than a millisecond,
just as filling in the lambda function to calculate the filter response. Making the lambdify function how-
ever, takes typically tens of milliseconds and is the bottleneck in the cost function evaluation. Since
lambdify was necessary in the early stages of this project, as described in Section 3.3, and it was
the bottleneck in speed, it was not possible to make the function run faster. To still make the whole
process of evaluating the cost function faster, making use of multitasking in Python was an option by
using either multithreading or multiprocessing.

Multithreading from the threading module makes it possible for different threads to run concurrently
[25], [26]. Two threads can run two different processes at the same time. Unfortunately Python has
a Global Interpreter Lock or GIL [27]. The GIL makes sure that only one thread has control of the
Python interpreter, which means that only one thread can execute a line of code at the same time. The
processes on the thread will be executed at the same time, while the code in the processes will be
executed sequentially. This means practically that adding threads will not increase the overall speed
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at which the cost will be evaluated.

The second option, multiprocessing, makes it possible to execute multiple lines of code on different
processing cores of the CPU and thus to run lines of code in parallel by getting around the GIL. The
laptop from the PoR, Section 2.1.1, Item 5, has twelve logical cores, so in theory twelve different cost
functions could be evaluated at the same time, resulting in a twelve times decrease of evaluation time.
Using all twelve cores has the biggest decrease, but also has some downsides: the computer does not
do anything else other than calculating the cost function. This results in some unwanted behaviour,
including a frozen screen and not registering key presses. To prevent this behaviour from happening,
the amount of cores not available for calculating was set to two cores, resulting in ten cores for cal-
culating on the laptop. Using multithreading, the overall time it takes to evaluate all the cost functions
for one generation had decreased evaluation time by a factor 3 (Appendix B). For multiprocessing the
ProcessPoolExecutor class from the concurrent.futures library was used [28]. This spe-
cific library was easy to use. Only a few lines of code were needed to implement multiprocessing and
the class works by starting a pool where processes (functions) can be added. The pool can then be
executed in parallel. The rest of the Python script is not executed until all the processes in the pool are
finished.

3.6. Removing components
As stated in [3], using trees to design circuits will result in many components that do not contribute
substantially to the final transfer function of the filter response, or acoustic response for that matter.
This might be caused by the fact that always three components with a certain value in a T-section are
added to the tree. Apart from this case, it is also possible that two components are placed in series
or parallel, where one of the components has a large value, and the other value is much lower. This
results in either one of the components not contributing to the final acoustic response. To prevent
spending more money than necessary, these components should be removed from the final circuit by
replacing the component with either an open or a short circuit. The algorithm shown in Figure 3.4 was
implemented to find which components can be removed and how. If removing a component resulted
in decreasing the cost or increasing the cost slightly, the component will be removed. Different values
for the maximum increase will be examined in Section 5.3. Having to buy less components decreases
the monetary cost by some amount, while the decrease of the performance cost is little.

Calculating the cost of a short or open circuit is more difficult than was expected beforehand. To make
an short circuit, the value of a resistor or a inductor can be changed to 0 and the value of a capacitor
to infinity. For an open circuit, this is the other way around.

When the value of a component is changed to 0 or Sympy.oo, which is infinity in the SymPy library,
the lambdify function does not know how to handle dividing by 0 or multiplying by infinity. It is possible
to use the simplify function from SymPy, but this takes too much time for trees with more than a few
T-sections. Changing the component type to a resistor and the value to 0 or infinity, removes the 𝑠 or 𝑗𝜔
in the equation for that component, but this method had no impact on the results. After the lambdify
function was removed, the results were no different. Dividing by 0 and multiplying by infinity were
no problem, but in the case that a component was removed, trying to remove a second component
resulted sometimes in a new error. Removing some particular components resulted in 0 ⋅ ∞ ending
up somewhere in the transfer function. Since this is not defined, the transfer function could not be
calculated and NaN (Not a Number) was returned as the result of the function instead of an array with
the filter response and cost cannot be calculated.

lcapy, the library used for drawing the circuits, as will be described in Section 4.4, has a function
that calculates the transfer function from a netlist [29]. Unfortunately, this involves matrix inversion. For
one T-section, this is doable, however having two T-section can result in a 10x10 matrix, which also
takes too long to evaluate.

Another option is to run the simulation in SPICE and use that result to calculate the cost. This was
not tried, since there was not enough time to implement this. Multiple functions need to be (re)written
and it needs to be researched how it is possible to let Python initialize and run a SPICE program.

The last option was to change the value to near zero or near infinity and thus approximate the real
values. Making the values either really small or really big (e.g. 1e-99 or 1e49) to approximate 0 or
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Figure 3.4: Block diagram of the algorithm for removing components. The value of every component is replaced by 0 and infinity
and the new cost is calculated. After each component is tried, the value of the component where the cost was the lowest is
changed. If no value change results in a decrease of cost, the loop is stopped.

infinity, gives more precise results. However, this may work for small trees, but for multiple T-sections
with multiple removed components floats overflow because the exponent becomes too large. The
lowest impedance using a component from the standard ranges and a frequency between 20 Hz and
20 kHz, is 1 µH, resulting in 20 ∗ 2𝜋𝑗 ∗ 1𝜇 = 𝑗0.13 mΩ. The highest impedance is the 10 kΩ resistor.
1e-10 is used to approximate 0 and 1e10 to approximate infinity. These value are respectively 1e6
smaller or bigger than the lowest or highest impedance, but small enough that overflow will most likely
not occur.

3.7. Last value optimization
Since some components are removed by the function described in the previous section, the optimal
value of the components that are still in the circuit can be a little bit sub-optimal. Also it is likely that not all
the values for the different components are tested. The Mutator chooses a mutation randomly, where
only one of the mutations changes the value of a randomly chosen component. It is assumed that
the value of every component is in the neighborhood of the optimal value and with this assumption,
the algorithm described in the block diagram found in Figure 3.5 was constructed. This way a local
minimum is found for every component.
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Figure 3.5: Block diagram of the algorithm for the last value optimization. For every component, the current value of the compo-
nent is replaced by the value in the E-series below the current value and the cost function is evaluated. If the cost is lower, the
next lower value is tried. If the there is no more decrease in cost, the loop is stopped. After the same is done for the next value
above the current value, the lowest cost of the lower and higher value are compared and the value of the component is changed
to the value with the lowest cost.
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GUI

In order for the user to be able to easily interact with the program in an intuitive way (Section 2.3.2,
Item 2), a Graphical User Interface or GUI is made. In this GUI, the user can select data files to load and
change the available settings with knobs and in text fields, without the need of changing the settings
directly in the source code. In this way, no Python (or programming) skills are needed in order to use
the program. In this chapter of the thesis, the design choices for the GUI are stated and clarified.

4.1. Python library for GUIs
As stated before, the program is written in Python and so is the GUI. There are quite some libraries
for Python available that can be used for designing and building a GUI, where TKinter and PyQt
are most commonly used. TKinter is a built-in Python library containing many widgets. It is often
combined with TTk, or Themed Tkinter library, since TTk widgets have a more appealing look. Both
libraries have extensive documentation and are easy to use, thanks to the many online examples of the
widgets [30]. PyQt is more professional and is more a framework than a library. There is a GUI builder,
where widgets can be dropped and the python code is generated. Also it has more functions, e.g. the
framework can plot graphs by itself, while for TKinter, another library is needed. On the other hand,
the framework is less well documented, harder to use and a licence is required to use it for a commercial
application [30]. Considering all this, it was chosen to work with TKinter, since it is a little easier to
start with. It may look a little less professional, but this is not a problem. The focus will mainly not be on
the GUI, but more on the controller and its functionalities. Also, the fact that TKinter has better docu-
mentation and one of the authors has already used this library before, had an influence on the decision.

With the library chosen, the rest of this chapter will go into further detail about the design choices
of the GUI.

4.2. Loading files
As stated in Section 2.3.1 Items 1 and 2, the GUI must take the acoustic response and the impedance
of a three-way speaker. As described in Section 3.1, the data is expected to come into a total of six
files (three files containing acoustic data and three files containing the impedance; two files for each
speaker). So, there are six fields placed on the main GUI window, where the files can be selected, as
can be seen in Figure C.1. Also a ttk.Checkbox was added to select the amount of drivers in the
system. Selecting a different value than the default of three, results in fields appearing or disappearing
where files can be selected. After the files are selected, the load button can be clicked to initialize the
Controller class and load the data into the class. After the data is loaded, the acoustic response
per driver and the total acoustic response are plotted below the file fields. An example of how the GUI
looks like at that moment can be seen in Figure C.3

Now the maximum amount of generations can be entered in the empty ttk.Entry and the run
button can be clicked to start the main loop (Section 3.5) and to start the process of designing the
filters.

21
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4.3. Multithreading
When running the main loop or loading the data, the GUI would freeze, due to the GIL. Until a line that
explicitly requests the GUI to update, e.g. GUI.update(), the GUI would stay frozen. It would then
unfreeze to update the GUI, to get frozen again after the line was fully executed. Resizing the GUI
or even closing the GUI would not happen, until the update was requested and executed. To improve
the user experience and make the GUI more responsive and appealing (as required in Section 2.3.2,
Item 2), multithreading was used, as explained in Section 3.5. In this case, executing processes se-
quentially instead of parallel is not a problem, since the GUI has to be updated only when the user asks
for it. Running the GUI and the main loop in two threads will make the main loop a few percent slower,
since some lines of GUI code will be executed during the main loop process. Working with a frozen
GUI is difficult and makes the it less appealing and the decrease in speed is minimal, so this trade-off
was accepted and multithreading the GUI and the main loop was implemented.

4.4. Showing results
The PoR describes that the final circuits, one for each driver, should be shown to the user (Section 2.3.1,
Item 3), just as the final calculated acoustic response under the influence of the designed filters (Sec-
tion 2.3.1, Item 4). As explained in Section 3.5, the overall child with the lowest cost is saved in a
class attribute in the Controller. This child consist of a list of three Tree classes (for a three-way
speaker). The tree-structures are used to build the circuits using the lcapy library. lcapy makes
use of the CircuiTikz package from LATEX to draw circuits. lcapy can be used to analyze circuits
and make a netlist of a circuit to draw the circuit. Unfortunately, letting lcapy draw the circuit resulted
in many overlapping wires or drawing two components on top of each other. Especially the parallel
connected T-sections resulted in these kinds of problems.

To solve this problem, a class is written, Circuit, that recursively builds the netlist, T-section by
T-section, and makes sure that there are no overlapping wires or components. Another advantage of
not using a function from an existing Python library to design a netlist, is the extra flexibility. It is easier
to replace components by a short or a open circuit (Section 3.6) or change the value of components
(Section 3.7).

An example of a final acoustic response and a circuit can be seen in Figure 4.1 and Figure 4.2
respectively.
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Figure 4.1: An example of a acoustic response under the influence of the designed filters. The top left figure shows the acoustic
response of each speaker influenced by the filter and the total acoustic response. The other three figures show the original
acoustic response, the filter response and the combination of the two per driver.

Figure 4.2: An example a designed circuit. At the left two ports the voltage source (audio) needs to connected and at the right
the load (driver) is connected, currently symbolized by the impedance Zl.



5
Implementation, Validation and

Discussion
In this chapter, the obtained results will be validated and explained. This chapter consists of three
parts: first, the process in which all the solutions of the design process are implemented is explained.
Then, the results of the Controller subgroup will be validated, as well as the final product itself. Finally,
the results are discussed.

5.1. Implementation process
With the design choices described in the previous two chapters about the controller and the GUI, differ-
ent functions were implemented. This was mostly done using a trial and error method. A function was
first implemented in the way according to a design choice and then improved if necessary or rewritten
if the idea did not work. Making the design choices and implementing the choices was an iterative and
intertwined process, where changing or updating the choices according to experience with the current
implementation was done if it seemed necessary.

5.2. Cost function validation
To compare the two implemented cost functions, both were used in multiple runs for 1000 generations,
which takes about 20 to 30 minutes. Since both cost functions calculate different costs, it is difficult
to compare these. Instead, for the best children found with the first cost function, a cost was also
calculated with the second cost function. For this comparison, the total CPS was used, as calculated in
Equation (3.9). This gave the most fair comparison. Since the first cost function contains many terms,
and some of these terms are not included in the second cost function, the results found when using the
second cost function have a much higher cost according to the first cost function. This is not the case
when using the CPS, since this cost is implicitly included in terms of cost function 1. The results of this
comparison can be seen in Table 5.1, and the best results of both cost functions in this run are shown
in Figure 5.1.

After running the program three times for both cost functions, the performance differences are small.
As mentioned in Table 5.1, the average total CPS for the results obtained with the first cost function was

Table 5.1: Results of comparing the different cost functions. For each cost function, three separate runs of 1000 generations
were done. Then, for the best child of that run, the CPS was calculated using Equation (3.9)

Run CPS of results when
using cost function 1

CPS of results when
using cost function 2

1 2.3744 4.7646
2 4.8121 2.8460
3 3.1851 2.9224

Average 3.4572 3.5110
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(a) An example of the result using cost function 1. This result cor-
responds to run 1 of cost function 1 in Table 5.1.

(b) An example of the result using cost function 2. This result cor-
responds to run 2 of cost function 2 in Table 5.1.

Figure 5.1: Examples of the total response after running the program with both cost functions. The blue, orange and green lines
are the woofer, mid-range driver and tweeter, respectively. The red line is the total response.

3.4572, while for the results obtained with the second cost function, this was 3.5110. Comparing this
difference to the differences between the results, it is clear that this difference is insignificant, and more
tests are necessary to make a conclusive decision about which cost function is better. Unfortunately,
doing these test was not possible due to a lack of time. However, it does show that randomness is a big
factor in the program, at least when running it for 1000 generations. It should also be noted that both
cost functions could be made better by using more time and data to tune their weights or parameters.

Even though the first cost function produced a slightly better average and the best overall result (Fig-
ure 5.1a), cost function 2 was selected for this program. Multiple reasons led to this decision. First
of all, the second cost function gives more insight in how good the filter combinations are at different
aspects. Moreover, with this cost function, it is already determined whether a child satisfies the 1.5
dB margin, i.e. when the maximal outlier is below 1.5. Second, because of the stages cost function 2
uses, there is more certainty on what a low cost means. For the first cost function, a low cost could
mean a good performance per driver, but a less optimal overall score, or vice versa. This uncertainty
complicates the process of selecting the best child. Finally, the second cost function is expected to
outperform the first cost function in longer runs. This is due to the stage system, which gives a more
directed way of reducing the cost. It is worth noting that after 1000 generations, only one of the three
runs with cost function 2 had reached stage 3.

5.3. Removing components validation
As described in Section 3.6, the cost is allowed to increase a little bit when components are removed,
to stimulate the removal. Maximal increases of 1%, 5% and 10% were tried, of which the results
can be found in Tables 5.2 and 5.3. On average, 54 components are removed and the value of 21
components is changed. A total of 75 components is either removed or changed in value on average.
With a maximal increase of 5%, the most components are removed, but this is mostly due to the outlier
in run 7, where 80 components were removed. Overall, the decrease in cost was the highest for 10%
with 11.3%. Although the decrease for 1% is lower (9.85%), the decrease is more consistent than for
10%. Also, the mean of the original cost after 1000 generations is lower for 1% than for 10%. Since it
is more difficult to decrease a lower cost, the difference between the two decreases is less significant.
Taking all this into account, the threshold of 1% was selected.

Currently, a tree can consist of at most 16 T-sections. Since there are three components per T-
section and three trees per child, a total of 16 ⋅ 3 ⋅ 3 = 144 components can be used per child. This
means that about a third of all the components is removed and almost half of the components is either
removed or has its value changed for a maximal increase of 1%.

When components are removed, in the circuit the component is replaced by either just a wire or
no wire. This results in many dangling wires that are not connected anywhere, as can be seen in
Figure 5.2. While the schematic is correct, it is hard to read correctly.
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Table 5.2: Number of components that are removed (made open or short) and where the values was changed. The data was
gathered by running the program with a population size of 200, 70 parents and a tournament size of 4. The program run for 1000
generations and the cost was calculated using the second cost function.

Run Max cost
increase

Number of
components removed

Number of
values optimized

Cost after 1000
generations

Cost after
removing

Cost after
optimizing

1 1% 48 36 2.7701 2.7950 2.4060
2 1% 54 27 5.2791 5.3222 4.9138
3 1% 51 18 2.8252 2.8216 2.4162
4 1% 30 37 4.8967 4.9451 4.2933
5 1% 35 20 4.8544 4.8888 4.7390
6 5% 49 15 3.2636 3.4244 3.2881
7 5% 80 14 3.2613 3.4204 2.8772
8 5% 58 15 4.0495 4.2330 3.8562
9 5% 53 13 6.3290 6.6328 5.5886

10 5% 58 16 5.2685 5.4573 4.9190
11 10% 61 25 3.7284 3.9841 3.0945
12 10% 65 24 3.205 3.502 2.9303
13 10% 60 18 5.5438 5.9842 4.453
14 10% 52 21 6.3743 6.9003 6.0695
15 10% 52 19 5.0161 5.4929 4.6798

Table 5.3: Averaged data from Table 5.2 per maximal cost increase percentage. The average increase after removing compo-
nents and the average decrease after optimizing are both relative to the average original cost.

Maximal
increased

cost

Average number
of components

removed

Average number
of values
optimized

Average cost
after 1000
generations

Average increase
after removing

Average decrease
after optimizing

1% 43.6 27.6 4.1251 0.657% 9.85%
5% 59.6 14.6 4.4344 4.54% 6.83%
10% 58 21.4 4.7735 8.37% 11.3%

Figure 5.2: An example of a circuit after removing all the components. There were 7 of the 9 components removed, resulting in
a lot of dangling wires. Actually, this circuit is equal 𝑅1 and 𝐶4 being in parallel and the 𝑅𝐶 combination being in series with the
driver.
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Figure 5.3: The best result found, after removing components and the last optimization.

5.4. Last value optimization validation
The last optimization was done, to optimize the components one more time after components are
removed (Section 3.7). As can be seen in Tables 5.2 and 5.3, doing the last optimization works and
reduces the cost with 9.34% relative to the original cost after 1000 generations. Relative to the cost
after the components are removed, the decrease is even higher: 13.2%. The data shows that even
when the cost increases to remove more components, most of the time (in 14 of the 15 runs), the
cost is lower after the last optimization than it was after running the 1000 generations. In the end, a
decrease of around 10% can be expected relative to the cost before removing the components, since
the maximal increase of 1% will be used.

5.5. Product validation
With the Mutator and Evaluation group also having their parameters tuned and optimized, a few runs
were done to measure the performance of the total program. The best result of these runs can be
found in Figure 5.3. The rest of the figures, i.e. the plot of the lowest cost per generation and the
zoomed out figures of the acoustic response, and the circuits, can be found in Appendix D. As can be
seen in the figure, except for a few outliers, most of the response falls within the 1.5 dB boundary from
Section 2.1.1, Item 9. There are few outliers bigger than 1.5 dB, with a maximal outlier of around 1.8
dB.

5.6. Discussion
All of the mandatory requirements from the PoR of the Controller and GUI (Sections 2.2.1 and 2.3.1
respectively) are satisfied. Most of the trade-off requirements however, are not fulfilled. In fact only one
of them is fully fulfilled: Section 2.2.2, Item 3. Section 2.2.2, Item 1, and Section 2.3.2, Items 1 and 2
are partially fulfilled. The constraints that are used in the controller or cost function can be set by the
user, but not all the user constraints from Section 2.1.2 are used. With a additional week, it is expected
that most of the trade-off could be implemented. The GUI is, in our opinion at least, reasonably intuitive,
but not appealing. This has mostly to do with the fact that the focus during this project was more on
the controller and its functionalities than the GUI.
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Conclusions

This thesis has discussed the design and implementation of a controller and GUI for an AI loudspeaker
filter design program. For the controller, two different cost functions have been designed. One used a
single cost, a weighted sum, which was minimized. The other used different costs that were separately
minimized in different stages. Comparing these, no significant difference was found, although there was
not enough data for a conclusive decision. In order to remove unnecessary components after the final
circuits were found, multiple strategies were tried to create a working algorithm. In addition, an algorithm
was designed to optimize all component values as a final step after removing components. These
algorithms were then used to compare different maximal allowed increases in cost when removing
components. This showed that there is a trade-off between the number of components and the final
cost of the circuits. In the GUI, the acoustic response and impedance of multiple drivers can be given.
After the program has executed, the final acoustic response using the best filters is shown, together
with the circuits of these filters.

To create a working program, the controller calls mutation and selection functions in a loop, together
with its own functionalities. This program gives flat responses within 1.5 dB, except for a few outliers.

6.1. Future work
A few things can be done to improve the final product. For example, the circuit that is shown in the GUI
after the design is finished has dangling wires, when components are removed. Implementing a way to
remove those wires and simplify the circuit representation would improve the user experience and the
ease of physically realizing these circuits. It could also be tried to run some calculations on the GPU
instead of the CPU. The GPU has many more cores, making it possible to do more calculation in par-
allel, possibly decreasing the runtime. Improving the GUI would be another point where improvement
is possible. The GUI works, but is not very appealing. Putting some more attention in the appearance
of the GUI would be beneficial. Lastly, implementing more trade-off requirements would also improve
the quality of the product.

In future research, more data should be acquired to compare both cost functions, and more investiga-
tion could be put into cost functions and tuning the weights and other parameters. Also, the responses
of different loudspeaker systems should be measured to see whether the program also works for other
systems. It is likely that some parameters need to be tuned again. Additionally, more algorithms for
removing components and the last optimization could be further researched. Right now, components
are removed by making the value relatively small or big. Simulating the results in SPICE, where the
components are actually removed, might improve the accuracy. Furthermore, by using more complex
algorithms from literature, the performance of both algorithms is likely to be improved.
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A
Figures of test speaker

In this appendix, plots with the data of the drivers can be found. The EPO-1 loudspeaker consists of two
bass drivers, one mid-range driver and one tweeter. The measured frequency response in Figure A.1a
is for one bass driver, while the impedance measurements (Figure A.1b) is done with the two bass
drivers connected in parallel. To account for the the second bass driver in the frequency response,
6 dB can be added and the impedance can be divided by two to get the impedance of one woofer.
In Figures A.3 and A.4 and Figures A.5 and A.6 the frequency and impedance plots of the mid-range
driver and tweeter can respectively found.

(a) The magnitude plot (b) The phase plot

Figure A.1: The magnitude and phase plot of the acoustic response of a single bass driver of the EPO-1 loudspeaker system
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(a) The magnitude plot (b) The phase plot

Figure A.2: The magnitude and phase plot of impedance of two bass drivers of the EPO-1 loudspeaker system in parallel

(a) The magnitude plot (b) The phase plot

Figure A.3: The magnitude and phase plot acoustic response of the mid-range driver of the EPO-1 loudspeaker system

(a) The magnitude plot (b) The phase plot

Figure A.4: The magnitude and phase plot of impedance of the mid-range driver of the EPO-1 loudspeaker system
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(a) The magnitude plot (b) The phase plot

Figure A.5: The magnitude and phase plot of the tweeter of the EPO-1 loudspeaker system

(a) The magnitude plot (b) The phase plot

Figure A.6: The magnitude and phase plot of impedance of the tweeter of the EPO-1 loudspeaker system



B
Computing time of the cost function

As explained in Section 3.5, evaluating the cost function is computationally expensive and costs rela-
tively much time, especially using the lambdify function to calculate the filter responses. To decrease
the total time it takes to run the program, multiprocessing is used, as explained in Section 3.5. The time
it takes to evaluate different parts of the main loop using one core and ten core multiprocessing, can
be seen in Table B.1 and Table B.2 respectively. The main difference between the numbers in the two
tables is the time it takes to evaluate the cost function: 137 seconds on average with one core and 76.4
seconds on average with ten cores. This means that multiprocessing on the laptop from the PoR results
in a 1.79 times decrease of runtime for evaluating the cost function and a 1.43 times over-all decrease
of runtime. Worth mentioning is the last row of both tables, indicating the time it took to complete the
second half of the 50 generations, i.e. generation 26 to 50. The decrease in cost function evaluation
and over-all runtime are respectively 2.95 times and 2.02 times. This indicates that the larger or more
complicated the circuits are, the larger the decrease in runtime is. This can be explained by the fact that
a larger circuit cost more time to evaluate and the time to start the multi-core process can be averaged
out over a longer period of time.

Table B.1: Calculation time used to run the main loop for 50 generations, with a population size of 100, 30 parents and a set size
of 5 and the lambdify function. Run on HP ZBook Studio G5. Evaluating the cost function uses one process.

Run Total time (s) Total mutation time (s) Total cost function time (s) Total selection time (s)
1 76.0 40.2 31.3 4.52
2 289 69.0 206 13.9
3 250 62.6 176 12.2
4 166 54.0 103 9.54
5 266 80.3 170 15.8

Avg. 210 61.2 137 11.2
Avg. gen 26 - 50 152 39.0 104 8.5

Table B.2: Calculation time used to run the main loop for 50 generations, with a population size of 100, 30 parents and a set size
of 5 and the lambdify function. Run on HP ZBook Studio G5. Evaluating the cost function ten parallel processes.

Run Total time (s) Total mutation time (s) Total cost function time (s) Total selection time (s)
1 152 68.5 74.2 9.35
2 99.7 42.5 51.8 5.38
3 136 60.4 68.7 6.32
4 240 96.4 132 11.1
5 110 48.9 55.0 6.00

Avg. 147 63.3 76.4 7.64
Avg. gen 26 - 50 75.1 35.7 35.3 4.14
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C
GUI Windows

How the GUI looks in different stages of the program can be found in this appendix. This appendix will
consist of figures of the windows with a short explanation of at what stage the program is and what the
GUI shows.

C.1. Start window
When the program is started, the window from Figure C.1 will appear. The amount of speakers and
the E-series per component type can be select and the .csv file locations can be loaded.

C.2. Loading data
When the files and the right E-series are selected, the load button can be clicked to initialize the Con-
troller and load the data into the class. During loading the data, the GUI looks like Figure C.2. After
loading the data is done, the frequency responses of all the speakers are plotted, together with the total
acoustic response, without any filters. The GUI looks then like Figure C.3.

C.3. Running the program
When the maximum amount of generations is entered and the run button is clicked. A progress bar
appears that keeps track of the amount of generations that are finished (Figure C.4). When the last
generation is executed, the results are plotted: for each filter the circuit that should be build is shown
(e.g. Figures C.5 to C.7), just as a figure with the new acoustic response (both for the separate driver
and the total of the cabinet) and per driver the measured acoustic response, the filter response and
the acoustic response under influence of the filter is plotted in Figure C.8. Lastly, also a graph with the
minimal cost per generation is plotted (Figure C.9).

33



34 C. GUI Windows

Figure
C
.1:Initialscreen

ofthe
G
U
I



C.3. Running the program 35

Fi
gu

re
C
.2
:I
ni
tia

ls
cr
ee

n
of

th
e
G
U
I



36 C. GUI Windows

Figure
C
.3:The

G
U
Iafterloading

data



C.3. Running the program 37

Fi
gu

re
C
.4
:T

he
G
U
Id

ur
in
g
ru
nn

in
g
th
e
m
ai
n
lo
op



38 C. GUI Windows

Figure C.5: A generated circuit for the bass speaker

Figure C.6: A generated circuit for the mid-range speaker
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Figure C.7: A generated circuit for the tweeter

Figure C.8: The final acoustic response of the speaker system if the filters were build
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Figure C.9: Minimum cost per generation. The spikes at the end are there, because of the two different costs are used to
determine what the best cost is



D
Best result found

In this appendix, the best results encountered during this project can be found. For this result, the
program run for 1823 generations in 3601 seconds and the maximal amount of T-sections per tree
was 16 circuits. There were 200 children per population and 70 parents selected from the children
with a tournament size of 4 children. Before the removing the components, the cost was 0.8275 and
the corresponding are Figures D.1 to D.6. After the optimization, 11 components were removed and
the value of 20 components was changed, resulting in a new cost of 0.7923 (4.25% decrease). The
figures after the optimization can be found in Figures D.7, D.8, D.10 and D.11. While the differences
are minimal, the biggest difference is around 4 kHz. The outlier is reduced from more than 2 dB to
around 1.8 dB.

Figure D.1: Frequency response of the drivers and the loudspeaker system
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Figure D.2: Frequency response of the drivers and the loudspeaker system, zoomed in to -18 and -22 dB

Figure D.3: Lowest cost per generation
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Figure D.4: The circuit for the bass driver



44 D. Best result found

Figure D.5: The circuit for the mid-range driver
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Figure D.6: The circuit for the tweeter
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Figure D.7: Frequency response of the drivers and the loudspeaker system after removing components and the last optimization

Figure D.8: Frequency response of the drivers and the loudspeaker system, zoomed in to -18 and -22 dB after removing com-
ponents and the last optimization
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Figure D.9: The circuit for the bass driver after removing components and the last optimization
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Figure D.10: The circuit for the mid-range driver after removing components and the last optimization
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Figure D.11: The circuit for the tweeter after removing components and the last optimization
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