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Abstract. Deterministic Finite Automata (DFA) learning is the prob-
lem of reconstructing a DFA from its traces. For the development of
methods for this problem, randomly sampled data is often used to train
and test the performance of models. The choice of sampling technique
can result in data sets with unforseen properties. The technique used in
the STAMINA competition is such that that the number of final states
and the size of alphabet were thought to potentially effect the test perfor-
mance of resultant models. This was tested experimentally, by comparing
the test performances of minimal models identified on traces from dif-
ferently constructed DFAs. It was found that, although an increase in
alphabet size results in overall longer traces that vary more with length,
test performance still struggled. This shows that a DFA with a larger
alphabet will need more traces than an equivalent smaller DFA. Addi-
tionally, it was found that the number of final states had a significant
effect in the resulting test performance, and had a significant effect on
the length of sampled traces. It was found that increased node count did
not have an effect on sampled word length, and resulted in worse test
performance.

1 Introduction

1.1 General Background

Deterministic Finite Automata (DFA) are defined by a set of states Q, an al-
phabet of used symbols s ∈ Σ, starting state q0 ∈ Q, final states F ⊆ Q, and
transition function q, s → q. Every DFA accepts a regular language, and in turn,
every regular language can be described by at least one DFA. A minimal model
is the smallest possible DFA for a given regular language. As such models can
describe real world systems, there are many desirable traits to a minimal model,
namely simplicity and efficiency. The problem of converting DFAs into equivalent
smaller counterparts is known as DFA minimization. For each regular language,
there exists a unique minimal DFA[1].

The problem of learning a DFA from a set of traces is known as DFA identifi-
cation. There are numerable practical applications for this, such as the modeling
and of software systems [4]. Another example is the generation of attack graphs
for networks to identify possible avenues of attack for malicious actors[2]. DFA
identification is an NP-hard problem. Thus, it is often very difficult to learn a
correct model in a timely manner[3]. As such, several methods have been devel-
oped to handle this problem, with varying strengths and specializations.

1.2 DFA Learning Methods

Several competitions have been held to develop DFA identification meethods,
namely the Abbadingo One and STAMINA competitions. From these the EDSM
and DFASAT methods emerged respectively [5] [4].

Broadly speaking, there are two categories of DFA learning methods. Opti-
mal methods are guaranteed to learn the smallest model that is entirely consis-
tent with the training data. Thus, given enough representative data, an optimal
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method is guaranteed to find the correct model. Heuristic methods, on the other
hand, estimate the likelihood that a state merge is correct. As such, it is prone
to making incorrect merges if given sparse data, and can sometimes lead to a
larger model than one trained heuristically. Applying the principal of Occam’s
Razor, a smaller, simpler model is generally expected to perform better than
a bigger model. Additionally, heuristic methods tend to be significantly faster
than optimal methods in practice.

All methods used in this research were from the software framework, FlexFringe,
a state-of-the-art automaton learning package. It consists of both optimal and
heuristic methods [8]. This should allow for easy comparison between methods.

The SATSOLVER mode of FlexFringe relies on reducing a DFA identification
problem into a vertex colouring problem. This is run on a SAT Solver, and then
translated back to a solution for DFA identification[11]. FlexFringe requires an
external SAT solver to be provided. For this, Glucose was used, as it is internally
considered the default choice of SAT solver [12].

EDSM is used for the heuristic method, to offer a point of comparison for
models learned using the SAT method. To briefly summarize, it first generates an
abstract syntax tree based off of the training data, then performs merging using
a probabilistic estimation of which merges are likely to be valid[5]. It performs
well on current benchmarks[6].

2 Hypothesis

STAMINA uses a simple procedure for sampling traces from some generating
DFA Dg = {Q,Σ, δ, q0, F}. It takes from the one used for the Abbadingo One
competition[5][4]. The sampling algorithm is relatively simple. Beginning from
q0, a random walk is performed, meaning that edges are uniformly selected at
random. When in a terminal state qf ∈ F , the walk is terminated with a prob-
ability of 1/(1 + 2 · deg+(q), where deg+(q) is the number of outgoing states
from state q ∈ Q. This is repeated until the desired amount of positive traces is
reached. Negative traces are created by performing modifications uniformly on
positive traces at n different positions, where n is randomly sampled from the
Poisson distribution with λ = 3. These operations include inserting, deleting,
and replacing characters at some position. If the resulting trace, when simulated
on Dg, ends up in an accepting state, the trace is not used.

There are some quirks to this procedure. Duplicate traces are allowed, which
results in large data sets not necessarily being more representative than an equiv-
alent set without duplicates. Another particular quirk of the STAMINA proce-
dure is the probability of terminating a walk. Consider DFAs with |Σ| = 1. Due
to this subset of DFAs describing simple languages, with no branching behavior,
one would expect them to be easy to derive representative traces for. Consider
the DFA in figure1. It has a relatively high proportion of final states. In order for
all states and transitions to be captured by the data set, the sampling method
needs to produce at least 1 trace with length l > 10.
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Example DFA 1

Fig. 1. DFA that rejects all words of length 10, |Σ| = 1

Due to the relatively simple nature of this DFA, we can calculate the exact
likelihood that a trace will have this length. Given that this DFA is complete,
deg+(q) = |Σ| ∀ q ∈ Q. As this is the case for D1, and |Σ| = 1, the probability
p of terminating in some final state is 1/(1+2 ∗ 1) = 1/3. This effectively makes
the likelihood of this procedure terminating after some amount of final states
follow a the geometric distribution. Using the geometric cumulative distribution
function 1− (1− p)x [13], we can expect that approximately 1.27% of sampled
traces will have lengths longer than 10. Although this DFA should require very
few traces to be learned correctly, the STAMINA sampling procedure would
likely need to produce significantly more traces in order to be representative.

Additionally, the inverse language provides some hurdles for producing a
representative sample. As the STAMINA procedure applies insertion, selection,
and modifications of symbols in a word uniformly, words can be expected to vary
binomially in length. Non-terminal states that are very far from any final state
would thus be less likely to be included when sampled.

Due to the sampling procedure relying on final states to produce positive
traces, and on positive traces to produce negative traces, the number of final
states could have a significant impact on how likely a set of traces is to be
representative.

Hypothesis 1: For two minimal models m1 and m2, trained on n traces sam-
pled from DFAs D1, D2 respectively, where D2 is identical to D1 except for
|F1| < |F2|, m1 is more likely to have a higher test performance than m2.

DFAs with larger alphabets may be expected to behave differently from those
with |Σ| = 1. As this allows for branching behavior, there are multiple potential
paths for reaching some final states. Additionally, the sampling procedure has
a lower probability of terminating in any one states. We could expect average
word length to be longer in DFAs with larger alphabets. This could, counter
intuitively, make these DFAs generate more representative samples, and thus
be more likely to result in a correctly identified model using fewer traces. It
is difficult to say whether these observations are applicable based on reasoning
alone for DFAs with larger alphabets and with different final state distributions.
To check wether there is a significant statistical difference in correctly identifying
a target model, an experimental methodology could be used. Specifically, we
could check if certain properties of generating DFAs has a statistically significant
effect on the properties of sampled traces and the test performance of their
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resulting models. To compare between test performances, a two tailed paired
T-test can be performed between the test performances of groups of models that
differ by certain properties.

Hypothesis 2: For two minimal models m1 and m2, trained on n traces sam-
pled from DFAs D1, D2 respectively, where D1 is identical to D2 except for
|Σ3| = |Σ4| − 1, m1 is likely to have comparable test performance to m2. It can
be expected that traces from D2 will be longer than those from D1, and will
therefor be more useful in identifying the target DFA. It can also be reasoned
that D2 would require required more information to be identified correctly, as it
has |Q| additional edges that need to be learned.

Furthermore, we can expect that an increase in the number of states will
have an adverse effect on the resulting test performance. We can expect the
distributions of word lengths to be similar as DFA size increases, assuming the
proportion of final states remains consistent.

Hypothesis 3: It can be expected that the test performance of models iden-
tified from traces more states DFAs will be lower than equivalent models at-
tempting to identify DFAS with fewer states. This is assuming amount of traces
provided remains constant.

Finally, it can be expected that heuristically trained models will perform
worse than equivalent models trained using optimal methods, due to optimally
trained models likely being smaller.

Hypothesis 4: Models trained using optimal methods will on average have a
better test performs than equivalent models trained using heuristic methods.
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3 Experimental Methodology

3.1 DFA Generation

For the purposes of this paper, it was paramount that the method used to
generate DFAs be versatile and configurable, and scale to any desired size of
alphabet and number of states. A desired quality was the ability to produce
models of an exact size. Additionally, the number of final states should be flexibly
configurable. Furthermore, a complete DFA should be produced. Neither the
STAMINA DFA generating procedure, nor the one described in Abbadingo fit
these requirements [5] [4]. As such, the choice was made to use a procedure
devised in Almeida et al [7]. The procedure to generate the skeleton of a random
DFA D with N states with alphabet ΣDFA is as follows:

1. Create a starting state q0, and add to Q.
2. Uniformly sample some state q ∈ Q.
3. If |OutgoingEdges(c)| = |Σ|, go to step 2.
4. Select a symbol s ∈ Σ \ deg+(q).
5. Create new state q, and add to Q.
6. Add transition q × s → q to δ.
7. If |Q| < N , repeat from step 2.

Due to this construction, every states is reachable from q0. In order to con-
vert it to a complete DFA, the following procedure is applied to the previously
generated incomplete DFA D:

1. Repeat bellow steps for each state q ∈ Q
2. For each s ∈ Σ \OutgoingEdges(q), uniformly sample state q ∈ Q \ {q}.
3. Add transition q × s → q to δ.

Lastly, the following procedure is used to select nF accepting states for D. A
particular strength of this procedure is that is can be applied to existing DFAs
to generate near identical automata with additional final states.

1. Uniformly selected some state q ∈ Q \ F
2. Add q to F .
3. If |F | < nF , repeat from step 1

A weakness of this procedure is that the resultant DFA is not guaranteed
to be minimal. In practice, DFA size among randomly sampled DFAs strongly
correlates with state complexity, or the number of states in the equivalent DFA
??. For the purposes of this paper, the size of the produced DFA is considered
to be a good proxy for it’s state complexity.

3.2 Sampling Training/Testing Data

To create training and testing data, the generated DFAs are sampled from. The
procedure for this is based off of the one described in Stamina, with minor mod-
ifications [4] The procedure sampling accepting words W+ from some generating
DFA Dg is as follows:
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1. Create set W+ = {} for words that Dg accepts.
2. Create state variable q as the currently selected state of the DFA. Let word

w = λ, representing the path taken so far while traversing D. λ entails an
empty word.

3. q = q0 and w = {}
4. If q ∈ F , terminate the walk with probability 1/(1 + 2 · deg+(q)) and add w

to W . If |W | = n+, stop.
5. Uniformly sample s ∈ OutgoingEdges(q), and update q = δ(q, s), and ap-

pend s to the end of w. If no states are selectable, go to step 3.
6. Repeat from step 4.

A modified version of the STAMINA procedure is used to generate negative
traces. To create a set of negative traces W−, the following procedure is applied:

1. Cycle through words w ∈ W+

2. Sample p = Poisson(3).
3. Uniformly select p positions in w
4. For each position, randomly uniformly select between the removing, adding,

or replacing operations. Apply these at all positions. For the later two of
these, uniformly select the new symbol a ∈ Σ.

5. Simulate this newly modified word w− on Dg. If rejecting, add to negative
trace set.

6. Repeat from step 1 until n− traces have been sampled.

The original procedure described in STAMINA did not provide control over
the amount of these traces generated. It would only iterate through positive
traces once. As such, the number of negative traces would be 0 ≤ n− ≤ n+.
As the focus of this research is on what words are sampled using the STAMINA
procedure, producing little to no traces was not deemed to be insightful. As such,
this modified procedures allows for generating any number of positive traces by
setting n+, n−.

3.3 Generated Data Sets

For each claim stated in section 1.2, a data collection was generated to test
whether this claim holds. They are:

1. Data collection G, consisting of 100 sets. A set consists of three DFAs
with |Q| = 10, |Σ| = 2, that are identical in construction, with the exception
of their number of final states being 2, 5, and 8 respectively. We would expect
the average test performance of DFAs with |F | = 2 and |F | = 8 to be normally
distributed around |F | = 5. A T-test was performed to check whether these test
performances differed significantly as |F | changed.

2. Data collection A, consisting of 100 sets. A set consists of three DFAs of
with |Q| = 10, with |Σ| ∈ {1, 2, 3}. DFA 2 is constructed from DFA 1 by adding
new transitions to randomly selected states, until a new complete DFA is derived.
This is repeated to create DFA 3. A T-test was performed to see whether the test
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performances for DFAs of their respective alphabet size differed significantly. As
DFAs with larger alphabets are expected to have longer traces, but require more
information to correctly learn, it could be presumed that resultant models would
not differ significantly in their test scores.

3. Data collection N , consisting of 8 sets. A set consists of 12 DFAs are
generated, with |Q| ∈ {3, · · · , 10} for each set. |F | = |Q|/2. Test performance is
expected to decrease as |Q| increases.

Each set consists of 100 traces. The proportion of positive to negative traces
sampled is equal to the proportion of final to non-final states in the DFA. Fixing
this data set size enables the results to be more readily comparable. This size
was chosen due its relative ease to learn models from, especially for optimal
methods. As this research is limited in computational resources, the choice was
made to design the experiments around easily computable sizes.

3.4 Model Identification And Testing

The experiment itself consisted of FlexFringe being run on every data set. A
particular property of the SAT solver mode of FlexFringe is that it does not
necessarily find a minimal DFA for a certain data set. Instead, it attempts to
find a DFA of a certain size, specified with the "satoffset" parameter. The given
SAT solver evaluates whether the translated problem is satisfiable, and if yes,
returns a DFA of that size if it is. As such, finding a minimal DFA requires some
amount of searching. The following procedure was used to find the minimal
optimally trained DFA for some training set T .

1. Let NH equal the number of states in the generating DFA DG.
2. Let Q be the expected number of nodes for the model. For example, a data

set generated using a DFA with |Q| = 10 will have an expected size of
Q = 10.

3. Let NO = min(Q,NH).
4. Run FlexFringe using the SAT solver mode, with parameter ’satoffset’ set

to NH .
5. If the SAT solver indicates satisfiability, repeat step 3, decrementing NO =

NO − 1 each time, until satisfiable solution is found.
6. Else, if the SAT solver indicates unsatisfiability, repeat step 3, incrementing

NO = NO + 1 each time, until a satisfiable solution is found.
7. Output the most recent generated model that indicated satisfiability.

Alternative methods for finding the size of the minimal model include incre-
menting from some lower bound until a satisfiable solution is found, or perform-
ing a binary search within some range. Ultimately, this method was chosen, as
at large training set sizes, NH ≈ NO, under the presumption that large training
set sizes with result in both learned models being close in size to the generating
DFA. This minimized how many times FlexFringe was called on any given data
set, although whether this method is significantly better than binary search is
unknown.



8

The exact commands and parameters used for FlexFringe were as follows:

.FlexFringe <path to training file> –ini=ini/edsm.ini –mode=satsolver –
satoffset=NO

.FlexFringe <path to training file> –ini=ini/edsm.ini

Where ’mode’ indicates whether the SAT solver is used. If not set, the heuris-
tic mode defined by ’ini’ is used. This is a required parameter, and indicates what
heuristic will be used, when mode is not set. ’satoffset’ indicates the DFA size
FlexFringe will attempt to find a model for. By changing the size of this pa-
rameter, searching can be performed to find the a size for NO until a satisfiable
model is found. [12]

5-fold cross validation was used to test the performance of generated models.
This should provide a small amount of bias between the training and testing set
[10]. Thus for each data set sampled from a generated DFA D, 80% of words in
W ∩W are assigned to the training set, with the remainder assigned to the test
set. The procedure for calculating the test performance of the trained models is
as follows:

1. Run FlexFringe with the relevant configuration on the training data w ∈
Strain to learn model m.

2. Simulate each word w ∈ Stest, on m.
3. Calculate the ratio of words that are simulated correctly, from 0.0 to 1.0.

4 Results

The T-Test score between A1 and A2 was calculated to be 0.0. For A2 and A3,
this was calculated to be 510−8. The T-Test score between test performances of
DFAs with |F | = 2 and |F | = 5 was ≈ 0.4. For |F | = 5 and |F | = 8, this was
≈ 1.410−12.

Table 1. Properties of models with increasing size for N

|Q| 3 4 5 6 7 8 9 10
Avg. Word Length 8.512 10.325 9.429 9.133 9.621 8.657 9.726 10.027
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Table 2. Properties of models with increasing size for Σ

|Σ| 1 2 3
Average Test Performance 0.991 0.905 0.835
Average Word Length 2.333 4.567 6.698
Std. Deviation Word Length 0.388 0.771 1.069

Table 3. Properties of DFAs with increasing size for F

|F | 2 5 8
Average Test Performance 0.682 0.667 0.838
Average Word Length 20.659 9.626 5.578
Std. Deviation Word Length 14.914 5.042 1.883

Test Performance Of Models In Collection A

Fig. 2. Test performance of minimal models, grouped by alphabet size
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Test Performance Of Models In Collection G

Fig. 3. Test performance of minimal models, grouped by final state count

Test Performance Of Models In Collection N

Fig. 4. Average test performs of models trained using the SATSOLVER and EDSM
mode of FlexFringe as DFA node count increases.
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5 Analysis

Models from A1 has a noticeably higher test performance than equivalent models
in A2 and A3. This difference was statically significant, due to their very low
T-test scores. In addition to this, the average word length noticeably increased
as the alphabet size of the generating DFA increased [Table 2], as expected.
From this, we could conclude that the increased complexity of learning a model
with a larger alphabet outweighs the benefit of longer, more informative traces,
with this particular DFA construction and distribution of words. However, upon
visual inspection, several models in A1 did not accurately reflect their generating
model. Take the pair of models in fig:2.

Example Of A Wrongly Identified Model

Fig. 5. Top: target model Bottom: trained model

Of the 84 models with a test performance of 1.0, 11 described a different
language than their generating DFA. We can conclude that these models are
over fitted, and could result in a lower test score when applied to additional
data. Due to this flaw, the results of this experiment could be considered to be
inconclusive

For data collection G, the results were rather unexpected. The test perfor-
mances between models with |F | = 2 and |F | = 5 did not differ significantly,
with a high t-test score. By contrast, between models with |F | = 5 and |F | = 8,
there was a statistically significant difference. This difference can be seen in Fig.
3. This went contrary to the expected distribution of test scores, with |F | = 5
expected to perform best overall, and |F | = 2, |F | = 8 expected to perform
similarly, and worse to some extend. This suggests that the proportion for final
states does indeed have an impact on the test performance of the trained model,
but that this follows some other distribution than a normal distribution centered
around |Q|/2. Were we to speculate why this particular quirk in the procedures
for STAMINA and Abbadingo was night accounted for, we might conclude that,
in their DFA generation algorithms, all states have p = 0.5 chance of being a
final state. This would result in the amount of final states being binomially dis-
tributed, with a mean of |Q|/2. As such, the discrepancy between the amount
of traces need between DFAs with a large and small amount of final state could
go unnoticed, or could be considered to be unimportant. For the purposes of
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software model synthesis, this distribution of final states might not necessarily
be reflective of reality. As such, other research might attempt to use a different
DFA generation procedure that leads to a wider spread in the proportion of final
states. It is the opinion of this paper that any further research that seeks to build
on STAMINA should consider whether the sampling procedure, as described, is
suitable for their own purposes, given the potential limitations found.

Furthermore, for data collection N , the average test performance of models
decreased as the number of states in the generating model increased. Addition-
ally, models trained heuristically consistently scored worse than their optimally
trained counterparts. There were several cases of the heuristically trained models
with equal test performances. Additionally, there were 2 cases where the heuris-
tically trained model had a better test performance than it’s optimally trained
counterpart (Fig 4). This indicates that a while heuristically trained can perform
than an optimal model learned on the same data, this is generally uncommon.

5.1 Recommendations For Further Research

The research in this paper looks at DFAs at particular sizes, and of partic-
ular constructions. Whether these findings, particularly the influence on final
state count, are applicable for significantly larger DFAs, or for non-complete
DFAs, is uncertain. This could further inform the design of DFA sampling tech-
niques. Additionally, this research relies upon the sampling procedure described
in STAMINA. As such, the results cannot necessarily be expected to be trans-
ferable to other sampling techniques. Examining whether other sampling pro-
cedures produce similar results could provide useful insight for creating more
representative sampling techniques.

6 Ethical Considerations

In this section, several ethical points of contention are explored, as well as de-
scribing the steps taken to deal with them.

6.1 Ethics of DFA Identification

Many applications of machine learning, which DFA identification falls under,
deals with certain ethical issues. These include, but are not limited to:

Misuse. While any particular model or model learning technique might not in
itself be harmful, potential applications could be nefarious. As this paper does
not look at any particular application for DFA identification, this is not an issue.
Any person who does seek to apply any of the findings and techniques within
this paper has the responsibility to do so ethically.
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Power Consumption. Identifying DFAs can be very expensive computation-
ally at larger training set sizes, particularly for optimal methods. As this ex-
periment looks at a small range of DFA sizes at limited sizes, and does not
use particularly large data set sizes, this issues is largely mitigated. Neverthe-
less, were this scope to significantly increase, power consumption could increase
drastically. Future research should keep this in mind.

6.2 Reproducibility of Experiment

All data used in this paper, namely DFAs and their sample traces, was randomly
generated. As this paper does not rely on any proprietary data set, the methods
used for data generation should suffice. Furthermore, the exact implementation
of DFA generation and sampling are publicly available at <>. Both FlexFringe
and Glucose are open source under the GNU and MIT licenses respectively,
and as such are freely available for the purpose of reproducing the work pre-
sented[12][14]. Performing the data generation described should be manageable
on commonly available personal computers. DFA learning was, by far, the most
resource intensive aspect of the experiment. Nonetheless, using the techniques
described above should be manageable on common hardware.

6.3 Academic Transparency

For the sake of transparency, it should be noted that Sicco Verwer, who’s work
is cited several times throughout this paper, as well as being a contributor and
maintainer for FlexFringe, also served as a supervising professor for this work. It
was due to this that FlexFringe was suggest and ultimately used as the framework
for this paper. Additionally, [9] was suggested as a starting point for further
research. Besides the aforementioned instances, any further references to his
work are entirely the choice of the author.

7 Conclusion

Several experiments were described to demonstrate whether certain generating
DFA properties had an effect on the test performance of minimal models trained
on their traces, using the sampling procedure used for the STAMINA compe-
tition. Traces were considerably longer when sampled from DFAs with larger
alphabets. Nonetheless, target models with larger alphabets resulted in worse
performing models, despite this increase in word length. Additionally, target
models with more states were noticeably harder to learn. Target models with a
larger proportion of final states had significantly higher test performance than
equivalent models with fewer. Heuristic methods generally resulted in worse per-
forming models when compared to optimal methods. These findings could prove
to be informative for other researchers in designing or selecting DFA sampling
techniques.
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