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1 Introduction

Image classification is a foundational computer vision problem that over the past 15 years has symbiotically
driven major advancements in the field of deep learning. However, unresolved challenges persist, particularly
with the growing prevalence of high-resolution images. These images demand significant computational
resources to process, whether they come from mobile phones, medical diagnostics, or autonomous vehicles.

Alongside image classification research, the advancement of computer vision has led to the emergence
of the Implicit Neural Representation (INR) [18, 14, 15]. An INR is a neural network which, given a pixel
coordinate, learns to output the corresponding colour. After learning how to reproduce the image, the INR
has effectively encoded the entire image inside its weights. In contrast to images, an INR can freely distribute
its capacity over the image content. This way, the INR allows for a compressed representation of the original
image.

This raises the question whether INRs can be used as alternative representations of images in image
classification tasks. By transforming our objective from image classification to INR classification, we may
mitigate the typical issues that image classifiers face. Current INR classifiers are limited to low-resolution
images and possess limited robustness against image translation. In finding a way to classify images outside of
image-space, we have developed a novel type of INR called ARC, paired with an associated INR classification
method. In brief, we transform images into point clouds, coupling the INR’s latent space to the image coor-
dinate space. This spatial locality provides several advantages, including improved interpretability, enhanced
data augmentation opportunities, and compatibility with point cloud classification methods, which serve as
indirect image classifiers.

The main findings in this thesis are presented in Chapter 3 in the form of a scientific paper in CVPR
format. Though the paper is a stand-alone work, Chapter 2 discusses foundational concepts and terminology
from the paper which the reader may find useful.
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2 Background

2.1 Machine Learning

Like any other algorithm, a machine learning (ML) algorithm aims to produce relevant outputs when given
some inputs. For a regular algorithm, we would define a series of instructions that describe exactly how some
input becomes an output. In machine learning, things work differently. A structure is defined wherein variable
parameters affect how the input is manipulated. A change in these parameters will bring about a change to
the outputs of the algorithm. As such, in machine learning, one of the main objectives is to obtain a set of
parameters that enable the machine learning algorithm to perform optimally at its task.

How this set of parameters is found leads us to supervised machine learning. In supervised ML, we itera-
tively improve the parameters via a process called ‘training’ or ‘fitting’ whereby the ML algorithm seemingly
‘learns’ to produce better outputs each iteration in which the parameters are updated. The term supervised
refers to how the algorithm is given feedback; we let the algorithm compute an output given some input.
Then output is compared to the expected output, whereby we quantify the error. This error is then used to
update the parameters. In other words, we continually supervise the algorithm during its training phase. To
perform this supervision we need a dataset; a set of inputs and corresponding outputs with which we can
supervise and train the algorithm.

For instance, a dataset may be a collection of cat and dog images with corresponding labels. To humans
it is obvious which image we would classify as ‘dog’ or ‘cat’, but to the machine learning algorithm, all these
images are just sets of RGB pixels. When the data is labelled, the algorithm can receive useful feedback
allowing it to learn what image characteristics differ one set of pixels from another, and consequently, what
differentiates dogs from cats. The way such feedback leads to changes in the algorithm’s parameters is
described in Training Mechanics, page 4.

Machine learning is a broad field that embodies many types of algorithms and learning methods. In this
thesis, the scope is limited to a particular type of ML method named neural networks.

2.2 Neural Networks

Neural networks (NNs) are a class of machine learning algorithms. Put simply, an NN consists of many simple
functions that are chained together to form a complex composite function, parametrised by learnable param-
eters. A particular composition of functions is named an ‘architecture’. The architecture is typically fixed in
place, whereas the parameters will change during training. In the particular case where a set of parameters is
not iterated on during training, they are ‘frozen’.

The simple function that a typical neural network is built from, is a first-degree polynomial ax+b wrapped
in a non-linear function ϕ.

h(x) = ϕ(ax+ b) (1)

The parameters a and b are ‘trainable’, i.e. it is these parameters that will be updated throughout the neural
network training process (see Training Mechanics, page 4). ϕ is a non-linear function called the ‘activation
function’. The activation function is typically predefined and contains no trainable properties. Without ϕ, h
would be a linear function regardless of the values that parameters a and b attain. Linear functions are not
very flexible however, so for non-trivial tasks ϕ is required to obtain a useful NN.

h can easily be extended to multi-variable inputs and outputs.

h : Rdin 7→ Rdout h(x) = ϕ(Ax+ b) (2)

Where A ∈ Rdout×din is called the ‘weight’ matrix and b ∈ Rdout is called the ‘bias’ vector. Again, these are
the parameters that will be updated throughout the training process. h can now take in a vector, like an RGB
colour x ∈ R3 or an entire (but flattened) black-and-white image x ∈ RHeight·Width, producing a vector output
y ∈ Rdout . Eq. (2) describes a single ‘linear layer’ with an activation function ϕ. A common visualisation of a
linear layer is depicted in Fig. 1a, where an input vector x ∈ R2 is mapped to an output vector y ∈ R4. The
output of a single node, e.g . y0, is called an ‘activation’.
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(a) A single linear
layer.

(b) The underlying operations hiding
beneath the typical depiction of a sin-
gle linear layer.

Figure 1: An illustration of h Eq. (2). A linear layer maps an input vector x ∈ R2 to an output vector y ∈ R4.

Though the representation of a neural network layer in Fig. 1a is commonplace in literature and education,
it hides some intricacies (Fig. 1b). Nodes denote a scalar value, like how the leftmost two nodes depict the
input vector x. The next layer of nodes, and the edges towards them, depict the application of h Eq. (2).
Edges represent multiplication with a value from the weight matrix A. A node depicts an activation: the
summation of incoming values followed by adding a bias term from the bias vector b and the subsequent
application of the activation function ϕ.

As alluded to at the start of this section, a neural network is formed when functions h (Eq. (2)) are
composed together. A simple neural network can hence be defined as fθ(x) = hL(hi−L(...(h2(h1(x))))).
Each layer has its own learnable weight and bias parameters, which are collectively referred to as the ‘weights’
of a network, or θ.

Straightforward chaining of linear layers creates a type of NN called a multi-layer perceptron (MLP). An
MLP mapping an input vector x ∈ R2 to an output vector y ∈ R4 is visualised in Fig. 2.

Figure 2: An MLP mapping x ∈ R2 to an output vector y.

Input data x is ‘fed’ into the first layer h1 of the neural network, producing an intermediary result. This
intermediary result then serves as the input to the second layer h2, and so on. When the final layer is reached,
the network’s output is a heavily transformed version of what was input into the neural network. This act
of propagating a unit of data from beginning to end is called a ‘forward pass’. Generally, adding more layers
to a network or increasing the nodes per layer increases an NN’s ability to model complex functions. This
ability is referred to as the ‘capacity’ of an NN. An NN with several layers makes for a ‘deep’ network, giving
rise to the term ‘deep learning’. The high-dimensional space that transforms the neural network input is also
referred to as the latent- or weight-space.

An MLP is a straightforward architecture and sufficiently powerful to solve complex tasks, such as classi-
fying digits from images. For this example, let us consider the MNIST dataset [12] of 60k images of single
handwritten digits from 0 to 9 inclusive. We need to somehow input a 2D image and obtain a single value
from the MLP. As the in- and outputs of the MLP must be vectors, the input image R28×28 is flattened to
R784. We can let the final layer map to a scalar output y ∈ R1, but this would imply that an image depicting
‘1’ is more similar to ‘0’ and ‘2’ than e.g . ‘7’. In contrast, an input image of a ‘1’ looks more like a ‘7’ than
either a ‘0’ or a ‘2’. In classification problems, it would be bad practice to imprint some type of ordering
into the classes. Instead, classification problems such as this one convert the label to a one-hot encoding
(Figure 3). For our MNIST classification task, the final layer of the network should now map to y ∈ R10,
which can be interpreted as the NN computing the likeliness of each class depicting the digit. On MNIST, a
simple MLP can obtain a classification accuracy of 97.2% [21].
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Figure 3: Depiction of how a one-hot encoding is obtained. The image label serves as an index into a zero-
vector of length equal to the number of classes in the dataset.

2.2.1 End-to-end Learning

In the example of digit classification, we passed the entire image to the NN and expected it to learn why the
image denotes a particular digit. Which image features are relevant to decide the digit type is left entirely to
the NN. This is an example of end-to-end learning, whereby we do not explicitly tell the NN what features
to look for but instead trust the NN’s flexibility to learn these during training. Before deep learning took
on a prominent role in computer vision, classification systems would be provided with hand-crafted features
designed to capture relevant patterns in the input data such as edge detection, histogram of oriented gradients
(HOG), or scale-invariant feature transform (SIFT). These features were then fed into a separate classifier,
such as a support vector machine (SVM) or a decision tree, to perform the final classification. In end-to-end
learning, feature extraction and feature classification are intertwined. By optimising the NN to minimise a loss
function, the NN learns which features are relevant to the task at hand. For example, in digit classification,
the NN might learn that round strokes are common in images depicting 8s and 0s, whereas vertical strokes
pertain to 1s.

Notably, the topic of this thesis – INR classification – violates the end-to-end learning mechanism. This
is described in more detail in Implicit Neural Representations, page 8.

2.3 Training Mechanics

Training a neural network is performed by repeating the following procedure.

1. Perform a forward pass to compute the output ŷ

2. Compute the loss value L(ŷ,y)

3. Compute how each weight contributes to L(ŷ,y) using back-propagation

4. Update all weights proportional to their influence on L(ŷ,y) by following the optimiser’s rules

Steps 2, 3 and 4 will be expanded upon in this chapter.

2.3.1 Loss values

For a given input, an untrained network will likely produce an output ŷ that is far off of the ground truth label
y. The difference between ŷ and y can be quantified by a loss function L(ŷ,y). For instance, if ŷ, y ∈ R1,
the mean squared error (MSE) could be used.

L(ŷ, y) = (ŷ − y)2 (3)

If ŷ = y, the loss value is 0 i.e. the output could not be more correct. However, if ŷ deviates from y, the
error will grow quadratically, thereby punishing large deviations more than small deviations.

If ŷ,y ∈ Rn, n > 1, the multivariable MSE loss is defined as follows.

L(ŷ,y) = 1

n

n∑
i=1

(yi − ŷi)
2
=

1

n
∥ŷ − y∥22 (4)

What remains is how a loss value is converted into a meaningful change to the network’s parameters, such
that it improves on its task. The missing link between loss value and parameters back-propagation.
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2.3.2 Back-propagation

Say we have performed a forward pass for a given input and have obtained an output. With the loss function,
the ‘goodness’ of this output is computed. How has each weight a of the NN contributed to this ‘goodness’?
The goal of back-propagation is to quantify this, so we can later update each weight into the right direction.
More specifically, how does a particular weight a affect ŷ, and consequently, the loss function L = (ŷ,y).
This study of change naturally leads to derivatives, or more specifically, partial derivatives as a is just one of
many weights that contribute to the loss.

The derivative of the loss function (abbreviated to L) with respect to a can be expressed as:

∂L

∂a
=

∂

∂a

1

n
∥fθ(x)− y∥22 (5)

where fθ(x) is the output of the neural network parametrised by θ where a ∈ θ.
Say a is not in the final layer of the NN, but instead in the second-to-last layer. a will not directly influence

ŷ and L but instead only affect the inputs of the final layer. This indirection naturally translates to the chain
rule of derivates:

∂L

∂a
=

∂L

∂z
· ∂z
∂a

(6)

where z represents any intermediate node between a and the loss value L. By recursively applying the chain
rule, back-propagation computes how changes in a ripple through the network and affect the loss. Back-
propagation Eq. (6) also enforces an order of operations: if a is a parameter in the first layer of the MLP,
all intermediary partial derivatives of the parameters between a and L are to be computed first. Whereas we
go forwards in the network during a forward pass, we go backwards during the back-propagation algorithm,
computing all partial derivates for each learnable parameter along the way. To generalise this to multi-
variable cases, we consider the partial gradient. For the sake of keeping the explanation simple, we omit this
step. Importantly, to compute the derivatives, we require the activation of each intermediate node that was
computed during the forward pass. This can lead to particularly high memory demands for large models, large
intermediate values, or large input data.

2.3.3 Optimisers

Informed by the back-propagation algorithm, the optimiser will update all the parameters to take a step in the
right direction and reduce the loss. The magnitude with which the parameters are updated is controlled by
the learning rate. This important hyperparameter affects how quickly, if at all, the NN converges to a set of
parameters that minimises the loss. Optionally, the learning rate can be altered during training by a learning
rate scheduler, benefitting convergence.

Different types of optimisers exist such as stochastic gradient descent (SGD) or Adam [9]. The Adam
optimiser is generally more robust than SGD against suboptimal choices for the learning rate [30]. A downside
of Adam is that it maintains state, occupying at least 2× the model size [28], which can be problematic for
large models. Nevertheless, Adam is the most used optimiser in INR literature, where model size is usually
not an issue.

2.3.4 Epoch

To summarise, as introduced at the beginning of this chapter, the following steps constitute a singular
improvement to the neural network parameters.

1. Performing a forward pass to compute output ŷ

2. Computing the loss value L(ŷ,y)

3. Computing the influence of all weights on l using back-propagation

4. Updating all parameters following the optimiser’s rules

This sequence represents a single improvement to the NN, referred to as a training step.
In practice, the above steps are rarely performed on a single input-output pair (x,y). Instead, training data

is divided into small subsets called mini-batches. A mini-batch is a small group of samples from the dataset
that are processed together during a single training step. Using mini-batches requires sufficient memory to
propagate multiple samples through the NN, and retain their activations for the optimiser step. However, the
loss and gradient are averaged over the batch dimension. Hence, by considering mini-batches, the gradient will
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be more smooth compared to when each sample gets its own gradient. A large batch size reflects the gradient
over the whole dataset more accurately and make the training loss converge in fewer epochs. However, when
combatting overfitting (Overfitting and generalisation, page 6) a small batch size can be used on purpose, to
make the model generalise better to unseen data.

2.4 Training Considerations

2.4.1 Train, validation and test data

Consider a classification problem where we measure the NN’s performance by its classification accuracy. For
an appropriately sized NN and dataset, one may find that the NN will fairly quickly classify the entire dataset
without errors. It seems like the NN is performing outstandingly but we are likely observing overfitting. One
has to consider that an NN is very flexible and may just recall some unique spurious feature for each entry in
the dataset which tells the NN its class. Instead, to fairly assess how well the NN works, we must assess the
NN on data which it has not yet seen before. We typically set aside some training data as a validation set.
After each epoch on the training data, the NN is evaluated on the validation dataset. When overfitting, we
will observe that the train loss decreases whereas the validation loss increases which is similarly reflected in
the train and validation accuracy. This signifies that the NN is simply recalling spurious features about the
train data such that the train loss minimises but which bear no relevance to unseen data. In fairness, this
is a reasonable consequence of the objective function which requires the NN to minimise the training loss,
however, the resulting NN is not useful to us as it would be useless on new, unseen data. Instead, we tune
our model to perform well on the validation set. An issue is that, whilst we do not openly use the validation
set for training, we do use it to steer our design and tuning decisions. In a way, the validation set is used in
training the model as it influences it indirectly. For this reason, the test set exists. Like the validation set,
the test set is not used in training, but even more strictly, the test set must not inform any tuning decisions.
It provides an unbiased estimate of the model’s performance on unseen data.

2.4.2 Overfitting and generalisation

Overfitting is when the NN learns shortcuts rather than meaningful features to obtain a low loss. Subsequently,
the NN will perform very poorly on unseen data. This often stems from the model exploiting correlations or
biases in the training set rather than the true underlying structure of the data. For example, in the Waterbirds
dataset, models can mistakenly rely on the background, e.g . water or land, rather than the actual bird’s
features to classify images [20]. Instead, we want our model to generalise well to unseen data.

Regularisation To combat overfitting, so-called regularisation techniques are employed. These techniques
aim to make it somewhat more difficult for the model to overfit on the train set.

One class of regularisation techniques actively hinder the ability of the model to memorise the training
set. For example, ‘weight decay’ discourages large weights which lead to smoother and more generalisable
solutions. ‘Dropout’ is another such technique which temporarily disables a random subset of nodes during
each training step. Doing this, the model cannot rely on specific pathways i.e. features, encouraging it to
distribute its capacity over shared, meaningful features.

The second class of regularisation techniques is called ‘data augmentation’. Data augmentation generates
variations of the training samples. By e.g . flipping every image in our train dataset, we can double the dataset
size. Flipping an image generally keeps the label intact, so our augmented data remains valid. By exposing
the model to more varied data, it learns more robust features. Additionally, techniques such as CutMix [27]
work on a higher level; e.g . by splicing parts of different image samples together.

Both classes of regularisation techniques are often employed in tandem.

2.5 Convolutional Neural Networks

Convolutional neural networks (CNNs) are a well-researched neural network architecture that is typically used
in image processing. CNNs have appealing parameter sharing and equivariance properties, which will be
expanded upon in this section.

Similar to how an MLP is built from linear layers, a CNN consists of convolutional layers. Whereas a
linear layer models interaction between all input values, a convolutional layer takes a localised approach by
means of a ‘kernel’. Taking the example of image processing, a kernel is a 2D matrix of learnable parameters
which is laid on top of the image, such that each value of the kernel overlaps with a pixel of the image. All
overlapping values are multiplied and averaged together, yielding a single scalar value that is placed in the
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layer output to a corresponding pixel position. The kernel is then shifted with a stride of one pixel, where the
computation is repeated. By repeatedly moving the kernel and repeating the operation over the entire image,
we produce an output named the ‘feature map’. A single kernel might learn a single particular feature. To
enhance the flexibility of a CNN, we can introduce several kernels for each convolutional layer. That is, k
kernels, produce k feature maps. Note that only the pixels which the kernel overlaps can interact with each
other, i.e., convolution is a strictly local operation. This is beneficial in image analysis as pixels that are next
to each other generally carry more relevance than pixels on either side of an image. Still, it would be useful
to consider image features at a larger scale. To achieve this, we downsample the feature maps. This process
is referred to as pooling, and takes e.g . the maximum value of each group of 4 pixels in the feature map,
thereby aggregating 4 features into 1. When this aggregated feature is considered in a subsequent layer, that
layer is implicitly operating on the initial group of 4 features. By repeatedly pooling feature maps, we grow
the so-called receptive field of the convolutional layers, allowing us to model long-range dependencies in the
image content.

The number of parameters of a CNN is not inherently dependent on the image resolution, because the size
of convolutional kernels does not scale with the input resolution. However, high-resolution images still pose
challenges. For instance, a depicted object is spread out over more pixels, so relevant image features are spread
out accordingly. Additionally, on a larger image, a kernel must ‘travel’ further to cover the image, increasing
latency. While the kernel size remains fixed, the feature map dimensions scale with image size, and the
memory requirements grow accordingly. During training, every intermediate feature map must be stored for
back-propagation, leading to significantly higher memory consumption as input size increases. Consequently,
the computational cost, memory usage, and—indirectly—the number of parameters needed to process larger
receptive fields all escalate when working with high-resolution images.

2.5.1 Equivariance, invariance, robustness

Consider an image depicting a cat sitting in the bottom left corner and an NN that successfully labels this
image as ‘cat’. If we were to shift all pixels such that the cat is not positioned in the bottom left corner, we
would expect the NN to still classify the image as ‘cat’. The fact that the cat is now positioned elsewhere
does not influence the label we give the image. This refers to translation invariance, whereby a transformation
applied to the input does not affect the function output. More specifically,

T (f(x)) = f(x) (7)

where x is the input image, f a function and T a particular transformation.
Translation equivariance refers to the property that a transformation to the input is reflected in a trans-

formation to the output. That is,
f(T (x)) = T (f(x)) (8)

which we can observe in convolutional layers. If a particular image feature is shifted, the corresponding
convolutional layer’s feature map will shift accordingly. That is because the convolutional layer’s kernel will
be slid over the image feature regardless of its absolute position in the image, whereby the activations in the
feature map are shifted accordingly.

Robustness is a weaker property. A robust NN can handle certain perturbations in the input without
significant performance degradation. When a non-translation invariant NN is trained on many images whereby
the relevant features are shifted randomly, the NN will learn to be robust against it. However, it would be more
efficient if we did not have to teach this property to the NN. Unlike invariance and equivariance, robustness
does not imply that the NN will completely ignore the transformations it was exposed to during training.

2.6 Transformers

Like CNNs and MLPs, transformers are a particular neural architecture. Whereas an MLP stands out for
its simple linear layer, and CNNs for their convolutional layers, a transformer is set apart by their so-called
‘attention’ mechanism. Transforms are widely used in natural language processing [2] and have also been
successfully employed in image processing [5, 13].

One of the major advantages of transformers is their ability to handle input sequences of varying lengths.
Unlike MLPs, which require a fixed input size, or CNNs, constrained by their receptive fields, transformers
can process sequences of arbitrary lengths, such as paragraphs of text or long video frames. This adaptability
makes them very versatile.

7



2.6.1 Attention

Attention is the mechanism that powers transformers, enabling them to determine the relevance of parts of a
sequence from their context. The attention mechanism relies on three components: queries, keys, and values.
A query vector represents the item of interest, while key and value vectors represent the other elements in the
sequence. Attention computes the relationships between these components, weighting each key-value pair’s
relevance to the query. Mathematically, this is expressed as:

Attention(Q,K, V ) = softmax(
QK⊤
√
dk

)V

where Q (queries), K (keys), and V (values) are produced by passing each sequence element through a
corresponding query, key and value linear layer. QK computes the similarity between the query and key value.√
dk, is a scaling factor that stabilises training, where dk is the dimension of the keys. The softmax operation

scales all values such that they sum to 1. The attention weights are then applied to the value vectors V . In
short, attention uniquely models how values in the input relate to each other given their context.

Local attention. Traditional attention mechanisms operate globally, modelling interactions between every
element in the input data. Local attention constrains the attention mechanism to focus only on a set
neighbourhood. This restriction significantly reduces computational complexity, and like the locality bias
in CNNs, can actually be harmonious with the data modality in question. Nevertheless, considering global
context remains important. Similar to CNNs, we can build up a receptive field whereby we pool features to
aggregate broader information. Subsequent local attention layers operate on the pooled features and thus
model long-range interactions.

2.7 Implicit Neural Representations

An Implicit Neural Representation (INR) is a neural network that is trained to represent a signal by mapping
signal coordinates to signal values. For example, an INR may be trained to map pixel coordinates to their
respective RGB values. During training, the INR is supervised by comparing the predicted colour to the
original signal colour at that pixel. Once trained, the entire signal can be reconstructed by querying the INR
at all signal coordinates, producing a reconstruction.

Put formally, an original signal can be represented as a mapping between discrete coordinates and discrete
signal value s : Ndin 7→ Ndout and is stored in memory as a set of linked input and output values {(xi ∈ Ndin |
s(xi) ∈ Ndout)}ni=1 where din = 2, dout = 3 for RGB images. An INR fθ : Rdin 7→ Rdout learns a continuous
function to replicate s(x) to the best of its ability.

Though the INR is trained on the discrete intervals where the signal is defined, the INR is inherently a
continuous function. This continuity enables us to query the INR at unseen coordinates, allowing for tasks like
image upscaling. In such tasks, the INR generalises to higher-resolution coordinates which exist in-between
the coordinates used to supervise the INR. The INR effectively fills in finer details that were not present in the
original signal [3]. The generalisation abilities of INRs are similarly leveraged in novel view synthesis, whereby
an INR captures the structure of a 3D scene by training on images from different viewpoints. Once trained, the
INR is prompted to generate views from new angles, producing photorealistic renders [15]. The examples of
super-resolution and view synthesis show that INRs possess powerful compression and generalisation abilities.

In this thesis, we train INRs to capture images. The quality of the INR reconstructions is quantified as
the peak signal-to-noise ratio (PSNR). When an INR produces reconstructions of a high enough PSNR, the
signal is seemingly captured inside the weights of the INR. We can then treat the INR as an alternative
representation of the original signal.

2.7.1 Common INR architectures

The principle of ‘let an NN fit to a signal’ does not prescribe a particular architecture. Early research therefore
used a simple MLP [15, 18] but found that this architecture produced blurry reconstructions. The tendency
of MLPs to learn low-frequency content is referred to as ‘spectral bias’ [24, 15] and had been identified before
its prominence in INR literature [19]. A way of solving this issue is by introducing harmonics; transforming
original values by sine functions of several frequencies. They can either be applied directly to the input
coordinates [24, 15] or be incorporated into the activation function as done in SIREN [23].

SIRENs [23] are a foundational INR architecture which are commonly used in INR classification [16, 29,
10, 8]. A SIREN is an MLP where sine functions are used as activation functions as opposed to the typical
ReLU activation function. If properly initialised, a SIREN mitigates spectral bias issues successfully.
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Figure 4: Permutation symmetries. In a layer, a node can be swapped. This does not change the NN’s output
whatsoever but the underlying weight matrices undergo a permutation.

2.7.2 INRs for downstream use

If an INR is able to reconstruct a signal from its coordinates, it should be possible to elicit the original
signal’s characteristics by analysing the INR’s weight-space. If this can be done successfully, INRs can be
used as an alternative representation to the original signals, mitigating challenges associated with traditional
grid-based data such as images or voxel grids. Whereas we would usually classify image datasets, we now
consider INR datasets, whereby each INR represents a single image. It is natural to assume that an INR that
captures an image with high fidelity would be the best candidate for INR classification. However, there is no
straightforward link between reconstruction quality and the INR’s interpretability as both very low and very
high PSNR values result in a similarly poor classification accuracy when used in a classification task [17].

In INR classification literature, many works focus on analysing SIRENs. As SIREN is a derivative MLP, we
analyse the INR weight matrices and bias vectors. It is not obvious how such a weight-space can be processed.
Early approaches simply extract statistics about the weight matrices [6], or flatten the weights into vector
[4, 25], which are then processed by an NN. As NNs are flexible and the training process is stochastic, it is
possible that sets of different weights yield a similar reconstruction. It is up to the INR classifier to discern
between relevant and irrelevant weight-space features. A set of irrelevant weight-space differences is captured
in weight-space symmetries; transformations to the weight-space which affect the weight representation but
leave the INR function intact. INR classifiers which incorporate equivariance against such symmetries can
automatically rule out a set of irrelevant weight-space features. Increasing the amount of such equivariances,
increases the INR classification accuracy [16, 29, 10, 8]. One such symmetry is NN permutation, whereby two
nodes in a layer swap position (Figure 4). This changes the underlying weight matrices but does not affect
the NN function.

Beyond symmetries, similar signals may still be encoded by widely different weight-spaces. This is evident
in the overfitting issues which INR classifiers suffer from. A simple solution is fitting redundant INRs for
each image. This shows the classifier in what ways a weight-space may differ whilst representing the same
signal and leads to an increase in test accuracy [16, 1, 8]. Fitting redundant INRs from scratch can be a
resource-intensive process. Instead, augmenting INRs in the data-loading pipeline is preferred. In SIRENs,
such augmentation methods include perturbing weights with noise, transforming the first layer to resemble
image transformations, masking weights, and mixing INR instances [22, 16]. When applied to an INR, it
unclear how exactly the INR function i.e. the reconstruction is affected. Put simply, there is little intuition
involved in e.g . adding noise to an INR’s weights if we cannot understand how exactly these weights contribute
to the reconstruction.

2.8 Data

2.8.1 Point cloud data

Point clouds typically consist of a collection of points in three-dimensional space. Next to coordinates, each
point may contain additional features such as colour or surface normals. Point clouds are widely used to
represent geometry such as in LiDAR systems or depth cameras. Unlike images, points in a point cloud are
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not distributed equidistantly. This has given rise to a unique set of point cloud classification models that
accommodate this property. Typical point cloud problems include assigning labels to individual points, e.g .
semantic segmentation, or whole point clouds, i.e. point cloud classification, as done in this thesis.

2.8.2 Image data

Images are a type of grid-based data; a data modality made up of equally sized elements. Whether or not
an image actually depicts a highly-detailed object or a blank canvas, in memory they are the same size. This
presents challenges to neural networks which process images. Especially in specific cases where small details
carry significant meaning, as is the case in the medical domain.

2.8.3 Datasets

MNIST. MNIST (Modified National Institute of Standards and Technology database) is a dataset of images
depicting handwritten digits and corresponding labels ranging from 0 to 9. All images are greyscale and
standardised to 28×28 pixels. 60k training images and 10k testing images are provided. A sample of the data
is shown in Figure 5. MNIST has historically been used in pivotal machine learning research [12]. Nowadays,
it is considered a low-complexity dataset without much challenge in the way of inter- and intraclass variability
or background noise. It is easy to obtain high test accuracies using modern deep learning techniques [7, 21].

Figure 5: Samples from the MNIST dataset with their respective labels.

Fashion-MNIST Fashion-MNIST (FMNIST) is a dataset that was inspired by MNIST but aims to pose
a more challenging task for classification algorithms [26]. Similar to MNIST, FMNIST contains greyscale
images of 28 × 28 pixels. 60k train images and 10k test images are provided. Samples from FMNIST are
shown in Figure 6.

Figure 6: Samples from the Fashion-MNIST dataset with their respective labels.

Imagenette Imagenette is a subset of Imagenet. The original Imagenet contains more than a million images
depicting 1,000 different classes [11]. Imagenette contains just 10 classes, of around 9.5k training images and
a predefined validation set of around 4k images. Notably, Imagenette images do not have a standard size.
As shown in Figure 7, image resolutions vary wildly. As this may pose issues in standard image classification
pipelines, Imagenette variants exist which have resized the image such that the shortest side is e.g . 320 pixels
long.
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Figure 7: Samples from the Imagenette dataset with their respective labels and resolution Height×Width

2.8.4 Toy datasets

In academia and education, a toy problem is a purposefully simple problem that serves as a clear and unam-
biguous context in which a problem-solving technique can be demonstrated. The aim is to highlight particular
capabilities and properties of the technique rather than its aptitude at solving real-world problems.

In deep learning, the properties of a model can be aptly demonstrated using a toy dataset. For instance,
we may shift the hue of a dataset to strictly blue, red and green images to demonstrate a potential bias
towards any colour by the model.
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Abstract

Implicit neural representations (INRs) exhibit exceptional
compression and generalisation abilities that have enabled
striking progress across a variety of applications. These
properties have fuelled a growing interest in leveraging INRs
for traditional classification tasks as a memory-efficient al-
ternative representation of images, breaking the persistent
link between image resolution and associated resource costs.
Current INR classification methods face limitations such as
a restriction to low-resolution data and sensitivity to image-
space transformations. We attribute these issues to the em-
ployed INR architecture which lacks mechanisms for local
representation, thereby disregarding spatial structure within
the data and furthermore limiting their ability to capture
high-frequency details. In this work, we propose ARC: An-
chored Representation Clouds, a novel INR architecture that
explicitly anchors latent vectors in image-space. By introduc-
ing spatial structure to the latent vectors, ARC can capture
local image data which in our testing leads to state-of-the-art
implicit image classification of both low- and high-resolution
images and increased robustness against image-space trans-
lation.

1. Introduction

From novel view synthesis to inverse problems, implicit
neural representations (INRs) have enabled leaps in accuracy
across a variety of problems and domains due to their unique
data compression and generalisation capabilities [7, 9, 13, 18,
25, 36, 49, 61]. As such, interest has grown in whether INRs
can similarly enrich conventional computer vision tasks like
image classification; the focus of this research.

An INR is a neural network (NN) that learns a mapping
from coordinates in the signal’s domain to the signal’s val-
ues, e.g. from 2D pixel coordinates to RGB colours. After
training, the INR can reconstruct an approximation of the
original signal when queried on all signal coordinates, im-
plying that the signal is encoded inside the INR weights.
INRs are able to compress signals in a variety of domains
[10, 14, 21, 45, 48], and exhibit excellent generalisation
capabilities outside of the signal’s domain [3, 36, 60]. Al-

Figure 1. ARC anchors latent vectors directly in image coordi-
nate space, preserving the spatial image structure within the INR
weight-space. Once trained, ARC can be processed by a point cloud
classifier, effectively recasting the task of INR classification into
the domain of point cloud processing.

ternatively, INRs can be interpreted as an alternative view
of the original signal. An INR data modality can potentially
mitigate persistent issues associated with the original signal
modality.

In image classification, one such issue has to do with the
nature of the grid-based image modality. In grid-based data,
elements of equal size are positioned equidistantly over the
signal domain, e.g. RGB pixels in an image or occupancy
bits in a voxel grid. This uniform data representation re-
sults in memory costs that scale exponentially with signal
dimensionality and resolution. To make training on image
datasets feasible, images are typically downsampled, which
may eliminate the relevant features [19, 27] or lead to de-
creased performance [23, 51]. While these issues can be
mitigated [19, 27], an alternative data representation that
more efficiently encodes high-resolution data may offer a
more effective basis for resource-efficient learning, which
suggests INRs as a promising solution.

Current INR classification methods face several short-
comings [24, 26, 68]. First, these methods are only demon-
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strated on low-resolution image datasets such as MNIST
[29], Fashion-MNIST [58], and CIFAR10 [28]. Second, the
employed INR architecture learns entirely different repre-
sentations under image-space transformations such as trans-
lation. Equivariance to the position of image features is a
fundamental property in traditional image classifiers [6, 63],
especially because higher-resolution image datasets allow
for less restricted object positions and present challenges in
terms of background noise [50]. Third, INR classifiers typi-
cally suffer from overfitting [24, 26, 46], with restricted data
augmentation methods to combat this [38, 46], or through
the resource-intensive process of fitting several redundant
INRs per image [1, 38, 46, 68].

In response to these issues, we introduce a novel type of
INR named ARC: Anchored Representation Clouds, along
with a flexible classification pipeline (Figure 1). ARC con-
sists of 1) an image-specific encoder which anchors a cloud
of latent vectors in the image coordinate space, and 2) an
MLP decoder that is shared among ARC instances. The en-
coder decouples the image domain from the MLP, allowing
local latent representations. This way, ARC retains local
image features, making it more robust against image trans-
lation and more capable of high-resolution implicit image
classification. Furthermore, as the latents can be positioned
freely, they can be anchored more densely in high-frequency
image regions, biasing model capacity towards complex re-
gions rather than having to encode the image globally. By
increasing the number of anchored latents, ARC can trivially
scale to larger image complexity. By converting images to
a set of ARCs, each image is effectively represented by a
cloud of latent vectors. This intuitively gives rise to the ap-
plication of point cloud architectures for downstream use,
along with intuitive and effective data augmentation methods
which eliminate the need for redundant INR fitting. To our
knowledge, this is the first work to utilise an INR’s entire
weight-space on a high-resolution dataset like Imagenette
[20], achieving a classification accuracy of 75.92%. Through
controlled experiments, we further demonstrate ARC’s ro-
bustness to image-space transformations and its ability to
capture high-resolution images.

Our contributions include:
• A novel INR architecture that anchors latent vectors in the

image coordinate space, preserving spatial locality.
• An accompanying classification pipeline that enables ef-

fective and intuitive weight-space augmentation methods.
• Enhanced robustness to image-space translations in INR

classification.

2. Related Work
Implicit neural representations. An implicit neural repre-
sentation (INR) [47] is a neural network trained to represent
a signal. Given a pixel coordinate as input, the INR aims to
produce the corresponding signal value as accurately as pos-

sible. By learning this mapping for all coordinates where the
signal is defined, the INR learns to capture the signal inside
its weights. Alternative names for implicit neural represen-
tations are neural fields [39, 56, 59], coordinate networks
[31, 34, 67] and coordinate-based neural representation [53].

The premise of INRs does not prescribe a particular archi-
tecture, prompting early work to assess the suitability of the
simple MLP [35, 36, 40]. Such models struggle to capture
the high-frequency components of the signal, a phenomenon
referred to as spectral bias which in this application results in
blurry image reconstructions [42, 47, 52]. This issue inspired
a large set of diverse solutions, such as transforming the in-
put using sinusoids [36, 52, 67], modifying the activation
function [5, 15, 33, 43, 44, 47] or by positioning learnable
elements in the signal coordinate space to represent local
image regions [2, 4, 16, 22, 30, 32, 34, 37, 41].

We posit that positioning learnable elements in signal
coordinate space can aid INR classification, as by coupling
latent information to local image regions, we retain image
structure in the latent space and the image features encoded
therein. Other methods which position latents freely in image
coordinate space, focus on improving the signal reconstruc-
tion quality [4, 16]. These methods hybridise INR methods
[4], and require intricate initialisation and latent decoding
schemes [4, 16]. In contrast, simplicity is a core design prin-
ciple in ARC; reducing computational complexity ensures
that fitting an entire image dataset remains efficient.

INR classification. INR literature typically emphasises
training and parameter efficiency [4, 10, 13, 21, 37], or
utilises INRs as a component in a broader method for their
compression and generalisation abilities [7, 9, 9]. In our ap-
proach, INRs are treated as singular units of data, where
they function as an alternative representation to images in a
classification task.

Interpreting an INR as a singular unit of data centres on
analysing its weights learned during the signal fitting process
to intuit the represented signal. Early works on weight-space
analysis studied characteristics of classification networks
from their flattened weight matrices [54] or their weights’
statistics [12]. Flattened representations remain in use as
low-dimensional embeddings are trained along with [1, 11],
or after [8], the INR fitting. These methods do not generalise
well to image classification [8, 24] or larger-scale classifica-
tion tasks [1] however. In the context of INRs however, a key
insight to process whole weight-spaces was to consider a neu-
ral network’s symmetries; transformations which alter the
weights but preserve the INR’s function [17]. Architectures
which incorporate equivariances to such symmetries signifi-
cantly increase INR classification accuracy [24, 26, 38, 69].
With ARC, we propose an architecture that anchors low-
dimensional latent embeddings in image-space. This ties the
learnt encodings directly to local image content, effectively
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compressing an image into a latent point cloud. A similar
observation is made and implemented in a concurrent work
with an attention-based architecture [56]. Their method is
demonstrated across various domains but does not address
the shortcomings of INR classification concerning image
classification, such as confinement to low-resolution image
datasets and sensitivity to image-space translations.

Improving the interpretability of INRs. The flexibility
of NNs allows for wildly varying weight-spaces that faith-
fully capture a signal. This variability makes it difficult for
downstream models to capture consistent image features
across INR instances [24, 26, 46]. Previous work has shown
that establishing a form of alignment or ‘common ground’
among INRs improves classification accuracy. Such meth-
ods include sharing the INR weight initialisation [38, 39],
introducing shared learnable elements to the fitting process
[4, 16, 56], learning low-dimensional shifts to an established
INR base network [1, 11] or sharing a part of the INR over
all instances [55]. In this spirit, ARC shares a decoder over
the whole dataset, which is jointly pretrained on a subset of
the data and then frozen.

Even if INRs share a form of alignment, overfitting re-
mains a persistent issue in INR classification [24, 26, 46].
A limited set of weight-space augmentations are available
to combat this [38, 46]. Hence, INR classification methods
fit redundant INRs for each image in the dataset, which is a
resource-intensive task [1, 24, 38, 66, 68]. Instead, we can
leverage the unique weight-space of ARC to apply intuitive
data augmentation methods on-the-fly which we demonstrate
to be competitive in regularisation effectiveness to redundant
INR fitting, at a fraction of the computational cost.

3. Method
3.1. Preliminaries

The analysis presented in this chapter benefits from a more
rigorous formulation of the problem setting. We interpret
a sampled signal s as a set of equidistant discrete observa-
tions {(xi ∈ Ndin , s(xi) ∈ Ndout)}ni=1. For instance, an RGB
image would be a set of pixel locations (din = 2) with corre-
sponding RGB colours (dout = 3). An INR learns parameters
θ by supervising the mapping between the signal’s domain
and codomain fθ : Rdin 7→ Rdout , supervising on s(x). The
mean squared error (MSE) loss is used to supervise the INR.

As the main focus of this paper is on image classification,
we will forego the more general ‘signal’ terminology and
instead refer to images, pixels, colours, and so on throughout
this chapter.

3.2. ARC

ARC consists of an encoder and a decoder. The encoder is
composed of a cloud of latent vectors and retrieval logic to

Figure 2. When queried on an image coordinate x, ARC finds the
4 nearest latent vectors. These vectors, along with their relative
position to x, are concatenated into a long descriptive vector. The
decoder maps this vector to the corresponding RGB colour.

obtain the n nearest latent vectors for a given input coordi-
nate. These vectors are then concatenated and passed to the
decoder, which maps it to the signal’s codomain. A visuali-
sation of this process is shown in Figure 2 and is elaborated
upon in the remainder of this section.

Let us analyse in more detail how ARC maps a coordinate
to a colour. Given a coordinate x ∈ Rdin , Un retrieves the
n nearest anchored latents and their relative positions to x
from P = {(pi,wi)}ki=1. These latents and their relative
positions are concatenated. The concatenated vector is then
passed through the MLP decoder g, mapping it to an RGB
colour. ARC can be specified as follows.

fθ(x) =gψ(e(x)) ARC (1)

Rdin 7→ Rdout (2)

e(x) =Concat(Un(x)) Encoder (3)

(Rz × Rdin )n 7→ Rn·(z+din) (4)

gψ(vx) =MLPψ(vx) Decoder (5)

Rn·(z+din) 7→ Rdout (6)

Un(x) ={(∆pi,wi)}ni=1 Indexing function (7)

Rdin 7→ (Rdin × Rz)n (8)

P ={(pi,wi)}ki=1 Latent cloud (9)

where pi ∈ Rdin , wi ∈ Rz (10)

θ ={ψ, {wi}ki=1} Learnable parameters (11)

3.2.1 Encoder

The encoder consists of a cloud of learnable latent vectors
that are anchored in the image coordinate space (Eq. (9)), and
aggregation logic (Eq. (7)). The latent dimension z and the
number of latents anchored in the image are hyperparameters
which can be tuned to trade off memory footprint versus
reconstruction quality.
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Latent vector positions. In determining the position of the
latent vectors, we follow [4, 30], whereby learnable elements
are positioned in signal-space near high-frequency content
so as to bias the model capacity to more difficult to encode
content. To this end, the latents’ positions are determined by
sampling the image gradient norm. The latents’ positions re-
main fixed. This way, the indexing function Un can cache the
index of nearest latents upon ARC initialisation, significantly
decreasing training latency.

Indexing and aggregation. Given an input coordinate x,
Un retrieves the n nearest latent vectors along with their
relative position to x. n can be any value but we found 4
nearest neighbours to be sufficiently expressive. In contrast
to other methods which predefine an interpolation function
to aggregate the latent vectors [4, 16], ARC defers to the
decoder to learn this from the latent vectors and relative
positions, similar to [3]. The latent vectors and their relative
positions are thus simply concatenated and fed to the decoder.
Consequently, we do not require Fourier features [4, 52],
which, in line with our design objectives, keeps the model
simple.

3.2.2 Decoder

The decoder is a simple MLP with ReLU activations, as op-
posed to more elaborate activation functions [4]. To align la-
tent vectors across different ARC instances, we let instances
share a single decoder. This decoder is pre-trained on a sub-
set of the data and then frozen for the remaining ARCs,
requiring all latent clouds to capture image features in an
aligned manner. Consequently, the memory cost of the de-
coder can be amortised across the whole dataset as only the
anchored latent cloud is required for classification.

3.3. Downstream processing

Due to its unique weight-space, ARC transforms the problem
of INR classification into point cloud classification. This
allows us to leverage well-studied downstream architectures
for ARC classification. No mechanisms against weight-space
equivariances are needed, in contrast to SIREN classifiers
[24, 26, 38].

Point Transformer v3. Any point cloud architecture that
supports arbitrary point feature dimensions can naturally
process ARCs. However, since the anchored latent vectors
encode local information, an architecture that emphasises
local interaction is preferred. To this end, we select Point
Transformer v3 (PTv3) [57], a state-of-the-art method that
performs local attention. When using PTv3, we provide it
only the learnt latent vectors. The latent positions are used
only for the relative positional encoding and pooling oper-
ations. PTv3 allows for a varying number of points within

Figure 3. Data augmentation techniques for ARCs. Noise, Mask-
ing, and ARCmix manipulate the latent cloud to enhance data
diversity, while Push, Rotate, and Flip change just the latent vec-
tor coordinates. These augmentations operate directly in the ARC
weight-space.

a batch, enabling ARCs to adjust the number of latents to
the image complexity. Note however that in this work we
follow [4] by letting the number of latent vectors be propor-
tional to image size. Modifications made to PTv3 for ARC
compatibility are discussed in Appendix A.

Data augmentation. We can leverage the unique weight
space of ARC to apply intuitive data augmentation methods
which we show to be almost as effective as using redundant
ARC instances in our experiments. These data augmentations
are applied ‘on-the-fly’ on the anchored representation cloud.
Figure 3 depicts the augmentation methods: Noise applies
random Gaussian noise to the latent content, Masking omits
a specified fraction of the points, Push, Rotate and Flip
only augment the latent vector coordinates within a single
ARC instance. Furthermore, ARCmix, a method inspired by
CutMix [62, 64], mixes two ARC by combining their latent
clouds.

4. Experiments
In our experiments, we compare INR classification pipelines.
In INR classification literature, the seminal SIREN ar-
chitecture remains the most prominent, and has seen in-
cremental classification improvements over recent years
[24, 26, 38, 68, 69]. We focus on two representative base-
lines: the foundational DWSnets [38] and the state-of-the-art
ScaleGMN [24]. Details of the experiments can be found in
Appendix D.

4.1. Experiment 1. High-resolution image classifi-
cation

How well do ARCs and existing INR classification pipelines
perform as image resolution increases? To answer this ques-
tion, we analyse INR classification accuracy on Fashion-
MNIST (FMNIST) [58] whereby we scale the image resolu-
tion by padding the images with zeroes to a 100× 100 and
1024× 1024 resolution (Figure 4). The toy datasets are then
converted into SIRENs and ARCs and classified by their
respective methods. The test accuracy is reported in Table 1.
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Figure 4. Exp. 1: Left, a sample from the 1024 × 1024 padded
FMNIST dataset. Right, a zoomed in view of the depicted object.
The high-resolution of the image, transforms the relatively simple
task of FMNIST classification into a challenge for baseline INR
classification methods.

Side Length 28 100 1024 INR #param
increase

DWSNets 67.06⋄ 67.60 53.28 ×33
ScaleGMN 80.78⋄ 74.50 48.77 ×33
Ours 80.42 79.36 73.57 ×1

Table 1. Exp. 1: Test accuracy (%↑) on the padded FMNIST
datasets and the required increase in INR parameters (↓) to produce
recognisable reconstructions. The SIREN 1024× 1024 dataset is
a third of the size of the corresponding ARC dataset due to steep
fitting costs as a consequence of the increased number of parame-
ters. Entries marked with ⋄ are taken from their original publication
([24, 38]). Next to being a more parameter efficient representation,
our method is more resilient against increasing image size.

While both SIREN and ARC classification pipelines show
a degradation in classification accuracy, ARC is demonstra-
bly stronger. This difference can be attributed to how each
method handles increasing image resolution. A SIREN’s
input domain is fixed to [−1, 1]din , regardless of image
size. On higher resolutions, the number of pixels mapped
within [−1, 1]din grows, requiring SIRENs to produce higher
frequency outputs. Subsequently, spectral bias effects re-
emerge, resulting in overly smooth reconstructions. To miti-
gate this, the SIREN architecture is increased in width and
depth, yielding a ×33 increase in the number of parameters
between 100 × 100 and 1024 × 1024. This substantial in-
crease significantly increased fitting time, requiring us to
limit the SIREN dataset size to approximately a third of that
used for ARC. For ARC, the image resolution is decoupled
from the latent representation. Consequently, as image size
grows but image complexity remains low, the number of
latent vectors does not have to be adapted.

We continue our investigation into high-resolution im-
age INR classification with Imagenette [20]. Imagenette
is a dataset of natural images with a median resolution of
375× 500 and a maximum of 4268× 2912. As image com-
plexity increases, INR capacity must increase proportionally.
For ARC, this scaling is straightforward as we can simply
increase the number of anchored latent vectors. For SIRENs,
the scaling is performed in either the number of hidden layers
or the hidden dimension. Neither DWSnets nor ScaleGMN

Imagenette 320x
CenterCrop

Imagenette full
resolution

DWSnets 41.05 -
Ours 71.71 75.92

Table 2. Exp. 1: Validation accuracy (%↑) on Imagenette. ARC sets
a new watermark in classifying full-resolution image data through
their INR representation.

support variable SIREN architectures, so a fixed size must be
picked. This invariably leads to undercapacity or overcapac-
ity on a subset of the image data. To decrease discrepancies
that may arise from this, we use the prescaled dataset variant
Imagenette320 [20], and apply a centre-crop to standardise
all images to 320 × 320. These images are converted into
SIRENs and ARCs, and subsequently classified. This proce-
dure is additionally performed on the original, full-resolution
Imagenette dataset with ARCs. As no test set is provided,
we report validation accuracy in Table 2. We were not able
to train ScaleGMN on this dataset due to instability issues.
We go into more detail about ScaleGMN fitting difficulties
in Appendix D.

ARC demonstrates high classification accuracy on Im-
agenette. We hypothesise that this performance is due to
the higher resolution of Imagenette images, where relevant
features are distributed across larger regions of the image.
With latent vectors anchored in these regions, ARC can rep-
resent the features with greater precision and redundancy,
all while respecting the spatial integrity of these features.
This, in turn, enables PTv3 to learn a richer representation
and yield a high classification accuracy. The improvement
of ARC between the centre-crop and full-resolution sets can
be attributed to the resolution bias present in Imagenette
which may be exploited by the relative positional encoding
in PTv3. We found that a simple ReLU-MLP of dimensions
[2, 64, 64, 64, 10] can obtain a validation accuracy of up to
23.46% on Imagenette based on image dimensions alone.

4.2. Experiment 2. Image classification benchmarks

How does ARC compare to established INR classification
benchmarks? We follow other INR literature in using MNIST
[29], Fashion-MNIST [58], and CIFAR10 [28]. Results are
presented in Table 3. On low-complexity grey-scale datasets,
ARC performs similarly to current state-of-the-art meth-
ods. On the more complex CIFAR10 dataset, ARC obtains
state-of-the-art accuracy. CIFAR10 is more challenging than
MNIST and FMNIST, as objects are presented in natural
images, leading to background noise. We expect that image
features are better represented among ARC instances on
these more complex images, leading to superior accuracy
compared to SIRENs.
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MNIST FMNIST CIFAR10

DWSnets [38] 85.71 ± 0.6 67.06 ± 0.3 -
NG-GNN [26] 91.40 ± 0.6 68.00 ± 0.2 36.04⋄ ± 0.44
NG-T [26] 92.40 ± 0.3 72.70 ± 0.6 -
ScaleGMN [24] 96.59 ± 0.2 80.78 ± 0.2 38.82 ± 0.1
Ours 92.69 ± 1.2 80.42 ± 0.4 58.47 ± 0.4

Table 3. Exp. 2: Test classification accuracy (%↑) on various image
classification datasets. We train our method on 3 different seeds
and report the mean and std. Entries marked with ⋄ are taken from
reproductions by [24]. ARC classification accuracy is similar to
baselines on low-complexity datasets and outperforms them on the
more complex CIFAR10 dataset.

#INRs per image 1 20

NG-GNN [26] 36.04⋄ 45.70⋄

ScaleGMN [24] 38.82 56.95
Ours 38.12 55.87

Table 4. Exp. 3: CIFAR10 test accuracy (%↑) after training on either
1 or 20 INRs per CIFAR10 image. No further data augmentation
is employed. Similar to the baselines, ARC classification accuracy
improves significantly when trained on redundant INRs. Entries
marked with ⋄ are taken from reproductions by [24].

4.3. Experiment 3. Data augmentation

In SIREN classification methods, an increasingly used tech-
nique to reduce overfitting is to generate redundant INRs
for each image in the dataset [1, 24, 38, 66, 68], but this
increases the resource-intensive INR fitting process. Are
ARC weight-space data augmentation methods as effective
as redundant INR fitting? To establish a baseline, we fit 20
ARCs per image on a 10k subset of CIFAR10. Without any
additional augmentations, PTv3 is trained on two conditions:
using a single ARC per image and using all 20 ARCs. We
report the test accuracy per image Table 4. ARC classifica-
tion accuracy is on par with the state-of-the-art which has
the advantage of being trained on the full CIFAR10 dataset.

We now ask, are data augmentation methods that operate
on the ARC weight-space (Figure 3) as effective as using
redundant INRs during training? We convert the entire CI-
FAR10 dataset to ARC instances and evaluate the different
data augmentation methods in Table 5. When comparing
the test accuracies obtained under weight-space data aug-
mentations to those obtained with redundant INR fitting
Table 4, we observe that our data augmentations do not fully
close the gap. In fact, as we leverage the entire CIFAR10 in
the weight-space augmentation experiments and just a 10k
subset in the redundant INR experiment, the gap may be
slightly larger. Regardless, our data augmentation methods
offer a compelling alternative that requires significantly less
computational resources and time to execute.

Latent
noise

Point
space

ARC
masking ARCmix Acc.

- - - - 38.12
✓ - - - 39.08
- ✓ - - 51.69
- - ✓ - 50.25
- - - ✓ 54.55
- - ✓ ✓ 54.56
- ✓ ✓ ✓ 50.34
✓ ✓ ✓ ✓ 51.03

Table 5. Exp. 3: Test accuracy (%↑) on different ARC augmenta-
tion methods. The ‘Point space’ column applies the push, flip and
rotation augmentation methods. Compared to fitting and training on
redundant INRs, these more efficient weight-space augmentations
yield competitive test accuracy.

4.4. Experiment 4. Feature locality

In this experiment we test our claim that the anchored la-
tent vectors of ARC represent local image features. If so,
applying a transformation to the ARC coordinates should
yield a similarly transformed reconstruction. Furthermore,
in classifying ARCs, the latent vector positions should prove
to be relevant. As a reminder, the absolute position of the
points is not given as a feature PTv3. Instead, PTv3 uses a
relative position encoding.

We first consider transformations on the ARC coordinates.
Given a trained ARC, we manipulate only the latent vector
positions. The index function cache is refreshed and a for-
ward pass is performed. In Figure 5, we perform several such
transformations and depict the resulting reconstructions. We
can indeed verify that transforming latent vector positions
yield correspondingly transformed reconstructions. If the
anchored latent represent local image content, it is possible
to mix ARCs. We can e.g. select parts of different ARCs
or simply stack them. To demonstrate this, two ARCs were
jointly trained with a shared decoder. As shown in Figure 6,
mixing these ARCs produces interesting reconstructions. As
the index function cache is refreshed, and image coordinates
retrieve their nearest latent vectors, they receive a mix of
latent features. Moreover, since the latent vectors are more
densely positioned on the image gradient, we can clearly
make up edges and other discontinuous jumps in the mixed
reconstruction. Mixing ARCs is leveraged in our ARCmix
data augmentation method.

We further investigate the significance of local feature
representations by considering their influence on ARC classi-
fication accuracy. For this experiment, we reuse the FMNIST
dataset that was padded to 100× 100 in Experiment 1. We
push the latent vectors of this dataset into a random direction
once, and use this data to 1) evaluate a regularly trained
PTv3 instance, and 2) train a PTv3 instance from scratch. In
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Latents positions Reconstruction

Original

Shift

Rotate

Flip

Figure 5. Exp. 4: Each row depicts a transformation on the la-
tent vector positions. No other changes are made to the ARC. The
resulting reconstruction is displayed in the right column. The cor-
respondence between the latent cloud transformation and the new
reconstructions demonstrates how ARC encodes image features
locally.

Latent positions Reconstruction

Mask

Stack

Figure 6. Exp. 4: We demonstrate how mixing two ARC retains
their local image features. In the top row, latent vectors are masked
in a specific shape. In the bottom row, the latent clouds are stacked.
The ARCs were jointly trained with a shared decoder.

Train

Intact Pushed

Te
st Intact 79.32 51.79

Pushed 17.39 69.06

Table 6. Exp. 4: FMNIST test accuracy (%↑) if we push each latent
vector to a random position during either train or test time. Leaving
the latent positions intact yields the highest accuracy. Conversely,
training on displaced latent vectors leads to a drop in accuracy
when faced with intact ARCs, which we attribute to PTv3 learning
incorrect relationships in its relative positional encoding mecha-
nisms.

Centered Displaced

Figure 7. Exp. 5: Samples from the Centered and Displaced
datasets.

Table 6 we list the resulting test accuracies. Unsurprisingly,
not touching the latent vector positions leads to the high-
est test accuracy. When the regularly trained PTv3 instance
is evaluated on the randomly pushed ARC dataset, a large
drop in test accuracy ensues as the learned relative positional
encoding within PTv3 becomes meaningless. Conversely,
when we train on pushed ARC data, the classifier still works
relatively well. PTv3 builds up a global context through lay-
ers of local attention and pooling. We hypothesise that the
latent features are descriptive enough that, through pooling
alone, they are relatively informative. When evaluated on
intact ARCs, accuracy drops, which we attribute to PTv3
learning inconsistent or incorrect relationships in its rela-
tive positional encoding mechanisms due to the displaced
training data.

4.5. Experiment 5: Image translation robustness

For regular image classifiers, translation invariance means
that the classifier’s predictions are unaffected by shifts in
pixels. This runs counter to the typical use of INRs where
any change in the pixels should be accurately captured in the
reconstruction. An INR classifier should thus recognise that
a particular change in the INR weight-space stems from an
benign image shift.

As ARC learns local image features, we hypothesise that
the weight-space remains largely intact when fitting to a
shifted image, making the ARC classification pipeline more
robust to such transformations. To test this, we return to the
100×100 padded Fashion-MNIST objects, where, alongside
centred FMNIST objects (named Centered ), we fit INRs to
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Method Test on
Centered

Test on
Displaced

ScaleGMN 74.50 13.00
Ours, PTv3 79.36 47.61

Table 7. Exp. 5: Test accuracy (%↑) when trained on INRs of
Centered and evaluated on INRs of Displaced . SIREN-based
methods (ScaleGMN) experience a complete collapse in classifica-
tion accuracy due to significant differences in weight-space among
the datasets. ARC paired with PTv3 demonstrates improved robust-
ness. The drop in PTv3 is still significant enough to warrant extra
experiments.

randomly displaced FMNIST images (named Displaced ),
depicted in Figure 7. SIRENs share the same initialisation,
while ARCs use the same decoder over all datasets. Both
ScaleGMN and PTv3 are trained on their respective INRs
of the Centered dataset, and subsequently evaluated on
Displaced INRs. Test accuracies are listed in Table 7. In
SIREN-based methods, evaluating on Displaced is almost
equivalent to random guessing, as the displaced FMNIST
images have induced a drastic change to the SIREN weight-
space. For ARC, we observe a much smaller, but still signif-
icant drop in generalising to Displaced ARCs. Like with
SIRENs, the shifted image content may have induced signifi-
cant differences to the latent content. However, an additional
cause may be at play, where PTv3 is overfitting to the ab-
solute positions of the ARC latent vectors. Although PTv3
does not explicitly use absolute latent positions, its pooling
and local attention mechanisms do rely on them. We test the
trained PTv3 model on Centered ARCs where the entire
latent cloud is shifted. In Table 8, this shift causes a signifi-
cant drop in accuracy degrades, confirming that PTv3 is not
translation invariant. We therefore also consider Point Trans-
former v1 (PTv1) which uses a simpler nearest neighbour
mechanism relying on relative position [65]. PTv1 shows no
significant changes in accuracy drop under the same condi-
tions as PTv3.

To address the issue of translation sensitivity, we retrain
PTv3 but randomly shift the ARCs during training. This
forces PTv3 to become more robust to absolute position dif-
ferences. When evaluated on Displaced , the accuracy drop
is significantly reduced compared to the original setup, as
shown in Table 9. With the increased robustness against abso-
lute position differences, the observed performance gap can
be attributed to latent content differences between Centered
and Displaced . PTv1 is also tested but shows significantly
weaker generalisation properties.

4.6. Experiment 6. Ablation

In this experiment, we ablate various aspects of ARC and
PTv3 to observe their impact on classification accuracy. For
each ablation, ARCs are fit on a subset of 10k CIFAR10
images.

No shift Shift

PTv3 79.32 57.87
PTv1 76.37 76.46

Table 8. Exp. 5: Impact of absolute latent position shifts on PTv3
and PTv1 test accuracy (↑%). PTv3 shows a substantial drop in ac-
curacy when the latent cloud is shifted, demonstrating its sensitivity
to absolute latent positions. PTv1 shows no noticeable accuracy
degradation which is in line with its relative position mechanisms.

Method Test on
Centered

Test on
Displaced

PTv3 78.58 62.78
PTv1 76.37 49.36

Table 9. Exp. 5: Test accuracy (↑%) when training PTv3 on
Centered with random latent cloud shifts. Naturally, training with
latent cloud shifts improves PTv3’s robustness to translation, and
allows to analyse the accuracy gap due to latent content differences
between Centered and Displaced . PTv1 had this property built-
in but shows significantly weaker generalisation across the datasets.

Latent normalisation Val. Acc.

None 52.67
Normalise Whole 54.58
Normalise Per-dim 58.68

Table 10. Exp. 6: Validation accuracy (%↑) under different latent
normalisation strategies. We show how normalising each latent di-
mension independently yields the highest increase in performance.

First, we compare latent vector normalisation techniques
and their impact on validation accuracy. Three normalisation
strategies are compared. None: where no normalisation is
applied, Normalise Whole: where the latent vectors are nor-
malised using a scalar mean and standard deviation which
are precomputed on a subset of the ARCs, and Normalise
Per-dim: where the mean and standard deviation are pre-
computed per latent dimension on a subset of the ARCs.
The effect of these techniques on test accuracy is listed in
Table 10. Generally, applying normalisation to the latent
vectors improves classification accuracy. This is in line with
findings in other INR classification literature [26, 38, 68, 69].
Furthermore, applying normalisation across individual latent
dimensions yields the highest improvement. This suggests
that capturing variations specific to each latent dimension
provides a more robust representation in classifying ARCs.
We hypothesise that certain latent dimensions specialise in
capturing distinct image features. This type of alignment
would be induced by sharing the decoder. A similar property
is introduced manually by means of harmonics of different
frequencies, which results in better INR reconstructions [4].
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Latent dimension

8 16 32

#
L

at
en

ts 10 30.95 32.91 29.01
25 41.12 40.05 41.43
50 49.14 48.62 48.02

Table 11. Exp. 6: Validation accuracy (%↑) under different com-
binations of the number of latents versus the latent dimension.
Increasing the number of latents has a clear positive impact on
classification accuracy, whereas high latent dimensions provide
diminishing results, particularly when there are few latents.

Next, we explore the trade-off between the number of
latent vectors and the latent dimensionality of each latent
vector in ARC, and aim to analyse their impact on classi-
fication accuracy. We fit a subset of 10k CIFAR10 images
to each combination. In Table 11 the validation accuracies
which PTv3 converges to are listed. Accuracy improves sig-
nificantly as we increase the number of latent vectors in the
image. Conversely, increasing the latent dimension yields
diminishing returns on accuracy.

5. Conclusion

In this paper, we introduced ARC: Anchored Representation
Clouds, a novel type of INR that couples latent space and
image coordinate space. This allows ARC to leverage point
cloud classification architectures to obtain state-of-the-art
classification results and process image datasets that were
previously unattainable for INR-based classification meth-
ods. Additionally, the unique weight-space of ARC provides
efficient data augmentation techniques. We believe a key
advancement in INR classification entails the unification of
INR fitting and classification processes, which are currently
treated as distinct stages. End-to-end coupling of the INR
fitting and classification processes could lead to more com-
petitive classification performance compared to their image-
space counterparts whilst being more memory-efficient.
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A. ARC implementation details
Provided with an image, the latent position are determined
by sampling image gradient norm. Like [4], the number
of latent vectors is proportional to the number of pixels in
the image. We experimented with different combinations
of the number of latents and latent dimension and found
that # latents = 0.05 · # image pixels, combined with a
feature dimension of z = 32 works well for most cases.
This configuration is used in all experiments, unless oth-
erwise noted. Like [4], the feature vectors are drawn from
U(−1e−4, 1e−4). Upon initialisation, the indexing function
Un caches the index and relative position to the n nearest
latent vectors. In all our experiments, we use a decoder of
size [n · (z+2), n · (z+2), dout]. The decoder is pre-trained
by jointly training 100 ARC instances, aggregating the loss
over all instance for each step. All our ARC instances, as
well as the pretrained decoder, are trained for 500 steps. In
fitting ARC we make use of mini-batching, whereby only
25% of the image coordinates are supervised each iteration.
We found that this makes qualitatively little difference in
reconstruction quality but makes fitting significantly faster.
An ADAM optimiser is used with a learning rate of 0.005.
We normalise images to [0,1] range.

B. Point Transformer v3 implementation details
Point Transformer v3 (PTv3) [57] is not intended to be used
outside of point-cloud tasks that are typified by a 3D coor-
dinate with optional features like colour or normals. Hence,
PTv3 requires a few tweaks in order to be compatible with
ARC. For instance, the latent coordinates are made three-
dimensional by appending a 0 to them. To make PTv3 suit-
able for classification tasks, we replace the standard upsam-
pling blocks by a global pooling layer, followed by a single
linear layer that maps the feature dimension to the number
of classes.

C. SIREN implementation details
Several of our experiments required custom SIREN datasets.
We aimed to follow DWSnets implementation but found it
to be erroneous compared to the regular SIREN specifica-
tion [47]. Specifically, a 0.5 offset is added to the network’s
output, the first layer does not follow the prescribed initiali-
sation scheme, and the bias layer is initialised to zero rather
than the prescribed weight initialisation. We found that these
errors are not readily apparent in low-resolution images such
as the ones commonly used in INR classification. In fitting
our larger resolution images, we observe heavy blurring in
the reconstruction Figure 8. We opted to use a correct SIREN
implementation instead.

We use default SIREN hyperparameters; ω0 = 30.0, no
final layer activation function, ADAM optimiser and learning
rate of 0.0005. The SIRENs are trained for 1000 steps.

Ground Truth
DWSnets
SIREN

Standard
SIREN

Figure 8. Comparison of 1024 × 1024 FMNIST objects recon-
structed using DWSnets’ SIREN implementation and a corrected
SIREN implementation. Rows depict (from top to bottom) the full
image, a zoomed-in view, and the FFT of the reconstruction. The
left column shows the original image, highlighting its increased
frequency content. From the FFTs, it is clear that spectral bias
phenomena re-emerge in the SIREN INRs.

D. Experiment details
ScaleGMN. In utilising the ScaleGMN baseline [24], it
proved to be rather unstable in training. The authors acknowl-
edge this issue and take measures such as layer normalisation
and skip connections to mitigate it. ScaleGMN is designed to
work on SIREN datasets introduced by the DWSnets paper
[38]. We found that a faulty SIREN implementation was used
in creating these datasets (Appendix C). The SIREN datasets
that we created therefore present an extra challenge as the
provided ScaleGMN settings were created with DWSnet-
SIRENs in mind. To quantify this error, we train ScaleGMN
using the provided MNIST settings on 10k SIRENs that we
fit ourselves. The resulting test accuracy is 88.89% after 71
epochs, which is 7.68% lower than the test accuracy which
the authors obtained 96.57% on the whole MNIST dataset.
We proceed to use ScaleGMN in our experiments where we
use our own SIREN datasets, but are aware of the possibly
suboptimal performance.

Toy datasets. In most experiments with toy datasets FM-
NIST was chosen as a basis. FMNIST poses a non-trivial
classification challenge for current methods [24, 26, 38] and
can easily be padded to increase the image size.
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