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Urtė Urbonavičiūtė1
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Abstract
Deep learning systems are typically trained in static
environments and fail to adapt when faced with a
continuous stream of new tasks. Continual learn-
ing addresses this by allowing neural networks to
learn sequentially without forgetting prior knowl-
edge. However, such models often suffer from a
gradual decline in learning ability, a phenomenon
known as loss of plasticity. Recent work introduced
Continual Backpropagation (CBP), which restores
plasticity by fully reinitializing low-utility neurons.
While this approach is effective, it can also disrupt
the learning process. This research proposes and
tests three less disruptive alternatives to full reini-
tialization: injecting Gaussian noise into weights,
reinitializing weights from the original initializa-
tion distribution, and rescaling weights to match
their initial variance. We evaluate these strate-
gies using the Permuted MNIST benchmark. The
present findings show that noise injection has re-
sults similar to original CBP, reinitializing weights
from the original distribution shows a better per-
formance, while weight rescaling performs much
worse than CBP. This implies that less destructive
methods can maintain plasticity effectively, with
some alternatives offering better stability-plasticity
trade-offs than CBP.

1 Introduction
Deep learning, the foundation of many modern neural net-
work architectures, is based on gradient-based optimization
methods such as backpropagation [1]. Backpropagation en-
ables the efficient computation of gradients and allows mod-
els to adjust their parameters to minimize prediction error.
This technique has achieved remarkable success in domains
such as natural language processing [2], robotics [3], and
game playing [4]. The standard deep learning systems work
in two main stages: a training phase where the model learns
information, and a usage phase where the model’s parame-
ters are fixed and the model tries to predict. While this design
works well in static environments, it limits the system’s ca-
pacity to adapt to new information over time. [5]

In contrast, continual learning addresses this limitation by
enabling models to learn sequentially from a stream of tasks
without forgetting previously acquired knowledge [6, 7]. This
capability is essential for dynamic real-world applications,
such as autonomous systems and lifelong learning agents [8].

However, while continual learning appears to be a signif-
icant improvement over traditional deep learning, over time
the model loses the ability to adapt effectively to new tasks.
This phenomenon is called loss of plasticity and it happens
because networks become over-specialized in earlier tasks,
and their learning capacity decreases. This issue has been
extensively examined in recent studies, which highlight how
neural networks struggle to maintain adaptability in long-
term learning scenarios [9, 10].

To address this, researchers have explored various strate-
gies that also involve reinitializing neurons, weights, or sub-

networks of a model to keep the model adaptable. For in-
stance, Sokar et al. [11] proposed ReDo, a method for deep
reinforcement learning that identifies dormant neurons (units
that are rarely active) and periodically resets their weights to
restore the network’s ability to learn and respond to new pat-
terns.

Similarly, Dohare et al. [12] conducted a systematic study
on loss of plasticity in both supervised and reinforcement
learning. The researchers confirmed that standard deep learn-
ing models consistently lose their learning ability over time in
continual learning settings, regardless of the dataset or archi-
tecture. Eventually, these models perform no better than shal-
low networks in later tasks. To address this issue, they pro-
posed Continual Backpropagation, a backpropagation adap-
tation that maintains plasticity by periodically reinitializing a
small fraction of low-utility neurons during training. During
this process, the outgoing weights and biases of re-initialized
units are set to zero, while incoming weights are reset us-
ing Kaiming uniform initialization. In this initialization tech-
nique, the weights are sampled from a uniform distribution
scaled by the number of input connections, helping to main-
tain stable activation variance across layers [13].

While full reinitialization has shown promise in restoring
plasticity, it also introduces potential downsides. Resetting
neurons to zero may discard partially useful features, intro-
duce instability since some existing network contributions are
removed, and delay reactivation, as freshly reset neurons can-
not immediately participate in learning. These limitations
raise an important question:

Are there less disruptive alternatives to full neuron
reinitialization for maintaining plasticity in Contin-
ual Backpropagation?

This research investigates three such alternative strategies
for handling low-utility neurons within the Continual Back-
propagation framework.

One approach, inspired by Ash and Adams [14], scales and
injects small Gaussian noise into the weights of low-utility
neurons instead of completely resetting them. This added
randomness is expected to help re-engage inactive neurons
without completely discarding their learned information.

Another method reinitializes low-utility neurons by sam-
pling their outgoing weights from the Kaiming uniform dis-
tribution instead of resetting them to zero. It is hypothesized
that this method could provide a softer reset and allow neu-
rons to learn faster.

A third strategy, based on the work of Niehaus et al. [15],
rescales the weights of inactive neurons and restores their
original variance. This method is expected to help these neu-
rons become active again by increasing their sensitivity, with-
out completely changing what they have already learned.

Together, these approaches are examined to assess whether
they can improve plasticity in continual learning without the
drawbacks associated with full neuron resets.

This paper is organized as follows. Section 2 reviews the
relevant background and prior work related to this research.
In Section 3, we introduce and motivate several alternative
strategies to full neuron reset within the Continual Back-
propagation framework. Section 4 outlines the experimen-



tal setup, including dataset details, hyperparameter configu-
rations, and evaluation metrics. The empirical results of the
proposed methods are presented and analyzed in Section 5.
Section 6 briefly reflects on responsible research practices,
followed by a discussion of the key findings and their impli-
cations in Section 7. Finally, Section 8 concludes the paper
and suggests directions for future work.

2 Background and Related Work
This research builds on the work by Dohare et al. [12], who
addressed the problem of loss of plasticity in continual learn-
ing and proposed a way to solve it. In addition, several other
studies are explored to identify alternative neuron reinitializa-
tion strategies. This section outlines the key background and
related work that form the foundation for this research.

2.1 Continual Backpropagation (CBP)
Dohare et al. [12] proposed Continual Backpropagation
(CBP), an effective modification of standard backpropagation
designed to mitigate the loss of plasticity in continual learn-
ing settings. The main idea behind CBP is to periodically
reinitialize a small fraction of neurons that have low utility.

Low utility is an indicator of neurons that have become
stale or uninformative over time. It is measured based on
both the magnitude of the outgoing weights and the neuron’s
recent activations. Specifically, in a feed-forward neural net-
work, the contribution utility ul[i] of the i-th hidden unit in
layer l at time t is updated using an exponential moving aver-
age:

ul[i] = η × ul[i] + (1− η)× |hl,i,t| ×
nl+1∑
k=1

|wl,i,k,t|

Where:

• hl,i,t is the activation of the i-th unit in layer l at time t,

• wl,i,k,t is the weight connecting the i-th unit in layer l to
the k-th unit in layer l + 1,

• nl+1 is the number of neurons in the next layer l + 1,

• η ∈ (0, 1) is the decay rate controlling the moving aver-
age.

In the reinitialization process, the outgoing weights and bi-
ases of selected neurons are reset to zero, while their incom-
ing weights are re-sampled from the original initialization
distribution (Kaiming uniform). This allows the network to
reuse underperforming neurons and restore some of its abil-
ity to adapt to new tasks.

To ensure that neurons had enough opportunity to learn be-
fore being replaced, only those that exceed a maturity thresh-
old are considered eligible for reinitialization. Among these
mature neurons, a small fraction with the lowest utility scores
is selected.

Although CBP is effective in maintaining long-term plas-
ticity, full neuron reinitialization may discard partially use-
ful features and delay reactivation, thus motivating the explo-
ration of less disruptive alternatives.

2.2 Noise Injection
In their work on WARM (Weight Averaged Random Model),
Ash and Adams [14] propose a simple yet effective regular-
ization strategy for continual learning: periodically scaling
weights by a factor λ and adding small Gaussian noise to the
model parameters. They call this method shrink and perturb,
and the key idea is to introduce controlled noise that encour-
ages ongoing exploration of the weight space and helps the
model escape overconfident or stale regions without catas-
trophic forgetting. In each training round t, the update per-
turbs each parameter θti as follows:

θti ← λ · θt−1
i + pt, where pt ∼ N (0, σ2) and 0 < λ < 1

The researchers demonstrate that this simple yet powerful
technique significantly improves generalization while main-
taining computational efficiency.

In the context of Continual Backpropagation, this idea is
adapted by applying the same scaling and noise injection pro-
cess to low-utility neurons instead of setting their weights to
zero. Incoming weights, outgoing weights, and biases are
scaled by a factor λ and perturbed by noise sampled from a
Gaussian distribution with standard deviation σ.

2.3 Weight Rescaling for Variance Restoration
Weight modification methods are often developed as regu-
larization techniques aimed at improving the performance of
neural networks.

Batch normalization, introduced by Ioffe and
Szegedy [16], is one of the main methods in deep net-
work training that improves stability and performance. It
reduces internal covariate shift by normalizing the input
to each layer across a mini-batch. This technique makes
training more stable and faster. Usually, other research builds
upon batch normalization and aims to improve it or make the
algorithm more efficient.

L2 regularization adds a penalty to the loss function based
on the squared magnitude of the weights. This discourages
overly large weights and promotes smoother, more generaliz-
able models. It was formally introduced in the context of lin-
ear models as “ridge regression” by Hoerl and Kennard [17]
and is now a standard regularization strategy in neural net-
works. L2 regularization is also used alongside CBP in the
work of Dohare et al. [12]

Weight normalization, introduced by Salimans and
Kingma [18], reparameterizes the weights by decoupling
their magnitude and direction. It introduces a learnable scal-
ing parameter, which must be optimized via gradient descent.
While this method has proven to be effective, it is tightly cou-
pled with the optimizer and introduces additional parameters,
making it less ideal for a continual backpropagation (CBP)
setting, where only the reinitialization method is being re-
placed and neurons are reinitialized individually, rather than
through global retraining.

Weight interpolation is a recent approach explored in con-
tinual learning [19]. It blends weights from the current and
previous models using linear interpolation after task-specific
training. To be effective, it requires storing entire model
copies and solving permutation matching to align neurons



across tasks. Although it is powerful for merging models and
mitigating forgetting, its computational cost and architectural
constraints (e.g. batch normalization updates and permuta-
tion alignment) make it less compatible with simple continual
learning pipelines.

In contrast, Weight rescaling, proposed by Niehaus et
al. [15], is quite suitable for integration with the CBP setup
and is used in this research as one of the alternative meth-
ods to neuron reinitialization. Specifically, it is explored as a
replacement for the original CBP reinitialization step where
outgoing weights are set to zero. This technique does not
require additional learnable parameters or separate models,
works well with Kaiming initialization, ReLU activation, and
the SGD optimizer, and has shown good performance on
CIFAR-10 in supervised learning settings.

This method resets the variance of neuron weights with-
out discarding their directional information. The procedure
involves standardizing the neuron’s weights (computing z-
scores) and then rescaling them to match the standard devi-
ation of the original initialization distribution, typically de-
rived from Kaiming or Xavier initialization:

w(ℓ) ← w(ℓ) − µ(w(ℓ))

σ(w(ℓ))
· σinit + µ(w(ℓ))

Where:
• w(ℓ) are the weights of a neuron in layer ℓ,
• µ and σ represent the empirical mean and standard devi-

ation of those weights,
• σinit is the standard deviation used by the original weight

initialization strategy.
Unlike full reinitialization, Weight rescaling in the CBP

setting can preserve the mean and directional structure of the
weights while restoring diversity, which is essential for con-
tinual learning. This method has the advantage of being non-
destructive and not dependent on activation history, making it
broadly applicable across architectures.

3 Alternative Strategies for Maintaining
Plasticity in Continual Backpropagation

In the research of Dohare et al. [12], neurons with low utility
are periodically reinitialized to maintain the plasticity of the
model. During the reinitialization, the incoming weights are
redrawn from a Kaiming uniform initialization distribution,
while the outgoing weights and biases are set to zero.

In this work, the focus is on modifying this reinitializa-
tion step itself. Instead of the original reset, three alternative
strategies are explored.

1. Noise Injection. Inspired by the Shrink-and-Perturb
method [14], this approach aims to softly re-engage low-
utility neurons. It scales the existing weights and biases
by a factor λ and adds small Gaussian noise, thus re-
taining some memory while encouraging diversity. Two
versions are implemented: one where noise is injected
only into the incoming weights (leaving biases and out-
going weights as zero), and another where noise is added
to incoming weights, outgoing weights, and biases. The

noise injection follows the same formula as it was pro-
posed by Ash and Adams [14]:

θt = λ · θt−1 + ϵ, ϵ ∼ N (0, σ2)

2. Reinitialization from Kaiming Uniform Distribu-
tion. As a more principled alternative to zeroing out
weights, this method samples both incoming and outgo-
ing weights from the Kaiming uniform distribution used
during model initialization, while keeping the biases at
zero. By assigning small random values instead of ze-
ros, it aims to avoid leaving neurons in an inactive state
and allows them to start contributing more quickly after
reinitialization.

3. Weight Rescaling. Based on the method proposed by
Niehaus et al. [15], this strategy rescales the incoming
weights of a neuron to match the variance of the origi-
nal initialization, without fully discarding the previously
learned information. It uses the same formula as it was
proposed in their research paper:

w←
(
w − µ(w)

σ(w)

)
· σinit + µ(w)

All methods are applied within a feedforward neural net-
work trained using stochastic gradient descent (SGD). Fur-
ther details of the network architecture, training loop, and
task-specific configuration are given in the next section.

4 Experimental Setup
This section outlines the experimental setup, including the
dataset, model architecture, hyperparameter configurations,
and evaluation metrics.

4.1 Permuted MNIST Benchmark
The new methods are evaluated using the Permuted MNIST
benchmark [20], a widely used and computationally efficient
setup for evaluating continual learning algorithms.

A more extensive version of this benchmark, referred to as
Online Permuted MNIST, is used by Dohare et al. [12]. In that
setting, each task applies a unique random pixel permutation
to the entire MNIST dataset, presented one sample at a time
with no mini-batches or task change indicators. This setup
is designed to test long-term plasticity in continual learning
setting.

In our experiments, a reduced version of this benchmark
is used to allow faster iterations and evaluation. The full
MNIST set is shuffled, and the first 10,000 samples are se-
lected for training. For each of the 600 tasks, a new unique
pixel permutation is applied to the entire 10,000-sample
dataset. This means that the dataset is fully permuted 600
times, resulting in 600 distinct permutations and task transi-
tions. Although this setup is smaller than the 60,000 sample
configuration used in Dohare et al. research [12], it preserves
key properties of continual learning and remains effective for
evaluating plasticity and learning stability over time.

All experiments are repeated 20 times for final evaluations
and 10 times during hyperparameter tuning.



4.2 Network Architecture
The architecture used in the Permuted MNIST experiments
is a fully connected feedforward network with three hidden
layers, each containing 100 ReLU-activated neurons. This
reduced architecture, compared to the one used in the orig-
inal paper of Dohare et al. [12], is sufficient for comparing
continual backpropagation with our proposed alternatives, as
our focus is not on the final accuracy, but rather a comparison
between the CBP and the alternative strategies.

All models are implemented using the PyTorch framework
[21].

4.3 Computational Environment
Due to the large number of tasks and multiple experimen-
tal runs across methods and hyperparameter settings, high-
performance computational resources were required. Most
experiments were conducted on the DelftBlue supercomputer
[22] and the Delft AI Cluster (DAIC) [23] at TU Delft. These
clusters enabled efficient parallel execution and handling of
data-intensive workloads.

4.4 Evaluation Metrics
To assess the performance of each method on the Permuted
MNIST benchmark, the following metrics are recorded con-
tinuously during training:

• Overall Task Accuracy - the model’s average predic-
tion accuracy across all samples within the task.

• Initial Task Accuracy - average accuracy of the first
10% of samples in each task, indicating how quickly the
model learns.

• Per-Task Accuracy - accuracy evaluated for an individ-
ual task, using all data samples from that task.

• Dead Unit Ratio - the proportion of neurons with
zero utility, indicating under-utilized or non-contributing
neurons.

• Approximate Rank - a proxy for the representational
capacity and plasticity of each layer. It reflects how
many principal components (or singular values) are
needed to explain most of the variance in the matrix [24].

These metrics together provide a comprehensive view of
the model’s learning behavior. Among them, overall task ac-
curacy is arguably the most important in the context of con-
tinual learning, especially when solving the problem of loss
of plasticity. This is because plasticity loss is directly linked
to a model’s inability to acquire new knowledge, which is
presented as a drop in accuracy over time. Therefore, our
main objective is to maintain high overall accuracy through-
out training. In some cases, when a method or configuration
shows noticeably lower accuracy, deeper analysis of other
metrics might not be even done.

Nevertheless, the remaining metrics still offer valuable in-
sights. Initial task accuracy is especially useful for verifying
hypotheses regarding learning speed. For example, we hy-
pothesize that when weights are not reset to zero (as in stan-
dard CBP), models may start learning faster, which would be
reflected in this metric. This trend can often be confirmed
further by inspecting the per-task accuracy curves.

The approximate rank helps evaluate how expressive or
flexible the model remains over time. A high rank suggests
that the model has diverse internal features and is capable of
adapting to new information, while a low rank may show that
the model’s features have become less flexible.

The dead unit ratio, also used by Dohare et al. [12], mea-
sures the proportion of neurons whose utility is zero accord-
ing to the contribution-based utility function. While this met-
ric is tightly coupled to the specific utility function and does
not directly measure plasticity or accuracy, it is still useful.
It allows comparison of how different methods affect neuron
usage, and whether they prevent the inactivity of units.

Together, these metrics support a comprehensive under-
standing of how each proposed strategy affects the learning
and the network.

All line graphs that present the evaluation metrics report
the mean value across multiple runs and include shaded ar-
eas that represent standard deviation. Lines in the plots are
averaged over 5 steps.

4.5 Hyperparameter Configuration
CBP has several key hyperparameters: the replacement rate,
which determines the probability that a neuron is selected for
reset; the maturity threshold, which ensures that neurons are
not reset too soon after reinitialization; the decay rate, which
controls the exponential moving average used in utility com-
putation; the learning rate, which affects how quickly the
model updates its weights; and the step size, which controls
the magnitude of each weight update during the training pro-
cess.

For all continual backpropagation variants analyzed in Per-
muted MNIST experiments, the best-performing hyperpa-
rameter settings reported in the Dohare et al. [12] research
paper are used: a learning rate of 0.003, a replacement rate of
1 × 10−5, a decay rate of 0.99, a maturity threshold of 100,
and a step size of 0.001.

Noise injection is the only method among our alternatives
that introduces additional hyperparameters: the shrinkage
factor λ and the standard deviation σ of the Gaussian distribu-
tion. Also, two variants of this method are considered, one in
which noise is applied only to the incoming weights, and an-
other in which noise is added to incoming weights, outgoing
weights, and biases.

The following hyperparameter values were explored:
• σ ∈ {0.1, 0.08, 0.07, 0.06, 0.05, 0.04, 0.03, 0.02,
0.01, 0.005, 0.001} - controls the magnitude of the
added noise.

• λ ∈ {0.2, 0.4, 0.6, 0.8} - controls the degree of weight
shrinkage.

The results in Figure 6 (Appendix A) show that applying
Noise injection to both weights and biases consistently out-
performs Noise injection only to the incoming weights.

Among the standard deviations, σ = 0.03 and σ = 0.04
yielded the best accuracy (Appendix A, Figure 7). It can be
also seen that the results of different σ make a parabola as
accuracy for both very small and very large values of σ de-
creases. As shown in Figure 8 (Appendix A), higher σ values
also lead to a higher approximate rank. In contrast, lower



Figure 1: Noise injection method compared to Continual Backpropagation and Backpropagation across two metrics: (a) Overall accuracy, (b)
Approximate rank

σ values result in higher percentage of dead neurons (Ap-
pendix A, Figure 9). Based on these results, σ = 0.04 is
selected as the optimal value.

As for λ, lower values (e.g., 0.2) resulted in fewer dead
neurons (Appendix A, Figure 12), while higher values (e.g.,
0.8) had higher approximate rank (Appendix A, Figure 11).
In terms of accuracy, λ = 0.2 performed best, while λ = 0.4
came as a close second (Appendix A, Figure 10). For the final
evaluations, λ = 0.2 is selected.

5 Results of Alternative Methods to Full
Neuron Reinitialization

This section presents the results of the proposed alternative
neuron reinitialization strategies, evaluated across multiple
criteria, and compares them to standard Continual Backprop-
agation (CBP) and Backpropagation (BP). The results pre-
sented here are based on the Permuted MNIST dataset. Addi-
tional results on the Incremental CIFAR dataset are provided
in Appendix C.

5.1 Results of Noise Injection
The Noise injection strategy used in this experiment applies
Gaussian noise to both incoming and outgoing weights as
well as biases, with a standard deviation σ = 0.04 and a
shrinkage factor λ = 0.2. Compared to standard CBP, this
method achieves nearly identical overall accuracy, as shown
in Figure 1a. It also maintains a similar percentage of dead
neurons and comparable performance in the first 10% sam-
ples in each task (Appendix B, Figures 13 and 14). The most
noticeable decline appears in the approximate rank metric,
where the values fall 10 units lower than those of CBP, but
still remain around 10 units higher than BP (Figure 1b).

5.2 Results of Reinitialization from Kaiming
Uniform Distribution

The Reinitialization from Kaiming uniform distribution
method proved to be better than standard Continual Back-
propagation across all evaluated metrics. In term of overall

accuracy, it performs slightly better than CBP (Figure 2a).
A more notable improvement is observed in accuracy of the
first 10% data points of each task, where it performs about
2% better than CBP (Figure 2b). This is further illustrated by
the accuracy on an individual task, such as the 400th, where
the method shows higher initial accuracy before converging
to a similar level as CBP (Figure 2c).

The most significant difference is observed in the approx-
imate rank, which is consistently higher by about 10 units
compared to CBP, indicating stronger representational capac-
ity and better plasticity (Figure 2d). In addition, the method
results in slightly fewer dead neurons throughout training
(Appendix B, Figure 15).

5.3 Results of Weight Rescaling

Weight rescaling was tested by applying it to both incom-
ing and outgoing weights, as well as to incoming weights
only. In most cases, the outcomes were similar across both
approaches, except in a few cases where rescaling only the
incoming weights resulted in slightly better performance.
Therefore, the upcoming figures present results where only
the incoming weights are rescaled.

Initial experiments in which weight rescaling is applied in
the standard continual backpropagation (CBP) setting showed
no improvement over standard backpropagation. Upon in-
specting the weights before and after rescaling, it was noticed
that they did not change much during this process. This led us
to hypothesize that CBP’s default hyperparameters, particu-
larly the replacement rate, which controls how many neurons
are replaced, may limit the degree to which neurons are able
to deviate from their original weights.

To test this, further experiments were conducted with lower
replacement rates (10−6 and 10−7) in order to affect fewer
neurons and potentially allow more time for their weights to
change before rescaling. However, no improvement in per-
formance was observed, as the model continued to behave
similarly to standard backpropagation (Figure 3).



Figure 2: Reinitialization from Kaiming uniform distribution method compared to Continual Backpropagation and Backpropagation across
various metrics: (a) Overall accuracy, (b) Initial accuracy, (c) Accuracy of the 400th task, (d) Approximate rank

Figure 3: Accuracy of initial Weight rescaling application (replace-
ment rate = 10−5) and Weight rescaling with lower replacement
rates, compared to Continual Backpropagation (CBP) and Back-
propagation (BP)

Another approach, inspired by the original weight rescal-
ing paper [15], was explored. In that research, weight rescal-
ing is applied once per epoch in a supervised learning set-
ting, therefore we decided to apply weight rescaling less fre-
quently. A sample counter was introduced to trigger rescaling
once per task (every 10,000 samples). Also, the replacement
rate was increased to compensate for the reduced frequency,
allowing more neurons to be rescaled at once.

Figure 4: Accuracy of Weight rescaling applied once per task com-
pared to Continual Backpropagation (CBP) and Backpropagation
(BP)

Several replacement rates were tested under this setup (0.5,
0.1, 0.01, 0.001), as shown in Figure 4. While most config-
urations again showed no benefit, a high replacement rate of
0.5 resulted in slightly more stable accuracy over time, al-
though performance remained low overall.

The final results, in which the best performing version of
each alternative method is presented, can be seen in Figure 5.



Figure 5: Final overall accuracy comparison between CBP, BP,
Noise injection, Weight rescaling and Reinitialization from Kaim-
ing uniform distribution

6 Responsible Research
This section reflects on the ethical aspects of the research,
scientific integrity, and reproducibility of the results.

6.1 Ethical Issues
This research does not use any personal, sensitive, or identifi-
able data. The experiments are conducted on standard bench-
mark datasets Permuted MNIST and Incremental CIFAR-
100, which consist of synthetic or anonymized image data.
The research focuses purely on methods aimed at improving
plasticity in continual learning models.

No direct deployment or real-world integration of the mod-
els was carried out. However, it is worth noting that since
the extensive experiments are only done on a narrow syn-
thetic benchmark (Permuted MNIST), the results are not nec-
essarily representative of real-world applications and there-
fore may not generalize broadly. This limitation should be
considered when interpreting the findings or applying them
to real systems.

6.2 Scientific Integrity
Throughout the research, ChatGPT1 was used only for gram-
mar correction, synonym suggestions, and sentence rephras-
ing. Example prompts used for these purposes are provided
in the Appendix D for transparency.

All methodological and experimental contributions were
independently developed and implemented by the author. All
references to existing methods (e.g., Continual Backpropaga-
tion) are cited.

6.3 Reproducibility of the Results
The results in this research are designed to be reproducible,
as the detailed description of the experimental setup is pro-
vided in Section 4. It includes all relevant hyperparameters,
the model architecture, and the evaluation metrics. Each ex-
periment was run multiple times to ensure statistical robust-
ness, and the number of runs is explicitly reported.

1ChatGPT by OpenAI, https://chat.openai.com

Additionally, the full source code is publicly available in
a GitHub repository. The repository includes instructions for
setup, installation, and running experiments.

It is important to note, that fixed random seeds were not
used across all experiments since the goal was to evaluate the
robustness of the results. However, the variability introduced
by this is minimal and accounted for using multiple runs and
standard deviation reporting.

All code was written in Python 3.8 using standard machine
learning libraries such as PyTorch [21].

7 Discussion
This section reflects on the results obtained from the On-
line Permuted MNIST benchmark and provides further in-
terpretation. The proposed alternative methods are compared
with Continual Backpropagation (CBP) and discussed in the
broader context of maintaining plasticity in continual learn-
ing.

Among the experimented methods, sampling both incom-
ing and outgoing weights from the Kaiming uniform distri-
bution shows a consistent improvement over standard CBP
across all metrics. From the single-task accuracy and ini-
tial accuracy graphs, it can be concluded that a network in
which outgoing weights are not periodically set to zero is
able to learn new information faster, consequently improv-
ing overall accuracy. This likely happens because outgoing
weights initialized from the Kaiming distribution provide a
meaningful gradient path for learning from the start, unlike
zeroed weights, which need several updates before becoming
effective. Furthermore, the higher approximate rank indicates
that the network flexibly responds to new data and is more
plastic. The reduction in the number of dead neurons also
supports this, suggesting that reinitializing outgoing weights
with non-zero values increases the chance that these neurons
will remain useful and active over time, thus the likelihood of
them becoming dead again reduces.

As for Noise injection, it performs similarly to CBP across
almost all metrics, with the exception of approximate rank,
where its performance shows a noticeable decline. This may
be explained by the fact that Noise injection perturbs exist-
ing representations rather than reinitializing them completely,
making neurons less sensitive to new input patterns.

Additionally, while the best results are observed with a
shrinkage factor λ = 0.2, it could be argued that this value
causes a substantial loss of prior knowledge since the weights
are strongly scaled down before noise is added. From the hy-
perparameter tuning results (Figure 10), it can be seen that
λ = 0.4 could be considered as a strong alternative. It of-
fers a better trade-off between preserving previously learned
information and maintaining accuracy similar to that of CBP.
Moreover, if the goal is to retain even more information from
prior tasks while still introducing plasticity, using a smaller
noise standard deviation, such as σ = 0.03, could be bene-
ficial. Our tuning experiments suggest that this standard de-
viation yields similar accuracy as σ = 0.04 (Figure 7) while
introducing less disruption to the network.

Finally, the Weight rescaling strategy appeared to be inef-
fective in the continual learning setting used in this research.

https://github.com/urte16/loss-of-plasticity


This is likely due to the differences between continual learn-
ing and the static, supervised learning conditions under which
weight rescaling was originally proposed and shown to be ef-
fective.

The main goal of Weight rescaling is to restore the variance
of a neuron’s weights while preserving its directional struc-
ture. This can be beneficial in supervised learning, where
data distributions are static and previously useful directions
remain relevant. In contrast, continual learning involves task
shifts and non-stationary data, where older directions may be-
come not useful anymore.

Thus, rescaling stale neurons in continual learning changes
their magnitude but not their usefulness. The preserved direc-
tions may continue to align with outdated features and pre-
vent the neuron from learning representations relevant to new
tasks. Without a change in direction, such neurons are un-
likely to reactivate or meaningfully contribute to learning.

These findings of the experiments suggest that while
Weight rescaling offers a non-destructive alternative to reini-
tialization in theory, it may not be sufficiently forceful to re-
store plasticity under a continual learning setting.

8 Conclusions and Future Work
To conclude this research, three alternative reinitialization
strategies were proposed and evaluated in the Continual
Backpropagation (CBP) framework: Noise injection, Reini-
tialization from Kaiming uniform distribution, and Weight
rescaling. All methods were tested on the Online Permuted
MNIST benchmark.

The most effective method was Reinitialization from
Kaiming uniform distribution. It consistently outperformed
the standard CBP approach across all metrics, including over-
all accuracy. Unlike full reinitialization, where outgoing
weights are reset to zero, this method initializes outgoing
weights with values sampled from the Kaiming uniform dis-
tribution, allowing neurons to remain immediately trainable.
This reduces the delay in reactivation, allows faster integra-
tion of new information, and improves plasticity.

The Noise injection method also showed promising results,
performing comparably to the original CBP and preserving
some existing network contributions. This preservation of
past knowledge makes the method more suitable for scenarios
where stability is as important as plasticity.

In contrast, Weight rescaling did not result in any improve-
ments and performed similarly to standard backpropagation.
This is likely because Weight rescaling was originally de-
veloped for static supervised learning, where resetting vari-
ance improves convergence. In continual learning, however,
merely restoring variance does not redirect neurons toward
new tasks, and may not be sufficient to overcome loss of plas-
ticity.

Future Work. In the future, testing could be performed on
a separate test set after the model has finished learning a task.
Instead of averaging accuracy over all training steps, the ac-
curacy of test set could be used. This would provide a better
understanding of how well the model performs after training,
without taking into account the learning process itself.

Additionally, the runtime of each alternative method could
be measured and ways to make them more efficient could be
identified.

Furthermore, the current experiments use the best perform-
ing hyperparameters from the original CBP setup. However,
it is possible that other hyperparameter configurations, which
are suboptimal for CBP, might work better with the proposed
reinitialization methods. Therefore, tuning the CBP hyperpa-
rameters specifically for these alternative methods could po-
tentially improve performance.

Finally, evaluating these alternatives on more complex con-
tinual learning benchmarks could provide more insights into
their scalability and general applicability.
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A Hyperparameter Tuning Results

This section presents results from hyperparameter tuning ex-
periments for the Noise injection method on the Permuted
MNIST benchmark. It includes comparisons between differ-
ent noise injection variants and explores the effects of varying
the standard deviation σ and the scaling factor λ.

A.1 Noise Injection Methods

Figure 6: Overall accuracy comparison between two Noise injec-
tion methods: injecting noise to only incoming weights and inject-
ing noise to incoming weights, outgoing weights, and biases

A.2 Effect of Standard Deviation on Overall
Accuracy, Approximate Rank, and Percentage
of Dead Neurons

Figure 7: Overall accuracy across different noise standard deviations
σ

https://www.tudelft.nl/dhpc/ark:/44463/DelftBluePhase2
https://www.tudelft.nl/dhpc/ark:/44463/DelftBluePhase2


Figure 8: Approximate rank across different standard deviations σ
in Noise injection

Figure 9: Percentage of dead neurons across different standard de-
viations σ in Noise injection

A.3 Effect of Lambda on Overall Accuracy,
Approximate Rank, and Percentage of Dead
Neurons

Figure 10: Overall accuracy across different λ values in Noise in-
jection

Figure 11: Approximate rank across different λ values in Noise in-
jection

Figure 12: Percentage of dead neurons across different λ values in
Noise injection

B Additional Experimental Results on the
Permuted MNIST Benchmark

This section presents further experimental results on the Per-
muted MNIST benchmark that were not included in the main
text.

Figure 13: Percentage of dead neurons of the Noise injection method
compared to Continual Backpropagation and Backpropagation



Figure 14: Initial accuracy of the Noise injection method compared
to Continual Backpropagation and Backpropagation

Figure 15: Percentage of dead neurons of the Reinitialization from
Kaiming uniform distribution method compared to Continual Back-
propagation and Backpropagation

C Class-Incremental CIFAR Results
This appendix presents the evaluation of the proposed neuron
reinitialization strategies on the more challenging Incremen-
tal CIFAR benchmark, including a description of the bench-
mark, the evaluation setup, and the corresponding results.

C.1 Incremental CIFAR Benchmark
To further assess the generalization of our proposed methods,
we evaluate them on the Incremental CIFAR benchmark, de-
rived from the CIFAR-100 dataset [25]. Compared to Per-
muted MNIST, CIFAR-100 features higher-dimensional in-
put and more complex visual patterns, making it a signifi-
cantly more challenging continual learning scenario [26].

Following prior work [12], the dataset is split into a se-
quence of tasks, where each task introduces a disjoint subset
of new classes. In the default configuration, five new classes
are introduced every 200 epochs, resulting in 100 classes in
total. In our setup, we run only the first half of the experiment
(introducing 50 classes in total), which is sufficient to ob-
serve performance trends while also reducing computational
demands. Samples are presented in a continual learning set-
ting, without explicit task boundaries.

A ResNet-18 architecture with ReLU activations and batch
normalization is used for all experiments, consistent with Do-
hare et al. research [12]. The test accuracy is computed af-
ter every epoch using held-out examples from all classes the
model has encountered so far.

All experiments, including hyperparameter tuning and fi-
nal evaluations, were repeated 5 times with different random
seeds. The presented line graphs are smoothed by averaging
every five steps, and the shaded areas represent the standard
deviation across runs.

C.2 Hyperparameter Configuration
For all experiments, the best reported Continual Backprop-
agation (CBP) hyperparameters in Dohare et al. research
[12] were used: a replacement rate of 0.00001 and a matu-
rity threshold of 1000. A learning rate schedule is applied at
the start of each new task increment:

• Epochs 0–60: learning rate = 0.1

• Epochs 60–120: learning rate = 0.02

• Epochs 120–160: learning rate = 0.004

• Epochs 160–200: learning rate = 0.0008

This schedule helps to achieve more stable convergence and
preserve previously learned knowledge.

Training is performed using SGD with a momentum of 0.9,
weight decay of 0.0005, and mini-batch size of 90.

Among proposed alternative methods, only the top two per-
formers from the Permuted MNIST benchmark are evaluated
due to time and computational constraints: Noise injection
and Reinitialization from Kaiming uniform distribution.
For Noise injection, a brief hyperparameter search is per-
formed over four values of λ (0.2, 0.4, 0.6, 0.8) and three
values of standard deviation σ (0.02, 0.04, 0.06). The results
of this tuning process are shown in Figures 16 and 17.

Figure 16: Test accuracy across different values of λ in Noise Injec-
tion

Interestingly, all tested combinations of λ and σ yield very
similar final test accuracy. Therefore for final evaluations, we
use the same setting as in the Permuted MNIST benchmark
(λ = 0.2 and σ = 0.04).

These hyperparameter tuning results suggest that the per-
formance of Noise injection on the Incremental CIFAR-100



Figure 17: Test accuracy across different noise standard deviations
σ in Noise Injection

benchmark is relatively robust to hyperparameter variations
within the explored range.

C.3 Results and Discussion
Figure 18 shows that, compared to CBP, Noise Injection
maintains similarly high test accuracy on the Incremental CI-
FAR benchmark, consistent with observations from the Per-
muted MNIST experiments.

As for the Reinitialization from Kaiming uniform distribu-
tion method, it performs well at the beginning of the task and
reaches a similar accuracy to CBP. However, its performance
slightly declines toward the end of the task. This drop sug-
gests that certain CBP hyperparameters, such as the learning
rate schedule, may not be optimal for this method. Hyper-
parameter tuning could potentially stabilize performance and
lead to better results.

Overall, these findings suggest that the proposed alterna-
tive methods may generalize across different continual learn-
ing benchmarks. While preliminary results on Incremental
CIFAR support the potential robustness of these strategies,
a more comprehensive evaluation involving broader datasets
and additional tuning is needed to confirm generalization. A
full investigation of this is left for future work and is beyond
the scope of the current study.

D Example Prompts for Language Model
Assistance

This appendix provides example prompts used when inter-
acting with the language model. These examples illustrate
the type of language-related assistance requested. In some
cases, slight variations of these prompts may have been used.
Importantly, the responses from the model were not copied
directly, but rather suggestions were carefully reviewed and
integrated with existing text as appropriate. Since the prompts
were applied across multiple different parts of the text, spe-
cific before and after examples are not provided.

• Make this sentence clearer and syntactically correct:
”...”

• Fix grammar errors: ”...”
• Improve the flow and readability of this text: ”...”

Figure 18: Test accuracy comparison between Continual Backprop-
agation, Backpropagation, Noise injection, and Reinitialization from
Kaiming uniform distribution
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