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Chapter 1

Introduction

When the first Dutch traffic jam occurred in May 1955, it was an interesting sight for anybody
passing. It was so interesting in fact that some oncoming traffic stopped at the other side
of the road to have a look at this fascinating event. In this day and age, however, a society
without traffic congestion is unimaginable. The last day without any traffic jams in the
Netherlands was on 30 December 2007. Since that day congestion has only aggravated due
to the increasing number of vehicles, and it is still worsening in that the Dutch government
predicts an increase in loss of travel time on the Dutch roads of 20% in 2025 with respect to
2019 [24].

Traffic congestion has a negative impact on the world in terms of environmental, economic and
social effects. Through congestion, the emission of greenhouse gasses increases, as cars will
spend more time on the road and often have nonsmooth deceleration and acceleration patterns
[3]. This last pattern is especially appearing in urban areas where cars are regularly slowed
down by traffic lights. In 2019 19% of the emission of greenhouse gasses in the Netherlands was
due to road traffic [8]. In the EU 40% of the CO2 emission and 70% of other pollutants caused
by road traffic are due to traffic in urban areas [13], which could all be majorly reduced by the
efficient traffic management strategies [3]. In 2018 the economic loss through the congestion
of freight traffic in the Netherlands alone is estimated at around 1.4 billion euros [22]. This
is mostly due to freeway congestion. Social externalities such as discomfort and stress could
be a direct result of travel time loss or noise pollution. Busy roads can also cause feelings of
insecurity for other road users such as pedestrians.

In order to minimize traffic congestion and its effects, proper control strategies are to be
designed and utilized for optimal use of available infrastructure. The most used control
strategy for urban traffic control is the efficient use of traffic signal control systems [40].
The inappropriate utilization of traffic signals is the main cause of urban traffic congestion
[11]. The first controllers for urban traffic signal control are fixed-time, i.e. their control
strategy is determined offline based on historical data. More efficient are traffic-responsive
controllers, which are able to react to traffic situations as they use real-time data. Traffic-
responsive controllers also include model-based controllers, one of which is model predictive
control (MPC). MPC controllers have shown to be very effective and popular controllers
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2 Introduction

for urban traffic control [55], as for their flexible and robust nature. However, the use of an
MPC controller has some disadvantages as well. Centralized control of large scale systems can
become computationally infeasible. Besides, when a system (model) suffers from disturbances
and uncertainties the control performance becomes suboptimal.

In recent years the use of data-driven reinforcement learning (RL) for the control of urban
traffic systems has gained a lot of interest. Model-free RL algorithms do not need a model to
obtain a well-performing control law and they are of adaptive nature, where they can change
their control solution according to changing traffic situations. This makes them very capable
of dealing with disturbances in a system. Although controllers based on RL techniques have
to learn a control law before online application, their online computation time is very low.

The characteristics of MPC and RL controllers complement each other. In this thesis, the
aim is to exploit both their advantages by combining MPC and RL in a model-reference
framework such that it can be applied to an urban traffic signal control problem.

1-1 Research objective

In the context presented, the main goal of this thesis is:

To design a model-reference control framework that combines MPC and RL for centralized
control of an urban traffic control network and compare its performance with a conventional
fixed-time controller, MPC controller and RL-based controller.

Two sub-questions are composed to indicate whether the model-reference MPC-RL framework
is able to outperform the other controllers.

1. Can the framework outperform a conventional MPC controller when presented with
disturbances and/or uncertainties in terms of system performance?

2. Can the framework outperform a conventional RL-based controller in terms of sample
efficiency and its performance during the learning process?

It is hypothesized that these questions will be true for the designed framework. The hypothe-
ses will be assessed by means of a small case study.

1-2 Thesis outline

Here we will discuss the outline of the remainder of this thesis. Chapter 2 discusses all
background en preliminaries that are needed for the reader for the rest of the thesis. It
includes an introduction of the concept of reinforcement learning and model-reference control.
Besides, it discusses some background of urban traffic control including the use of model
predictive control. It also includes a description of the BLX model which is the prediction
model that is used in the rest of the thesis. In Chapter 3 the design of the model-reference
RL framework combined with MPC is defined. Chapter 4 includes the results of two case
studies that are performed. Finally, in Chapter 5 the thesis is concluding and future research
recommendations are presented.

W.J. Remmerswaal Master of Science Thesis



Chapter 2

Background and Preliminaries

This chapter contains the background information relevant to the research. In Section 2-
1 an introduction on reinforcement learning is given. This is followed by an explanation of
different kinds of urban traffic signal control in Section 2-2, including model predictive control.
In Section 2-3 the prediction model that will be used for the model predictive controller is
presented. Lastly, the concept of model-reference adaptive control is introduced in Section
2-4, this control scheme is used a guideline for the control framework designed in this thesis.

2-1 Reinforcement learning

In this section the concept of reinforcement learning (RL) is introduced. RL is an area
of machine learning that trains an agent to interact with its environment by rewarding or
punishing its behaviour. By trial and error the agent learns how to behave in an optimal
manner. The most well-known example of RL must be the victory of an RL agent against
the world champion Go player, a very complex board game [45].

RL algorithms aim to train these agents to optimize their behaviour, and can be used to
construct a well-performing control law. They are capable of finding solutions for complex
problems that are not easily solved by humans. For a large class of RL algorithms, called
model-free RL, no model is needed to find the desired control input. This is a big advantage
compared to other conventional control methods, such as MPC. A sufficient model is not
always present. Besides, models can become very complex when trying to adequately describe
the system’s dynamics. Furthermore, not requiring a model reduces the online complexity
of an algorithms significantly. Another advantage of using RL algorithms for control is that
these algorithms can create an adaptive control strategy, this is due to the fact that these
agents can keep learning through interaction during online application.

In this chapter the mathematical framework used in formulating an RL problem, the Markov
decision process, is explained. We will discuss how an optimal control policy can be found
using this framework and some basic model-free RL algorithms are introduced. The main
drawback of these basic algorithms is the curse of dimensionality, and a way to tackle this
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4 Background and Preliminaries

problem is function approximation. In the last section, we discuss the deep Q-network (DQN)
algorithm that uses a neural network as a function approximator and other innovative tech-
niques to tackle some major challenges of RL.

2-1-1 Markov decision process

The finite Markov decision process (MDP) is the idealized formal mathematical framework
used to model RL problems and will be elaborated on below [47, 54]. The formal definition
of an MDP is the tuple < S,A,R, T >. Here, S is defined as the finite set of environment
states {s1, ..., sN}, the state space. Moreover, A is the finite set of agent actions {a1, ..., aN},
the action space. T (st+1|st, at) is the value of the transition function T (.) defined as the
probability of transitioning from state st to st+1 after performing action at. It is essentially a
description of the environment. R(st, at, st+1) is the value of the reward function R(.) which
is the expected scalar reward for performing an action in a state and transitioning to the
next state. For a system to be modelled as an MDP, the system needs to be fully observable
and must comply to the Markov property. This means that the future states in a stochastic
system solely depend on the the current state and not on previous ones. In other words, the
current state embeds the information of all previous ones, which is mathematically defined
as:

T (st+1|st, at) = P (st+1|st, at, st−1, at−1, ..., st−N , at−N ) = P (st+1|st, at). (2-1)

An agent (controller) interacts with its environment (plant) by means of a sequence of actions
(control inputs), states and rewards. The agent can observe the environment state (st ∈ S) at
every discrete step, and then perform an action (at ∈ A). As a consequence the environment
returns the subsequent state (st+1) according to the transition function and the immediate
scalar reward (rt = R(st, at, st+1)) according to the reward function. This scheme is depict
in Figure 2-1. The interaction between the agent and the environment takes place during an
episode. The agent starts in an initial states and performs actions until the episode is over,
which can be because a terminal state is reached or a certain time has elapsed.

Figure 2-1: The agent-environment interaction in a MDP, adapted from [47]: the agent receives
the current state st and corresponding reward rt, where after it performs action at = π(st), the
environment then returns the successive state st+1 and reward rt+1.

An agent’s goal is to perform actions that are rewarding over a longer period. The long term
reward, also called the return, is defined as:

W.J. Remmerswaal Master of Science Thesis



2-1 Reinforcement learning 5

Gt = rt+1 + γrt+2 + γ2rt+3 + · · · =
N∑
i=0

(γi · rt+i+1), (2-2)

where γ ∈ [0, 1) is the discount factor, which indicates the decreasing importance of future
reward and makes the sum finite. N is the time step at which the episode ends. It is also
possible that an episode is infinitely long, which means N = ∞. Given the MDP tuple, a
policy π(at|st) can be determined. A policy describes the agent’s behavioural strategy in its
environment and represents the mapping from the state space to the preferred action that
is to be taken in all these states. The goal of an agent is to find the optimal policy π∗ that
maximizes the return over each initial state s0.

To be able to learn policies, value functions are introduced. The value of a state is the
expected return that can be achieved when starting in state s while following the current
policy π. The combined value of all states is the state-value function Vπ(s) = E[Gt|st = s],
which is an indication of how well an agent behaves in the environment given the current
state and following the current policy π. The action-value function, or Q-function, Qπ(s, a) =
E[Gt|st = s, at = a] is the combined value of each action that can be performed in each state
following the current policy. Or in other words: the expected value of the return when starting
in state s and taking action a at the first time step while following policy π.

The aim of RL algorithms is to find the value function and the corresponding policy that
maximize the obtained reward. These are the optimal value function, V ∗(s) or Q∗(s, a) and
optimal policy, π∗. It is possible that multiple optimal policies exist, but all of them will
share the same optimal value function, which is unique. Both optimal value functions must
satisfy the Bellman optimality equation; this equation for the Q-function is:

Q∗(s, a) = max
π

Qπ(s, a) ∀s ∈ S, a ∈ A,

= E
[
rt+1 + γmax

at+1
Q∗(st+1, at+1)].

(2-3)

The optimal policy π∗ is the policy that selects an action with the largest Q-value possible
for each state and is also called the greedy policy. When the optimal action-value function is
known the optimal policy can be extracted as:

π(s) = arg max
a

Q∗(s, a). (2-4)

The Bellman optimality equation can theoretically be solved explicitly, but in practice this
is rarely possible [47]. The dynamics of the system, i.e. the transition function (T ) and
the reward function (R) of a system must be accurately known. It is however often difficult
and could be impossible, to determine T and R exactly [35]. When the dynamics is known
exactly, every combination of initial states and action sequences must be examined on their
properties. In the case of large state and action spaces, finding a solution might take several
to an infinite amount of years. Another way of finding the optimal policy is by means of RL
algorithms, which will be discussed in the next section.
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6 Background and Preliminaries

2-1-2 Determining the policy

RL algorithms can be divided into model-based and model-free RL algorithms [47]. Model-
based RL is also called dynamic programming. These algorithms thus require knowledge of
the system dynamics. When it is very difficult or expensive to obtain a sufficiently accurate
model, model-free RL algorithms are useful. These algorithms use only experience samples to
determine a policy, which is obtained by interaction with the environment. The well-known
model-free RL algorithms Q-learning is discussed in Section 2-1-3.

There are two main approaches for solving both dynamic programming and model-free RL
problems: one strategy is based on finding the value function, and the other is based on direct
policy search [2, 6]. In order to find the optimal value function, the value function is updated
recursively through experience. There are two iterative methods for doing this, either by
policy iteration or value iteration.

Policy iteration consists of two iterations steps, the policy evaluation and the policy improve-
ment step. The policy evaluation step investigates the performance of the current policy
by computing the value of the state-value function Vπ or the Q-function Qπ. In the policy
improvement step, an improved policy is computed based on the value of Vπ. This is done
by assessing all actions for all states with the aim of finding actions in certain states that
perform better than the action that the current policy proposes.

In value iteration, the RL algorithm finds the optimal value function by iteratively updating
the value function until convergence. In dynamic programming, this can be done by iterative
use of the Bellman equation. With this optimal value function, the optimal policy can be
derived. Usually, policy-iteration needs fewer steps before convergence, while value-iteration
is computationally less complex [28].

When using a direct policy search method, one does not need to maintain a value func-
tion. The optimal policy is directly found by using optimization methods such as (among
others) gradient descent or genetic algorithms. The optimization problem is, however, often
non-differentiable and could be non-convex. When this is the case, global and gradient-free
methods are preferred [6]. Policy search optimizes over each possible initial state, resulting
in high computational complexity, usually much higher than value and policy iteration.

There are also RL algorithms that use both a value function and a policy search approach;
these are called actor-critic methods [2]. These methods are able to profit from progress made
in both research fields and can therefore combine the benefits of both methods.

We will focus on model-free RL algorithms that use the Q-function for finding the optimal
policy. Two common methods for solving model-free RL problems are Monte Carlo algorithms
and temporal-difference (TD) learning [47]. The main difference between the two is the way
that the Q-value is updated. In Monte Carlo methods the Q-value of each visited state-action
pair is updated at the end of an episode. In TD learning the Q-value of a state-action pair
is updated directly after it is visited by the agent, thus after one time step. There are also
techniques that are somewhere in between these two extremes, where the Q-value is updated
after n times steps. These are called TD(λ) learning methods. λ ∈ [0, 1] represents the
number of steps before the Q-value is updated, where TD(0) is normal TD learning and
TD(1) is a Monte Carlo method.

W.J. Remmerswaal Master of Science Thesis



2-1 Reinforcement learning 7

2-1-3 Q-learning

In this section the most well-known RL algorithm is discussed, namely Q-learning [52], which
is a method that is based on TD learning. Q-learning is an off-policy algorithm, which means
that it uses a different policy for the estimation of the Q-value, i.e. the target policy, then for
the action-selection, i.e. the behaviour policy. On-policy methods also exist, where the target
and the behaviour policy are the same. Q-learning is an off-policy and value-based algorithm.
In the Q-learning algorithm, the Q-value is iteratively updated after every time step by:

Qt+1(st, at) = Qt(st, at) + αt[rt+1 + γmax
at+1

Qt(st+1, at+1)−Qt(st, at)], (2-5)

where α ∈ [0, 1] is the learning rate of the agent, that indicates how much the new Q-
value is updated in accordance to the old Q-value and toward the Q-value update target. The
learning rate is often time varying, decreasing with time. The term between the brackets of the
equation is the temporal-difference (TD), the difference between the current estimate of the
optimal Q-value (Qt(st, at)) and the estimated target Q-value (rt+1 + γmaxat+1 Qt(st+1, a

′)).
Since Q-learning uses an estimate of the target Q-value to update its Q-value, it performs
bootstrapping: updating an estimate, based on an estimate. Bootstrapping can cause the
updated Q-value to be biased towards this estimate [47].

Exploration vs. exploitation

Q-learning is proven to converge with probability 1 [51, 47] when (1) all states, actions, and
the Q-value are represented discretely, (2) all actions in all states are executed, and (3) a
learning rate (αt) is chosen that satisfies the conditions,

∑∞
t=1 αt =∞ and

∑∞
t=1 α

2
t <∞.

The second condition can be satisfied by always allowing the agent to select a random action
with non-zero probability during the learning process. This is the trade-off between extitex-
ploration and exploitation, in other words between the random choice of an action and the
greedy choice of an action, i.e. the action with the highest return according to the current
policy. Two well-known strategies for this trade-off are the ε-greedy and the Boltzmann ex-
ploration strategy. The ε-greedy method works as follows: the agent chooses a random action
with a probability of ε ∈ [0, 1] and a greedy action with probability (1− ε). Conventionally ε
decreases over time such that increasingly more greedy actions are chosen when learning pro-
gresses. Boltzmann exploration uses a probability distribution to not completely randomize
the exploration phase. The probability of the agent choosing action a in state st is:

π(st, a) = e(Qt(st,a)/T )∑N
i=1 e

(Qt(st,ai)/T )
, (2-6)

where T ≥ 0 is used as temperature parameter to denote the degrees of exploration. When
T = 0 the agent only exploits, while when T →∞ the agent always chooses a random action.
For all values between these two extremes the actions are ranked upon their probability of
being chosen. Higher valued actions will have a higher probability of being chosen then lower
valued actions.

Master of Science Thesis W.J. Remmerswaal



8 Background and Preliminaries

Q-table

In basic Q-learning the Q-value estimate for each state-action pair is explicitly stored in a so-
called Q-table. When a system becomes larger, the size of this table grows exponentially. A
system with a lot of states and actions must therefore have an enormous Q-table. Even when
storing such a table is possible, visiting all state-action pairs to fill the table becomes infeasible.
Also, propagating the Q-values from a particular state to similar states is not possible. Q-
learning in combination with a Q-table is therefore not a suitable technique for large scale
systems such as in urban traffic control. To solve this problem, function approximation of the
Q-function is needed, which will be discussed in the next section.

2-1-4 Function approximation

A big challenge that arises in RL problems is the so-called curse of dimensionality. In a larger
environment the number of state-action pairs can become very large as its number increases
exponentially with the number of states. The memory needed for the large Q-tables becomes
very big, but more importantly the time it takes to learn the Q-value for all state-action pairs
will become too large. It becomes computationally infeasible to visit all state-action pairs.
Urban traffic systems often become quite big, especially when the number of intersections
that ought to be studied, grows. It is therefore often inevitable to use a large state-space
for control purposes. A solution for this limitation can be function approximation of the
Q-function. The approximation is used to generalise the Q-function across state and action
space. The approximated Q-function is a parameterized version of the real Q-function:

Q(s, a)→ Q̂(s, a, θ), (2-7)

where θ indicates some weight vector, used to parameterize the Q-function. Instead of updat-
ing the Q-value for each state-action pair the (limited amount of) parameters can be updated.
This significantly reduced the number of parameters to be updated. When the parameterized
Q-value function is updated after receiving the reward of a certain state-action pair, this will
also result in a better approximation for comparable state-action pairs. There is a variety of
function approximators, of which two will be discussed: a general class of linear approxima-
tors, to introduce the concept of function approximation, and the non-linear artificial neural
networks (ANNs), as this is the approximator that will be used within the research. Both
can be combined with RL and when RL and an ANN are combined this is called deep RL.

Linear function approximators

The first and simplest class of function approximators is linear function approximators. Their
simple characteristic makes them intuitive to understand and easy to implement [54]. Besides,
they are often less computationally expensive than other classes of function approximators. A
linear approximated Q-function is a parameterized function and could, in general, be described
as:

Q̂(s, a, θ) =
N∑
j=0

θjφj(s, a), (2-8)

W.J. Remmerswaal Master of Science Thesis



2-1 Reinforcement learning 9

where θ denotes the linear parameters and φ(·) is some (non)linear function embedding the
characteristics of the real function. This approximation is linear as the function is linear
in the parameters. There are different methods for updating the weight vector θ, roughly
classified by gradient-based and gradient-free methods. Gradient-based techniques are used
most frequently, as they are simple and converge fast. Often stochastic gradient descent is
used, where the vector is iteratively updated into the direction of the gradient of the error.
The error could be measured as the mean squared error, resulting in an update of the weights
as:

θt+1 = θt −
1
2αt∇θ(Q(st, at)− Q̂(st, at, θ))2,

= θt + αt(Q(st, at)− Q̂(st, at, θ)) · ∇θQ̂(st, at, θ),
(2-9)

where ∇θf(θ) is the partial derivative with respect to the weight vector θ, and α is the
step size, potentially varying over time. A function can however be non-convex and/or non-
differentiable. This is when gradient-free methods are often preferred. Examples of gradient-
free optimization methods are genetic algorithms, simulated annealing, and cross-entropy
optimization. These methods are often computationally heavy, but are capable of finding
global minima in non-convex functions without the use of a gradient.

It would be naive to directly apply a linear approximator for the approximation of all value
functions, as naturally not all functions can be described by a combination of linear functions.
Besides, it is not always immediately clear which class of functions would perform best. To
resolve this issue, we will discuss another class of function approximators below, namely
non-linear function approximators.

Non-linear function approximation: Neural networks

Artificial neural networks (ANNs) [39, 49] are networks that are inspired on the neural net-
works present in the human or animal brain. They can be used as non-linear function ap-
proximators. They are often used, because of their flexible, scalable, and universal nature
[19] (i.e their ability to approximate functions of any class). This makes them capable of ap-
proximating very complex and highly non-linear functions. An ANN is a network consisting
of artificial neurons, or perceptrons, embedded in an input layer, a number of hidden layers
and an output layer. There exist different types of ANN, which are all suitable for different
purposes. The first is a feedforward ANN. In this network the layers are fully connected,
meaning that each neuron in a layer is connected to all neurons in the next layer. It also
means that no feedback loops are present. When there are feedback loops in the network,
such a network is called a recurrent ANN, which are more similar to how the human brain
works. A third kind of ANN is the convolutional neural network, which is a specific kind
of feedforward neural network where the layers are not fully connected. These kind of CNN
are designed to receive images as their input data, they are easier to train than conventional
feedforward ANNs [27]. In this section we will study a normal feedforward ANN.

Perceptrons As said, an ANN is built up from perceptrons, which are linear classifiers.
They are developed by Rosenblatt [42]. By itself, a perceptron can thus be used as a linear
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10 Background and Preliminaries

classifier. A perceptron receives an input or multiple input values (x) and then calculates a
temporary output value (z) by summing a bias b and the multiplication of the inputs by a
weight vector w, as:

z =
N∑
j=0

wjxj + b. (2-10)

The bias represents the threshold value separating certain classes. The calculated value z is
fed as an input for a certain non-linear activation function (f(·)) for computing the output
(y). A schematic representation can be found in Figure 2-2.

Figure 2-2: A single perception, adapted from [49], the perceptron receives input values x, these
are multiplied by their related weights w and summed with bias b. This will result in temporary
output z, which is the input value of activation function f(.), resulting in output y.

Conventionally the perceptron was designed such that it receives binary inputs and returns
a binary or signum (-1 if z < 0, 0 if z = 0 and 1 if z > 0) output indicating if the output
z was above or below a certain threshold [39]. In this way the perceptron can classify the
input vector, indicating to which class the vector belongs. A great disadvantage of this linear
perceptron is that a small change in the inputs, weights or bias could flip the output of the
perceptron completely, e.g. from 1 to 0. This might change the behaviour of a network of
perceptrons in an undesired way. Another limitation is that these kinds of functions do not
have useful derivatives, as its derivative is non-existing for z = 0 and zero for all other values.
Proper differentiable functions are preferred to be able to use gradient-based methods for
updating the weights.

To overcome this problem many different activation functions are conceivable, all mapping
the input z to an output y ∈ [0, 1]. Common non-linear function used in neural networks are
the rectified linear unit (ReLU) function (f(z) = max(0, z)) or sigmoid functions such as the
hyperbolic tangent (f(z) = ez−e−z

ez+e−z ) or the logistic function (f(z) = 1
1+e−z ) [27]. When using

a sigmoid function as an activation function, the perceptron is often called a sigmoid neuron.
Sigmoid functions are differentiable, which means that gradient-based methods can be used
for updating the weight vectors. Even though ReLU functions are not differentiable in the
origin, in practice gradient-based methods are often used in combination with this activation
function. It is shown that hidden layers composed of ReLU typically train faster than the
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2-1 Reinforcement learning 11

ones composed of a sigmoid function [14]. In Figure 2-3 the signum, a sigmoid, and the ReLU
function are illustrated.

Figure 2-3: Three activation functions, from left to right: (1) the signum function (2) the logistic
function, a sigmoid function, and (3) the rectified linear unit function.

In an ANN the connected perceptrons are often just called neurons. The feedforward ANN
that is discussed, is also called a multilayer perceptron. The output that is determined by
the neuron in an ANN is fed to the next layer. The schematic overview of the layout of
feedforward ANN can be found in Figure 2-4. Just like in other function approximators, the
parameters (i.e. the weights of the connections between neurons) need to be updated to obtain
a good approximation of the Q-function. The goal is to find the optimal value for the weights
and the bias terms, which is done during training. In feedforward ANNs, backpropagation is
often used for updating the parameters.

Figure 2-4: An example of a feedforward artificial neural network with two hidden layers [39],
the neurons are fully connected.

Backpropagation Here we will describe the process of training with backpropagation [27].
First, all weights in the network are initialized to random values. Then a forward pass is
performed where the output of all neurons is computed, in order to generate output data.
The output data of the output layer is then compared to the expected output of the system. A
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12 Background and Preliminaries

loss based on the error between the two is determined, e.g. by computing the mean squared
error. Lastly, a backwards pass is performed. The partial derivative of each weight with
respect to the loss function is calculated, in order to do so the chain rule of derivation needs
to be applied, such as:

∂L

∂wij
= ∂L

∂yj

∂yj
∂zj

∂zj
∂wij

(2-11)

With this gradient the weights of the neuron connection can be adjusted by simple gradient
descent methods, such as in Equation 2-9. Choosing sensible initial values for the weight in
the network could potentially speed up the learning process of the network significantly.

Limitations of ANN We have seen that ANN can be very good function approximators for
their flexibility, scalability and their ability to approximate all function classes. There are
however also some drawbacks of using an ANN as a function approximator. Their black-box
nature makes it difficult or even impossible to understand why weights are updated in certain
ways. On the contrary, extracting this kind of information from a linear approximator is
feasible and can be very useful.

Also overfitting can be a result of applying ANNs. A neural network has a very large number
of free variables to tune. A model with lots of free variables is able to fit most data set
’perfectly’, with ’perfect’ implicating that every data point is fitted precisely including noisy
points or outliers. Overfitting on a training set can cause bad performance when the ANN is
applied to a different test data set. There are many different strategies to prevent overfitting
[39]; these are called regularization techniques. The first is early stopping, where the accuracy
of a validation data set will be determined after each epoch, i.e. each update of the network
weights. If this accuracy saturates, the training will be stopped. Secondly, increasing the size
of the training set will reduce overfitting significantly. Unfortunately, a sufficient amount of
data is not always available, as it could be expensive to acquire. Furthermore, it is possible to
penalize the magnitude of the weight of the neural network in the cost function in a so-called
regularization term. Small weights are preferred, and large weights are only used when they
improve the cost function considerably. Other ways are artificially expanding the training
data and dropouts, where some neurons in the neural network are temporally dropped out
during training.

When ANN and RL are combined, instability can occur. Specifically, when function ap-
proximation, bootstrapping (e.g. in TD methods and dynamic programming), and off-policy
training are combined, there is a great danger of instability [47]. This is exactly the case when
combining Q-learning and an ANN, which can cause the Q-value to diverge from the true
value. In Q-learning both the behaviour and the estimated target policy are used for updating
the Q-value. When the Q-value is updated, the Q-target is updated likewise, changing the
target at every update. The network is in this manner always updated towards a moving
target. This can cause instability during the learning process and overestimation of the Q-
value. Correlation between consecutive data points can also be a cause of instability. Two
techniques to prevent instability are target network and experience replay.
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2-1 Reinforcement learning 13

2-1-5 Deep Q-network

In the previous section we have seen that ANNs are very powerful function approximators,
but also that instability can occur when combining an ANN with Q-learning. To overcome
these challenges Mnih et al. [36, 37] introduce the novel Deep Q-Network (DQN), in the study
the agent is successfully trained to play Atari games. An ANN is combined with a variant of
Q-learning and two key techniques: experience replay and a target network that periodically
updates. DQN uses a discrete action, but can use a continuous state space.

Target network

As seen in Section 2-1-3, off-policy methods like Q-learning use a different target policy and
behaviour policy. When the target policy updates at every update of the behaviour policy
this results in a network that is constantly updated towards a moving target, which can cause
instability. To deal with this moving target a second neural network is introduced [36]. The
Q-network is duplicated and the second network is called the target network, which is used for
generating the Q-function targets. During training the Q-value is iteratively updated towards
the target network after each action. The target network only updates every few iterations
by copying the weights of the most recent network, which ensures a stationary target at least
for several updates. The Q-value update becomes as follows:

Qt+1(st, at; θt) = Qt(st, at; θt) + αt[rt+1 + γmax
a′

Q̂t(st+1, a
′; θ′t)︸ ︷︷ ︸

target network

−Qt(st, at; θt)︸ ︷︷ ︸
online network

], (2-12)

where the target network is thus not updated at every Q-value update of the online network.
This technique will remove the moving target and reduce correlation between the Q-network
and the target network, which will result in stability of the network.

Experience replay

Experience replay, first introduced in [30], is the act of reusing past experience for training
an agent. Each experience, consisting of (st,at,rt,st+1), is saved in a data set. For training,
the agent can randomly extract these samples as if it is experiencing again what it has
experienced before. These samples are thus used for achieving the Q-function updates. The
use of experience replay has several advantages [37]. As experience can be reused, it can
likely be used in different weight updates. The method is thus data efficient. Secondly,
consecutive experience samples are strongly correlated which can cause an overestimation
of the Q-value towards this correlation. Random selection of the data ensures that data
always tends to be independently and identically distributed (i.i.d.), in contrast to consecutive
experience. Experience replay thus breaks correlation and overestimation. Lastly, in on-policy
methods the weight of the network influences the subsequent experience. This might lead the
network to oscillate between local minima. Experience replay smooths out learning and
avoids oscillation of parameters. Experience replay can be extended to prioritized experience
replay [43] where better performing or rare samples are prioritized, and thus have a higher
probability of being chosen from the memory set. This extension results in even more efficient
learning of the agent.

Master of Science Thesis W.J. Remmerswaal



14 Background and Preliminaries

2-1-6 Conclusions

In this section we have been acquainted with reinforcement learning (RL). An RL problem
can be modelled as a Markov Decision Process consisting of states, actions, rewards and a
transition function describing transition probability from one state to the next after perform-
ing an action. A policy describes an agent’s behaviour in this environment, and a value
function describes the value of this particular policy. The optimal policy and value function
can be iteratively determined through different strategies. The transition function of a sys-
tem is often unknown, this is why model-free RL algorithms are introduced. A well-known
model-free RL algorithm is Q-learning. Conventional Q-learning combined with a Q-table
has shown to be computationally infeasible for large state and action spaces. This problem
is called the curse of dimensionality. To still allow the use of RL, function approximation is
needed to compute a generalized approximate Q-value function. Two classes of function ap-
proximators are discussed: the most straightforward one, linear function approximators, and
the non-linear function approximator, artificial neural networks (ANN). ANNs have shown
to be very good function approximators for their flexibility, scalability and their ability to
approximate all function classes. However, instability can occur when combining an ANN
with an RL algorithm. To overcome this limitation a target network and experience replay
can be added to a deep RL algorithm. This combination is called deep Q-network (DQN),
which is a very effective and popular deep RL algorithm.

2-2 Urban traffic signal control

Traffic congestion in urban areas is a big problem in modern society, making it an interesting
and essential topic for research. There are several ways of improving the throughput of vehicles
in a traffic system; three of them are: (1) the existing infrastructure could be expanded or
improved, (2) the use of alternative modes such as public transportation could be encouraged
to reduce the current load on the system, or (3) more efficient control strategies can be
employed on existing traffic infrastructures. Expending traffic infrastructure in an urban
setting is often not a solution, as there is limited space available for new infrastructure. The
improvement of the existing infrastructure is an option, but a costly one. Improving control
strategies is economically the most favourable, and is, therefore, most commonly employed.
In the setting of urban traffic control the use of signal control, i.e. controlling the traffic light
at an intersection, is most common. At present, the traffic lights are mainly controlled by
a fixed-time controller or by traffic-responsive controllers that use real-time data to obtain
their control solution, through e.g. the use of sensors in the road actuated by vehicles [10].
In the following section we will introduce both fixed-time controllers and traffic-responsive
controllers. Thereafter we will focus on the use of MPC for traffic signal control.

2-2-1 Traditional urban traffic signal control

Fixed-time control

The first and most basic urban traffic signal controllers are fixed-time controllers. The control
strategies are derived offline based on the characteristics of the specific intersections, such
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2-2 Urban traffic signal control 15

as time of the day and historical data of the demand of that intersection. Webster [53]
developed one of the first fixed-time traffic signal controllers. This controller aims to minimize
the average delay per vehicle for a single intersection. However, the control of an isolated
intersection is not an efficient control solution for urban traffic control, as it does not allow
for an optimal control strategy of a larger network. An optimal control sequence in one
intersection could potentially lead to congestion somewhere else in the network. When two
signals at successive intersections are not aligned with each other’s phase sequence, this can
cause cross-blocking. This is where vehicles have to wait in front of a green light because the
downstream street is completely occupied.

To achieve a global optimum for a whole network, control strategies for multiple intersections
are proposed. Two well-known and often used fixed-time controllers, which can be used in a
system with multiple intersections, are MAXBAND [34] and TRANSYT [29]. MAXBAND
aims to optimize the so-called green wave on a main road (or arterial). The strategy consists of
establishing the optimal offset of signals at several consecutive intersections to maximize the
bandwidth of the cars, i.e. the time frame in which the first and last vehicle can pass without
stopping. TRANSYT minimizes the sum of the average queues in an area and also allows for
offset coordination. The fixed-time controllers’ dependence on historical data, in comparison
to real-time data, is their biggest disadvantage [40]. The historical data presents a very
generalized representation of the real system. For example, the expected (average) demand
and turn ratio are never identical to the encountered values on a specific day. Furthermore,
these controllers cannot account for sudden changes in the traffic situation, e.g. an accident
on the road. These drawbacks reduce the performance of the fixed-time controller. It would
therefore be more efficient to use controllers that can respond to traffic situations in real-
time. It must be noted that these methods are often more expensive, as systems need to be
installed that are able to real-time observe traffic behaviour and control the signals at each
intersection.

Traffic-responsive control

Traffic-responsive controllers use online control techniques based on real-time data. The
controllers are able to adapt their control strategy in accordance with changes measured in
the traffic system. SCOOT [41] is a widely used control strategy aiming for network-wide
coordination control. The approach is known as the traffic-responsive version of TRANSYT
and has the same control objective. Another well-known control algorithm is SCAT [46].
SCAT differs from SCOOT, because it has a distributed and hierarchical control approach.
Data is collected locally, and control is performed on subsystems, with the size of one to ten
intersections.

Other responsive methods are model-based methods such as OPAC [9], PRODYN [17],
RHODES [44], and CRONOS [5]. These methods solve an online optimization problem based
on a prediction model. They all use a rolling horizon scheme; the optimization problem is
solved for a certain time horizon Np, but the input is only applied to a shorter period. Here-
after new measurements of the traffic state are performed and the optimization problem is
solved again for time horizon Np. The biggest challenge for these methods is the application
on larger systems (i.e. more than one intersection), where the methods are not real-time
applicable anymore [40]. This is due to the complex solving algorithms that are used by these
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methods, which are all based on dynamic programming. In dynamic programming, the prob-
lem is split into multiple (suboptimal) problems, which are solved recursively. Furthermore,
the prediction models used in all these methods are limited by their prediction horizon, which
is very short [32]. This reduces the performance of the methods, as the controllers can not an-
ticipate enough to ensure an optimal control sequence over a longer period, i.e. the controllers
are not myopic. To overcome this limitation, other models must be used. Model predictive
control (MPC) is also a model-based traffic-responsive control method. It uses improved
models compared to the traditional model-based methods talked about above. Besides, the
optimization problem is solved without the use of dynamic programming algorithms.

Besides fixed-time and traffic-responsive controllers, adaptive traffic controllers exist for urban
traffic signal control. Reinforcement learning (RL) algorithms can be used to obtain adaptive
controllers for urban traffic control [1]. These controllers are self-learning and data-driven,
solely basing their control input on empirical data.

2-2-2 Model predictive control

Model predictive control (MPC) [7] is an online control technique that uses a dynamic model
that predicts system behaviour to determine the optimal control input for a system. Just like
the other model-based control approaches, MPC consist of three steps: a prediction model,
an optimization problem, and a rolling horizon scheme.

The rolling horizon means that at each control step t the predicted optimal control input
is redetermined. In each control step the MPC controller solves an optimization problem
based on the model of system over a certain prediction horizon Np. The first control input is
implemented. The controller receives new information about the updated states of the system
and external disturbances, after which the horizon is rolled forward by one time step, such
that t+ 1 is the new current control step and the optimization problem is solved again over
the shifted horizon Np. Through the rolling horizon the control loop of the MPC controller
is closed. The feedback makes the MPC controller robust to uncertainties and disturbances
in the system. A representation of the control scheme is shown below in Figure 2-5.

MPC is already widely studied as a control technique for urban traffic signal control [55]
and has shown great results. MPC is a very promising control technique for traffic signal
control for different reasons. The objective for controlling an urban traffic system may vary in
different situations. With MPC it is possible to define different objectives and to optimize and
change them according to different situations. Examples of objectives are the minimization
of traffic delay, emissions or unsafe situations. Moreover, it is possible to control multiple or
combined control objectives simultaneously. Furthermore, it is easy to change the objective
of the problem and the model can be easily interchanged with an updated one, must this be
necessary. Additionally, a main characteristic of MPC is that it is able to handle constraints
directly. A big advantage of an MPC scheme is thus its ability to apply not only input
constraints, but also stat constraints. Furthermore, an MPC controller is not only capably of
predicting a long term control strategy, but the feedback scheme (i.e. the rolling horizon) also
assures that the MPC is able to respond robustly to external disturbances or uncertainties,
e.g. in the demand. The presence of disturbances and uncertainties, however, results in a
suboptimal performance of an MPC controller. The controller is not intrinsically adaptive,
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Figure 2-5: The model predictive control scheme [7], at control step t the optimal control input
u is determined for control horizon Np by optimizing the predicted output ŷ. The first input u(t)
is implemented and the horizon is shifted by one time step towards control step t+ 1.

and thus not able to change its control law according to changing circumstances. An MPC
controller is thus robust, but not adaptive.

Nonetheless, with the application of an MPC controller the issue of real-time implementation
arises. When an MPC controller is applied to a real world system, the optimization problem
has to be solved online within the sampling time, before the next control input has to be
applied. As systems get larger and more complex the computation time of the the controller
also increases. This makes it often impossible to solve the problem within the sampling time.
In literature, several approaches are already taken in the aim of making the MPC controller
real-time implementable, such as changing the control structure and choosing an appropriate
model. These approaches can be found in general articles or in the context of urban traffic
signal control. In the next section we will briefly touch upon the topic of choosing a model and
then the prediction model that will be used in this thesis, the BLX model, will be explained.

2-3 Traffic modelling

The model used in the control strategy plays an important role in the computational com-
plexity of the problem. For the choice of a model there is always a trade-off between accuracy
of a model and the computational complexity. The choice for a traffic model can be roughly
divided into two: microscopic and macroscopic models [25]. Microscopic models describe the
individual behaviour of traffic users, and thus being the most accurate of the two. Macroscopic
models on the other hand describe the collective flow of vehicles while individual behaviour is
not explicitly represented. Examples of the traffic flow characteristics are the vehicle density
of the average speed. Macroscopic models have the advantage to microscopic models that
the computation time does not increase with an increase of traffic demand, as the amount of
variables does not depend on the number of vehicles on the road. For this reason macroscopic
models, instead of microscopic models, are often chosen as prediction model of an MPC con-
troller. Within the macroscopic models different choices can be made as well to find a good
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balance between accuracy and efficiency. A model with a close resemblance to real world be-
haviour results in better performance. These kind of models, however, contain more features
or non-linearities, leading to higher computational complexity.

2-3-1 BLX model

In this thesis the BLX model is used as a prediction model for MPC. This macroscopic link
model was first introduced by van der Berg et al. [50] and later extended by Lin and Xi [33],
thus the BLX-model. Besides, the work of Lin [31] is used as a reference for the model in this
thesis.

In the model the set of junctions is defined by J and the set of links as L. We consider link
(u, d)∈ L as in Figure 2-6, where u ∈ J is the upstream junction and d ∈ J the downstream
junction. Iu,d ⊂ J is the set of incoming nodes for link (u, d) and Ou,d ⊂ J the set of outgoing
nodes. The simulation time step (Ts) of the model is set to 1 s. Each equation is updated for
each simulation period [k · Ts, (k + 1) · Ts].

Figure 2-6: The graphical representation of two intersections connected by a link, with all
variables relevant to the BLX model.

Whenever a traffic light for link (u, d) is green in direction o ∈ Ou,d, the number of vehicles
that leave the lane within one time step is the minimum of three values: (1) the saturated
flow rate leaving the lane µu,d,o, (2) the available storage at the destination link Sd,o(k), and
(3) the number of vehicles in the queue on the origin lane (qu,d,o(k) + marriv

u,d,o(k)). This last
value consists of the arriving vehicles at the queue within one time step marriv

u,d,o(k) and the
already existing queue length qu,d,o(k). The number of vehicles leaving link (u, d) towards
each destination o ∈ Ou,d is therefore given by:

mleave
u,d,o(k) =

{
0 if gu,d,o(k) = 0,
max(0,min(µu,d,o · Ts, Sd,o(k), qu,d,o(k) +marriv

u,d,o(k)) if gu,d,o(k) = 1,
(2-13)
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where gu,d,o(k) is the controllable input of the model. gu,d,o(k) = 1 indicates that the traffic
light is green for the vehicles on link (u, d) in direction o ∈ Ou,d. When gu,d,o(k) = 0, this
would indicate a red traffic light in this direction.

The traffic that arrives at the queue on link (u, d) is determined by the leaving traffic from
origin destinations i ∈ Iu,d with a small delay. This can be mathematically described by:

marriv
u,d (k) =Ts − γ(k)

Ts
·

∑
(i,u)∈Iu,d

mleave
i,u,d (k − τ(k))+

γ(k)
Ts
·

∑
(i,u)∈Iu,d

mleave
i,u,d (k − τ(k)− 1).

(2-14)

The parameters to describe the delay (τ and γ) are:

τ(k) = floor
{

Su,d(k) · lveh
N lane
u,d · vfree

u,d · Ts

}
,

γ(k) = rem
{
Su,d(k) · lveh
N lane
u,d · vfree

u,d

, Ts

}
,

(2-15)

where lveh is the average length of a vehicle, N lane
u,d is the number of lanes on the link, vfree

u,d

the free-flow vehicle speed on the link, and Su,d(k) the available storage on link (u, d).

The number of vehicles that arrive at the end of the queue on the destination link is divided
into three separate arrival rates based on the direction each vehicle is going. The total number
of arriving vehicles on the edge is multiplied by a turn ratio describing the fraction of vehicles
going a certain direction. Thus three separate lanes are formed on three separate lanes for
each subsequent destination link. The section of vehicles arriving at the queue on link (u, d),
turning to o ∈ Ou,d is:

marriv
u,d,o(k) = βu,d,o(k) ·marriv

u,d (k), (2-16)

where βu,d,o(k) is the turn ratio of the specific lane. The turn ratio does not have to be
time dependent as described here. The length of the queue on link (u,d) going to destination
o ∈ Ou,d is given by the old queue length plus the arriving traffic minus the leaving traffic:

qu,d,o(k + 1) = qu,d,o(k) +marriv
u,d,o(k)−mleave

u,d,o(k). (2-17)

The separate queues on each lane can be added to obtain the total queue length on link (u, d):

qu,d(k) =
∑

o∈Ou,d

qu,d,o(k). (2-18)

The number of vehicles present on link (u, d) is also dependent on the number of vehicles
leaving and entering the link, and is given by the old number of vehicles on the link plus the
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vehicles leaving the origin i ∈ Iu,d from link (u, d) and minus the leaving vehicles to source
o ∈ Ou,d:

nu,d(k + 1) = nu,d(k) +
∑
i∈Iu,d

mleave
i,u,d (k)−

∑
o∈Ou,d

mleave
u,d,o(k). (2-19)

The available storage on link (u, d) is essentially the initial capacity Cu,d minus the number
of vehicles on the lane, but is also given by the old capacity plus the leaving vehicles minus
the vehicles leaving the origin i ∈ Iu,d, and thus entering link (u, d):

Su,d(k + 1) = Su,d(k)−
∑
i∈Iu,d

mleave
i,u,d (k) +

∑
o∈Ou,d

mleave
u,d,o(k),

= Cu,d − nu,d(k + 1).
(2-20)

Based on these equations a model for a larger urban traffic network can be established by
defining the different characteristics of each link and the topology of the network.

2-4 Model-reference adaptive control

System uncertainties can affect the performance of a controller on a system. Systems can
have highly uncertain characteristics, and when systems are very complex this can lead to
unmodeled system behaviour. There are also systems with characteristics that change over
time, e.g. an aircraft that burn fuel while flying and hence becomes lighter. In these kind
of circumstances adaptive controllers can be valuable to counteract the negative effects of
the uncertainties on the controller performance. An adaptive controller is able to estimate
system uncertainties online and adjust the control law accordingly. An adaptive controller and
a robust controller are different, as a robust controller determines its control law such that it
can overcome the worst assumed uncertainty, making the control law often conservative [26].
The robust controller needs information about the uncertainties bound before design, while
an adaptive one does not.

One adaptive control method is model-reference adaptive control (MRAC) [38]. In short an
MRAC system is an uncertain plant controlled by a controller that is tuned by an adaptive law
which receives the error between the states of the plant and the states of the reference model,
which portraits the desired behaviour of the plant. The MRAC scheme is schematically shown
below in Figure 2-7.

The MRAC system thus consist of four part: an uncertain plant, a controller, a reference
model and an adaptive law. The uncertain plant can have different types of uncertainties,
such as structured and unstructured uncertainties, and unmodeled dynamics. The reference
model specifies the desired output behaviour of the uncertain plant. It receives a reference
signal as its input and its output is a model-reference signal, which represent the desired
output response of the uncertain plant.

The controller is used to control the uncertain plant to match the output of the plant with
the output of the reference model. When the plant is not uncertain, the plant is minimum
phase, and the plants parameters are known exactly, the controller can be designed such that
the transfer function of closed-loop plant matches the one of the reference model [20]. As the
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Figure 2-7: The model-reference adaptive control scheme [38], the uncertain plant is controlled
by a controller that is tuned by an adaptive law which receives the error between the states of
the plant and the states of the reference model.

plant is uncertain and its parameters are often unknown the MRAC scheme is used where the
controller is adapted by the adaptive law. The adaptive law is essentially an online parameter
estimator; it estimates parameters in each control loop that can tune the control law of the
controller. The way that the adaptive law influences the controller can typically be done in
two ways [20, 38]: by direct or indirect adaptive control, although it is possible to combine
the two methods to get a hybrid direct/indirect adaptive control scheme. In the direct, or
implicit, approach, the adaptive law directly estimates parameters present in the control law.
Such a control law can be expressed as:

u = Kx · x+Kr · r, (2-21)

where Kx and Kr are gains that can be directly adjusted by the adaptive law. In indirect, or
explicit, adaptive control the adaptive law first estimates the parameters of the plant, which
are then used to determine the controller parameters indirectly. The method is explicit as
it directly estimates the plant parameters, while the direct method implicitly estimates the
plant model by directly estimating the controller parameters. The control law for an indirect
adaptive approach can be generalized as:

u = Kx(θ) · x+Kr(θ) · r, (2-22)

where Kx and Kr are still the controller gains or parameters and θ are the plant parameters
estimated online by the adaptive law. As an input the adaptive law receives the error between
the reference model and the uncertain plant (e = xm − x).

The largest advantage of an MRAC scheme is the application of the reference model. In [48]
it is already argued that finding the reference trajectory when solving a tracking problem is
the most important part of the problem. It is not always trivial what the exact trajectory
should be. Therefore the determination of the reference trajectory is a problem in itself and
can be a challenging one. The reference model solves this problem as it specifies the desired
output behaviour and thus creating the desired output trajectory of the plant.
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2-5 Conclusions

In this chapter we have explained the concept of reinforcement learning, including the use of
artificial neural networks as a function approximator. Furthermore, multiple control strategies
for urban signal control are discussed, where we have seen that traffic-responsive controllers
outperform fixed-time controllers in terms of performance, especially in areas with more
traffic. The earliest model-based controllers are able to perform well through their predictive
nature, but are unable to control systems that are larger than a single intersection, because
they are dependent on dynamic programming approaches for determining the control input.

MPC is a popular control strategy for urban traffic signal control. It has the advantage that
it is easy to change the prediction model or the objective function to obtain a different result.
Its rolling horizon scheme makes the controller robust to disturbances and uncertainties,
although the controller performance will decrease by these uncertainties. Besides, input and
output constraints can be included in the design of an MPC controller. However, there is
one big disadvantage when using an MPC controller for urban traffic control. Finding a
solution to the optimization problem can be computational very complex, making real-world
implementation a challenge. The macroscopic BLX model is introduced which will be used
as the prediction model for MPC control in the rest of the thesis.

Model-reference adaptive control is an effective adaptive control strategy. It will be used as
a guideline for the design of the novel model-reference RL controller that will be introduced
in the next chapter.
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Chapter 3

Model-reference reinforcement
learning framework

This chapter presents the model-reference control framework that combines MPC and RL for
the control of signals in an urban traffic network. Section 3-1 describes the main motivation
and inspiration of the model-reference RL framework. Then, Section 3-2 formalises the design
of the control framework, where the MPC and RL components are discussed separately.
Finally, Section 3-3 concludes the chapter.

3-1 Motivation

In the previous chapter, we have discussed model predictive control (MPC) and reinforcement
learning (RL) as well as their limitations and advantages. We will now summarize these
findings and discuss the differences between the two control methods and how they could
(potentially) benefit from each other.

MPC needs a prediction model and thus is a model-based control method. The prediction
ability and the performance of the MPC controller could be limited when an accurate pre-
diction model is not available. More accurate models increase the computational complexity
of the controller, and real-time feasibility is often a challenge during the application of MPC
controllers. Nevertheless, MPC controllers are able to handle input and output constraints.
They have advanced stability and feasibility theory and are proven to be robust through their
rolling horizon scheme. However, these controllers are not adaptive and therefore perform
suboptimally in the presence of uncertainties.

RL algorithms on the other hand can be used to obtain an adaptive controller with a low online
computational complexity. A large group of RL algorithms is model-free. For these model-free
methods, no convex optimization problem is needed for efficiently finding an optimal solution.
RL algorithms are therefore able to obtain effective control policies for very complex, non-
linear and nontrivial systems. However, RL techniques do have a high offline computational
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effort as the agent needs to pursue a training process. Besides, most RL techniques do not
have any stability and feasibility guarantees. While in MPC these guarantees are established
theoretically, these statements for reinforcement learning controllers are made after control
design, analytically or by simulation [18]. This especially becomes an issue when dealing with
safety-critical systems. RL controller can also only meet input constraints and no output
constraints. Although output constraints can be met indirectly by accurately composing a
reward function that contains penalties for constraint violation [15].

In Table 3-1 the advantages and limitations of MPC and model-free RL are summarized. It is
clear to see that the two methods exceptionally complement each other: where the one lacks
on certain performance criteria, the other method excels. In the rest of the chapter we will
further elaborate on a framework to combine these two methods and is potentially able to
take advantage of these findings.

Table 3-1: Comparison of RL and MPC characteristics

MPC RL
Model needed Yes No

Stability guarantee Yes No
Feasibility guarantee Yes No
Robustness guarantee Yes No
Constraints handling Yes No

Adaptive No Yes
Online computational complexity High Low

Offline computation time Low High

3-1-1 Model-reference reinforcement learning control

Zhang, Pan and Reppa [56] have designed a novel control framework that combines model-
reference control, as explained in Section 2-4, with model-free deep RL for the control of
autonomous surface vehicles. In the controller, a baseline control law of a conventional con-
troller is employed to both a nominal model and the real system. The output of the nominal
system defines the optimal performance of the vehicle. The output of the nominal model
and the output of the real vehicle are compared, and its error is the input of an RL-based
controller. The RL controller is able to compensate this error through its learned control law.
The block diagram for the control framework is shown in Figure 3-1.

There are several advantages to the proposed control design. Conventional model-free RL-
based controllers are able to adapt to great uncertainties and disturbances. Through its
adaptive and model-free nature, it is able to react to changes in the system. However, closed-
loop stability is not guaranteed when applying an RL control approach. For the model-based
conventional baseline controller used in the research, it is, on the other hand, achievable to
determine a control law that does guarantee closed-loop stability. This control law may how-
ever be very conservative and is not able to handle uncertainties and disturbances very well.
This is why combining the two controllers is very valuable. The baseline controller stabilizes
the system, while the RL controller compensates for all uncertainties and disturbances. The
application of a baseline control law before the RL control law also increases the sample

W.J. Remmerswaal Master of Science Thesis



3-1 Motivation 25

Figure 3-1: Model-reference RL control block diagram for the control of autonomous surface
vehicles [56].

efficiency of the training of the deep RL network. The research shows in simulation that
the individual RL controller is unstable and the individual baseline controller has a very low
performance. However, the combined model-reference RL control law is able to follow the
reference trajectory precisely.

The control scheme described above can be classified as a model-reference adaptive control
(MRAC) scheme as discussed in section 2-4. A clear difference between conventional MRAC
and the framework from [56] is the adaptive law used to adapt the controller. There are in
fact two big differences in this adaptive law, namely: (1) The RL control used as an adaptive
law in the framework is a model-free method. In conventional MRAC the adaptive law used
is model-based as it is composed based on the controller design and the plant model. (2)
In conventional MRAC the adaptive law is used to directly or indirectly tune parameters in
the control law of the nominal controller. It could be said that the adaptive law is an online
parameter estimator. In the framework from Figure 3-1 the RL controller is not used to
estimate parameters and tune the baseline controller. The control law of the RL controller
is merely added to the control law of the baseline controller to compensate for uncertainties
that arise in the system. The RL controller tunes the input of the baseline controller, but not
the controller itself.

In the paper, a soft actor-critic RL algorithm is used with a neural network as its function
approximator. Note that the baseline controller used in the control scheme can be chosen
arbitrarily. As long as the baseline controller is able to stabilize the plant it is a suitable
controller.

3-1-2 Urban traffic signal control as a regulation problem

When considering control of traffic signals in an urban traffic system, one does not automati-
cally consider a tracking problem. In this section, we will elaborate on different circumstances
in which a regulation problem would be very useful.

In urban traffic there are different kinds of road users and corresponding modes to travel
with. When a multi-modal traffic system is considered, multiple objectives arise. One very
important and necessary mode is public transportation. Most car users would benefit from
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reducing their travel time. However, this is not the most important objective of public
transportation vehicles. Public vehicles need to obey their schedule. Their objective is to be
exactly in time, as being early can also be harmful if a vehicle can not wait at a stop. Some
vehicles (e.g. busses) participate in the same traffic system as regular cars, which makes their
travel time unpredictable. Some research focuses on regulating the arrival time of busses by
controlling traffic signals. Bhouri et al. [4] do this by designing a multi-agent control approach
where a traffic signal agent takes priority of passing busses into consideration. Kachroudi and
Mammar [23] have designed a multi-objective MPC approach that minimized delay while
optimizing the punctuality of the public transportation in the network.

The management of public transportation through the regulation of traffic lights can be
combined with all sorts of objectives: e.g. the maximization of throughput, the minimization
of traffic emission, the regulation of noise pollution in a neighbourhood, or the priority of
emergency vehicles. These combined objectives can be used to form a reference signal in
the model-reference RL control framework that is introduced in the previous section. In
Figure 3-2 the general framework is shown. The reference signal is obtained by the nominal
traffic model based on one or multiple objectives and a suitable baseline controller.

Figure 3-2: The general model-reference RL adaptive control framework for urban traffic signal
control.

3-1-3 Combining MPC and RL in the model-reference adaptive control scheme

In the previous section, the general model-reference RL adaptive control framework for urban
traffic signal control is described. Besides, we have seen that MPC and RL are two control
methods that complement each other’s limitations remarkably. These two findings give rise
to the idea of using MPC as the baseline control input within the framework.

In Figure 3-3 the combined MPC and RL for the MRAC scheme is illustrated. This framework
can potentially mitigate the drawbacks of both MPC and RL control. The adaptive framework
may be able to reduce the negative effect that uncertainties have on the performance of an
MPC controller. The addition of an adaptive law in the form of an RL controller may
also reduce the computational complexity in comparison to a conventional MPC controller
because an RL algorithm can operate with a very low online computational effort. One could
accept a reduction in performance of the MPC model, e.g. by premature termination of the
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optimization process or the choice of a less accurate model. The adaptive law is potentially
able to compensate for the performance loss. Note that the reduction of computation time
of the framework compared to conventional MPC control is not investigated in this thesis.
The improvement of performance under the presence of uncertainties will potentially be the
largest advantage of the application of the framework in traffic signal control compared to a
normal MPC controller in a traffic signal control setting.

As regards the possible improvements of the framework compared to a conventional RL con-
troller, the MPC control law offers a baseline control law which might results in improved
system performance during training of the RL agent compared to the conventional RL strat-
egy. This might also make the framework be more sample efficient. Besides, the framework
will have a guaranteed stable performance as long as the MPC controller is stable. Addition-
ally to the model-reference RL control scheme found in Subsection 3-1-2, this framework will
also be robust through the rolling horizon scheme of the MPC controller because the MPC
controller presents a stable and robust control law. Stability is not the biggest concern for RL
in traffic signal control, but especially the improvement of sample efficiency and performance
during learning is of big interest.

It must be noted that the two MPC controllers that can be observed in Figure 3-3 essentially
are the same. They provide the same baseline control input to both the nominal system and
the real system at every control time step because the MPC controller is updated with the
state of the real system. this is different to the control scheme presented in Figure 3-2 where
the baseline control input is not necessarily the same.

Figure 3-3: The combined model predictive control and reinforcement learning model-reference
framework.
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3-2 Framework design

This section will focus on the design of the proposed control framework. The objective is
to obtain a control law that lets the state of the real system track the state of the nominal
prediction model. As could be seen in Figure 3-3 the control law for the urban traffic system
is described as:

u = ub + url, (3-1)

where ub is the baseline control input that is generated by the MPC controller based on the
nominal prediction model, and url is the control input generated by the deep RL adaptive
control law. Both the MPC and the RL components have the same controller time step Tc.
First, the design of the MPC controller for the computation of the baseline control law is
discussed, then we will discuss how to obtain the adaptive RL control law.

3-2-1 Model predictive control

The prediction model used in the MPC is the BLX model which is formally described in
Section 2-3. An optimization problem is solved at each controller time step Tc. The current
time is defined as t = kcTc = kTs, where Ts is the simulation sampling time as in Section 2-3.
The MPC solves an optimization problem over prediction horizon Np.

The control input for the MPC controller consists of two parts per intersection d ∈ J , the cycle
time Tcyc,d and the green time percentage πgreen,d, expressed as a percentage of the cycle time,
corresponding to each traffic cycle. As the network considered in this thesis uses a two-phased
cycle, the green time percentage is consists one variable per cycle per intersection. The input is
computed at each controller time step kc. The current cycle is defined as l ∈ {1, 2, 3, ..., Ncyc}
and Ncyc is the total number of cycles of whole simulation period.

Dummy variables

The cycle time Tcyc,d and green time percentage πgreen,d are determined independently for each
intersection. As the cycle time is variable and the prediction horizon is static, it is not prede-
fined how many decision variables must be considered per optimization. Therefore we must
determine the maximum number of decision variables that can be present per optimization.
The maximum number of cycles Ncyc,Np per prediction horizon Np is:

Ncyc,Np = ceil( Np
Tcyc,min

) + 1, (3-2)

where Tcyc,min is the lower bound of the cycle time. In the equation a value of 1 is added
to make sure that the sum of the cycle times within Ncyc,Np is never lower than prediction
horizon Np. It can happen that a cycle is already occurring when an optimization problem is
solved. When subsequently the found solution for each cycle time of an intersection is equal
to the lower bound, it is possible that an extra cycle starts within the prediction horizon.
The maximum number of decision variables is for the MPC controller then becomes:
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dv = Ncyc,Np · 2 ·
d∈J∑
i=1

i, (3-3)

where the number of decision variables per cycle is twice the number of intersections, as each
intersection has two decision variables per cycle. All decision variables that do not fall within
the prediction horizon are dummy variables and will not be optimized.

Optimization problem

The MPC controller solves the following optimization problem at each controller time step
Tc to determine the predicted optimal control inputs:

min
uNp (kc)

∑
(u,d)∈L

Np·Tc∑
k=1

Ts · n̂u,d(k), (3-4)

s.t. x(k + j + 1) = f(x(k + j), u(kc + jc)) ∀j = {0, ..., Np · Tc}, ∀jc = {0, ..., Np}, (3-5)
umin,d(kc) ≤ uNp(kc) ≤ umax, (3-6)
U(uNp(kc)) ≤ 0, (3-7)

here uNp(kc) = [u(l), ...u(l + Ncyc,Np − 1)], where u(l) contains the cycle time (Tcyc,d), and
the green time percentage (πgreen,d) for each intersection d ∈ J at controller time step kc.
The function f(·) is the prediction model of the MPC controller, which is the BLX model.
The objective function represents the total time spent (TTS) of all vehicles in the network
within the prediction horizon, where n̂u,d(k) represents the predicted number of vehicles on
link (u, d) ∈ L at time step k. U(uNp(kc)) represents the nonlinear inequality constraints
on the control input, which will be discussed later in this section. The decision variables of
the optimization problem have an upper and a lower bound, where umax is a vector with the
maximum cycle time and green time percentage of appropriate size. The lower bound of the
cycle time is adjusted after each optimization such that the end time of a cycle can never be
moved to a time before the current time.

umin,d(l) = [max(Tcyc,min, t−
l−1∑
i=1

Tcyc,d(i)), πgreen,min]. (3-8)

The control inputs, consisting of the cycle time and the green time percentage can be converted
into the binary input that is accepted by the BLX model. A distinction is made between traffic
arriving from the east and west direction for which gEW,d(t) is used, and the north and south
direction for which gNS,d(t) is used. They are defined by:

gEW,d(t) =


1 if

t ∈
Ncyc−1⋃
l=1

[t0 +
l∑

i=1
Tcyc,d(i) + yd

t0 +
l∑

i=1
Tcyc,d(i) + πgreen,d(l + 1) · Tcyc,d(l + 1)],

0 otherwise,

(3-9)
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and

gNS,d(t) =


1 if

t ∈
Ncyc−1⋃
l=1

[t0 +
l∑

i=1
Tcyc,d(i) + πgreen,d(l + 1) · Tcyc,d(l + 1) + yd,

t0 +
l+1∑
i=1

Tcyc,d(i)],

0 otherwise,

(3-10)

where yd is the length of the yellow phase, t0 is the start time of the simulation, usually zero,
and t is the current time. So essentially the starting and end time of each phase is determined
and from these values the binary input needed for the BLX model is extracted.

The baseline control input (ub) at time step t, described in Equation 3-1, is formulated per
intersection as the total duration of the current phase and can be mathematically be described
as:

ub =


πgreen,d(l) · Tcyc,d(l) if t <

l−1∑
i=1

Tcyc,d(i) + πgreen,d(l) · Tcyc,d(l),

Tcyc,d(l)− πgreen,d(l) · Tcyc,d(l) if t ≥
l−1∑
i=1

Tcyc,d(i) + πgreen,d(l) · Tcyc,d(l).
(3-11)

Non-linear constraints

When an optimization problem is solved, the predicted optimal control input is implemented
for control sampling time Tc. The challenge with using variable cycle time for each intersection
is that the next optimization problem is often solved when a cycle is not exactly finished.
This means the same values of the control inputs are regularly recomputed. The value of
the decision variables, therefore, have to be constraint whenever part of a cycle has already
occurred.

At the end of the implementation of the computed control input for control sampling time
Tc the current time is t. When at time tthe first phase of the cycle has not yet passed, the
following non-linear inequality constraint must apply in the next optimization problem:

U(uNp(kc)) = t− (
l−1∑
i=1

Tcyc,d(i) + πgreen,d(l) · Tcyc,d(l)) ≤ 0. (3-12)

The constraint is such that the moment of the green time switch can not occur before t.
Figure 3-4 clarifies the situation.

It could also happen that at the end of the implementation of the predicted optimal control
input for control sampling time Tc, the current phase is the second phase of the cycle. This
is illustrated in Figure 3-5, and is described as:
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Figure 3-4: Graphical representation of
the situation when the non-linear inequality
constraint is active.

Figure 3-5: Graphical representation of
the situation when the non-linear equality
constraint is active.

t >
l−1∑
i=1

Tcyc,d(i) + πgreen,d(l) · Tcyc,d(l). (3-13)

For the next optimization problem, the moment of the green time switch must stay at the
exact same time instants. The cycle time Tcyc,d is still allowed to be extended by the controller,
but the product of cycle time and green time percentage must stay the same. It is decided
to not include this requirement in the optimization problem as an equality constraint, but
instead omit this constraint when this situation occurs. This is done by reducing the number
of decision variables of the foremost cycle for that specific intersection. First, the length of
the first phase of the cycle (tphase1) is saved as

tphase1 = πgreen,d(l) · Tcyc,d(l). (3-14)

Then the green time percentage πgreen,d(l) of the first cycle of the intersection is removed from
the decision variables. Only the cycle time Tcyc,d(l) of the first cycle is optimized for that
intersection. After the new optimization, where a new cycle time is determined, the πgreen,d
can be calculated as:

πgreen,d(l) =
tphase1

Tcyc,d(l)
, (3-15)

where πgreen,d(l) is the re-optimized value compared to Equation (3-14). When the cycle
completely finished, the control inputs of that intersection for the finished cycle (consisting
of the cycle time Tcyc,d(l) and the green time percentage πgreen,d(l)) are saved and the next
cycle is considered to be the current cycle (l + 1 −→ l and l + 2 −→ l + 1, etc.).

Optimization approach

As the prediction model of the MPC controller is highly nonlinear, the optimization problem
is a non-convex problem by definition. To try to approach a global solution, the problem will
be solved using the fmincon solver with the SQP algorithm of the Optimization Toolbox of
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Matlab in combination with a multi-start algorithm. With multi-start the same optimization
problem will be solved multiple times using a different set of initial starting points for the
decision variables. In this way, multiple local optima are found. The lowest value is considered
the best estimate for the global optimal solution. Using more initial conditions will increase
the reliability of a good approximation for the global solution. The solver uses ten initial
points:

1 & 2: the best solutions of the last optimization problem and the previous solution
shifted by one cycle,

3, 4 & 5: the values at a quarter, half, and three quarters on the range between the
lower and the upper bound,

6 to 10: random values between the lower and upper bound.

The default settings of fmincon with SQP are used with one alteration:

• FiniteDifferenceStepSize is set to 1 · 10−3.

This setting is changed as the default step size is too small for the optimization problem. As
the BLX model is a discrete model with simulation sample time Ts = 1 s, changes in the phase
length that are smaller than 1 s will not change the behaviour of the system. The gradient of
the cost function will therefore often be zero, and the algorithm settles for a local minimum
near the starting point. It is therefore important that the step size of the algorithm is large
enough. The precise value of the setting is determined by experimentation.

3-2-2 Reinforcement learning as an adaptive law

To obtain the RL-based adaptive law, the urban traffic system is represented as a Markov
decision process (MDP) denoted by tuple < S,A,R, T > as discussed in subsection 2-1-1. The
state s(kc) ∈ S, the action url(kc) ∈ A and the immediate reward R(kc) = R(s(kc), url(kc))
are defined in this section.

State

The state-space of the RL agent contains a vector with the difference between the relevant
states of the reference model and (xm) of the real system (x) at the current time step. This
is the difference in the number of vehicles on each link of the network. The vector containing
all these values is described as:

δn(kc) = n̂u,d(kc)− nu,d(kc) ∀(u, d) ∈ L. (3-16)

Furthermore, information is provided of the control input of the baseline controller. This is
translated in threefold, namely (1) the phase (phd(kc) ∈ {1, 0}) of the traffic light at junction
d ∈ J at the current time step as binary input, where 1 represents that the north-south
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phase is green and 0 that the east-west phase is green. (2) The total duration of the current
phase (Tph,total(kc)) at each intersection in seconds, and (3) the time that has already elapsed
(Tph,done(kc)) at each intersection within the current phase in seconds. The state s(kc) ∈ S
is computed as:

s(kc) =[δn(kc),phd(kc), Tph,tot,d(kc), Tph,done,d(kc)] ∀d ∈ J. (3-17)

The state information consists of one value per link, and the baseline control input information
consists of three values per intersection. The size of the action space per control time step is
20 for the case study considered in this thesis.

Action

The RL-based adaptive law must be able to adapt the control input that is computed by the
MPC controller. This input consists the length of current phase. The RL agent is able to
change the length of the current phase of the cycle by a certain amount of seconds. Deep
Q-network (DQN) is used as RL algorithm, it is therefore needed that the action space of the
RL agent is discretely represented such that the size of the action space is finite an within
reasonable bounds. The action for one intersection ad(kc) will be an integer value between
some chosen bound, where the set of action is not necessarily evenly distributed over the
range. The action space A consists of all possible combinations of action for all intersections
in the network. In general the action url(kc) can be defined as:

url(kc) = [a1(kc), ....ad(kc)], ad(kc) ∈ Z ∀d ∈ J,
amin ≤ ad(kc) ≤ amax,

(3-18)

where amin and amax are the minimum and maximum value for the action. In this thesis the
set of actions for one intersection is:

ad(kc) ∈ {−10,−5,−3,−1, 0, 1, 3, 8, 10} ∀d ∈ J. (3-19)

There are nine actions per intersection, which means that the agent can choose from a total
of 9(

∑d∈J

i=1 i) action combination. In the case study in this thesis, where two intersections are
considered, this means an action space of size 81.

Reward

Within the model-reference RL framework, it is the goal of the RL agent to follow the relevant
reference state determined by the MPC controller exactly. The reward is based on tracking
the predicted number of vehicles n̂u,d in the network. As it is not possible to model constraints
for the RL agents explicitly, input constraints can be added implicitly in the reward function.
When applicable, a reward of Rc = −10 is added to the immediate reward. This happens
when an infeasible action is chosen by the RL agent. Which is the case when the RL agent
wants to shorten the phase more than there is time left within this phase. During training,
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it has appeared that the agent stops choosing infeasible actions very quickly. The immediate
reward R(kc)is:

R(kc) = −(x(kc)− xm(kc))H(x(kc)− xm(kc)) +Rc,

= −(nu,d(kc)− n̂u,d(kc))H(nu,d(kc)− n̂u,d(kc)) +Rc ∀(u, d) ∈ L,
(3-20)

where H > 0 is a positive definite scaling matrix. No extra reward is considered when the
terminal state is reached. The return is determined by Equation (2-2).

The reward is specifically designed for the situation and network that is considered in this
thesis. However, when other objectives are of interest as well, as discussed in 3-1-2, the reward
can be changed accordingly. In this thesis it would have also been a logical choice to set the
reference state to zero with the aim to achieve the best performance. However, it is more
important to examine the achievement of the RL adaptive law when following a reference
signal than to maximize performance.

Training

During training the parameters θ of the Q-network are trained using the deep Q-network
(DQN) algorithm. The DQN algorithm for the training of the neural network is illustrated
in Figure 3-6. It uses a target network and experience replay as described in Section 2-1-5.
The training algorithm including the MPC component is presented in Appendix A-1.

Figure 3-6: The offline training process of the deep reinforcement learning using DQN, at each
time step the sample {s(kc), url(kc), R(kc), s(kc + 1)} is obtained and stored in the replay buffer.
These samples are randomly sampled in batches with as goal to update the Q-network. The
target network (Q̂(θ)) is updated after Ttarg controller time steps.

The critic network is chosen to be a fully connected multiple layer perceptron with rectified
linear unit (ReLU) non-linearities as activation functions. The chosen network consists of five
fully connected layers: the input layer, three inner layers and an output layer. The number
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of neurons in each inner layer is 256, 128 and 64 respectively. The input layer is as big as
the number of states and the output layer as the number of actions. As traffic signal control
is essentially an infinite process, an episode is therefore terminated after a set amount of
time. The parameters that are used by the DQN algorithm in the framework are presented
in Table 3-2. Here α is the learning rate of the critic network, γ is the discount factor used
for the computation of the return, ε0 is the starting value of ε in the ε-greedy method for
balancing exploration and exploitation, δε is the ε decay rate and εmin is the minimum value of
ε during training. The target network is updated every Ttarg time step. The other parameters
are the experience replay batch size, the optimization method, the activation function of all
the neurons, the maximum size of the experience replay buffer and all the dimensions of the
network layers.

Table 3-2: Parameters for the DQN algorithm used for the model-reference framework.

Episodes α [-] γ [-] εo [-] δε [-] εmin [-] Ttarg
1000 0.01 0.95 1 0.001 0.01 10

Batch size Optimizer Act. func. Buffer size Input dims. Output dims. No. layers
256 Adam ReLU 1 · 106 14 81 5

3-3 Conclusions

Model predictive control and reinforcement learning have the potential to perfectly comple-
ment each other. Besides, the significance of describing signal control in an urban traffic
network as a regulation problem is recognized. In this chapter, we have defined the model-
reference RL framework that combined MPC and RL. In the model-reference RL framework
an MPC controller provides a baseline control input and a RL agent is used as an adap-
tive law to compensate for disturbance or unmodeled dynamics. The framework is designed
specifically for the control of traffic signals in an urban traffic network. The model predic-
tive control problem is designed as the baseline control input defined in the framework. The
BLX model is used as a prediction model and corresponding control input and constraints
are defined. The RL adaptive law is defined as a Markov decision process, where the agent
can adjust the control input of the baseline MPC controller by changing the phase length of
each intersection. A neural network with three inner layers shall be used to allow for function
approximation of the system and DQN is used as the training algorithm.
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Chapter 4

Case study

In this chapter, simulations are performed on a small grid-based traffic network. The set-up
of the network for the case study is discussed first. This consists of the topology of the net-
work, the settings for the model parameter, performance indicators, the demand patterns and
disturbance for the simulation. The three benchmark controllers that are used for comparison
are discussed as well.

Next, two case studies are considered. Both are based on the set-up in Section 4-1. The first
case study considers a fixed cycle time as a control input for the MPC controller and uses a
disturbed version of the BLX model to represent the real traffic states. The case study has
been successful and shows promising results. The system performance and training results are
analyzed and compared to a conventional MPC controller, a conventional RL-based controller
and a fixed-time controller, all of which will be discussed and described in this chapter as
well. In the second case study SUMO is introduced: a traffic simulations tool. The training
results are discussed together with the efforts taken to improve these training results.

4-1 Network set-up

In order to analyse the performance of the combined MPC and RL model-reference framework,
the conventional MPC and RL-based controller, a small urban traffic network is designed. The
network is mathematically described using the BLX model.

The network considered is the grid-based traffic network shown in Figure 4-1. The network
consists of two intersections with controllable traffic signals, each with four connected two-
way roads. There are seven two-way roads in total, each road in each direction has three
lanes dedicated to right, straight and left going traffic. The network has six source and sink
nodes. Most roads have a length of 500 m with the exception of road numbers 7 and 8, these
have a length of 550 m. We consider a small network as the goals is to gain insight on the
performance of the framework and to proof its potential. The network is small enough to use
a discrete action for the RL adaptive law and allowing for the use of DQN. Furthermore, the
network is small enough for efficient centralized control of the baseline MPC controller.
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Figure 4-1: The studied grid-based traffic network. The numbers present in the network are the
link IDs, the arrows in each line represent the driving direction.

The free-flow speed of the vehicles in the network is 50 km/h and the average length of each
vehicle is 7 m. The vehicles enter the network at the source links 1, 3, 6, 9, 12 and 14.
The prediction horizon of the MPC controller in the framework and the conventional MPC
controller is Np = 3 (i.e. 180 s), which is enough time for a vehicle to leave the network,
whichever route is chosen. The control horizon is equal to the prediction horizon.

Each intersection has a controllable traffic signal with a fixed traffic cycle. Each traffic cycle
consists of two phases as shown in Figure 4-2. The first is a green light for all traffic arriving
from the north or south direction, the other is a green light for all traffic arriving from the
east and west direction. The yellow time at the beginning of each phase is 5 s for all situations
and controller types.

Figure 4-2: The two traffic phases for the controller. In phase 1 all traffic arriving from the
east and the west direction have right of way, in phase 2 all traffic arriving from north and south
direction have right of way.

The amount of traffic on each road and link in the network is determined by two components:
(1) the number of vehicles entering the network on the six entering roads (namely, link 1, 3,
6, 9, 12 and 14), and (2) the turn ratio of each link. For each link, the turn ratios of its three
roads sum up to one. The value of the turn ratio for each road can be found in Table 4-1.
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Table 4-1: The turn ratio of all origin links of the network

Direction β1 β3 β6 β7 β8 β9 β12 β14

Right 0.12 0.44 0.44 0.35 0.35 0.12 0.35 0.12
Straight 0.50 0.44 0.44 0.35 0.35 0.48 0.35 0.44
Left 0.38 0.12 0.12 0.30 0.30 0.40 0.30 0.44

4-1-1 Performance indicator

All controllers are compared in terms of system performance. This is measured as cumulative
delay, or in other words the total time spent (TTS) of all vehicles in the network. The TTs
is determined as:

TTS =
∑

(u,d)∈L

Tend∑
t=0

Ts · nu,d(t), (4-1)

where nu,d(t) is the number of vehicles on lane (u, d) on time step t, Ts is the simulation
sampling time, which is 1 s, and Tend is the end time of the simulation. Besides the absolute
TTS, the controllers are also compared relative to a benchmark, which is the fixed-time
controller. The relative TTS is:

TTSrel = TTSx − TTSft
TTSft

· 100%, (4-2)

where TTSft stands for the TTS of the fixed-time controller and subscript x represent any
other controller.

Next, the training performance of the model-reference RL framework can be compared to
the conventional RL-based controller. The performance indicators used to assess training
performance are:

1. The convergence speed of the training process,

2. The system performance during training.

The convergence speed, or sample efficiency of the agent, can be tested by observing the
number of episodes or time steps needed until a steady-state of the episode reward is reached.
As for the system performance during training: both agents use a different reward function
for training. The TTS for each training episode is extracted such that a fair comparison can
be made between the system performance of the two agents during training.

4-1-2 Demand generation

To be able to compare the performance of the different controllers, three demand patterns
are designed. One with constant demand high demand and two with fluctuating demand. In
the first fluctuating demand, the demand arriving from the north and south directions (lane
1, 3, 12 and 14) is equal, as well as the demand on the remaining lanes (lanes 6 and 9). In
the second fluctuating demand data set, all demand from the west direction (lane 1, 6 and
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12) is the same, as well as the traffic demand from the east direction (lanes 3, 9 and 14).
From here on, the constant reward will be referred to as demand A, and the two fluctuating
demand patterns are demand B and C respectively. The three demand sets are depicted in
Figure 4-3.
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Figure 4-3: The demand input of the different scenarios. The first plot is demand A: the high
demand case, the second plot shows demand B: fluctuating demand 1 for north and south lanes,
and the third demand C: fluctuating demand 2 for east and west lanes.

Before each simulation or training episode, the network is initialized with some traffic entering
the network. Low traffic demand is inserted into the network for 300 seconds with the signal
sequence of the fixed-time controller, such that there is some traffic present in the network
that will be used as an initial state.

4-1-3 Disturbed demand

The model-reference RL framework is designed for improving performance in an uncertain
system such as an urban traffic network. Therefore, disturbance needs to be added to the
mathematical model representing the real traffic system to test the performance of the frame-
work. Disturbance is applied on the traffic demand that enters on the different source links
(1, 3, 6, 9, 12 and 14), numbered as in Figure 4-1. The demand is disturbed with the sinusoidal
wave as shown in Figure 4-4 such that it has the following characteristics: (1) the disturbance
is varying over time, but not random and (2) the sum of all disturbed demand is zero at each
point in time.

4-2 Benchmark

The framework will be compared to a fixed-time controller, a conventional MPC controller and
a conventional RL-based controller. In this section, the design of the benchmark controllers
is discussed.
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Figure 4-4: The disturbance on the traffic demand for the different lanes in the network. The
blue line represents the disturbance on lanes 1, 3, 12 and 14 of the network, the red lane the
disturbance on lanes 6 and 9.

4-2-1 Fixed-time control

The fixed time controller is essentially the no control case. The cycle time is fixed to 60 s
and the green time percentage is set to the mean green time percentage of the intersection
(i.e. 50% for the two-phased network). With a yellow time length of 5 s for each phase,
this means that each phase has 25 s of green time. By comparing the framework and the
other benchmark controllers to the fixed-time control case, conclusions can be drawn to the
performance increase related to each controller.

4-2-2 Conventional MPC controller

The conventional MPC controller that is used to compare the performance of the framework
is the same MPC controller that is used within the framework. The design of the controller
can be found in Section 3-2-1.

4-2-3 Conventional RL-based controller

To be able to test the training performance of the model-reference RL framework, the frame-
work is compared to a normal RL-based controller. The RL-based controller is designed by
representing the problem as a Markov decision problem, with the suggestions of problem
design of El-tantawy et al. [12] as a reference. The action, state and reward are described
below.

Action

In the system a fixed phase sequence is considered, this is an immediate result of the two-
phased traffic light. The action at each control time step Tr, which is set to 1 s, is chosen to
be binary: {1, 0} for each traffic light. Here, 0 is the choice to be in the first phase of the
cycle and 1 to be in the second phase of the cycle. The action at per intersection is:
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at = [a1, ..., ad] ∀d ∈ J,
ad = {0, 1}.

(4-3)

The total number of differentiable actions for the whole network depends on the number of
junctions in the network and is equal to 2(

∑d∈J

i=1 i). For the two-junction network considered
in this case study, the number of actions is four.

State

The state space is represented vector-based and consists of three parts. The first is the index
of the green phase currently employed for each traffic light, which is equal to the previous
action. The second is the time elapsed in the current phase, this is represented in two-fold
by the length of the yellow time (Yt), and the length of the green time of the current phase
(Gt). These cannot be nonzero simultaneously. Furthermore, the state includes the number
of vehicles in the queue on each lane (u, d) ∈ L and the number of vehicles present on each
link (u, d). The state st at time step t is formalized as:

st = [ut−1, Gt,d, Yt,d,xu,d(t− 1)] ∀d/inJ, (4-4)
where xu,d(t) is a vector with the number of vehicles and the queue length xu,d(t) = [nu,d(t), qu,d,o(t)].
The total number of states Ns is equal to Ns = 3 · (

∑d∈J
i=1 i) + 4 · (

∑(u,d)∈L
j=1 j). For the case

study considered this will become 3 · 2 + 4 · 14 = 58 states.

Reward

The reward is represented by a scalar function and is computed by the sum of the difference
between the queue length of the current time instance and the queue length of the previous
time instance for each lane on each link. The reward can be both positive and negative.
When the reward is positive this means the total queue length in the network is reduced
after the action implementation. A negative reward means an increase in queue length. The
immediate reward is defined as:

rt =
∑

(u,d)∈L

∑
o∈Ou,d

(qu,d,o(t− 1)− qu,d,o(t)). (4-5)

Algorithm design

DQN is used as the RL algorithm. In Table 4-2 the parameters used by the algorithm are
presented. These are the learning rate α, the discount factor γ, the initial epsilon ε0, the
epsilon decay rate δε, the minimum value of epsilon during the learning process εmin and the
target update frequency of the target network Ttarg.
The neural network used to represent the system consists of one input layer with a dimension
of 62, representing the states, two inner layers of size 128 and 64 consecutively and an output
layer representing all action options, thus with a dimension of 4. The ReLU function is used
as an activation function by the neurons in the inner layers.

W.J. Remmerswaal Master of Science Thesis



4-3 Case study I: Simplified set-up 43

Table 4-2: Parameters for the DQN algorithm used for the agent of the conventional RL-based
controller.

Episodes α [-] γ [-] εo [-] δε [-] εmin [-] Ttarg
1000 1 · 10−4 0.95 1 1 · 10−3 5 · 10−2 10

Batch size Optimizer Act. func. Buffer size Input dims. Output dims. No. layers
256 Adam ReLU 1 · 106 14 81 5

4-3 Case study I: Simplified set-up

To do a performance comparison of the model-reference RL controller, a simplified version
of the framework is considered. The flexibility of the MPC controller is reduced by fixing
the cycle time of the system to 60s, meaning the controller can only change the green time
percentage. The action space of the RL agent that is used in the framework as the adaptive
law is also slightly adjusted. The agent can still change the time of the current phase, but
in the original set-up, this would also mean a change in the total cycle time. This is not
enforced in this set-up. The RL agent can adjust the green time percentage once every cycle
at the beginning of the cycle, but the cycle time doesn’t change. The explicit action is still a
change in phase time of the first phase, but as the first phase is extended the second phase is
shortened such that the cycle time stays 60 s. To represent the real system a disturbed version
of the BLX model is used. As discussed in Section 4-1-3, the disturbance is implemented by
changing the traffic demand pattern.

A case study is performed, such that the performance of the model-reference RL framework
can be compared to other benchmark controllers, namely a fixed-time controller a conventional
MPC controller and a conventional RL-based controller. The design of these controllers is
discussed in section 4-2. Note that also for the conventional MPC controller a fixed cycle
time is used such that a fair comparison can be made between the framework and the MPC
controller. It is assumed that the conventional MPC controller and the MPC controller in
the network receive an accurate state update after each control time step.

Note that the non-linear constraints mentioned in Section 3-2-1 will never be active when
a fixed cycle time is used, this is the case for both the framework and the MPC controller.
Also, the penalty for an infeasible action that is added to the reward function of the agent
of the RL adaptive law is not considered anymore as no infeasible action can be chosen with
the setting of the fixed cycle time.

4-3-1 Training

The model-reference RL framework will be compared to the conventional RL-based controller
on their performance during the learning process. As both controllers have a different reward
function, it is not possible to directly compare the values of their reward function during train-
ing. To accomplish a fair comparison, the TTS of the vehicles in the system is documented
during the training process and these values are compared. A total of 11 training demand sets
are created, all with the length of one hour (3600 time steps). The episode terminates when
t = 3600 s for all training episodes. Similar to the demand during simulation, the system is
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initialized with some traffic by inserting a low demand into the network for 300 s with the
fixed-time control signal input. Both controllers are trained using these same demand sets.
The training lasts for 1000 episodes.

In Figure 4-5 the training process of the conventional RL-based controller is presented. Fig-
ure 4-6 shows the training process of the model-reference RL controller. The red line in both
figures represents the moving average of the last ten episodes. Note that due to the use
of different demand sets during training the reward value of both learning curves does not
converge to a specific value, but will always fluctuate in all stages of the learning process.
Despite this fluctuation, the plots show that the episode reward of the framework converges
to an optimal policy.

The RL algorithm of the RL-based controller learns a well-performing policy after approxi-
mately 200 episodes. After approximately 220 episodes the reward function deteriorates again,
which is likely to be caused by a combination of catastrophic forgetting and overfitting of the
network. Both the agent that is retrieved at the end of the 1000 episode learning process as
the agent at episode 199 are saved, in Section 4-3-2 we will further analyse which agent is
preferred for simulation purposes.

Figure 4-7 shows the TTS of both the agents for RL-based controller and the framework
during training over all episodes. The TTS represents the system performance the controllers
have achieved. The first thing that can be concluded is that the framework performs very
well in all training episodes, already from the first episode the TTS is low. This happens
because the performance of the framework is mainly dependent on the performance of the
baseline controller. The baseline control input of the MPC controller provides stable and
well-performing input from the start of the learning process. The RL agent for the RL-based
controller, however, does not perform well up until around the 160th episode. The RL-based
controller has to learn his entire policy from scratch. The flexibility of being able to change
the phase every second causes bad performance in the starting phase of the learning process.

In Table 4-3 the training results of both RL algorithms are summarized. The start TTS is the
average TTS after the first ten training episodes. The avg. TTS is the average TTS of the
last ten episodes. For the RL-based controller, the avg. TTS consists of two values, the first
is the average of the last ten values before episode 199, the other the last ten values before
episode 1000. Besides, the convergence speed of each algorithm is approximated both in the
number of episodes as the number of time steps.

It can be concluded that the framework is superior in terms of system performance during
training, as it performs well in every training episode. The algorithm for the RL-based control
is superior in terms of convergence speed. Although the algorithm for the framework needs
fewer time steps to converge to an well-performing policy, the one for the RL-based controller
needs way fewer episodes. In another system where the control sampling time for both control
structures is the same (i.e. not urban signal control), the framework has a great potential to
be more sample efficient than the conventional RL agent.
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Figure 4-5: The learning curve of agent used in the conventional RL-based controller.
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Figure 4-6: The learning curve of the agent of the adaptive RL law of the model-reference RL
framework.
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Figure 4-7: The system performance is expressed in TTS during training for the conventional
RL-based controller and the framework.

Table 4-3: The training performance of the RL-based controller and the model-reference RL
framework, in terms of the TTS at the start, the average TTS at the final training episode and
the convergence speed.

start TTS Avg. TTS Approx. ep. Approx. time
Controller [veh/h] [veh/h] till conv. steps till conv.
RL-based control 21,837 135/144 200 720,000
Model-reference RL framework 114 110 900 54,000

4-3-2 RL agent selection

As for the results of the training (i.e. the learning curve), it it not directly apparent which
agent is the logical choice for the conventional RL-based controller. The agent has been saved
at different instances throughout the training process. Two agents are selected for analysis,
namely the agent at the end of the learning process (agent 1000) and the agent obtained after
episode 199 (agent 199), where the agent seemed to be converged.

Simulations are conducted with the RL-based controller using both agents for all three demand
types. In Figure 4-8 the results are shown for demand A, B and C respectively from top to
bottom and Table 4-4 contains the TTS for each simulation. Agent 1000 performs better
in two of the three simulations in terms of TTS. In the last simulation, it can be observed
that after a certain time the states of the system increase linearly, thus becoming unstable.
Agent 1000 has been over-fitted on the training data and has shown the be very susceptible
to generating unstable actions. Agent 199 has a more general adaptive policy that is able to
perform well in a wider range of situations, because it can react better to new conditions.

Agent 199 is selected as the best performing agent, as a reliable agent in multiple situations is
preferred over a good performing agent with changes of instability. Agent 199 will therefore
be used for further comparison.
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Figure 4-8: The TTS of the two candidate RL agents for the RL-based controller for all three
demand patterns. From top to bottom these are demand A, demand B and demand C.

Table 4-4: The system performance of the two candidate RL agents for the RL-based controller
in terms of TTS for all three demand patterns.

Demand A Demand B Demand C
Agent TTS [veh/h] TTS [veh/h] TTS [veh/h]
Agent 199 122.5 121.6 138.2
Agent 1000 118.7 118.8 650.6

4-3-3 Simulation results

After training the agent of the framework and the RL-based controller, the performance of
all controllers is analyzed by simulating them. The simulations are done with the demand
pattern described in Section 4-1-2. Note that the value of ε in the exploration method is set
to zero for each RL agent to achieve a deterministic policy.

First, we analyze the behaviour of the framework after training. Figure 4-9 shows results of
a simulation using the trained framework with demand B: the fluctuating demand set 1. It
depicts the total number of vehicles in the network set by the reference model, compared to
the real states. Remember that the reward function of the RL adaptive law of the framework
is based on adjusting the real state of the system to copy the reference state that is set by the
nominal model. The figures show that the RL adaptive law is very capable to compensate for
the imposed disturbance such that the real state follows the reference state well. Note that
the baseline controller (i.e. the MPC controller) receives a state update after each control
time step, which means that every 60s the nominal state and the real state are equalized.

All four controllers are simulated with all three demand data sets. In Table 4-5, 4-6 and 4-7 the
system performance in terms of TTS and relative TTS of the different controllers for all three
demand scenarios (i.e. demand A: high demand, demand B: fluctuating demand 1 and demand
C fluctuating demand 2 respectively) are shown and compared. The relative TTS is taken
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Figure 4-9: Simulation results of the framework with the second demand set (demand B: first
fluctuating demand). The figure shows the reference state of the nominal system and the state of
the real system with the influence of the RL adaptive law. On the left the states for the complete
simulations are shown, on the right, the graph is zoomed in on one controller time step Tc = 60.

with respect to the fixed-time controller, computed using Equation (4-2). Corresponding
results are shown in Figure 4-10, 4-11 and 4-12. The figures show the total number of vehicles
present in the network at any given time.

In all three demand cases, the MPC controller, the RL-based controller and the framework
reduce the waiting time with respect to the fixed-time controller. In the first two demand
cases, the framework has the lowest TTS, in the last demand case the RL-based controller
performs the best. It can be concluded that the framework performs better than the MPC
controller in all cases. The TTS is reduced by 7.0%, 4.1% and 3.3% compared to the conven-
tional MPC controller for the three demand sets respectively. This performance improvement
compared to the MPC controller is caused by the addition of the RL adaptive law, which is
designed to reject the disturbance in the network.

The conventional RL-based controller has better performance than the MPC controller in
all the demand cases and than the framework in the third demand case. The fact that the
RL-based controller performs better can be explained by the flexibility of the control input.
For the MPC controller and the framework the cycle time is set to 60 s. The agent of RL-
based controller, however, can adjust the phase length freely. By doing this, the controller
has the potential to create a cycle offset between the two intersections which can benefit the
system performance. With the current settings, the RL-based controller has the capability to
perform better than all other controllers. When one would consider a variable cycle time for
the MPC using the BLX model, the same result could theoretically also be achievable.
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Figure 4-10: Number of vehicles in the network during demand A: the constant high demand
scenario for all different controllers.
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Figure 4-11: Number of vehicles in the network during demand B: the fluctuating demand 1
scenario for all different controllers.
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Figure 4-12: Number of vehicles in the network during demand C: the fluctuating demand 2
scenario for all different controllers.
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Table 4-5: The system performance in terms of TTS and relative TTS of the different controllers
for demand A: high demand.

Controller TTS [veh/h] Relative TTS [%]
Fixed-time control 137.6 -
MPC 125.2 -8.5
RL-based control 122.5 -10.9
Model-reference RL framework 117.1 -14.9

Table 4-6: The system performance in terms of TTS and relative TTS of the different controllers
for demand B: fluctuating demand 1.

Controller TTS [veh/h] Relative TTS [%]
Fixed-time control 141.3 -
MPC 123.2 -12.8
RL-based control 121.6 -13.9
Model-reference RL framework 118.1 -16.4

Table 4-7: The system performance in terms of TTS and relative TTS of the different controllers
for demand C: fluctuating demand 2.

Controller TTS [veh/h] Relative TTS [%]
Fixed-time control 157.0 -
MPC 145.1 -7.6
RL-based control 138.2 -12.0
Model-reference RL framework 140.3 -10.7

4-4 Case study II: SUMO implementation

In the previous section, we have discussed the results that have been achieved by the frame-
work using the disturbed BLX model as a placeholder for the real system. We believe that
more significant claims on the possible application of the framework in a real-life scenario can
be made when deploying the framework on a system that represent real-life better than the
mathematical model. This it thus the logical next step. To do so the software Simulation of
Urban MObiliy (SUMO) [33] is used for simulating the traffic network.

4-4-1 Set-up adjustments

Some adjustments are made to the set-up of Section 4-1 to be able to run the SUMO simu-
lation. The free-flow speed and the length of the vehicles can be set in SUMO. Besides, we
define the entering speed at each source link (i.e. 1, 3, 6, 9, 11 and 14) to be 36 km/h in
SUMO. This value is lower than the free-flow speed because the entering speed on the middle
links (numbers 7 and 8), and the sink links (numbers 2, 4, 5, 10, 11 and 13) is also not equal
to the free-flow speed.

Within SUMO the two traffic lights are set to be unregulated, which means that conflicting
traffic of the opposite roads can cross each other without stopping and without a collision
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4-4 Case study II: SUMO implementation 51

happening. This specific setting is chosen such that a better match can be achieved between
the BLX model and the traffic simulation of SUMO.

4-4-2 Parameter estimation

To match the BLX model that is used as a prediction model for the MPC controller with
the specific behaviour of the traffic simulation in SUMO, some parameters of the model need
to be estimated. For estimation two data sets are created from the SUMO simulation. The
data sets contain data of the queue length of each lane and the number of vehicles on each
road at every time step (1 s). They are obtained by simulating the system that is described
in Section 4-1 for one hour, meaning that there are 3600 data points per stored variable. It is
assumed that all turning rates are known and fixed. The demand patterns of both data sets
are designed to capture different traffic behaviour. In both simulations, the cycle time of each
intersection is constant and set to 60 s without any offset between the traffic signals. The
cycle has an equal phase split, and with a yellow time of 5 s, this means each phase is 25 s
long. One data set is used for parameter estimation, the other one is for validating purposes.

The parameters that are to be estimated are the length of each road lroad, the length of the
vehicles in the network lveh, the free-flow velocity vfree and the saturated flow rate of the
road µ. These variables can be found in the equations of Section 2-3-1. The length of all
source/sink links are considered the same, just like the length of link 7 and 8. The saturated
flow rate for each lane in the network is considered to be equal to reduce the number of
parameters to be estimated.

The model and the simulation is matched for a prediction horizon of 5 min, or 300 s, and
a receding horizon with time steps of 50 s. In Matlab, the solver lsqnonlin is used with the
levenberg-marquardt algorithm, which solves a nonlinear least-squares problem. The solver
is run with 1000 initial conditions and the group of parameters with the lowest objective
value are analysed to find the parameters that best describe the simulation. The performance
indicator used for this analysis is the variance accounted for (VAF), which can be calculated
by:

VAF(u,d) =
(

1−
var(x(u,d) − x̂m,(u,d))

var(x(u,d))

)
· 100% ∀(u, d) ∈ L (4-6)

The VAF is only calculated for the number of vehicles in the network so x(u,d) = n(u,d) as in
Equation (2-19). The parameters in Table 4-8 are the best-performing ones. A VAF value
higher than 80% has been achieved for all links in the network when simulated with the
validation data set.

Table 4-8: The estimated parameters of the BLX model for the 2x1 grid based network, with
i ∈ {7, 8} and j ∈ {1, 2, 3, 4, 5, 6, 9, 10, 11, 12, 13, 14} which are corresponding to the number of
the links as in Figure 4-1.

Parameter lveh [m] liroad [m] ljroad [m] µ [veh/s] vfree [m/s]
Value 17.9 454 485 1485 34
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4-4-3 Training

The goal is to train the model-reference RL framework with the same settings as in case
study I, with as an addition a variable cycle time of the MPC controller. Some training
experiments are performed with the complete set-up. In the first episodes of each training an
improvement in the reward function is observed, which is the result of the agent learning not
to take infeasible actions. In this way the penalty for performing infeasible action (Rc as in
Equation (3-20)) is omitted. However, no improvements are observed in the episodes after,
meaning that the training with the complete set-up was not immediately successful.

To find the cause of the training dysfunction, a step-by-step approach is followed making the
training incrementally more complex. In the most basic set-up we simplify the training in
two ways. (1) A fixed control input is used as a placeholder for the MPC controller. This will
accelerate the training process immensely in terms of computation time as no optimization
must be performed. The fixed control input is used is to generate the reference states by
means of the nominal model and is also used as baseline control input for the real system.
Consequentially the controller time step of the RL adaptive law is equal to the cycle time
of this fixed control input such that the states will always be retrieved at the same instance
within the cycle. (2) Only one demand set is used for training. This will also accelerate the
learning process but in terms of sample efficiency (and consequentially computation time), as
the agent is encouraged to find a policy that fits the circumstances precisely. Furthermore,
improvements between episodes will be more apparent as each episode is based on the same
demand pattern.

The simplified set-up did not improve the learning process. In all instances, no significant
improvements in the episode reward function are observed. To further investigate the obtained
training results, a simulation is run where the RL adaptive law does not interfere with the
control input of the baseline controller. Meaning that the action of the adaptive law is
url = [0, 0] ∀t. The episode reward of the system without action is obtained and used as
a reference performance for training performance. The moving average value of the reward
function over five episodes did never match or surpass the results of the no action value of
the reward function during any training experiments.

Improvement efforts

Multiple changes to original design are implemented with the aim of achieving good training
results using the SUMO software. A selection of the efforts for improving the dysfunctional
framework is mentioned below. All these statements have been tested to a certain extent,
but these attempts have not improved the training results. However, it can not be said with
certainty that implementing one, or a combination, of these statements can not improve the
training results of the designed framework. As already mentioned it is not trivial to exactly
pinpoint the issue within a RL training process. The following improvement efforts are tested:

Changing the action space while considering two things: reducing the action space and at
the same time including impactful actions within the action space.

Initially the action space of one intersection was: −10 ≤ a ≤ 10, a ∈ Z. The size of the
action space of a two intersection network is l2a, where la is the size of the actions space of
one intersection. When one intersection allows for 21 different actions, this would result in a
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size of the total action space for two intersections of l2a = 212 = 441 actions. This number of
actions is way too big. The goal is to reduce the size of the action space to below a hundred,
while still including some impactful actions. An example of such a chosen action space where
a ∈ {0,−10,−5,−3,−1, 1, 3, 5, 10}, which will have a size of l2a = 92 = 81. This is the action
space that has been used in all simulations. Although no direct improvement of the training
process is observed in the SUMO implementation, the described action space is used because
it has proven to work well for the fist case study.

Varying the algorithm settings, e.g. the hyperparameters concerning the learning process
and the size of the neural network and experimenting with different RL algorithms.

From experience with the design of the algorithms for the conventional RL-based controller,
and from various literature, it became apparent that the right choice of parameters can make
or break the success of the learning process. Various combinations of hyperparameters have
been tried, with the focus on varying the learning rate, the parameters concerning the explo-
ration, the discount factor, and the size of the neural network. However, no extensive study
on the choice of these parameters could be conducted due to the time-consuming learning
process of the framework combined with (or without) MPC.

Furthermore, at the start of the research, the framework was designed such that the agent
could supply a continuous action. DQN was not suitable for this purpose. Both the soft-
actor critic (SAC) and twin-delayed deep deterministic policy gradient (TD3) algorithm were
implemented. However, both had vital problems with the exploration method. The agent did
not explore at all. DQN has shown to most potential to be the best performing RL algorithm
for this purpose.

Changing the reward function such that not only negative rewards can be achieved, with as
inspiration the reward function of the conventional RL-based controller.

A well-chosen reward function can be vital to the learning process of an RL algorithm. It is
often recommended that a reward function does not only achieve negative immediate reward
and that the learning process might be more successful when a positive reward can be achieved.
This mostly has to do with an agent attempting to reach the terminal state faster to avoid an
accumulation of the negative reward. In the case of the designed episodes for the urban traffic
networks, this is not relevant as the episodes are designed to end after a certain time, not when
a terminal state is reached. However, positive reward could still accelerate learning towards
the state-action pairs that generate positive reward. The reward was changed such that error
between the reference state and the real state between two controller steps was positive if the
error increase and negative if the error decreased. It did not result in acceptable training, so
this idea was not applied for other experiments.

4-4-4 Improvement suggestions

It cannot be said with certainty what is the solution that would solve the learning issues of
the framework combined with SUMO. A few potential issues have been identified. They will
be elaborated on below.

1. The nominal model differs too much from the system simulated in SUMO, which causes
problems in following a reference signal designed by this model.
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A theory why the implementation is not successful is that the nominal system differs too
much from the SUMO simulation in order to sufficiently follow the desired reference state.
The SUMO simulation contains a lot of uncertainties in the form of unmodeled dynamics
compared to the nominal BLX model. These uncertainties are complex and differ over time.
It is assumed that the RL adaptive law is not able to learn the specific behaviour of the
SUMO simulation.

A possible solution is to redo the parameter estimation to achieve a better match between
SUMO and the model. More parameters can be estimated. Also, the number of vehicles in
the queue (a state in the BLX model) can be used as a performance indicator during the
estimation process. Another option is to change the prediction model used in the framework
with the goal of a better match between the SUMO simulation and the prediction model.

2. The designed task of following the states computed by the MPC controller exactly is
too complex to complete.

A challenge that has arisen with using a model-reference approach in the context of urban
traffic control has to do with the flexible property of the BLX model. The BLX model can
set the cycle time of each cycle. This can increase the performance of the controller but is not
optimal for the designed framework. The controller sampling time is fixed, while the cycle
time is not. This has a big drawback: the phase switch always occurs at a different controller
implementation period (e.g. it can happen at the beginning of the period, but also after 10 s).
The difference in the number of vehicles per link between the model and the real system (i.e.
the value on which the reward function is based) is very dependent on the time of the phase
switch, as this is the tipping point of an increase vs. a decrease of vehicles on a lane. The
difference between the states the prediction model and the real are measured either at the
controller sampling time kc, or at each time step k for the whole control implementation time
Tc. In both cases, the obtained reward is very dependent on the time of the phase switch.
Although the cycle time information is available for the RL agent, it could potentially be
a problem for the RL agent that the value of the reward is not only linked to implemented
RL action but is also very dependent on the current place within the cycle. There it would
be more logical to use a fixed cycle-time as done in the case study in Section 4-3, such that
the difference between the model and the real system (i.e. the reward) is always obtained in
the same point in the cycle, namely the end of the cycle. However, using the BLX model,
in this case, would be rather cumbersome. It would have been a better option to use the S-
model as a prediction and nominal model in the framework with this setting, as the S-model
is computationally faster and already has a fixed cycle time. Note that training efforts with
fixed cycle time and SUMO have been made as well, unfortunately, this was not yet successful.

Another solution to deduce the complexity of the regulation problem would be to consider
an easier reference to track. In the paper that inspired this thesis [56], there are two different
baseline controllers, the first that generates a control input for the nominal prediction model
and the second for the real system. The first controller is only updated with the states of
the nominal model, this means that the reference path is already established at the start of
the simulation. In the model-reference RL control framework that is combined with MPC,
the MPC controller is updated with the states of the real system, as is usual in a rolling
horizon scheme. This leads to a moving reference state, which could be a problem for the
training performance of the framework. One could fix the reference at the beginning of the
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simulation or, for examination purposes, set the reference state to be zero. This last solution
would essentially make the problem an optimal control problem, and we believe that this
could also be a good control framework approach in a situation where reference tracking is
not important. Section 5-2 contains an elaboration on the suggestion of implementing this
change.

3. The settings of the hyperparameters that have been tried were not optimal for achieving
good training results.

As discussed, the hyperparameters of the RL algorithm play a big role in the training progress.
For an effective learning process, it is important to select the hyperparameters of the RL algo-
rithm for learning and exploration carefully. Although some tuning has been done to achieve
sufficient learning, it is recommended to perform a systematic tuning procedure. The learning
process is to be repeated systematically for a selected range of different hyperparameters. To
fairly compare the behaviour of the parameters, each experiment must be repeated multiple
times, or the ANN must be initialized likewise for each set of hyperparameters.

4-5 Conclusions

In case study I, the model-reference RL framework was compared to a fixed-time controller, a
conventional MPC controller and a conventional RL-based controller on their system perfor-
mance through the total time, spend. We have seen that the model-reference RL framework
can be successfully implemented on a small and simplified urban traffic network and that the
framework is able to successfully reject a sinusoidal disturbance in the demand. The frame-
work has been shown to outperform the fixed-time controller and the MPC controller in all
simulations.

Besides, the training progress of the model-reference RL framework was compared to the
training of the agent of the conventional RL-based controller. We have seen that the frame-
work has a better performance than the conventional RL controller during the entire learning
process. However, the sample efficiency in terms of episodes needed for convergence of algo-
rithm used for the RL-based controller is better than the sample efficiency of the framework.
This is due to different the control time step of the RL-based controller and the framework,
which are 1 s and 60 s respectively.

In case study II the framework is implemented and simulated using the traffic simulation
software SUMO. It has appeared that the RL agent of the adaptive law is not able to find a
policy that improves the tracking ability of the framework. In this chapter we have discusses
the measures that have been taken to improve the training ability of the RL agent. Besides,
some potential vital problems are established as well as suggestions for solutions to these
problems.
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Chapter 5

Conclusions

The effective control of signals in urban traffic networks is the most efficient solution in
the process of solving the problems that accompany a delayed throughput of traffic in an
urban traffic system. Reinforcement learning (RL) and model predictive control (MPC) are
both proven to achieve good results in urban traffic control studies. However, real-world
implementation is still a challenge, as for the large computation time of an MPC controller
and the bad learning performance of an RL controller. In this thesis, the novel model-reference
RL controller combined with MPC is developed for an urban traffic problem. In this chapter
we will conclude the assessed results.

5-1 Concluding remarks

The research focuses on the combination of reinforcement learning and model predictive
control in the context of urban traffic signal control. The goal of this research is defined
as:

To design a model-reference control framework that combines MPC and RL for centralized
control of an urban traffic control network and compare its performance with a conventional
fixed-time controller, MPC controller and RL-based controller.

To see if the design is successful, two main sub-questions were asked that have been tested
by two case studies. We will now assess these questions.

1. Can the framework outperform a conventional MPC controller when presented with
disturbances and/or uncertainties in terms of system performance?
In case study I, we have seen that by introducing the RL adaptive law the framework
is able to follow the desired reference state that is defined by the baseline control input
of the MPC controller very well. The results show that the model-reference RL frame-
work could outperform the conventional MPC controller and the fixed-time controller
in terms of system performance expressed in the total time spent (TTS). Besides, the
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performance of framework the framework is very similar to the performance of the RL-
based controller. The system performance results of the framework are very promising
because the RL-based controller has a lot more freedom in the choices of control input.
It has the potential to perform better than the three other assessed controllers.
As regards the comparison to the MPC controller, the framework outperformed the
MPC controller with 7.0%, 4.1% and 3.3% respectively for the three demand cases. It
can be concluded that the framework is capable of outperforming the MPC controller
in terms of system performance when presented with demand disturbance. This can
only be concluded for repetitive disturbance patterns for which the RL adaptive law of
the framework have been trained.

2. Can the framework outperform a conventional RL-based controller in terms of sample
efficiency and its performance during the learning process?
In the first case study, we have seen that the framework has a very good performance
during training already from the first episode. The RL-based controller needs a lot
of training before it will reach performance that is acceptable, let alone good. The
framework is, therefore, easier implementable in a real-world setting, because training
or the RL adaptive law will not compromise the system performance. The main reason
for this result is that the baseline control input of the MPC controller already provides
a well-performing stable control input. The RL adaptive law that adjusts this input
can not worsen the performance of the system significantly.
With regard to sample efficiency: with the settings that are used in this case study, no
improvements have been made with accelerating the convergence of the framework in
comparison to the RL-based controller. This can be mainly explained by the sampling
time of each controller. The framework supplies a new action every 60 s, while the RL-
based algorithm provides an action every 1 s. In one episode of 3600 s, the RL-based
controller has gained a lot more experience than the framework as it had performed
sixty times more actions. The framework, therefore, needs fewer samples to obtain
convergence, but a lot more episodes are needed to train on the same amount of data
samples. In the context of urban traffic control, these settings for the sampling time
of both agents were needed for the design of well-performing controllers. Although the
agent has the potential of being more sample efficient in a system where the sampling
time of the controller is equal, this is not the case in this research.

We have seen that in case study I the model-reference RL framework has performed suc-
cessfully and multiple hypotheses have been confirmed: The framework outperforms the con-
ventional MPC controller and the fixed-time controller in terms of systems performance (i.e.
in terms of TTS). The framework also outperforms the conventional RL-based controller in
terms of performance during the learning process because the framework performs well in
every stage of learning. The model-reference RL frameworks is, however, not able to outper-
form the conventional RL-based controller in terms of sample efficiency in the specific case
study of this thesis.
From the complete case study set-up with SUMO the hypothesis cannot be confirmed. In the
second case study we have not yet achieved good training results. This does not necessarily
mean that it is not possible to achieve good results in a more complex simulation environment
using this framework. The results are inconclusive. Some ineffective measures have already
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been taken in trying to improve the performance of the RL agent. Besides, some improvement
suggestions are provided. The main concern is the mismatch between the prediction model
and the simulated system, which can potentially be solved by better parameter estimation or
using a more advanced model.

5-2 Recommendations for future work

Some suggestions for future work on the topic of this thesis are:

Improvements to the framework The main recommendation would be to improve the frame-
work in the context of urban traffic signal control to be able to implement it using a simulation
program such as SUMO. Most recommendations are given in Section 4-4-4. Here we summa-
rize these and some other suggestions:

• Generate a better match between simulation and mathematical model,

• Tuning the hyperparameters,

• Tuning of state and/or reward function,

• Proof on concept on an even simpler network (i.e. single intersection).

MPC with RL tuning In this thesis we have combined MPC and RL in a model-reference
adaptive control framework. There are also other ways to combine MPC with RL, as this has
the potential to be a very powerful tool for complex control problems. Sometimes the use of
a reference state is not the most logical choice in urban traffic signal control. It is therefore
proposed for further research to investigate a similar framework, but without using a reference
model. The main difference will be the definition of the reward function of the RL part of
the framework, which will become some kind of performance indicator, e.g. similar to the
objective of the MPC controller. We have seen that the definition of the reward function is
vital to the success of an RL controller. It is therefore essential to choose and tune the correct
reward function. The control scheme for MPC with RL tuning is depicted in Figure 5-1.

Figure 5-1: The proposed control scheme for MPC with RL tuning of the control law.
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Larger network The network considered in the case study in this thesis consists of two
intersections. The possibility of studying a larger network has also been considered, namely
a network consisting of four intersections. When enlarging the network the size of the action
and state-space grow exponentially. It is not possible to keep using DQN as an RL algorithm
as this algorithm can only handle a discrete action space. An alternative algorithm that is able
to handle a continuous action space has to be used, e.g. a soft actor-critic (SAC) agent [16]
or twin-delayed deterministic policy gradient (TD3) agent. Some experiments have been run
with a network with four intersections and both of the mentioned agents without any success
due to vital problems of the exploration process during the training of both agents. It is
essential to do some further investigation in RL agents that can be combined with continuous
action.

Using another baseline controller The MPC controller within the framework can in princi-
ple be replaced by any other baseline control input. With the aim of performance conservation,
it is recommended to replace the normal MPC controller with a parametric control law, such
as designed by Jeschke and De Schutter [21]. The parametric control law in this paper is
designed for the S-model, but can be adapted to fit the BLX model as well. The choice for
the S-model as a prediction model and/or nominal model in the framework can also be made,
making it easier to implement the already designed parametric control law.

A study on computation time of the control system A potential advantage of the model-
reference RL combined with MPC compared to a conventional MPC controller is a reduction
in computation time. It is recommended to investigate ways to reduce the computation time
of the framework compared to a conventional MPC controller. This can for example be
achieved by adjusting the prediction model of the MPC controller for reduced computational
effort or considering a parameterized control law.

Disturbance When further investigating the potential of the model-reference RL framework,
it would be really interesting to include disturbance patterns that better resemble a real-world
setting. This can for example be done by using real data for an existing intersection and the
corresponding prediction data.

Other applications We have already seen that the model-reference RL framework works
really well in the context of surface vehicles [56] and has shown some promising results in
an urban traffic network. It is recommended to implement a similar framework for other
applications, preferably applications that can be logically described as a regulation problem.
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Appendix A

Reinforcement learning algorithms

A-1 DQN for conventional RL-based control

Algorithm 1 RL algorithm using DQN
1: procedure Train
2: Initialize experience buffer
3: Initialize network Q with random parameters φ
4: Initialize target network Q̂ with φ̂ = φ
5: Initialize ε = 1
6: loop
7: s⇐ s0
8: t = 0
9: while t < tend do

10: Chose action a using ε-greedy
11: Take action a, observe next state s′ and reward r
12: Store (s, a, r, s′) in experience buffer
13: Sample random mini-batch M of (s, a, r, s′) from experience buffer
14: Update network Q across all samples experience
15: if Target update frequency then
16: Update target network Q̂ = Q
17: end if
18: Update ε based on δε
19: s⇐ s′

20: t = t+ 1
21: end while
22: end loop
23: end procedure

Master of Science Thesis W.J. Remmerswaal



62 Reinforcement learning algorithms

A-2 DQN for the model-reference RL framework

Algorithm 2 Model-reference RL algorithm using DQN
1: procedure Train
2: Initialize experience buffer
3: Initialize network Q with random parameters φ
4: Initialize target network Q̂ with φ̂ = φ
5: Initialize ε = 1
6: loop
7: s⇐ s0
8: t = 0
9: while t < tend do

10: MPC: Solve optimization to find Tcyc,d and πgreen,d
11: Chose action a using ε-greedy
12: if Action is infeasible then
13: Add penalty to reward
14: Change action accordingly
15: end if
16: Take action a, observe next state s′ and reward r
17: Store (s, a, r, s′) in experience buffer
18: Sample random mini-batch M of (s, a, r, s′) from experience buffer
19: Update network Q across all samples experience
20: if Target update frequency then
21: Update target network Q̂ = Q
22: end if
23: Update ε based on δε
24: s⇐ s′

25: t = t+ 1
26: MPC: update active constraints and environment states
27: end while
28: end loop
29: end procedure
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List of abbreviations

ANN Artificial neural network

DQN Deep Q-network

MDP Markov decision process

MPC Model predictive control

MRAC Model-reference adaptive control

RL Reinforcement learning

SUMO Simulation of Urban MObility

TD Temporal-difference

TTS Total time spent
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