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Semi-directed networks are partially directed graphs that model evolution where the 
directed edges represent reticulate evolutionary events. We present an algorithm that 
reconstructs binary n-leaf semi-directed level-1 networks in O(n2) time from its quarnets 
(4-leaf subnetworks). Our method assumes we have direct access to all quarnets, yet 
uses only an asymptotically optimal number of O(n logn) quarnets. When the network is 
assumed to contain no triangles, our method instead relies only on four-cycle quarnets and 
the splits of the other quarnets. A variant of our algorithm works with quartets rather than 
quarnets and we show that it reconstructs most of a semi-directed level-1 network from 
an asymptotically optimal O(n log n) of the quartets it displays. Additionally, we provide an 
O(n3) time algorithm that reconstructs the tree-of-blobs of any binary n-leaf semi-directed 
network with unbounded level from O(n3) splits of its quarnets.

© 2025 The Author(s). Published by Elsevier Inc. This is an open access article under the 
CC BY license (http://creativecommons.org/licenses/by/4.0/).

1. Introduction

Phylogenetic networks are directed acyclic graphs that model the evolutionary history of taxa, represented by the leaves 
of the graph. Unlike phylogenetic trees, these networks can account for reticulate events such as hybridization and horizontal 
gene transfer, making them essential tools in evolutionary studies [1]. Among these, phylogenetic level-1 networks (originally 
called ‘galled trees’ [2,3]) form a fundamental class [4], characterized by tree-like components and isolated cycles with a 
single reticulation. Solís-Lemus and Ané [5] introduced the semi-directed topology of a phylogenetic network (see Fig. 1): 
partially directed graphs that only model the direction of evolutionary change for reticulate events while the location of 
the root of the network remains unknown. If an outgroup (i.e. a more distantly related taxon) is included in the analysis, 
the directed topology can be recovered from the semi-directed network [5]. At the expense of containing less evolutionary 
information than their directed counterparts, semi-directed level-1 networks show favourable identifiability results under 
many evolutionary models [6--12]. That is, under these models, it is theoretically possible to infer (most of) the semi-directed 
level-1 network from different types of biological data (such as aligned nucleotide sequences or gene trees).

A major challenge in phylogenetics is the reliable construction of networks that best fit the finite biological data that 
is available. Various existing practical software tools can be used to infer phylogenetic level-1 networks (both directed 
and semi-directed) from biological data under different model assumptions and using different techniques. For example, 
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PhyloNet [13,14], SNaQ [5,15] and PhyNEST [16] first build a starting network and then explore the space of networks to 
choose a best network based on a likelihood criterion. On the other hand, Lev1athan [17], TriLoNet [18], and NANUQ [19] 
utilize information on substructures with few leaves to puzzle together the structure of the full network. Recently, two new 
programs that combine 4-leaf substructures to construct a semi-directed level-1 network were introduced: NANUQ

+ [20] 
and Squirrel [21]. Several theoretical contributions focused on building phylogenetic level-1 networks from substructures 
have also appeared, see e.g. [22--26] and references therein.

A common starting point in many of these methods is to first infer a set of unrooted displayed quartets (4-leaf trees) 
for every subset of four leaves [5,19,20,22,24,25]. Note that the displayed quartets of a semi-directed network are the 
4-leaf trees displayed in the 4-leaf subnetworks of the network. Baños [6] showed that the displayed quartets of a semi
directed level-1 network do not provide enough information to reconstruct every possible semi-directed level-1 network. 
On the positive side, Huber et al. [27] recently showed that all semi-directed level-1 (and even level-2) networks can be 
distinguished by the semi-directed quarnets (4-leaf subnetworks) they induce. Motivated by positive identifiability results 
for inferring quarnets under certain group-based models of evolution (Jukes-Cantor, Kimura-2 and Kimura-3) [10--12], some 
practical programs have already arisen that infer such quarnets from practical sequence data [21,28,29]. These programs 
have inspired the software tool Squirrel [21], which employs quarnets without triangles (3-cycles) and then builds a semi
directed triangle-free level-1 network. Additionally, Huebler et al. [23] described two theoretical algorithms that reconstruct 
an n-leaf semi-directed level-1 network using all of its Θ(n4) induced quarnets, although full correctness was not formally 
proved. This is in stark contrast with the best algorithms that reconstruct binary phylogenetic trees from quartets. Assuming 
direct access to all quartets is available, this can be done in O(n log n) time, while using only O(n log n) quartets [30,31]. 
Here, assuming direct access means that an ‘oracle’ is available from which the algorithm can query a quartet on any set of 
leaves.

Reducing the computational overhead by utilizing only the essential quarnets could significantly speed up practical 
network construction algorithms, enabling more efficient and scalable approaches to reconstructing semi-directed level-1 
networks. We present an algorithm that constructs a semi-directed level-1 network from its induced quarnets with bounds 
similar to those for tree reconstruction, thus taking a first step towards network construction methods that rely only on a 
small subset of quarnets. Specifically, our algorithm reconstructs an n-leaf semi-directed level-1 network using O(n log n)

quarnets (again assuming direct access to all quarnets), and running in O(n2) time. Similar to trees, we show that one 
needs Ω(n log n) quarnets, thus proving optimality of the number of quarnets that are used.

Our algorithm works by repeatedly attaching leaves to construct a canonical form of a network while using only the 
splits of the quarnets. Subsequently, the four-cycle quarnets are used to determine the remaining parts of the larger cycles, 
while the triangles in this canonical form can be inferred from the triangles in the quarnets. The structure of our algorithm 
aligns well with the earlier mentioned existing quarnet inference methods which provide evidence that inferring the splits of 
quarnets from data is easier than inferring four-cycle quarnets, while identifying triangles in quarnets is the most challenging 
[21,28,29]. Having access to the displayed quartets of a network allows one to deduce most of the topology of the quarnets 
of the network [6]. Consequently, our approach also provides similar complexity improvements for the related problem of 
constructing (most of) a semi-directed level-1 network from its displayed quartets.

Additionally, this paper covers the tree-of-blobs of a semi-directed network, originally introduced by Gusfield et al. [32] 
for directed phylogenetic networks. Such a tree shows only the tree-like aspects of a network and was shown to be iden
tifiable under several models [8,33,34]. The tree-of-blobs is for example useful in the context of [34]. There it was shown 
that under several evolutionary models, once the tree-of-blobs is known, displayed quartets can be used to infer the circular 
order in which subnetworks attach to an outer-labeled planar blob. On the algorithmic side, Allman et al. [35] recently 
introduced the practical quartet-based program TINNiK that constructs a tree-of-blobs from gene trees under the network 
multispecies coalescent model. Gambette, Berry, and Paul [24] presented an algorithm to construct the ‘SN-tree’ from a set 
of quartets, which can also be used to construct the tree-of-blobs of an n-leaf semi-directed network from all Θ(n4) quartets 
displayed by the network. Furthermore, the IQ

∗ algorithm [36] can be applied to construct the tree-of-blobs using all Θ(n4)

splits of the quarnets induced by a semi-directed network (see the proof in the supplementary material of [21]). In our 
paper, we improve upon these aforementioned algorithms by reconstructing the tree-of-blobs of any n-leaf semi-directed 
network in O(n3) time using O(n3) splits of its quarnets, which can also be deduced from the displayed quartets of the 
network.

The remainder of the paper is structured as follows. Section 2 contains definitions and notation, while Section 3 intro
duces some crucial results on splits in semi-directed networks. We continue with the tree-of-blobs reconstruction algorithm 
in Section 4 and refine our approach in Section 5 to reconstruct level-1 networks. We end with a discussion in Section 6.

2. Preliminaries

Phylogenetic trees and networks A blob of a directed graph is a maximal subgraph without any cut-edges and it is an m-blob 
if it has m edges incident to it. A (binary) directed phylogenetic network on a set of at least two leaves X is a rooted directed 
acyclic graph with no edges in parallel such that (i): it has no 1-blobs or 2-blobs, other than possibly a blob with no 
incoming and two outgoing edges; (ii): the root has out-degree two; (iii): each vertex with out-degree zero has in-degree 
one and the set of such vertices is X ; (iv): all other vertices either have in-degree one and out-degree two, or in-degree 
two and out-degree one. A vertex of the last type is a reticulation vertex, and the two edges directed towards it are called 
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Fig. 1. A semi-directed level-2 network N on X = {1, . . . ,10}, its tree-of-blobs T (N ), and its subnetwork N |X7 induced by the first seven leaves X7 =
{1, . . . ,7}.

reticulation edges. A directed phylogenetic network without reticulation vertices is a (binary) directed phylogenetic tree. The 
type of network this paper revolves around can be obtained from a directed phylogenetic network as follows.

Definition 1 (Semi-directed network). A (binary) semi-directed phylogenetic network N on X is a partially directed graph that 
(i): can be obtained from a directed phylogenetic network by undirecting all non-reticulation edges and suppressing the 
former root; (ii): does not have any parallel edges, degree-2 vertices, 1-blobs or 2-blobs.

For the sake of brevity, we refer to the above networks simply as semi-directed networks. Since we do not undirect 
reticulation edges, we can still refer to the reticulation vertices and edges of a semi-directed network. The skeleton of a 
semi-directed network is the undirected graph that is obtained from the network by removing all edge directions. A (binary 
undirected) phylogenetic tree on at least two leaves X is an undirected binary tree with leaf set X and no degree-2 vertices. 
Clearly, such a tree is a specific type of semi-directed network. The non-leaf vertices of such a tree are internal vertices. 
We say that a phylogenetic tree is a displayed tree of a semi-directed network on X if the tree can be obtained from the 
network by deleting one reticulation edge per reticulation vertex, undirecting the remaining reticulation edges, removing all 
vertices not on any path between a pair of leaves in X , and suppressing degree-2 vertices.

Analogous to a directed phylogenetic network, a blob of a semi-directed network is a maximal subgraph without any 
cut-edges and it is an m-blob or has degree-m if it has m edges incident to it. The blob is trivial if it consists of a single 
vertex and it is internal if it is not a leaf. A semi-directed network is simple if it has at most one internal blob, it is level-�
if every blob contains at most � reticulation vertices, and it is strict level-� if it is not level-(� − 1). Consequently, a semi
directed network is level-1 if every blob is either a single vertex or a k-cycle: a cycle of k ≥ 3 vertices where directions are 
disregarded. We refer to 3-cycles as triangles and call a semi-directed network triangle-free if none of its blobs are triangles.

The tree-of-blobs T (N ) of a semi-directed network N is obtained by contracting every blob B to a single vertex v , in 
which case we say that v represents B. By definition, the tree-of-blobs T (N ) must be an undirected phylogenetic tree on X
since a semi-directed network contains no 2-blobs. It is well-known that constructing the tree-of-blobs of a given network 
takes linear time [37]. To illustrate some of the previous definitions, we refer to Fig. 1, which shows a semi-directed level-2 
network and its tree-of-blobs.

An up-down path between two leaves x1 and x2 of a semi-directed network is a path of k edges where the first �
edges are directed towards x1 and the last k − � edges are directed towards x2. Here, we consider undirected edges to be 
bidirected. With this notion, we can define the (induced) subnetwork of a semi-directed network (illustrated by Fig. 1). This 
was shown to be well-defined in [27], while Baños [6] showed the useful fact that first taking the semi-directed network of 
a directed network and then inducing a subnetwork is equivalent to first inducing a directed subnetwork and then making it 
a semi-directed network. In case the original network is a phylogenetic tree, we often call the subnetwork a subtree instead.

Definition 2 (Subnetwork). Given a semi-directed network N on X and some Y ⊆ X with |Y| ≥ 2, the subnetwork of N
induced by Y is the semi-directed network N |Y obtained from N by taking the union of all up-down paths between 
leaves in Y , followed by exhaustively suppressing all 2-blobs and degree-2 vertices, and identifying parallel edges.

An interesting fact is that, in general, T (N )|Y �= T (N |Y ). In other words, the subtree of a tree-of-blobs need not be 
equal to the tree-of-blobs of a subnetwork. In particular, the latter can be more refined. As an example, consider Fig. 1, 
where we have that T (N )|X7 �= T (N |X7 ). This property shows why reconstructing the tree-of-blobs of a semi-directed 
network is inherently different than doing so for undirected networks. The difficulty for semi-directed networks is that a 
cut-edge separating two sets of leaves in a subnetwork might not exist in the full network, which would be the case for 
undirected networks.

3 
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Quartet tree Single triangle Double triangle Four-cycle

Fig. 2. The six possible quarnets of a semi-directed level-1 network, up to labeling the leaves (indicated by the filled black vertices). 

As a technical convention, whenever we consider a semi-directed network N on X and some Y ⊆ X , we implicitly 
assume that |Y| ≥ 2 such that N |Y is a valid semi-directed network. Similarly, whenever we consider some Y ⊂ X with 
x ∈X \Y , we assume that |Y| ≥ 2 such that |X | ≥ 3.

Splits, quarnets, quarnet-splits and displayed quartets Given a semi-directed network N on X and a partition A|B of X (with 
A and B both non-empty), we say that A|B is a split in N if there exists a cut-edge of N whose removal disconnects the 
leaves in A from those in B . The split and the cut-edge are non-trivial if the corresponding partition is non-trivial, that is, 
if |A|, |B| ≥ 2. For example, {1,2,3,4,5,10}|{6,7,8,9} is a non-trivial split in the semi-directed network N from Fig. 1. We 
may sometimes omit the word ‘non-trivial’ if it is clear from the context. A split A|B is induced by the cut-edge uv if u (resp. 
v) is on the side of A (resp. B), meaning that u (resp. v) is in the component of N containing A (resp. B) after removing 
uv . For splits with few leaves, we sometimes omit the set notation, e.g. ab|cd instead of {a,b}|{c,d}. A very well-known 
result is that an undirected (possibly non-binary) phylogenetic tree is uniquely determined by its (non-trivial) splits [38]. 
Consequently, the tree-of-blobs of a semi-directed network is the unique undirected phylogenetic tree with the same set of 
splits as the network itself.

Given a semi-directed network N on X and four different leaves a,b, c,d ∈ X , the (semi-directed) quarnet of N on 
{a,b, c,d} is the subnetwork of N induced by {a,b, c,d}. A semi-directed level-1 network can have six different types of 
quarnets, up to labeling the leaves: the quartet tree, two single triangles that share the same skeleton, two double triangles 
that share the same skeleton, and the four-cycle (which we distinguish from a 4-cycle in a network by writing out the 
number 4). Fig. 2 shows these six quarnet types. Any quarnet N |{a,b,c,d} has four trivial splits: one cutting off each leaf. 
Next to that, the quarnet either has no non-trivial split at all, or it has exactly one non-trivial split (ab|cd, ac|bd, or ad|bc). 
We say that ab|cd is a quarnet-split of N if ab|cd is a split of the quarnet N |{a,b,c,d} . We call the set of quartet trees that are 
displayed by the quarnets of a semi-directed network the (displayed) quartets of the semi-directed network. Note that there 
are Θ(n4) quarnets and Θ(n4) displayed quartets of a semi-directed network on n leaves. An important observation we will 
often implicitly use is the following.

Observation 1. Let N be a semi-directed network on X with {a,b, c,d} ⊆ Y ⊆ X . Then, the quarnet of N on {a,b, c,d} is 
equal to the quarnet of N |Y on {a,b, c,d}. That is, N |{a,b,c,d} = (N |Y )|{a,b,c,d} .

The algorithms in this paper revolve around quarnet-splits and quarnets of semi-directed networks. We emphasize that 
from an informational perspective, having access to the displayed quartets of a semi-directed network lies somewhere 
in between these two. In particular, ab|cd is a quarnet-split of a semi-directed network N if and only if N has exactly 
one displayed quartet on leaf set {a,b, c,d} and this quartet has the split ab|cd [34, Lem. 5.1]. Therefore, the quarnet
splits of a semi-directed network can be deduced from its displayed quartets. Although the quarnet-splits might contain 
less information, they are possibly easier to infer from data [29]. Since there are at most three times as many displayed 
quartets compared to quarnet-splits, our asymptotic complexity results of the two algorithms that rely on quarnet-splits 
(Algorithms 1 and 2) also hold when using displayed quartets instead. Lastly, whenever we say that an algorithm ‘uses’ m
quarnet-splits of N , this means the algorithm examines m quarnets to determine if they have a non-trivial split, and, if 
so, identifies the specific split. Thus, the count m accounts for all quarnets analyzed for the presence of a split, even those 
turning out not to have a non-trivial split. We use this terminology to emphasize that only the (possible absence of a) 
non-trivial split of a quarnet is used, and not the complete topology of the quarnet.

3. Determining splits of semi-directed networks with quarnets

This section is focused on a result that connects the splits in a semi-directed network to the quarnet-splits of that 
network, which will be useful in the algorithms in later sections. Recall that by Observation 1 the quarnet(-split) of a 
subnetwork is equal to the quarnet(-split) of the whole network. Before proving the main result, we will first present 
Lemma 1, which is a slightly stronger version of a result by Huber et al. [27]. They show that A|B is a split of a semi
directed phylogenetic network if and only if a1a2|b1b2 is a quarnet-split for all a1,a2 ∈ A and b1,b2 ∈ B , whereas we allow 
the leaves a1 and b1 to be fixed. The proof is a mere adjusted version of the proof by Huber et al. [27] and is thus deferred 
to the appendix.
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Fig. 3. Left: The subnetwork of a semi-directed level-2 network N induced by the leaves Y = {a1, . . . ,a4,b1, . . . ,b6} (excluding the grey edge and the grey 
leaf x) and induced by the leaves Y ∪{x} (including the grey edge and the grey leaf x). The cut-edge uv of N |Y induces the split A|B (with A = {a1, . . . ,a4}
and B = {b1, . . . ,b6}) and v is part of the blob B. Right: Two quarnets of N |Y∪{x} with splits a1x|b1b3 and a1x|b1b6, respectively. By Theorem 2 and since 
{a1,b1} ∪ B ′ with B ′ = {b3,b6} is a distinguishing set of B in N |Y , the splits of these two quarnets are enough to determine that A ∪ {x}|B is a split of 
N |Y∪{x} , without knowing anything else about x.

Lemma 1. Given a semi-directed network N on X , a non-trivial partition A|B of X and any a1 ∈ A, b1 ∈ B, the following are 
equivalent:

(i) A|B is a split in N ;
(ii) a1a2|b1b2 is a quarnet-split of N for all a2 ∈ A \ {a1}, b2 ∈ B \ {b1}.

Since an undirected phylogenetic tree is uniquely determined by its splits, this lemma also implies that the tree-of-blobs 
of a semi-directed network N can be distinguished by the quarnet-splits of N . In other words, two networks with the 
same set of quarnet-splits must have the same tree-of-blobs. Consequently, we immediately get a slow O(2n · n2) algorithm 
for free that reconstructs the tree-of-blobs from the quarnet-splits of N : using Lemma 1, we check for all O(2n) partitions 
of X whether it is a split of N (and thus of T (N )) in O(n2) time. From these splits we can then build the tree-of-blobs.

Towards the next theorem we introduce a few notions, some of which are generalized from [12]. Let B be an internal 
blob of a semi-directed network N on X and let v be the internal vertex of T (N ) that represents it. Let u1 w1, . . . , us ws

be the cut-edges of N incident to B (with the ui in B). The partition induced by B (or by v) is the partition X1| . . . |Xs of 
X such that x ∈ Xi if and only if x is separated from B by ui wi . Given a reticulation vertex r of B, a set Xi is below the 
reticulation r if there exists a partially directed path from r to wi and we then also say that x is below the reticulation r for 
any x ∈ Xi . A set D ⊆X is a distinguishing set of B if it contains at least one leaf below each reticulation of B and it contains 
at least one leaf of three different sets Xi . As an example, consider the blob B of the semi-directed network N |Y from Fig. 3
(excluding the grey edge and the grey leaf x). The partition induced by this blob is {a1,a2,a3,a4}|{b1}|{b2}|{b3,b4}|{b5}|{b6}, 
while b3 and b4 are below one reticulation of B and b6 is below the other reticulation. The sets {a1,b3,b6} and {b1,b4,b6}
are examples of distinguishing sets of this blob.

We are now ready to prove the theorem lying at the heart of the algorithms in this paper. In particular, it suggests 
which quarnet-splits are important when we want to add a new leaf to the tree-of-blobs of a subnetwork (see again 
Fig. 3 for an illustration of the theorem). Note that we can always set B ′ equal to B \ {b1} in this theorem if we have no 
further information on the reticulations of the network. Furthermore, in a semi-directed level-� network, there is always 
a distinguishing set of size at most max{3, �} for any blob. This will be crucial for our level-1 reconstruction algorithm in 
Section 5. Recall that in the next theorem, by definition, the vertex v is on the side B of the split A|B .

Theorem 2. Given a semi-directed network N on X , let Y ⊂ X and x ∈ X \ Y . Let A|B be a split in N |Y induced by the cut-edge 
uv such that |B| ≥ 2 and v is in a blob B of N |Y . Let a1 ∈ A,b1 ∈ B be arbitrary and let B ′ ⊆ B \ {b1} be such that {a1,b1} ∪ B ′ is a 
distinguishing set of B, then the following are equivalent

(i) A ∪ {x}|B is a split in N |Y∪{x};
(ii) a1x|b1b2 is a quarnet-split of N |Y∪{x} for all b2 ∈ B ′ .

Proof. That (i) implies (ii) follows readily from Lemma 1 and Observation 1. For the other direction, let A|B1| . . . |Bs be the 
partition induced by B (with a1 ∈ A and b1 ∈ B1). Since N has no 2-blobs, we have that s ≥ 2 and thus a distinguishing 
set of B exists. Let B ′ = {b2, . . . ,bt} be such that D = {a1,b1} ∪ B ′ contains as few leaves as possible, while still being a 
distinguishing set of B. This implies that every bi ∈ B ′ is in a different B j . Without loss of generality, we can then assume 
that bi ∈ Bi for all 1 ≤ i ≤ t ≤ s. Now suppose that a1x|b1bi is a split in N |{a1,b1,bi ,x} for all bi ∈ B ′ . We will prove that 
a1x|b1b∗ is also a quarnet-split of N for all b∗ ∈ B \ {b1, . . . ,bt}. To this end, let b∗ ∈ B \ {b1, . . . ,bt} be arbitrary. We denote 
by B′ the blob of N |Y∪{x} corresponding to the (possibly smaller) blob B in N |Y and let R∗ be the (possibly empty) set of 
reticulations in the blob B′ such that b∗ is below them in N |Y∪{x} . We first prove the following claim and then continue 
the proof of the theorem by considering four cases.
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Claim. There is some d∗ ∈ D ∪ {x} with the property that d∗ is below all the reticulations of R∗ in N |Y∪{x} .

Proof of Claim. If |R∗| = 0, the claim is trivial, so we assume that |R∗| > 0. As with leaves, we say that a reticulation 
r2 is below another reticulation r1 if there exists a partially directed path from r1 to r2. It suffices to show that there is 
some r ∈ R∗ below all reticulations in R∗ \ {r}, since we can then simply let d∗ ∈ D ∪ {x} be the leaf below r (which exists 
because D is a distinguishing set of B, so D ∪ {x} is a distinguishing set of B′). Towards a contradiction assume that there 
is no reticulation r below all other reticulations in R∗ \ {r}. Then, there are at least two reticulations r1 and r2 with no 
reticulation from R∗ below them. But for b∗ to be below both r1 and r2, a third reticulation has to be below both r1 and 
r2: a contradiction. �

Case 1: b∗ ∈ B1 \ {b1}. By our assumption, we know that a1x|b1b2 is a split in N |{a1,b1,b2,x} . But since b1 and b∗ are both 
part of the set B1, we have that a1x|b2b∗ is then also a split in N |{a1,b2,b∗,x} . Using Lemma 1, these two quarnet-splits show 
that a1x|b1b2b∗ is a split in N |{a1,b1,b2,b∗,x} , which means that a1x|b1b∗ is a split in N |{a1,b1,b∗x} .

Case 2: b∗ ∈ Bi \ {bi} with 2 ≤ i ≤ t. By our assumption, we know that a1x|b1bi is a split in N |{a1,b1,bi ,x} . Clearly, since 
{b∗,bi} ⊆ Bi , the quarnet N |{a1,b1,b∗,x} has a1x|b1b∗ as its split.

Case 3: b∗ ∈ Bi with 2 ≤ t < i ≤ s and d∗ ∈ B ′ ⊆ D ∪ {x}. Let b′ = d∗ and recall that by our assumption, a1x|b1b′ is a split 
in N |{a1,b1,b′,x} . By definition, this means that there is some non-empty set of edges E in N |Y∪{x} that are part of every 
up-down path between leaves from {a1, x} and {b1,b′}. Towards a contradiction, suppose that a1x|b1b∗ is not a split in 
N |{a1,b1,b∗,x} , which by Lemma 1 means that a1x|b1b′b∗ is also not a split in N |{a1,b1,b′,b∗,x} . Thus, the addition of b∗ to 
N |{a1,b1,b′,x} allows for bypassing the edges in E when using up-down paths to connect the leaves in {a1, x} with those in 
{b1,b′}. The only new ways to connect leaves {a1, x} with {b1,b′} when taking the subnetwork induced by {a1,b1,b′,b∗, x}
(instead of {a1,b1,b′, x}) is that in N |{a1,b1,b′,b∗,x} we can first take an up-down path from {a1, x} to b∗ and then one 
from b∗ to {b1,b′}, whereas in N |{a1,b1,b′,x} this bypass is not possible and we can only take up-down paths directly from 
{a1, x} to {b1,b′}. Now note that up-down paths were also characterized by Xu and Ané [8] as paths without v-structures: 
path segments containing both the reticulation edges corresponding to a reticulation vertex. From this characterization it 
becomes clear that the previously mentioned ‘bypass’ of the edges in E is possible in N |{a1,b1,b′,b∗,x} and not in N |{a1,b1,b′,x} , 
because in N |{a1,b1,b′,x} the ‘bypass’ consists of one path directly from {a1, x} to {b1,b′} with a v-structure on it (and we 
can not first go to b∗). Hence, b∗ is below the reticulation corresponding to the v-structure in N |{a1,x,b1,b′,b∗} , while none of 
{a1, x,b1,b′} is below this reticulation. It follows that b∗ is also below some reticulation r ∈ R∗ in N |Y∪{x} , while none of 
{a1, x,b1,b′} is below r: a contradiction with the fact that b′ = d∗ is below all reticulations in R∗ (see the claim). Therefore, 
we have that a1x|b1b∗ is a split in N |{a1,x,b1,b∗} .

Case 4: b∗ ∈ Bi with 2 ≤ t < i ≤ s and d∗ ∈ {a1,b1, x} ⊆ D ∪{x}. In this case, pick b′ = b2 ∈ D . We again have that a1x|b1b′ is 
a split in N |{a1,b1,b′,x} . As in the previous case, assume towards a contradiction that a1x|b1b∗ is not a split in N |{a1,b1,b∗,x} . 
The exact same reasoning then shows that b∗ is below some reticulation r of R∗ in N |Y∪{x} , while none of {a1, x,b1,b′} is 
below r. This is again a contradiction because d∗ ∈ {a1,b1, x} is below all reticulations in R∗ (see the claim). Therefore, we 
again have that a1x|b1b∗ is a split in N |{a1,x,b1,b∗} .

All in all, the four cases show that a1x|b1b∗ is a split in N |{a1,b1,b∗,x} for all b∗ ∈ B \ {b1}. Since A|B is a split in N |Y , 
Lemma 1 tells us that a1a2|b1b∗ is a split in N |{a1,a2,b1,b∗} for all a2 ∈ A \ {a1}, b∗ ∈ B \ {b1}. Together, we thus get that 
a1a∗|b1b∗ is a split in N |{a1,a∗,b1,b∗} for all a∗ ∈ (A ∪ {x}) \ {a1} and b∗ ∈ B \ {b1}. So, again by Lemma 1, A ∪ {x}|B is a split 
in N |Y∪{x} . This proves the backward direction for any B ′ such that D has as few leaves as possible. It follows trivially that 
it also holds for any other allowed set B ′ . �
4. Reconstructing a tree-of-blobs from quarnet-splits

In this section we will describe an algorithm that reconstructs the tree-of-blobs of a semi-directed network N on 
X , using only its quarnet-splits. Our approach to achieve this will be to ‘grow’ our tree-of-blobs one leaf at a time. In 
particular, we will maintain the property that every intermediate tree on leaf set Y ⊆X will be the tree-of-blobs T (N |Y ). 
As mentioned in Section 2, this tree can be more refined than T (N ). Thus, we might need to contract parts of the tree 
before attaching a new leaf. Where to attach this leaf and what parts to contract will be based on the splits of the tree-of
blobs, which can be determined with Theorem 2 and the quarnet-splits. To this end, we need the following concepts.

Definition 3. Given a semi-directed network N on X and Y ⊂X , let uv be an edge in T (N |Y ) inducing the split A|B and 
x ∈X \Y . The edge uv is one of the following
• a strong stem edge (for x), if A|B ∪ {x} and A ∪ {x}|B are splits in N |Y∪{x};
• a weak stem edge (for x), if neither A|B ∪ {x} nor A ∪ {x}|B are splits in N |Y∪{x};
• a pointing edge (for x) with orientation uv , if A|B ∪ {x} is a split in N |Y∪{x} but A ∪ {x}|B is not;
• a pointing edge (for x) with orientation vu, if A|B ∪ {x} is not a split in N |Y∪{x} but A ∪ {x}|B is.
An internal vertex v of T (N |Y ) is a stem vertex (for x) if all its incident edges uv in T (N |Y ) are pointing edges for x with 
orientation uv . A subtree of T (N |Y ) is a weak stem subtree (for x) if it is a maximal subtree containing only weak stem 
edges for x.
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Fig. 4. A semi-directed level-2 network N on X = {1, . . . ,10}. On the right we have the tree-of-blobs T (N ) of the whole network and three trees-of-blobs 
T (N |Xi ), with Xi the set of the first i leaves of X . In each of the three intermediate trees-of-blobs, the oriented edges indicate pointing edges. The stems 
of the trees-of-blobs are highlighted and are in order: a strong stem edge in thick blue, a weak stem subtree (in this case a path) in thick red, and a stem 
vertex in thick blue. (For interpretation of the colours in the figures, the reader is referred to the web version of this article.)

If the leaf x is clear from the context, we often omit ‘for x’ from these descriptions. We use the terms ‘pointing’ and 
‘orientation’ to emphasize that the pointing edges are not actual directed edges in the tree-of-blobs. To illustrate these 
different types of edges and vertices we refer to Fig. 4. One can check that the edges and vertices in the depicted trees-of
blobs exactly follow the previous definition. What stands out from the figure is that the highlighted edges and vertex seem 
to be the focal points when obtaining T (N |Xi+1 ) from T (N |Xi ). This motivates the next definition of a stem (not to be 
confused with its unrelated namesake from [23]).

Definition 4 (Stem). Given a semi-directed network N on X and Y ⊂X with x ∈X \Y , a stem (for x) of T (N |Y ) is a strong 
stem edge for x, stem vertex for x, or weak stem subtree for x.

Fig. 4 suggests that there is a unique stem and that the pointing edges are oriented towards this stem. We prove this 
in the next lemma and therefore we thus refer to the stem from now on. Furthermore, as the name suggests, the unique 
stem is the location where we attach the new leaf x to the tree-of-blobs. Exactly how this needs to be done is also outlined 
in the next lemma. It is enough to consider the following two attachments for a given leaf x. By attaching x to an edge uv , 
we mean subdividing uv with a vertex y to create two new edges uy and yv , and then adding a new edge yx. Similarly, 
attaching x to a vertex v means adding the edge vx.

Lemma 3. Let N be a semi-directed network on X and let Y ⊂ X . Given the tree-of-blobs T (N |Y ) and some x ∈ X \ Y , there is a 
unique stem and the orientation of any pointing edge in T (N |Y ) is towards this stem. Furthermore,
(a) if the stem is a strong stem edge, then the tree-of-blobs T (N |Y∪{x}) can be obtained from T (N |Y ) by attaching x to this edge;
(b) if the stem is a weak stem subtree, then the tree-of-blobs T (N |Y∪{x}) can be obtained from T (N |Y ) by contracting this subtree 

to a single vertex and attaching x to it;
(c) if the stem is a stem vertex, the tree-of-blobs T (N |Y∪{x}) can be obtained from T (N |Y ) by attaching x to this vertex.

Proof. We let the blob B of N |Y∪{x} be the blob adjacent to x, i.e. the blob with whom x shares an incident edge. N |Y∪{x}
contains no 2-blobs, so when taking the subnetwork of N |Y∪{x} induced by Y we can just delete the leaf x. Then, we only 
need to do some operations on the blob B. The other parts of the network remain the same. We distinguish three mutually 
exclusive cases covering what happens with B.

(a): B completely disappears. This means that the deletion of x made B into a 2-blob, which was then subsequently 
suppressed. Then, there is a cut-edge e in N |Y that is the result of this suppression. Since all other parts of the network 
remain the same, we can obtain T (N |Y∪{x}) from T (N |Y ) by attaching x to the unique edge uv that induces the same 
split A|B as the cut-edge e. Then, A|B ∪ {x} and A ∪ {x}|B are splits in T (N |Y∪{x}), so uv is a strong stem edge. Since the 
rest of the tree T (N |Y∪{x}) remains the same as in T (N |Y ), it is easy to check that all other edges in T (N |Y ) are pointing 
edges oriented towards uv .

(b): B splits up into multiple blobs B′
i . Then, the blobs B′

i are connected to each other. So, the vertices in T (N |Y )

that represent these blobs form a subtree T . Again, since all other parts of the network remain the same, we can obtain 
T (N |Y∪{x}) from T (N |Y ) by contracting the edges in T and then attaching x to the created vertex. Furthermore, if uv is 
an edge in T that induces the split A|B , then neither A|B ∪ {x} nor A ∪ {x}|B can be a split in T (N |Y∪{x}). Thus, every such 
edge uv is a weak stem edge and so T is a weak stem subtree. By similar reasoning as before, all other edges in T (N |Y )

are pointing edges oriented towards T .
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(c): B becomes a single blob B′ . Then, we can obtain T (N |Y∪{x}) from T (N |Y ) by attaching x to the vertex v repre
senting B′ . Again, since all other parts of the network (and thus of the tree-of-blobs) remain the same, all edges in T (N |Y )

are pointing edges oriented towards v , showing that v is a stem vertex. �
With Lemma 3 we now know how to attach a leaf to a stem (see Fig. 4 for examples). Thus, we have reduced the 

problem of reconstructing a tree-of-blobs from quarnet-splits to finding the stem in a tree-of-blobs. The following corollary 
of Theorem 2 shows how this is done in quadratic time.

Corollary 4. Let N be a semi-directed network on X and let Y ⊂X contain k leaves. Given the tree-of-blobs T (N |Y ), some x ∈X \Y
and the quarnet-splits of N , one can find the stem for x of T (N |Y ) in O(k2) time using O(k2) quarnet-splits of N .

Proof. We know from the previous lemma that there is a unique stem in T (N |Y ). To find this stem, it is enough to check 
for each of the at most O(k) edges in the tree-of-blobs whether it is a strong stem edge, weak stem edge, or pointing edge. 
If such an edge induces a split A|B with |B| = 1, this is trivial since then A ∪ {x}|B is always a split. Otherwise, if |B| ≥ 2, 
we can use Theorem 2 to determine whether A ∪ {x}|B is a split in O(k) time, using O(k) quarnet-splits of N . In particular, 
we arbitrarily pick a1 ∈ A, b1 ∈ B and then check if a1x|b1b2 is a quarnet-split for all b2 ∈ B ′ = B \ {b1}. So, we can always 
determine whether A ∪ {x}|B is a split. Hence, we know in O(k) time (using O(k) quarnet-splits) whether the edge is a 
strong stem edge, weak stem edge, or pointing edge, which proves the result. �

In Algorithm 1, we can now present a concise formulation of how to reconstruct the tree-of-blobs of a semi-directed 
network. Fig. 4 again serves as an example of a few iterations of this algorithm. The time complexity of the algorithm is 
stated in Theorem 5, whose proof follows directly from the two previous results. As mentioned in Section 2, the quarnet
splits that are used as input for Algorithm 1 can also be obtained from the displayed quartets of a semi-directed network.

Algorithm 1: Reconstruction of the tree-of-blobs of a semi-directed network.
Input: quarnet-splits of a semi-directed network N on X = {x1, . . . , xn}
Output: tree-of-blobs of N

1 Xi ← {x1, . . . , xi} for all i ∈ {1, . . . ,n}
2 T (N |X2 ) ← single edge {x1, x2}
3 for i ∈ {3, . . . ,n} do // if n = 2, {3, . . . ,n} = ∅
4 find the stem of T (N |Xi−1 ), using Corollary 4 and the quarnet-splits of N
5 T (N |Xi ) is constructed from T (N |Xi−1 ) as described in Lemma 3
6 return T (N |Xn )

Theorem 5. Given the quarnet-splits of a semi-directed network N on X = {x1, . . . , xn}, Algorithm 1 reconstructs the tree-of-blobs of 
N in O(n3) time using O(n3) quarnet-splits of N .

We refer to Algorithm 1 as a tree-of-blobs reconstruction algorithm: an algorithm that reconstructs the tree-of-blobs of 
a given semi-directed network, using only its quarnet-splits. Any tree-of-blobs reconstruction algorithm needs to use Ω(n)

quarnet-splits since it needs to consider every leaf at least once. An interesting question that arises, is whether any tree-of
blobs reconstruction algorithm needs Ω(n3) quarnet-splits, which would show that Algorithm 1 is optimal. Although we are 
not able to answer this question affirmatively, we do provide a worst-case lower bound of Ω(n log n +� ·n) quarnet-splits for 
level-� networks. This simplifies to Ω(n2) quarnet-splits for networks of unbounded level (because then � could be Ω(n), 
see e.g. Fig. 5), narrowing the gap to Θ(n).

Proposition 6. Given the quarnet-splits of a semi-directed level-� network N on X = {x1, . . . , xn}, any algorithm using only quarnet
splits to reconstruct the tree-of-blobs of N needs to use Ω(n log n + � · n) quarnet-splits.

Proof. The first part of the bound is based on reasoning from [39], who provide a lower bound on the number of triplets (3
leaf subtrees) that need to be used for tree reconstruction. They show that there are 2Ω(n logn) possible binary phylogenetic 
trees on n leaves. This is also a lower bound on the number of trees-of-blobs of all n-leaf semi-directed strict level-�
networks. Clearly, there are only four possible quarnet-splits for a given set of four leaves (including the possibility that 
a quarnet has no non-trivial split). Then, by an information-theoretic argument, any tree-of-blobs reconstruction algorithm 
must use log4(2Ω(n logn)) = Ω(n logn) quarnet-splits in the worst case. This shows the first part of the bound for any �.

Consider the semi-directed strict level-� network N with p ≥ 2 internal blobs from Fig. 5. For all k ∈ {1, . . . , p} and 
i, j ∈ {1, . . . , �} with i �= j, let Ni, j,k be the second network from Fig. 5 which is also strict level-� for p ≥ 2. Towards the 
second bound, suppose that � ≥ 2. For simplicity, we also assume that n ≥ 4 is a multiple of � such that n = p · �. For values 
of n which are not multiples of � the following exposition can trivially be adapted by letting one of the blobs be bigger (but 
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x1,1 x1,2 x1,�−1 x1,� xp,1 xp,2 xp,�−1 xp,�xk,1 xk,2 xk,�−1 xk,�

N

x1,1 x1,2 x1,�−1 x1,� xp,1 xp,2 xp,�−1 xp,�

Ni, j,k

xk,i−1

xk,i xk, j

xk,i+1 xk, j−1 xk, j+1xk,1 xk,2 xk,�−1 xk,�

Fig. 5. A semi-directed strict level-� network N with p internal blobs and a set of semi-directed strict level-� networks Ni, j,k on the same leaf set with 
p + 1 internal blobs, where i, j ∈ {1, . . . , �} such that i �= j and k ∈ {1, . . . , p}. All networks have n = � · p leaves, where � ≥ 2 and p ≥ 2.

with a similar structure) to accommodate for the remainder of the leaves. Every quarnet-split that does not contain both 
xk,i and xk, j is the exact same in N and Ni, j,k . (Note that the quarnets might differ since i is not necessarily j − 1, but the 
quarnet-splits do not.) Since N has a different tree-of-blobs than the networks Ni, j,k , every tree-of-blobs reconstruction 
algorithm must consider at least one quarnet-split for every combination of k ∈ {1, . . . , p} and i �= j ∈ {1, . . . , �}. Otherwise, 
such an algorithm can never unambiguously construct the tree-of-blobs of N . This means that such an algorithm needs to 
consider at least 1

2 · p · � · (� − 1) = 1
2 · n · (� − 1) quarnet-splits of N . The bound then immediately follows. �

5. Reconstructing a level-1 network from quarnets

Whereas the previous section was aimed at reconstructing the tree-of-blobs of a general semi-directed network, this 
section is solely devoted to semi-directed level-1 networks. With this restriction we aim for more than in the previous 
section: the reconstruction of the full network. We first show how to construct a canonical form of such a network from 
O(n log n) of its quarnet-splits, after which we use the full quarnets to reconstruct the whole network.

5.1. Canonical level-1 networks

Recall from Section 2 that every internal blob in a semi-directed level-1 network is either a single vertex or a k-cycle. We 
say that such a cycle is a large cycle if it is neither a triangle nor a 4-cycle. An edge between two adjacent non-reticulation 
vertices u and v of a cycle in a (possibly non-binary) semi-directed level-1 network is a cycle contraction edge if u or v is 
adjacent to the reticulation vertex of the cycle and if u and v are both degree-3 vertices. Clearly, every 4-cycle and every 
large cycle of a binary semi-directed level-1 network has two distinct cycle contraction edges: one on each side of the 
reticulation. We are now ready to define the canonical form that is of interest in this section and we refer to the top part 
of Fig. 6 for an example.

Definition 5 (Canonical form). Given a semi-directed level-1 network N on X , the canonical form N c of N is obtained by 
contracting every triangle and 4-cycle to a single vertex; and by contracting the cycle contraction edges of every large cycle.
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Fig. 6. Top: A semi-directed level-1 network N on X = {1, . . . ,14} and its canonical form N c obtained by contracting all dotted edges. Bottom: The 
subnetwork of N induced by Y = {2,3,4,5,6,11,12}, the subnetwork of N c induced by Y , and the canonical subnetwork of N c induced by Y obtained 
from N c |Y by contracting all dotted edges, which either form a 4-blob, or they are a cycle contraction edge between two degree-3 vertices. Note that this 
last canonical network is also the canonical form of N |Y .

Sometimes we say that N c is a canonical (level-1) network when we mean that it is the canonical form of a semi-directed 
level-1 network N . Note that a canonical network is also a semi-directed level-1 network, albeit with a maximum degree 
of four, instead of three. Hence, we straightforwardly extend some definitions, such as blobs and trees-of-blobs, in a trivial 
way to canonical networks. It is easy to see that the canonical form of a semi-directed level-1 network can be viewed as a 
structure that is more refined than the tree-of-blobs, yet less refined than the original network. Moreover, the tree-of-blobs 
of the canonical form is equal to the tree-of-blobs of the original network. It will follow from Theorem 13 that, as with the 
tree-of-blobs, the canonical form N c of a network N can be reconstructed from the quarnet-splits of N . As we will see in 
Section 5.3, it is even the most refined network one can construct from quarnet-splits.

In this section, we are mostly concerned with the canonical form of a subnetwork, i.e. (N |Y )c for some Y ⊆ X . Unfor
tunately, we might have that (N |Y )c �= N c |Y (consider for example the set Y and the two networks (N |Y )c and N c |Y
in Fig. 6). Thus, it matters whether we first induce a subnetwork, or first create the canonical form. Hence, we define the 
following procedure for canonical networks which does have the desired property (see Fig. 6 for an example). Note that a 
3-blob (resp. 4-blob) in a canonical network need not necessarily be a triangle (resp. 4-cycle) due to the possible degree-4 
vertices.

Definition 6 (Canonical subnetwork). Given a canonical network N c on X and some Y ⊆ X with |Y| ≥ 2, the canonical 
subnetwork of N c induced by Y is the canonical network N c ||Y obtained from N c by first taking the subnetwork of N c

induced by Y , followed by contracting every 3-blob and 4-blob to a single vertex, and by contracting every cycle contraction 
edge.

Indeed, this canonical subnetwork is equivalent to first inducing a subnetwork of the original network, and then creating 
the canonical form. This follows from the fact that every 3-blob or 4-blob in the canonical subnetwork of a canonical 
network must have been a triangle or a 4-cycle in the subnetwork of the original network. These blobs should thus be 
identified by a single vertex. Furthermore, the cycle contraction edges in N c |Y correspond to cycle contraction edges in 
the subnetwork N |Y of the original binary network, since - by definition - the cycle contraction edges in N c|Y are only 
between degree-3 vertices. We present the formal statement in the following observation, yet omit its rather straightforward 
proof which follows from the reasoning above. Throughout the rest of this section we will frequently, yet implicitly, use this 
observation.

Observation 2. Given a semi-directed level-1 network N on X and its canonical form N c , if Y ⊆ X with |Y| ≥ 2, then 
(N |Y )c =N c ||Y .

5.2. Reconstructing a canonical network

Our strategy to construct a canonical network will be similar to the strategy that was used to construct trees-of-blobs. 
However, instead of contracting parts of the intermediate trees-of-blobs (which signifies the addition of a reticulation), we 
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Fig. 7. A semi-directed level-1 network N on X = {1, . . . ,10}. On the right, we have the canonical network N c and five canonical forms of subnetwork 
N c ||Xi , with Xi the set of the first i leaves of X . In each of the five intermediate canonical networks the oriented edges (with the arrowhead in the 
middle) indicate a pointing edge. The canonical stems of the canonical networks are highlighted and are in order: a stem vertex of degree-3 in thick blue, a 
stem vertex of degree-4 in thick blue, a stem cycle in thick blue, a strong stem edge in thick blue, and a weak stem path in thick red. Note that the dashed 
edges with the arrowhead at the end of the edge are reticulation edges and not pointing edges.

add a reticulation. The reduction in the number of used quarnet-splits from O(n3) to O(n log n) has two reasons. On the 
one hand, we get a reduction of Θ(n) by using Theorem 2 to our advantage. Specifically, we know where the reticulations 
are in a canonical network (except for those in triangles and 4-cycles) and we can thus find a constant size distinguishing 
set. Getting the logarithmic factor requires some more care but is loosely based on recursively picking cut-edges that create 
‘balanced’ cuts in the network. We now start by transferring the concept of a stem to canonical networks.

Since the tree-of-blobs of a canonical network is equal to the tree-of-blobs of the original network, we can generalize 
the notions from Definition 3 to canonical networks in a straightforward way. To this end, let N c be a canonical network on 
X and let Y ⊂X with x ∈X \Y . Then, a cut-edge of N c ||Y is a strong stem edge / weak stem edge / pointing edge (for x) if the 
unique edge that induces the same split in its tree-of-blobs T (N c ||Y ) = T (N |Y ) is a strong stem edge / weak stem edge / 
pointing edge for x. Similarly, we let a blob in N c ||Y be a stem blob (for x) if the vertex that represents it in its tree-of-blobs 
is a stem vertex for x. Specifically, if such a blob is a single vertex it is a stem vertex (for x), while it is a stem cycle (for x) if 
the blob is a cycle. A cut-path is a path that only contains cut-edges of N c ||Y , and such a cut-path is a weak stem path (for 
x) if the corresponding path in its tree-of-blobs is a weak stem subtree for x. As was the case for trees-of-blobs, we often 
omit ‘for x’ if the leaf x is clear from the context. We can now define the analogue of a stem for canonical networks.

Definition 7 (Canonical stem). Let N be a semi-directed level-1 network on X and let Y ⊂ X . Given the canonical network 
N c ||Y and some x ∈X \Y , a canonical stem (for x) of N c ||Y is a strong stem edge for x, stem vertex for x, stem cycle for x, 
or weak stem path for x.

We refer to Fig. 7 for examples of the different types of canonical stems. Analogous to Lemma 3, the next lemma shows 
that a canonical network has a unique canonical stem and that all pointing edges are oriented towards it. The lemma also 
details how to attach a leaf x to a stem, for which we need the following new attachment operation. When we attach x to 
two different vertices u and v , we mean that we add a new reticulation vertex w with directed edges uw and v w , and then 
attach x to w . The different ways to attach the leaves can also be seen in Fig. 7. Note that the lemma does not cover the 
case when the canonical stem is a stem cycle. Then, we need to attach the leaf somewhere on the cycle, but this cannot be 
done using O(1) quarnet-splits. Later in this section in Lemma 11 we will solve this issue by deleting the reticulation of 
the cycle, attaching the leaf, and then putting the reticulation back in.

Lemma 7. Let N be a semi-directed level-1 network on X and let Y ⊂ X . Given the canonical network N c||Y and some x ∈ X \ Y , 
there is a unique canonical stem and the orientation of any pointing edge in N c||Y is towards this canonical stem. Furthermore,
(a) if the canonical stem is a strong stem edge, then the canonical network N c||Y∪{x} can be obtained from N c||Y by attaching x to 

this edge;
(b) if the canonical stem is a weak stem path, then the canonical network N c||Y∪{x} can be obtained from N c||Y by attaching x to 

both end vertices of this path;
(c) if the canonical stem is a stem vertex of degree-3, the canonical network N c||Y∪{x} can be obtained from N c||Y by attaching x

to this vertex;
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(d) if the canonical stem is a stem vertex of degree-4, the canonical network N c||Y∪{x} can be obtained from N c||Y in constant time 
using at most five quarnet-splits of N .

Proof. From Lemma 3 we know that the tree-of-blobs T (N |Y ) = T (N c ||Y ) contains a unique stem and all other edges are 
pointing edges oriented towards this stem. If the stem in this tree-of-blobs is a strong stem edge, N c ||Y has a strong stem 
edge. Similarly, if this stem is a stem vertex, N c ||Y has a stem vertex or a stem cycle. Lastly, if this stem is a weak stem 
subtree T , we know from Lemma 3b that T (N |Y∪{x}) = T (N c ||Y∪{x}) can be obtained by contracting T and then attaching 
x to it. To not contradict the fact that N c ||Y is level-1, all vertices of T must represent trivial blobs in N |Y (and thus in 
N c ||Y ) and they form a cut-path. Therefore, there is a weak stem path in N c ||Y . This proves the first part of the lemma.

Part (a) (resp. part (c)) of the lemma follows directly from Lemma 3a (resp. Lemma 3c) and the fact that triangles (resp. 
4-cycles) are suppressed in canonical networks.

For part (b), we already know by the previous reasoning that all vertices of the weak stem path become part of the same 
cycle C when we attach x. Thus, x is the first leaf (with respect to all other leaves in Y) below the reticulation of C . For 
canonical networks, we do not care about the ordering of the two leaves in a reticulation cycle pair. Clearly, we can then 
just attach x to both end vertices of the path (and direct the two new edges towards x) to create the cycle C .

For part (d), we let Y1|Y2|Y3|Y4 be the partition of Y induced by the stem vertex v and we also pick one arbitrary 
leaf yi from every Yi . The stem vertex v represents a 4-cycle in N |Y and Lemma 3c tells us that v becomes a 5-blob 
in N c ||Y∪{x} with induced partition Y1|Y2|Y3|Y4|{x}. Such a 5-blob will be a triangle with five cut-edges incident to it in 
N c ||Y∪{x} . Then, there will be exactly one subset of four leaves from {y1, y2, y3, y4, x} that induces a quarnet-split. The 
remaining fifth leaf then corresponds to the subset of leaves below the reticulation of C , while the quarnet-split is enough 
to order the other leaves around the triangle. �

The next lemma, which follows from Theorem 2, is crucial for finding out whether a cut-edge is a weak/strong stem 
edge or a pointing edge. In contrast with the linear amount of quarnet-splits that was needed in the previous section, we 
need only a constant amount in the case of level-1 networks.

Lemma 8. Let N be a semi-directed level-1 network on X and let Y ⊂ X contain k leaves. Given a cut-edge uv in the canonical 
network N c||Y and some x ∈ X \ Y , one can determine in O(k) time whether uv is a strong stem edge, a weak stem edge, or a 
pointing edge, using at most four quarnet-splits of N .

Proof. If the cut-edge uv induces a split A|B with |B| = 1, we know that A ∪ {x}|B is always a split. If |B| ≥ 2, we can use 
Theorem 2 to determine whether A ∪ {x}|B is a split in O(k) time, using at most two quarnet-splits of N . To be precise, 
we can always pick the set B ′ in O(k) time such that it has size at most two. This follows from the fact that, except for 
the triangles and 4-cycles, we always know where the reticulation vertices are in a canonical network. Finally, reversing the 
roles of A and B allows us to determine what type uv is. �

Whenever we use the previous lemma and find out that a given edge is a strong stem edge, Lemma 7 describes how to 
add the leaf to the canonical network. If a weak stem edge is found, we first need to find the complete weak stem path 
before we can use Lemma 7 to attach a new leaf. The following lemma proves that this can be done using a logarithmic 
number of quarnet-splits, making it the first puzzle piece to get the number of quarnet-splits that our algorithm uses down 
to O(n log n). Fig. 8 is a visualization of part of the algorithm described in the proof of the lemma.

Lemma 9. Let N be a semi-directed level-1 network on X and let Y ⊂ X contain k leaves. Given a weak stem edge in the canonical 
network N c||Y and some x ∈X \Y , one can find the weak stem path in N c||Y in O(k) time using O(logk) quarnet-splits of N .

Proof. Let u1u2 be the given weak stem edge. By Lemma 7 there exists a unique cut-path P that is a weak stem path and 
that contains u1u2. By the same lemma, we also know that we can obtain N c ||Y∪{x} from N c ||Y by attaching x to the 
end vertices of P . Now let T be the unique maximal subtree of N c ||Y that contains u1u2 and does not contain degree-4 
vertices, leaves, or vertices that are part of a cycle. Then, T is a binary tree and P is completely in T . Otherwise, attaching 
x to the end vertices of P would not result in a canonical network. Fig. 8 shows an example of such a tree T for a given 
weak stem edge. Note that finding T can be done in O(k) time. We also store for each edge of T what its corresponding 
split is in N c||Y . This allows us to say that an edge in T (or in any of its subtrees) is a strong stem edge / weak stem edge 
/ pointing edge, when we mean that the corresponding edge in N c ||Y is a strong stem edge / weak stem edge / pointing 
edge.

The algorithm now continues as follows. We delete the edge u1u2 from T to create two smaller subtrees T1 and T2 with 
u1 in T1 and u2 in T2. Clearly, one end vertex p1 of P must be in T1, and the other end vertex p2 in T2. We will now 
show that one can recursively locate the vertex pi in the tree Ti in O(ki) time using O(log ki) quarnet-splits, where ki is 
the number of vertices in Ti . Since knowing p1 and p2 is enough to find P in linear time, the result will then follow.

Whenever ki = 1, we trivially know that the only vertex in Ti is pi and we are done. Otherwise, if ki ≥ 2, we first find 
a centroid v of Ti : a vertex such that every component of Ti − {v} contains at most 2

3 ki vertices. A centroid always exists 
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N c

Fig. 8. A canonical network N c with unlabeled leaves (indicated by the filled black vertices) and a given weak stem edge in thick red. Together with the 
other red edges, they induce the binary subtree T that has to contain the weak stem path. This tree is used in the algorithm from Lemma 9.

Fig. 9. Left: The canonical subnetwork of the canonical network N c from Fig. 7 induced by its first seven leaves X7. The thick cut-edge is a pointing edge 
for leaf 8 and induces the split A|B with A = {1,2,3} and B = {4,5,6,7}. Middle: The canonical subnetworks N c ||A∪{4} and N c ||B∪{1,8} . Glueing N c ||A∪{4}
at 4 to N c ||B∪{1,8} at 1 is done by identifying the leaves in the shaded box and then suppressing the resulting degree-2 vertex. This results in the canonical 
subnetwork of N c induced by its first eight leaves X8. Right: The canonical subnetwork N c ||B∪{8} (excluding the grey edges and vertices) with the weak 
stem path for leaf 1 in red. Including the grey edges and vertices produces N c ||B∪{1,8} . Note that the thick red cut-edge in N c||B∪{8} corresponds to the 
single non-reticulation edge of the cycle C in N c ||X7 , while the thinner red cut-edge is one of the four cut-edges incident to the end-points of the thick 
red cut-edge.

and can be found in linear time (see e.g. [39,40]). Since Ti is binary and we are in the case with ki ≥ 2, there is one 
edge v w incident to v such that both components of Ti − {v w} have at most 2

3 ki vertices. We will now describe how to 
find out which of the two components contains pi and which component we should thus recurse on. This will then prove 
correctness since both components contain at most 
 2

3 ki� < ki vertices. To this end, we test with Lemma 8 whether v w is a 
weak stem edge or a pointing edge in linear time using at most four quarnet-splits. Note that by the uniqueness of the stem 
(see Lemma 7) v w cannot be a strong stem edge. If v w is a pointing edge, we know from Lemma 7 that its corresponding 
edge in N c ||Y is oriented towards P (and thus pi ). Thus, pi is in the component of Ti − {v w} to which v w is pointing. On 
the other hand, if v w is a weak stem edge, pi can only be in the component of Ti − {v w} that does not contain ui (or, if 
we have already recursed and ui is not in the tree any more, the component furthest away from ui in the original tree T ).

We now let D(k′) be the recursion depth of this algorithm when applied to a tree with k′ vertices. From the above 
analysis it follows that D(k′) ≤ D

(

 2

3 k′�
)
+1 with D(2) = 1, which results in D(ki) =O(log ki). Since we use O(ki) time and 

at most four quarnet-splits per recursive level, our algorithm to find pi takes O(ki) time and O(log ki) quarnet-splits. �
The following result is a consequence of Lemma 7, which states that pointing edges are always oriented towards the 

canonical stem. Given two canonical networks N c
1 and N c

2 on leaf sets X1 and X2 with x1 ∈ X1 and x2 ∈ X2 such that 
X1 ∩X2 ⊆ {x1, x2}, we first define the following operation. The graph obtained by glueing N c

1 at x1 to N c
2 at x2 is the union 

of N c
1 and N c

2 , where x1 and x2 are identified as a single vertex and the resulting degree-2 vertex is suppressed. We refer 
to the left and middle part of Fig. 9 to get some intuition for the glueing operation and the lemma.

Lemma 10. Let N be a semi-directed level-1 network on X and let Y ⊂ X . Let uv be a cut-edge in the canonical network inducing 
the split A|B and let x ∈X \Y , a ∈ A, and b ∈ B. If uv is a pointing edge for x with orientation uv, then N c||Y∪{x} can be constructed 
by glueing N c||A∪{b} at b to N c||B∪{a,x} at a.

Observe that to get N c ||B∪{x,a} in the lemma, we only need to attach x to N c ||B∪{a} , which in turn can be obtained from 
N c ||Y by identifying all vertices on the ‘A-side’ of the cut-edge by the single leaf a. Thus, the lemma allows us to first cut 
off part of the network, then attach the new leaf to the remaining part, and afterwards glue the two parts together again.

In the case where uv points directly towards a reticulation v of a cycle C (as is the case in Fig. 9), we can even get rid 
of the leaf a. That is, instead of attaching x to N c||B∪{a} , we can first attach x to N c||B and afterwards attach a to its stem 
again to obtain N c ||B∪{x,a} (see e.g. the right part of Fig. 9). Note that the cycle C does not appear any more in N c ||B since 

13 



M. Frohn, N. Holtgrefe, L. van Iersel et al. Journal of Computer and System Sciences 152 (2025) 103655 

16

9 10
11

15
14

13

2

6 7

5 4

C
v

8

13

12

N c
16

9 10
11

15
14

13

2

6 7

5 4

C

8

N c

13

12

Fig. 10. A canonical network N c on X = {1, . . . ,16}. Left: The two central blobs of N c : a central vertex v in pink and a central cycle C in pink. The left 
thick blue edge is a nice central edge incident to v , and the right thick blue edge is a nice central edge incident to C. Right: The spine edges of the cycle 
C in orange with the dotted orange edge being a nice spine edge of C. The filled black leaves are the leaves Y = {1, . . . ,11,14,15,16} not below the 
reticulation of C. Deleting the grey edges and vertices forms the canonical subnetwork N c||Y , in which the nice spine edge is a cut-edge.

none of the leaves below its reticulation are in B . Thus, in some sense, we are ‘unfolding’ the cycle C . This also solves the 
problem of attaching a leaf to a stem cycle mentioned in the discussion before Lemma 7. We prove that this process can be 
done efficiently in the following lemma and refer to Fig. 9 for an illustration of parts of the proof.

Lemma 11. Let N be a semi-directed level-1 network on X and let Y ⊆ X contain k leaves. Let uv be a cut-edge in the canonical 
network N c||Y inducing the split A|B and let x ∈ X \Y , a ∈ A and b ∈ B. If uv is a pointing edge for x with orientation uv and v is 
the reticulation of a cycle, then N c||B∪{a,x} can be constructed from N c||B∪{x} in O(k) time using O(1) quarnet-splits of N .

Proof. Let C be the c-cycle (with c ≥ 3) in N c||Y of which v is the reticulation and note that C (and its reticulation v) also 
exist in N c ||B∪{a} (which is just a canonical subnetwork of N c ||Y ). Since uv is a pointing edge for x in N c ||Y , the leaf x
is not attached somewhere below the reticulation v when constructing N c ||Y∪{x} from N c||Y (see Lemma 7). Therefore, to 
construct N c ||B∪{a,x} from N c||B∪{x} we need to attach a such that it creates a cycle with a being the only leaf below its 
reticulation. The resulting cycle will then be a c-cycle or (c + 1)-cycle (depending on whether x is attached to the cycle or 
somewhere else). By Lemma 7, this means that we need to attach a to a weak stem path for a in N c||B∪{x} . In particular, 
this weak stem path has to be a path of c − 1 or c vertices for the new cycle to be a c-cycle or (c + 1)-cycle. We will now 
describe how to find this weak stem path in O(k) time using O(1) quarnet-splits, which will then prove the lemma.

Note that every non-reticulation edge of C in N c ||B∪{a} (or equivalently in N c ||Y ) corresponds to a unique cut-edge in 
N c ||B (see e.g. Fig. 9). In N c ||B∪{x} these cut-edges still exist, although one of them could have been subdivided in the case 
that x was attached to it. Clearly, for the resulting cycle in N c||B∪{a,x} to be compatible with the cycle C in N c ||B∪{a} , all of 
these cut-edges have to be part of the weak stem path for a. Now note that these cut-edges form a path in N c ||B∪{x} and 
that there are either c − 2 or c − 1 of them (depending on whether one of them was subdivided by an attachment of x). 
Therefore, we have already found a path of c − 1 or c vertices containing only weak stem edges. Recall that we know that 
the weak stem path for a has length at most c. Therefore, it is sufficient to check whether the four cut-edges incident to 
the end-vertices of the path are weak stem edges. By Lemma 8 this takes O(k) time and O(1) quarnet-splits for each of 
the four cut-edges. �

In light of Lemma 10 we ideally want to find cut-edges that split the leaf set in a ‘balanced’ way, thus cutting off roughly 
half of the leaves each time we recurse. This would allow us to get the desired logarithm in the number of quarnet-splits 
that are used. Unfortunately, such an edge does not always exist (consider e.g. a canonical network with one very large 
cycle as its only internal blob). However, if we choose our cut-edges smartly, we can use Lemma 11 to ‘unfold’ such a cycle 
and find a ‘balanced’ cut-edge within the unfolded cycle. To formalize this we will introduce some new ‘central’ structures 
in canonical networks.

Given a canonical network N c on X , an internal blob B is a central blob if every component of N c −B contains at most 
half of the leaves of X . Since a canonical network is obtained from a level-1 network, a central blob is either a central 
vertex or a central cycle. Given a central blob, we let a cut-edge uv incident to it be a central edge. Clearly, if uv is a central 
edge inducing the split A|B (where u is in the blob and so A is on the side of the blob) then |X | ≥ 3, and so |A| ≥ 2 and 
|B| ≤ 1

2 |X |. A central edge uv incident to a central blob B (where u is in B) of a canonical network is nice if uv satisfies 
one of the following two statements: (i) B is a central vertex, |A| ≤ 3

4 |X | and |B| ≥ 2; (ii) B is a central cycle and uv is the 
cut-edge incident to the reticulation of this cycle. See the left part of Fig. 10 for an illustration of central blobs and central 
edges. Note that a canonical network does not always have both a central vertex and a central cycle.

By definition, a cycle C in a canonical network N c will always contain two degree-4 vertices. We call the four cut-edges 
incident to the two degree-4 vertices the outer spine edges of the cycle and the non-reticulation edges within the cycle the 
inner spine edges. Together, they form the spine edges of C (see Fig. 10). If we let Y ⊂ X be the set of leaves not below the 
reticulation of C , then every spine edge of C corresponds to a unique cut-edge in N c ||Y . The spine split A′|B ′ induced by a 
spine edge of C is the split induced by the corresponding cut-edge in N c ||Y . Thus, A′|B ′ is a partition of Y and not of X . 
A spine edge of a central cycle is nice if it has spine split A′|B ′ such that 2 ≤ |A′| ≤ 3

4 |X | and 2 ≤ |B ′| ≤ 3
4 |X | (see Fig. 10). 
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Fig. 11. Illustration of Algorithm 2 when used to attach leaf 16 to N c ||Y1 , where N c is the canonical network from Fig. 10 and Y1 = {1, . . . ,15} contains its 
first fifteen leaves. The algorithm recurses (from left to right, excluding the grey leaf 16) on the leaf sets Y1, Y2 = {1,9, . . . ,15}, Y3 = {1,9,10,11,14,15}
and Y4 = {1,9,10,14,15}. In the recursive steps i ∈ {1,2,4}, a central blob Bi (in pink) and an incident nice central edge ui vi (the thick light/dark blue 
edge) are found. In recursive step 3, the central blob B3 is undefined and the thick light blue edge u3 v3 instead originates from a nice spine edge (in 
dotted pink) of the previous central cycle B2. In the recursive steps i ∈ {1,2,3}, the light blue edge ui vi is a pointing edge for leaf 16 (with the arrowhead 
showing the orientation) which is used to cut off part of the network. In the last recursive step, the dark blue edge u4 v4 is a strong stem edge used 
to attach leaf 16 (in grey). The algorithm subsequently moves back up to the top level of the recursion, each time gluing the relevant parts back to the 
canonical subnetworks of the network (from right to left, now including the grey leaf 16).

That means that a nice spine edge is ‘balanced’ with respect to the leaves in X (and not necessarily to those in Y ⊂ X ). 
Lemma 12 shows that we can efficiently find the different types of nice edges.

Lemma 12. Given a canonical level-1 network N c on X with n ≥ 5 leaves, one can find a central blob B and a nice central edge 
incident to B in O(n) time. Furthermore, if B is a central cycle, one can find a nice spine edge of B in O(n) time.

Proof. The following algorithm shows the existence of a central blob and a nice central edge and how to find them. 
First, create the tree-of-blobs T (N c) in O(n) time. An internal vertex v of T (N c) is leaf-centroid if every component 
of T (N c) − v contains at most n 

2 leaves. A straightforward greedy-type algorithm from [40, Lem. 5] shows that a leaf
centroid always exists and how to find one in linear time. Clearly, an internal vertex of T (N c) is a leaf-centroid if and only 
if the blob it represents is a central blob. Thus, we have found a central blob B. If B is a central cycle with reticulation r, 
we can pick the cut-edge incident to r as our nice central edge. Otherwise, if B is a central vertex v , we pick a cut-edge 
v w (inducing the split A|B) that cuts off most of the leaves from v . That is, |B| is as large as possible. Since v has at most 
four incident cut-edges, we have |A| ≤ 3

4 n. Furthermore, since n ≥ 5 and v w cuts off most of the leaves, we must also have 
|B| ≥ 2. Thus, v w is a nice central edge.

Now assume that B is a central cycle and let Y1|Y2| . . . |Yk−1|Yk|Z be the partition of X induced by B. Assume that 
Z is the set of leaves below the reticulation, and that the Yi follow the order of the cycle. Note that Y1, Y2, Yk−1 and Yk
correspond to the outer spine edges of the cycle and that the order of Y1 and Y2 (resp. Yk−1 and Yk) is arbitrary. Then, 
Y = ⋃k

i=1 Yi is the set of leaves not below the reticulation. Note that for every � ∈ {1, . . . ,k − 1} there is a cut-edge in 
N c ||Y inducing the split Y1 ∪ · · · ∪ Y�|Y�+1 ∪ · · · ∪ Yk . In particular, these are all edges corresponding to spine edges of B
(see Fig. 10).

Finding a nice spine edge of B is now fairly simple. Since B was a central cycle, we know that 1 ≤ |Yi | ≤ n 
2 for each i. 

Our first candidate is the cut-edge that cuts off Y1. If |Y1| ≥ n 
4 , that will be our nice spine edge. Otherwise, we move to the 

cut-edge that cuts off Y1 and Y2. Again, if |Y1 ∪ Y2| ≥ n 
4 we stop, and if |Y1 ∪ Y2| < n 

4 we move to the next cut-edge. We 
keep continuing this procedure until |Y1 ∪ · · · ∪ Y�| ≥ n 

4 for some � < k. Then, the cut-edge e inducing the split A′|B ′ (where 
A′ = Y1 ∪ · · · ∪ Y� and B ′ = Y�+1 ∪ · · · ∪ Yk) has |A′|, |B ′| ≤ 3

4 n. Furthermore, since n ≥ 5, this also forces |A′|, |B ′| ≥ 2. Thus, 
e is a nice spine edge of B. �

Finally, we are ready to devise Algorithm 2 which recursively adds a leaf to a canonical network. In the spirit of Algo
rithm 1, our final reconstruction algorithm will then repeatedly apply Algorithm 2 to attach n leaves (in any arbitrary order) 
to a canonical network in O(n2) time using O(n log n) quarnet-splits. Before proving this in Theorem 13, we first roughly 
sketch how Algorithm 2 works. We refer to Fig. 11 for an illustration of the recursive part of the algorithm. Apart from the 
quarnet-splits, the canonical network N c ||Y and the new leaf x, the algorithm takes as optional input a cut-edge uv . At the 
top level of the recursion this cut-edge is not provided, so we will leave this variation to the end of our discussion.

Unless we are in the base case, we first find a central blob B and incident central edge uv , after which we check whether 
it is a strong stem edge, weak stem edge or pointing edge. If uv turns out to be a strong stem edge, we can attach x to it 
(see Lemma 7 and Fig. 7). In the case that uv is a weak stem edge, we first find the weak stem path, after which we attach 
x to it (again see Lemma 7 and Fig. 7).
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The final case is when uv (with induced split A|B) is a pointing edge. Then, it is enough to construct N c ||B∪{x,a} , which 
can subsequently be glued to N c ||A∪{b} to create N c||Y∪{x} on line 23 (see also the middle part of Fig. 9). On the one 
hand, if uv is oriented away from the blob B (i.e. u is in B) or B is a central vertex, we simply attach x to N c ||B∪{a} by 
recursion. Since uv is a nice central edge this will always cut off some leaves. In the other case, B is a central cycle and 
uv is oriented towards B with v the reticulation of B. We cannot recurse directly on N c||B∪{a} since it might not cut off 
anything (consider again a network with one large cycle). So, we recurse on N c ||B and attach x. Here, we also provide a 
cut-edge st which will take over the role of uv in the next level of recursion. Note that we do not provide an incident blob, 
so in the next level of recursion B is undefined. After N c ||B∪{x} is created, we attach the leaf a again (see Lemma 11 and 
the right part of Fig. 9).

Algorithm 2: Recursive procedure to attach a leaf to a canonical network.
Input: quarnet-splits of a semi-directed level-1 network N on X ; canonical network N c ||Y on Y ⊂ X ; leaf x ∈ X \Y to be attached; optional: a 

non-trivial cut-edge uv corresponding to a nice spine edge of the last recursive call
Output: canonical network N c ||Y∪{x}

1 if |Y| ∈ {2,3,4} then
2 find the canonical stem of N c ||Y by determining for each edge of N c ||Y whether it is a strong stem edge, weak stem edge or pointing edge, 

using the quarnet-splits of N and Lemma 8
3 N c ||Y∪{x} is constructed from N c ||Y as described in Lemma 7
4 return N c ||Y∪{x}
5 if no cut-edge uv is provided then
6 B ← central blob of N c ||Y , using Lemma 12
7 uv ← nice central edge of N c ||Y incident to B, using Lemma 12

8 determine whether uv is a strong stem edge, weak stem edge or pointing edge, using the quarnet-splits of N and Lemma 8
9 if uv is a strong stem edge then

10 N c ||Y∪{x} is constructed from N c ||Y by attaching x to uv ; // see Figs. 7 and 11
11 else if uv is a weak stem edge then
12 determine the weak stem path in N c||Y containing uv , using the quarnet-splits of N and Lemma 9
13 N c ||Y∪{x} is constructed from N c ||Y by attaching x to the end vertices of the cut-path ; // see Fig. 7
14 else if uv is a pointing edge with orientation uv then // otherwise, reverse roles of u, v
15 A|B ← split induced by uv ; // this implies that A is on the side of u
16 a ← arbitrary leaf from A; b ← arbitrary leaf from B
17 if B is undefined or u is in B or B is a central vertex then
18 N c ||B∪{x,a} is constructed from N c ||B∪{a} by attaching x with (recursion on) Algorithm 2
19 else
20 st ← non-trivial cut-edge of N c ||B corresponding to a nice spine edge of B in N c ||Y , using Lemma 12
21 N c ||B∪{x} is constructed from N c ||B by attaching x with (recursion on) Algorithm 2 and providing st as optional argument 
22 N c ||B∪{x,a} is constructed from N c ||B∪{x} by attaching a, using the quarnet-splits of N and Lemma 11

23 N c ||Y∪{x} is constructed by glueing N c ||A∪{b} at b to N c ||B∪{a,x} at a ; // see Fig. 9
24 return N c ||Y∪{x}

Theorem 13. Given the quarnet-splits of a semi-directed level-1 network N on X = {x1, . . . , xn}, there exists an algorithm that 
constructs the canonical form of N in O(n2) time using O(n log n) quarnet-splits of N .

Proof. Correctness: The algorithm starts with a single edge between two arbitrary leaves and then repeatedly attaches the 
remaining O(n) leaves in arbitrary order with Algorithm 2. Note that we do not provide the optional cut-edge in the top 
level recursive calls of Algorithm 2. To prove correctness it will be enough to prove the following claim by strong induction 
on k: given a set Y ⊂X of k leaves, the canonical network N c ||Y , some leaf x ∈X \Y , and optionally a non-trivial cut-edge 
uv , Algorithm 2 constructs the canonical network N c ||Y∪{x} . In the base cases where k ∈ {2,3,4}, the claim follows directly 
from Lemmas 7 and 8. This is true since the canonical stem can never be a stem cycle in a canonical network with at most 
four leaves, so Lemma 7 covers all cases.

Now let k ≥ 5 be arbitrary and assume that the claim holds for all values k′ with 2 ≤ k′ < k. If no cut-edge uv is provided, 
Lemma 12 will always find a central blob B and incident nice central edge uv . Lemma 8 will correctly determine whether 
uv is a strong stem edge, weak stem edge or pointing edge. If uv is a strong or weak stem edge, Lemmas 7 and 9 prove 
correctness.

The if-statement on line 14 is entered when uv is a pointing edge with orientation uv . The glueing operation to obtain 
N c ||Y∪{x} on line 23 is then correct by Lemma 10. It remains to show that the creation of N c ||B∪{x,a} is correct. First, 
consider the case where B is undefined, u is in B and/or B is a central vertex. If B is undefined, a non-trivial cut-edge was 
provided and we have 2 ≤ |B ∪{a}| ≤ k −1 < k. Otherwise, if u is in B and/or B is a central vertex, uv is a nice central edge. 
Specifically, if u is in B (so uv points away from B), we have by the definition of a central edge that |B ∪ {a}| ≤ 1

2 k + 1 < k. 
On the other hand, if v is in B and B is a central vertex, then |B ∪ {a}| ≤ 3

4 k + 1 < k by the definition of a nice central 
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edge. In all cases we recurse on a canonical network with strictly fewer leaves (and more than two leaves), which shows 
correctness by the induction hypothesis.

For the other case, note that since B is not undefined, no cut-edge uv could have been provided as an argument. Thus, 
because B is also not a central vertex, it is a central cycle and uv is a nice central edge incident to it such that v is the 
reticulation of B. By Lemma 12, we can indeed find a nice spine edge of the cycle B, which in turn corresponds to a non
trivial cut-edge st in N c ||B (see e.g. Fig. 10). Thus, 2 ≤ |B| < k and we recurse on a strictly smaller network (with at least 
two leaves), proving that N c ||B∪{x} is constructed correctly by the induction hypothesis. Since B is a central cycle and v is 
the reticulation of B, Lemma 11 then proves that N c ||B∪{x,a} is constructed correctly.

Complexity: Recall that the main algorithm repeatedly invokes Algorithm 2 (without providing a cut-edge at the top level 
of recursion) to attach all the O(n) leaves. Thus, for the theorem it will be enough to show that Algorithm 2 takes O(k)

time and uses O(log k) quarnet-splits on a canonical network of k leaves (when no cut-edge is provided at the top level of 
recursion).

We will first consider the maximum recursion depth D(k) of Algorithm 2 applied to a canonical network of k leaves. At 
the top level of recursion no cut-edge is provided and B is defined. Thus, when the algorithm recurses and u is in B or 
B is a central vertex, it recurses on a canonical network with at most 3

4 k + 1 leaves (see the correctness proof). The other 
case when the algorithm recurses is if v is in B and B is a central cycle. Then, again by the previous correctness proof, it 
recurses on at most k − 1 leaves. However, a cut-edge derived from a nice spine edge with spine split A′|B ′ is also provided 
for the next level of recursion. We then know that 2 ≤ |A′| ≤ 3

4 k and 2 ≤ |B ′| ≤ 3
4 k. But this means that the recursion on 

the next level is on a leaf set with at most 3
4 k + 1 leaves. Hence, we obtain the recurrence formula D(k) ≤ D

(
3
4 k + 1

)
+ 2

for k ≥ 5 with D(5) ≤ 1. Whenever k ≥ 5 we have 3
4 k + 1 < 19

20 k and therefore the formula simplifies to D(k) ≤ D
(

19
20 k

)
+ 2. 

It then easily follows that the recursion depth is O(log k).
For the final complexity, note that the glueing operations, attaching leaves, finding splits and (implicitly) inducing canon

ical subnetworks all take no more than O(k) time per recursive level. This holds because the number of vertices and edges 
in a canonical network is a linear function of its leaves. All the other non-recursive operations also take O(k) time as 
outlined in Lemmas 8, 9, 11 and 12. Together with the recursion depth of O(log k) this results in a total time complexity 
of O(k) for Algorithm 2. The operations from Lemmas 8, 11 and 12 all use O(1) quarnet-splits, whereas Lemma 9 uses 
O(log k) quarnet-splits. However, the method from Lemma 9 is only used when the algorithm does not recurse any further. 
Hence, it follows from the recursion depth that the total number of quarnet-splits used by Algorithm 2 is O(log k). �
5.3. Reconstructing a level-1 network from its canonical form

The previous subsection was concluded with an algorithm that constructs the canonical form of a semi-directed level-1 
network from its quarnet-splits. If more information is available, i.e. the full quarnets are known, we can create the complete 
network from its canonical form. This is described in the following theorem. Assuming that the network is triangle-free 
even allows us to construct the complete network while disregarding any triangles in the quarnets. As explained in the 
introductory section, this aligns nicely with recent work showing that the triangles in quarnets are hard to locate in practice 
[21,28,29]. Furthermore, we also describe a variant of our algorithm that constructs most of the semi-directed level-1 
network from its displayed quartets instead, aligning with the identifiability results from [6].

Theorem 14. Let N be a semi-directed level-1 network on X = {x1, . . . , xn} with n ≥ 4.
(a) Given the quarnets of N , there exists an algorithm that reconstructs N in O(n2) time using O(n log n) quarnets of N .
(b) Given the quarnet-splits and the four-cycle quarnets of N , there exists an algorithm that reconstructs N up to placing the reticula

tions in its triangles and up to collapsing its triangles in O(n2) time using O(n log n) quarnet-splits and O(n) four-cycle quarnets 
of N .

(c) Given the displayed quartets of N , there exists an algorithm that reconstructs N up to placing the reticulations in its triangles 
and 4-cycles and up to collapsing its triangles in O(n2) time using O(n log n) displayed quartets of N .

Proof. We first prove part (a) of the theorem and treat parts (b) and (c) separately at the end of the proof. Theorem 13
proves that we can construct the canonical network N c in quadratic time from O(n log n) quarnet-splits of N , which can 
be formed from the quarnets of N . It remains to show that we can transform every blob of N c into the correct blob of N , 
using the following three steps. The complexity bounds will then follow directly from the fact that N has O(n) blobs and 
that the described methods take no more than O(n) time (and O(1) quarnets) per blob. Given a cycle C , we will refer to 
the circular order of the subnetworks around C and the placement of the reticulation as the orientation of C .

Step 1. Every blob of N c that consists of a single degree-4 vertex v is a 4-cycle C in N . Suppose the partition of X
induced by v is Y1|Y2|Y3|Y4 and choose one leaf yi from every Yi . Then the quarnet N |{y1,y2,y3,y4} will be a four-cycle 
with one reticulation vertex and its orientation tells us exactly what the orientation of C must be in N .

Step 2. Similarly, every blob of N c that consists of a single degree-3 vertex v is either a single vertex v ′ or a triangle C
in N . Suppose the partition of X induced by v is Y1|Y2|Y3 such that |Y3| ≥ 2 (this exists since n ≥ 4). Choose one leaf yi
from every Yi and choose y4 as a different leaf from Y3. The quarnet N |{y1,y2,y3,y4} will then be a quartet tree, a single 

17 



M. Frohn, N. Holtgrefe, L. van Iersel et al. Journal of Computer and System Sciences 152 (2025) 103655 

triangle, or a double triangle (see e.g. Fig. 2). If we take the subnetwork of this quarnet induced by {y1, y2, y3}, we either 
get a triangle or a 3-star. If this trinet is a triangle, we know the exact orientation of the triangle C in N . If the trinet is a 
3-star, we know that v is a single vertex v ′ in N .

Step 3. Lastly, in every large cycle C of N the two cycle contraction edges are contracted when obtaining N c . A similar 
strategy as above allows us to determine how to undo this operation. Specifically, suppose that Y1|Y2| . . . |Yk−1|Yk|Z is the 
partition of X induced by C with Z below the reticulation, and Y1, Y2 and Yk−1, Yk the leaf sets corresponding to the 
two cycle contraction edges. If we let yi ∈ Yi and z ∈ Z be arbitrary, then the two four-cycle quarnets N |{z,y1,y2,yk−1} and 
N |{z,yk−1,yk,y1} directly show what the orientation of C must be in N .

For part (b) of the theorem it is enough to note that Step 2 is redundant if we want to reconstruct N up to collapsing 
its triangles and up to placing reticulations in them. For part (c), we use that from the displayed quartets of a semi-directed 
network we can obtain the quarnet-splits and the circular ordering of the four-cycle quarnets without the placement of the 
reticulation (see [34, Lem. 5.1]). To see the result, note that we can again skip Step 2, whereas we can perform most of 
Step 1 except for placing the reticulation in the 4-cycles of the network. Finally, note that the number of displayed quartets 
used is at most three times the corresponding number of quarnets used. �

The proof of the previous result also implicitly shows why the canonical network is the most refined network one can 
unambiguously construct from quarnet-splits. In particular, it is impossible to locate triangles using quarnet-splits, to infer 
the circular order of subnetworks and the reticulation vertex of 4-cycles, and to determine how the two cut-edge pairs 
next to a reticulation vertex of a large cycle are ordered. Therefore, quarnet-splits do not uniquely determine a complete 
semi-directed level-1 network.

Recall that Proposition 6 showed that any algorithm using only quarnet-splits to reconstruct the tree-of-blobs of a semi
directed level-� network needs to use Ω(n logn + � · n) quarnet-splits. Since one can easily create the tree-of-blobs of a 
level-1 network from its canonical form, Theorem 13 implies that one can reconstruct the tree-of-blobs of a level-1 network 
from O(n log n) quarnet-splits. Thus, the lower bound from Proposition 6 is tight for level-1 networks. Furthermore, a similar 
information-theoretic argument as in Proposition 6 shows that the algorithm from Theorem 14 is optimal in terms of the 
number of quarnets it uses. That is, no algorithm exists that uses asymptotically less than O(n log n) quarnets to reconstruct 
a semi-directed level-1 network. We present the formal statement in the following proposition. The argument can trivially 
be adapted to show that the number of displayed quartets used in part (c) of the previous theorem is also asymptotically 
optimal.

Proposition 15. Given the quarnets of a semi-directed level-1 network N on X = {x1, . . . , xn}, any algorithm using only quarnets to 
reconstruct N needs to use Ω(n log n) quarnets.

Proof. In [39] it is shown that there are 2Ω(n logn) possible binary phylogenetic trees on n leaves, which is thus surely a 
lower bound on the number of n-leaf semi-directed level-1 networks. Up to labeling the leaves, there are only six possible 
level-1 quarnets (see Fig. 2). Counting the number of different labelings then reveals that on any given set of four leaves 
there are 3 possible quartet trees, 18 single triangles, 18 double triangles, and 12 four-cycles. Thus, by an information
theoretic argument, any algorithm using only quarnets to reconstruct N needs to use log3+18+18+12(2Ω(n logn)) = Ω(n log n)

quarnets in the worst case. �
6. Discussion

The main contributions of this paper are two-fold. First, we presented an O(n3) time algorithm that reconstructs the 
tree-of-blobs of any binary n-leaf semi-directed network with unbounded level, using O(n3) splits of its quarnets (assuming 
direct access to the splits of all quarnets). We have not shown that this is optimal but have shown that any such algorithm 
needs Ω(n2) quarnet-splits in the worst case. Secondly, we created an algorithm that reconstructs binary n-leaf semi
directed level-1 networks in O(n2) time, using an optimal number of O(n log n) quarnets (assuming direct access to all 
quarnets). A variant of this algorithm can also reconstruct most of the semi-directed level-1 network using its displayed 
quartets instead.

Two obvious open questions that remain are whether the Θ(n) gap for the tree-of-blobs reconstruction algorithm can 
be bridged and whether the time complexity of the level-1 network reconstruction algorithm can be reduced from O(n2)

to O(n log n). For the latter improvement, one might draw some inspiration from [31], who present an optimal algorithm 
that reconstructs undirected phylogenetic trees of degree d from Θ(d · n · logd n) quartets and running in similar time.1 The 
optimality of that algorithm also signifies an inherent difference between the seemingly similar tree-of-blobs reconstruction 
from quarnet-splits and the phylogenetic tree reconstruction from quartets. Whereas the number of quartets used in the 
algorithm by [31] reduces to Θ(n log n) for binary trees, we showed that reconstructing the tree-of-blobs of any binary 

1 This result follows from the equivalence between undirected tree reconstruction from quartets and directed tree reconstruction from triplets [30].
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semi-directed network requires Ω(n2) quarnet-splits. One might suspect this difference follows from the fact that the trees
of-blobs themselves could be of high degree. This is not true however, since we showed that trees-of-blobs of binary 
semi-directed level-1 networks can be reconstructed with O(n log n) quarnet-splits, even if they have high-degree blobs.

A further research direction related to this paper is the step from level-1 to level-2. In [41] this was achieved for the 
construction of rooted/directed level-2 phylogenetic networks from trinets (3-leaf subnetworks). Recent findings by Huber 
et al. [27] show that semi-directed level-2 networks can be distinguished by their quarnets. This suggests the jump from 
level-1 to level-2 is possible for the semi-directed case. We already know how to reconstruct the tree-of-blobs of a level-2 
network (although this could perhaps be sped up) which only leaves the separate blobs to be reconstructed. To this end, it 
might be worthwhile to generalize our canonical form to higher-level networks, thus formalizing the most refined level-2 
network that can be reconstructed from quarnet-splits. Note that [42] has already made some progress on identifiability 
results for the level-2 case under group-based models of evolution.

Lastly, from a practical point of view, a more robust algorithm that also works for imperfect data would be a logical 
next step. One objective for such a method might be to find a semi-directed level-1 network that induces as many given 
quarnets as possible: the maximum quarnet compatibility problem. However, this is NP-hard, which can easily be shown using 
the fact that it already is for trees and quartets [43]. Thus, there is a need for heuristics, ideally ones that are consistent: 
returning the true network whenever the data is perfect. The software tool Squirrel has taken a first step in this direction 
by allowing a dense set of quarnets (i.e. exactly one quarnet for each set of four leaves) that do not necessarily come from a 
single network [21]. In light of our work, a next step could be to allow a non-dense set of quarnets (i.e. at most one quarnet 
for each set of four leaves) as input, where the quarnets are not necessarily all induced by the same network. Allowing 
fewer quarnets in the input could lead to a significant speed-up. A sensible starting point is to investigate methods that 
construct rooted/directed level-1 phylogenetic networks from a non-dense set of subtrees on few leaves (e.g. Lev1athan 
[17]).
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Appendix A. Proof of Lemma 1

Lemma 1. Given a semi-directed network N on X , a non-trivial partition A|B of X and any a1 ∈ A, b1 ∈ B, the following are 
equivalent:

(i) A|B is a split in N ;
(ii) a1a2|b1b2 is a quarnet-split of N for all a2 ∈ A \ {a1}, b2 ∈ B \ {b1}.

Proof. As discussed in Section 3, the proof of this lemma is along the lines of the proof of a slightly weaker result by 
Huber et al. [27]. In particular, they show that A|B is a split in N if and only if a1a2|b1b2 is a quarnet-split of N for all 
a1,a2 ∈ A and b1,b2 ∈ B . The first direction of our lemma follows directly from that result. As in [27], we prove the reverse 
direction by induction on the number of non-trivial splits in N .

For the base case, assume that N is simple and let A|B be any non-trivial partition of X . The proof by Huber et al. [27] 
shows that in that case there exist ã1 ∈ A and b̃1 ∈ B such that ã1ã2|b̃1b̃2 is not a quarnet-split for any ã2 ∈ A \ {ã1} and 
b̃2 ∈ B \ {b̃1}. Our base case follows directly from this statement.

It remains to do the induction step. First, let A|B be any non-trivial partition of X , fix some a1 ∈ A,b1 ∈ B and assume 
that a1a2|b1b2 is a quarnet-split for all a2 ∈ A \ {a1} and b2 ∈ B \ {b2} [Assumption 1]. Furthermore, suppose that N is not 
simple and that there exists a non-trivial split C |D . Towards a contradiction, assume that A �⊆ C , A �⊆ D , B �⊆ C , and B �⊆ D . 
Without loss of generality, suppose that a1 ∈ C and b1 ∈ D . (The other cases are analogous.) Since A �⊆ C , there exists an 
ã / ∈ C , so ã ∈ D . Similarly, since B �⊆ D , there exists a b̃ / ∈ D such that b̃ ∈ C . Note that we must have that ã �= a1 and b̃ �= b1. 
Thus, we have that a1, b̃ ∈ C and b1, ã ∈ D . Since C |D is a split in N , the forward direction of the lemma says that then 
a1b̃|ãb1 is a quarnet-split of N . This means that a1ã|b1b̃ is not a quarnet-split of N : a contradiction with Assumption 1. All 
in all, we must have that A ⊆ C , A ⊆ D , B ⊆ C , or B ⊆ D .
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Without loss of generality, assume that B ⊆ D , and consequently C ⊆ A. Let uv be the cut-edge in N inducing the 
split C |D . Then, its removal from N creates two connected components: NC containing u and all leaves from C , and ND

containing v and all leaves from D . We now construct a new network N ′ from N by identifying all vertices of N that are 
in NC as a single leaf c∗ . Then, N ′ has one non-trivial split less than N . Furthermore, if we let A′ = (A \ C) ∪ {c∗} and 
B ′ = B , then A′|B ′ is a partition of the leaves of N ′ . Distinguishing between two cases, we now show that A′ |B ′ is a split 
in N ′ . By the construction of N ′ , this means that A|B is a split in N , proving the reverse direction.

Case 1: a1 ∈ C . Let ã2 ∈ A′ \ {c∗} and b̃2 ∈ B ′ \ {b1} be arbitrary. Then, ã2 ∈ (A \ C) \ {a1} and b̃2 ∈ B \ {b1}. Furthermore, 
ã2 �= a1 by definition of A′ . Assumption 1 then ensures that a1ã2|b1b̃2 is a quarnet-split of N . Since a1 ∈ C , we then have 
c∗ã2|b1b̃2 as a quarnet-split of N ′ . Because ã2 ∈ A′ \ {c∗} and b̃2 ∈ B ′ \ {b1} were arbitrary, the induction hypothesis (and 
the fact that N ′ has a non-trivial split less than N ) shows that A′|B ′ is a split in N ′ .

Case 2: a1 / ∈ C . Let ã2 ∈ A′ \ {a1} and b̃2 ∈ B ′ \ {b1} be arbitrary. Clearly, b̃2 ∈ B \ {b1}. By Assumption 1, a1c|b1b̃2 is a 
quarnet-split of N for all c ∈ C ⊆ A \ {a1}. Consequently, if ã2 = c∗ , then a1ã2|b1b̃2 is a quarnet-split of N ′ . Otherwise, if 
ã2 ∈ (A \ C) \ {a1}, Assumption 1 implies that a1ã2|b1b̃2 is a quarnet-split of N and thus of N ′ . Because ã2 ∈ A′ \ {a1} and 
b̃2 ∈ B ′ \ {b1} were arbitrary, the induction hypothesis (and the fact that N ′ has a non-trivial split less than N ) shows that 
A′|B ′ is a split in N ′ . �
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