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Abstract

A linter is a type of static analysis tool that warns software developers about pos-
sible errors in code or violations to coding standards. By using such a tool, errors can
be surfaced early in the development process when they are cheaper to fix, and code
can be kept more readable and maintainable. For such a tool to be successful, it is
important for its creators to understand the needs and challenges of developers when
using a linter. Furthermore, it needs to be made clear to developers why using such a
tool can be beneficial, along with how linters can be configured to identify appropriate
and relevant issues for their projects.

In this thesis, we examine developers’ perceptions of linters to increase our knowl-
edge on these tools for JavaScript, the most widely used programming language in the
world today. More specifically, we study why and how developers use ESLint, the
most popular JavaScript linter, along with the challenges that they face while using the
tool. We collect data with three different methods where we first interview 15 experts
on using linters, then analyze over 9,500 ESLint configuration files and finally survey
more than 300 developers from the JavaScript community. The combined results from
these analyses provide developers, tool makers and researchers with valuable knowl-
edge and advice on using and developing a linter for JavaScript.
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Chapter 1

Introduction

An important part of software development is to maintain code by keeping it readable
and defect free. A well known method to do so is using automatic static analysis tools
(ASATs) which automatically examine code to look for defects or any issues related to
best practices or code style. These tools aid in finding issues and refactoring opportunities
early in the software development process, when they require less effort and are cheaper to
fix [73, 105]. Due to their many benefits, ASATs have become commonly used in software
development [69].

There is an abundance of available ASATs, both academic tools and tools used in in-
dustry. These tools vary in functionality, use diverse approaches for static analysis and
can work for different languages [139]. Some tools focus on coding styles, code smells or
general maintainability issues, while some others try to identify faults in code, sometimes
examining specific types of defects such as related to security or concurrency [169, 74].
One type of ASATs are linters, which often use a relatively simple analysis method to catch
non-complex errors and violations to coding standards.

In recent years, linters have become commonly used tools for dynamic languages such
as JavaScript [69]. JavaScript has become a very popular programming language in the last
years and in fact has been the most commonly used language on GitHub since 2013 [91]. It
is known as the language of the web and has recently also become popular for server side
development, serving as a general-purpose language. A notable characteristic of JavaScript
is its dynamic nature. For example, it allows for generating new code during runtime exe-
cution and for dynamic typing where variables do not need to be declared before they are
used. Partly due to its dynamic features, JavaScript is considered to be an error-prone lan-
guage [129]. For example, it can be easy to introduce unexpected program behavior with
simple syntactic or spelling mistakes, which can go unnoticed for a long time [128, 133].
A linter can therefore be especially useful for JavaScript to detect these types of mistakes.
Additionally, as JavaScript has become an extremely widespread language, it becomes even
more important to have tool support that aids developers in keeping JavaScript code main-
tainable, secure and correct.

Several studies have focused on static analysis for JavaScript since ASATs have different
kinds of requirements for dynamic languages than for static languages [126, 111, 86]. Other
research has been conducted on general ASATs, including how developers use these tools
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1. INTRODUCTION

and perceive them [64, 108, 74, 69]. Using ASATs does not come without its challenges.
For example, they are known to produce a high number of warnings which includes many
false positives [108, 71]. Some of these warnings are often not relevant for all projects and
can therefore be perceived as false positives when tools are not configured appropriately [67,
105, 74]. In the past, researchers and industrial developers have had different assumptions
and requirements when it comes to the usage of ASATs [71]. As has been attempted in
previous research [74, 108], it is important to study developers’ perceptions of these tools
to narrow the gap between academic research and industrial use, in order to make future
research more relevant and meaningful. Furthermore, with additional knowledge of how
developers use and perceive these tools, ASAT creators can acquire the appropriate context
and requirements for future development and improvement. For a widely used language
such as JavaScript, this becomes especially important for a tool to gain popularity in such a
large community.

Until now, no studies have concentrated on how developers perceive ASATs specifically
for a dynamic language such as JavaScript. As it is very different from other commonly
studied programming languages, such as Java, we expect different motivation and behavior
from developers. In this study, we aimed at understanding why and how developers use
linters in real world JavaScript applications. We specifically investigate the features and
functionalities that developers find important and the challenges that they face when using
linters. Furthermore, linters need to be incorporated to the development process and config-
ured appropriately for a project. This can be done in different ways and can be a demanding
process when there are many rules to choose from. We investigate what methods developers
use to configure linters and how they maintain those configurations. For this purpose we
examine the usage of ESLint [11], the most commonly used linter for JavaScript1. As ES-
Lint offers the greatest amount of functionality and flexibility out of all well known linters,
it was chosen for this study to avoid excluding or focusing on any specific type of linting
such as only analyzing styling issues or possible defects.

For this study we use a mixed methods research approach which involves collecting a
combination of qualitative and quantitative data [78]. First we apply a qualitative method,
inspired by Grounded Theory [93], to conduct and analyze interviews with 15 developers
from reputable open source software (OSS) projects. These developers were identified to
be actively involved with enabling and configuring ESLint in the corresponding projects.
Next we perform a quantitative analysis on the usage and configurations of ESLint in 9,548
JavaScript projects on GitHub. Finally, to challenge and generalize the previous two anal-
yses, we survey 337 developers from the JavaScript community. We ask them about their
experiences and perceptions with using linters, employing the previously acquired knowl-
edge as input to the questionnaire.

The main contributions of this thesis are the following.

• A qualitative study on the perceptions of ESLint by interviewing 15 developers that
have actively used and configured the tool in reputable OSS projects (Chapter 4).
This chapter was conditionally accepted as a paper for the proceedings of the 32nd
IEEE/ACM International Conference on Automated Software Engineering (ASE 2017).

1According to the number of npm downloads [162].
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• An extensive quantitative analysis of linter configurations in over 9,500 JavaScript
projects (Chapter 5).

• A study on the experiences and perceptions of linters, and the importance of various
ESLint warnings, by surveying over 300 JavaScript developers (Chapter 6).

The structure of the thesis is as follows: We start by reviewing background information
in Chapter 2 and related work in Chapter 3, in order to provide an appropriate context
for the remaining text. Following is the main body of the thesis which consists of three
chapters. Each chapter contains its research questions, methodology and results, and finally
a discussion on the analysis along with a short conclusion. We finally conclude the thesis in
Chapter 7 where we revisit all research questions, discuss the implications for the complete
study and end with a final conclusion.
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Chapter 2

Background

In this chapter we provide information on the languages and tools that concern this study,
namely JavaScript, ESLint and other available JavaScript linters.

2.1 JavaScript

In the following we examine the history of JavaScript, the nature and environment of the
language along with its key features.

2.1.1 History of JavaScript

JavaScript was created in 1995 by Brendan Eich with a goal to add scripts into static HTML
documents for web pages [95]. The language was developed for the first popular browser,
Netscape, originally under the names Mocha and LiveScript [144]. At that time, the future
of web pages was visioned to be in the hands of Java applets, so in order to make this new
scripting language more appealing to the public, it was partly named after Java and made
to have similar syntax [95, 144]. Intentionally, the language itself was constructed to be not
too similar to Java, as JavaScript was supposed to be a lightweight complimentary “silly
little brother language” to Java [144, 121]. The reference to Java in the name JavaScript
has created many misconceptions that these two languages are related, where in fact they
are very different [95].

The official name of the language is actually ECMAScript, where JavaScript is techni-
cally only a specific implementation from Netscape and the Mozilla foundation [88]. Other
implementations of JavaScript include JScript from Microsoft but these different names
were derived as it was not possible to get a license from Sun (now Oracle) for the lan-
guage, who had a trademark on the term JavaScript [136, 121]. The language is in general
however commonly known as JavaScript (and will be used in the remaining text), whereas
the name ECMAScript is more commonly used when referring to the official specifications
and versions of JavaScript. These different names have indeed caused some confusion and
discontent, where Eich described the name ECMAScript as something that “sounds a little
like a skin disease” and that “nobody really wants it” [121]. Since 1996, the language has
been standardized by the organization Ecma International [136]. The specification is called
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2. BACKGROUND

ECMA-262 and is managed by a technical committee of Ecma, consisting of members from
notable companies such as Microsoft, Mozilla and Google. The first ECMAScript version,
ECMAScript 1 [101], was released in June 1997, later followed by additional seven ver-
sions. The latest versions are the sixth [103] and seventh [104], released in 2015 and 2016,
respectively, going by the names ES6 (or ES2015) and ES7 (or 2016).

At the time when JavaScript was first created, the pace of innovation for the web was
extremely fast. Eich was therefore required to develop a prototype for the language in a
very short time, and succeeded to do so in only 10 days [144]. The goal of the language of
that time was to be a simple lightweight scripting language and was originally intended for
less experienced developers, such as designers, to use to add small features to web pages
[136, 121]. The early edition of JavaScript was immediately included in Netscape Navi-
gator 2 in a very rough version with some debatable design choices, but it quickly became
popular as the language of the web [79, 144]. In the following years, more browsers be-
came popular with their development occurring faster than any web standards could follow
[95]. Even with standards being up-to-date, different browsers implement them in different
ways. It therefore became difficult for developers to create a consistent experience for web
page users across different browsers and operating systems due to these compatibility issues.
Most notably, browsers implemented the Document Object Model (DOM) in different ways,
e.g., with Internet Explorer often lacking many elements defined in W3C DOM standards.
While the different JavaScript implementations also caused some problems, it was much
less problematic than the differences in DOM implementations [136, 148] 1. All these pre-
viously mentioned facts played their part in creating a bad reputation for JavaScript, making
it one of the most controversial programming languages. However, since its first edition,
the language has grown and improved through its many versions and also with the help of
external libraries [121, 144]. Today it is one of the most popular programming languages
that exist. It has been the most commonly used language on GitHub since 2013 [91, 45] and
for five years in a row the most commonly used language by developers participating in the
annual Stack Overflow survey [130].

2.1.2 JavaScript’s Ecosystem

JavaScript has most commonly been used for the browser as a client-side language [88].
While the original goal of the web was to read and write information, it has become much
more functional and interactive with the presence of JavaScript [70, 136]. Scripts are em-
bedded to HTML pages where they manipulate the document content through the DOM
[88]. Cascading Style Sheets (CSS) are then commonly used to modify the presentation of
the web page’s content. Ajax technologies, short for asynchronous JavaScript and XML, are
used to load new content dynamically without reloading a web page. It uses scripted HTTP
to exchange data with a web server to facilitate interactive behavior. Furthermore, there are
many libraries that make client-side JavaScript development an easier activity, such as the
popular jQuery library [35] to help with DOM manipulation. More recent popular libraries

1Today, the lack of browser support for new JavaScript features can be remedied with JavaScript compilers
such as Babel [2] which translates newer JavaScript into older JavaScript that the browser supports.
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2.1. JavaScript

and frameworks include AngularJS [1], Ember.js [10] and React [49], intended to simplify
the creation of web applications.

As JavaScript is a general-purpose language, it can also be used outside the browser,
e.g., for server side development. This has become more common with the introduction of
the run-time environment Node.js [43], which facilitates writing server-side code and shell
scripts [149]. JavaScript can be used in other environments as well, e.g., to create mobile ap-
plications with Facebook’s recent framework React Native [51] or desktop applications with
Electron [9]. As the JavaScript community grows, more tools and libraries start emerging,
such as build tools and testing frameworks. The package manager npm [44] then emerged
with Node.js which allows developers to easily distribute and install JavaScript modules.

Finally, JavaScript started out as an interpreted language with the first JavaScript engine,
SpiderMonkey [52]. JavaScript was previously known to be a relatively slow language but
there have been major improvements in speed in recent years [136]. Faster just-in-time
JavaScript engines have emerged, such as Firefox’s TraceMonkey [56] and Google’s V8
[60], replacing older and slower JavaScript interpreters.

2.1.3 JavaScript’s Nature and Language Features

As touched upon before, although JavaScript is partly named after Java, the two program-
ming languages are not so similar. However, certain elements in JavaScript were indeed
inspired by Java such as the language syntax and the separation of values into primitives
and objects [136]. JavaScript was influenced by several other languages as well in its cre-
ation. Some functional properties of the language were borrowed from Scheme, including
the presence of first-class functions and closures. The implementation of object orientation
with prototype-based inheritance was inspired by Self while JavaScript’s functions were in-
fluenced by AWK. Finally, Perl and Python influenced the handling of strings, arrays and
regular expressions. With all these different influences and features, JavaScript becomes a
versatile and a powerful language [79].

Perhaps the most distinctive and notorious aspect of the JavaScript language is its dy-
namic nature. The language allows for generation of new code during runtime execution,
such as with the infamous eval function. This function takes a string as an argument which
can represent any kind of expression or statement (or multiple) to be executed, and is used
frequently in JavaScript programs [138]. Another dynamic feature is the fact that many
things can be changed [136]. Objects’ properties can be dynamically added and removed at
any time, opposed to only being set at object creation. Furthermore, these properties along
with variables in general, can have different types during a program’s lifetime. This is com-
monly referred to as dynamic typing where the types of variables are unknown at compile
time, opposed to static typing. This aspect of JavaScript is considered to be flexible and
convenient by many developers, where it is possible to write concise code in shorter time
without having to worry about any type information [148, 79, 133]. Dynamic typing is how-
ever known to relate to many subtle errors that can occur around inconsistent use of types
[133]. Moreover, JavaScript performs silent type coercion which can result in unexpected
behavior that can be difficult to identify [148, 133]. Another example is when a variable
name is mistyped where no error is thrown but a new global variable is created instead

7



2. BACKGROUND

[128]. Several prominent companies have spent effort on these issues and have published
static type systems for JavaScript which include Google’s Closure [6] and Facebook’s Flow
[30]. Perhaps the most notable type checker for JavaScript is Microsoft’s TypeScript [59],
a superset of JavaScript which allows for optional static typing.

Since version ES6 from 2009, it is possible to use JavaScript in strict mode which is a
restricted and slightly different version of the language [102, 136]. When enabled, errors are
thrown for various items that normally only cause silent errors. In strict mode, all variables
need to be declared, all function parameter names need to be unique and the functionality
of eval is restricted. These and other limitations are intended to prevent common errors in
JavaScript.

2.2 JavaScript Linters

Static analysis tools are used to automatically examine code and look for defects or any
issues related to best practices or code style, without executing any code. One of the first
widely used ASATs was a linting program for C in 1977 [109]. More recent and well
known ASATs include FindBugs [29], Checkstyle [5] and PMD [46]. While FindBugs is
focused on discovering code defects and Checkstyle targets coding styles, PMD detects
both defects and violations of coding standards. Static analysis tools for JavaScript are
commonly referred to as linters where they also have similar roles as described above. As
JavaScript programs can be large and complex [135, 138], and where JavaScript code can
be error-prone and difficult to keep maintainable [128, 129, 86], linters can be a very useful
addition to the development process. In the following we discuss the available linters for
JavaScript and more thoroughly examine ESLint, the most popular JavaScript linting tool.

2.2.1 Available Linters

JSLint [38] was the first available linter for JavaScript, created by Douglas Crockford in
2002 [79]. The tool analyzes source code to detect potential errors and style violations
according to Crockford’s opinions on how JavaScript should be written, and with that elim-
inating the “bad parts” of the language. JSLint is an open source software on GitHub [40]
but is solely maintained by Crockford. As JSLint was not considered to be configurable
enough (and to be overly opinionated) [120], JSHint [37] was created in 2010 as a fork
of JSLint to be a community driven and a more flexible linter for JavaScript. JSHint also
includes a richer set of rules than JSLint but is now migrating to focus mostly on code
correctness rather than code style. Other linters have followed such as JSCS [36] and ES-
Lint [11], both created in 2013. JSCS is mainly focused on code style while ESLint has a
larger variety of rules, covering both code styles and possible defects. However since April
2016, the maintainers of JSCS have joined forced with ESLint and thus not supporting JSCS
anymore. Another recent linter from 2015 is Standard JS [53] that, unlike the previous lin-
ters, is not configurable. It is built upon ESLint but has a fixed configurations for the rules
that ESLint provides.

All these linters are open source and available via npm. Figure 2.1 shows the popularity
of these linters according to the number of npm downloads since the start of 2015. ESLint
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is by far the most popular linter where the total number of npm downloads is over 72M, and
JSHint the second most popular with approximately 56.5M downloads. Of all these linters,
ESLint also has the most active community around it where it has the most contributors on
GitHub [25], highest number of commits and frequent releases. As ESLint is a commonly
used tool within the JavaScript community and offers various functionality, it was chosen
to be the tool of this study. That way we do not focus on any specific type of analysis and
obtain the most generalizable results.

Figure 2.1: Number of npm downloads for ESLint, JSHint, JSLint, JSCS and Standard from
January 2015 - May 2017 [162]

Another recent tool from early 2017 is gaining popularity which is called Prettier [48].
This tool is not a linter but an “opinionated code formatter”, where it solely enforces style
based rules and automatically formats code to adhere to them. Their goal is for develop-
ment teams to completely stop spending time on discussing code style and to have as much
automated as possible. Similar to Standard but less popular is the linter XO [61]. It is also
built upon ESLint with default configurations, but with an option of being customizable,
with an intention of being very easy and fast to use. Furthermore, for TypeScript there is
TSLint [57], a configurable linter that analyses code for style and possible errors. Finally,
EditorConfig [8], although not a linter, can be used for various programming languages,
such as JavaScript, and for different editors to maintain a consistent code style.

2.2.2 ESLint

ESLint was created by Nicholas C. Zakas in June 2013 [82]. It is an open source software
system available via GitHub [25] with a vibrant community of over 500 contributors and
over 5,000 commits. The tool is written with Node.js and is available via npm [26], with
4-7 million monthly downloads in 2017 [162]. It was originally designed to be an extremely
flexible linter, where it is both easily customizable and pluggable. More specifically, one
can configure the base rules in multiple ways or create custom rules in the same manner as
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the base rules are written. The tool is used for both error and style checking where some
warnings can be automatically fixed by the tool. ESLint uses Espree [27] to parse code
into an Abstract Syntax Tree (AST) which is then traversed with Estraverse [28] to execute
the rules [83]. By first creating an AST, ESLint is slower in execution than JSHint which
evaluates the code while it is being parsed [25]. More details on the implementation of
ESLint are not relevant for this study, but rather how the tool can be used by developers.
The following sections describe the basic rule set that ESLint provides along with how it is
possible to configure the tool.

2.2.2.1 Types of Rules

ESLint comes with a set of 236 base rules2, grouped in the following categories: Possible
Errors, Best Practices, Strict Mode, Variables, Node.js & CommonJS, Stylistic Issues and
ECMAScript 6 [85] (categories are listed in the order as they are mentioned in the ESLint
documentation). Table 2.1 further describes each of these categories. In order to get a better
feeling of what these categories and rules are about, we describe some example rules for
each of the seven categories. There are two example rules per category in the following,
with a description according to their documentation [85] and other resources.

Possible Errors

• no-console: Disallows usage of logging to the console, such as the statement
console.log("text");. Logging statements are mostly used for debugging pur-
poses which should not be present in production code. These statements are also
known to causer errors in some old browsers and should thus be removed.

• no-cond-assign: Disallows assignment operators in conditional statements such as
if, for and while statements. This is done as it can be easy to unintentionally type
an assignment operator (=) instead of a comparison operator (==), in which case most
likely results in unexpected behavior of an application.

Best Practices

• no-eval: Disallow usage of eval(). The notorious “evil eval” statement is one
of the methods that JavaScript provides to execute code at runtime and is known to
be one of the most misused features of the language [79]. Using eval is considered
bad practice as it can slow down the performance of an application, compromise its
security and does not welcome any static analysis [137].

• eqeqeq: Require use of type safe equality operator (===) over the regular equality
operator (==). The regular equality operator uses type coercion in the comparison
which can produce some unexpected results when comparing two items with different
types, and is therefore considered as a bad practice [88, 79].

2As of release v3.13.0 in January 2017. Rules added in more recent releases are not considered in this
study.

10



2.2. JavaScript Linters

Strict Mode

• strict: Require or disallow strict mode directives, and is the only rule in this cate-
gory. Writing the statement "use strict"; at the start of a file or a script activates
the strict mode of JavaScript which disallows the use of certain features and throws
errors for certain elements that otherwise result in silent errors, such as using unde-
clared variables [102].

Variables

• no-undef: Disallow undeclared variables. This rules prevents possible errors that
can result from mistyping a variable name in which case a new global variable is
created instead.

• no-unused-vars: Disallows unused variables. Unused variables can take up unnec-
essary space in the code if left behind and can lead to confusion, and should thus be
eliminated. Moreover, they can also be a source of errors in the case where a variable
name is misspelled.

Node.js & CommonJS

• no-path-concat: Disallow string concatenation using global Node.js variables. In
Node.js, the path to the directory and file paths of the currently executing script are
kept in the global variables __dirname and __filename. These are commonly used
with string concatenation to reference other directories. This is a bad method to do
so as different operating systems interpret the paths differently and can thus create
invalid paths. Node.js offers a specific module to perform this task instead of using
string concatenation.

• global-require: Enforce dependency declarations on the top-level module scope.
Module dependencies in Node.js are included with a require() function which can
be placed anywhere in the code. Placing these calls at the top-level of a module makes
it easier to identify all dependencies, and can also prevent possible synchronization
problems when including modules.

Stylistic Issues

• indent: Enforce consistent indentation. Indentation has long been a debate between
developers, whether one should use tabs or spaces, and even then how many spaces
[167]. Having inconsistent indentation can make code more difficult to read and
should thus be enforced.

• comma-dangle: Require or disallow trailing commas in object literals. A trailing
comma can be placed after the last property-value pair in an object literal, even though
it is not followed by any additional properties. This can cause an error in some ver-
sions of Internet Explorer and should thus maybe be disallowed. However, having a
trailing comma can make code changes simpler and easier to review, as fewer lines
need to be modified when changes are done to an object.
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ECMAScript 6

• no-const-assign: Disallow modification of const variables. Along with ES6 came
the let and const statements to declare a variable, additionally to the previous var
statement. The const statement is intended for single-assignment variables and,
while it is not immutable, an error will be thrown if the variable is reassigned. How-
ever, in non ES6 environment this can be ignored and no error will be raised.

• no-dupe-class-members: Disallow duplicate names in class members. ES6 intro-
duced a new syntax to define objects which is more similar to classes in Java. When
two or more methods in an object have the same name, the last method declaration
will overwrite the others, possibly causing unexpected behavior in an application.

Category Description Available rules
Possible Errors Possible syntax or logic errors in JavaScript code 31
Best Practices Better ways of doing things to avoid various problems 69
Strict Mode Strict mode directives 1
Variables Rules that relate to variable declarations 12
Node.js and CommonJS For code running in Node.js, or in browsers with CommonJS 10
Stylistic Issues Stylistic guidelines where rules can be subjective 81
ECMAScript 6 Rules for new features of ES6 32
Total 236

Table 2.1: ESLint rule categories with ordering and descriptions from the ESLint documen-
tation [85]

2.2.2.2 Configurations

Unlike most other general ASATs, ESLint does not come with any default configurations. It
is instead extremely customizable, where users can not only configure each rule they want
to include, but also which environment the code is run in and which parser is used [84].
By choosing an environment, such as node or meteor, predefined global variables (specific
to each environment) are defined. It is also possible for different language options to be
supported for the parser, such as to support JSX or different versions of ECMAScript. It is
even possible to define another parser than the default Espree, such as the Babel parser [3]
to include experimental JavaScript features that are not supported by ESLint.

These configurations, and others, are specified within an ESLint configuration file. This
file should be named .eslintrc with one of the following file endings: .js, .yaml,
.yml and .json (with this order of priority when the tool automatically looks for the file).
In previous versions, the configuration file did not have any file ending which is still allowed
today but is a deprecated format. Alternatively, it is possible to define the configurations in
the package.json file within an eslintConfig property. If the configuration file is placed
in the root directory of the project it is applied to all project files. It is also possible to place
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{
"env": {

"es6": true ,
"node": true

},
"ecmaFeatures": {

"jsx": true
},
"extends": "eslint:recommended",
"plugins": [

"react"
],
"rules": {

"no-console": 1,
"indent": [

2,
"tab"

]
}

}

Listing 2.1: Example configuration file for ESLint

the file in a subdirectory, which is then used in combination with a configuration file in a
parent directory, but with the subdirectory having a priority over the other. With that feature
it is possible to have different configurations for different parts of a project. Additionally,
one can define a file with the name .eslintignore which specifies directories or types of
files for the linter to ignore. If these naming conventions are used, the linter automatically
finds these files and applies them when running the linter. It is however also possible to have
custom file names by passing the paths of the files to the linter with command line options
when running the tool. An example configuration file is shown in Listing 2.1, containing
various types of configurations that are mentioned in this chapter.

There are several different ways to configure rules for ESLint. The main methods are
the following:

1. Specify individual rules in configuration file

2. Specify individual rules with comments in a file containing code

3. Use a preset

4. Use a plugin

When specifying an individual rule, it is possible to disable a rule (with the settings
off or 0) or to enable it, either as a warning (warn or 1) or an error (error or 2). The
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/* eslint indent: ["error", 2], curly: "warn" */

(a) Enabling specific rules

/* eslint -disable indent , curly */

(b) Disabling specific rules

/* eslint -disable */

(c) Disabling all rules

Listing 2.2: Enabling and disabling rules with comments

rule is turned off when applying off and will have no effect whatsoever. When a rule is
set to warn, each instance of the rule being broken will appear in the output when running
the linter. Lastly, error will have the same effect as warn except it gives an exit code of 1,
meaning it can break the build when ESLint is a part of the build process. Additionally, some
rules have more detailed options that further specify how the rule is applied. As an example,
as illustrated in Listing 2.1, the rule indent can have the setting tab to enforce the usage of
tabs for indentation, or the setting 2 to enforce using two spaces. Even further customization
is possible with this rule by enforcing explicit indentation settings for different statements
and expressions, such as switch statements or variable declarations. The severity described
before should always be the first option in a rule’s setting which can then be followed with
these additional settings.

Just as the rules can be configured in a configuration file that can cover all subdirectories,
they can be configured locally to apply only for one file or a specific piece of code. Rules
can be enabled with a comment as demonstrated in Listing 2.2. In the same manner, it is
possible to disable a specific rule for a file or a piece of code, or even disable all rules as
further shown in Listing 2.2

Another way to specify the rules that are enabled is by using a preset. A preset is a
sharable configuration package that is made publicly available via npm, with a name in the
style of eslint-config-<name>. Which particular preset is used, or even multiple presets,
can be specified with the extends property in the configuration file. A well known preset
is eslint-config-airbnb [13] which has, together with eslint-config-airbnb-base
[12], almost 25 million npm downloads since their release in July 2015 [161]. Other linters
that were previously discussed, Standard, XO and Prettier, also offer a preset with their
default rules to be used with ESLint. With this extends option, it is also possible to enable
the set of recommended rules from ESLint, eslint:recommended. When using a preset,
one can override any rule setting, e.g., by disabling some rules that are included in the preset
or by enabling some rules that are not included.

Yet another way of including rules in a project is to specify a plugin. While presets
are configurations for rules that ESLint provides, a plugin is a set of custom rules that are
made publicly available via npm, with the name format eslint-plugin-<plugin-name>.
One or more plugins can be specified within a plugins attribute in a configuration file, or
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with command line options. To then include all the rules in the plugin, it should be specified
along with other presets in the extends property, written as such: plugin:<plugin-name>.
If one wants to use only specific rules from the plugin, they should be specified along with
other rules in the rules attribute, referenced with: <plugin-name>/<rule-name>.

Lastly, it is possible to run an initialization wizard when setting up ESLint, where the
tool analyzes the project’s source code and asks a few questions. Based on the results, a
configuration file is created with a suitable configuration.
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Chapter 3

Related Work

Static analysis has been a popular research topic where many tools have been created, both
for academic and industrial use. These tools can be convenient as they are used without
executing the software which they are applied on. A common research topic is the con-
struction of such tools, such as for security vulnerability or fault detection [125, 75] and the
various methods to do so, such as data flow, information flow, path or pointer analysis [169].
Other research topics explore the usage of these tools, which we are more interested in for
this particular study. These topics include developers’ perceptions of ASATs [74, 108], the
value of using these tools in real world applications [164, 169] and the challenge of false
positives [71, 100]. In the following we briefly explore these latter topics and finally discuss
static analysis in the world of JavaScript.

3.1 Perceptions of Static Analysis Tools

Johnson et al. [108] researched the usage of ASATs, in particular why some developers do
not use these tools to find bugs despite of their proven benefits. They conducted a study
where they interactively interviewed 20 participants while applying FindBugs on software.
They found that the main reasons why the participants chose to use static analysis tools
was to avoid the time consuming manual labor to find bugs, to support team development
efforts and to enforce coding standards. Reasons to not use these tools include poorly
presented output where there are too many false positives or too many warnings reported in
general, in addition to tools not being integrated conveniently in the workflow. Moreover,
most participants claimed that it is important for these tools to be easily customizable and
that warnings should be explained properly including how they can be fixed. Our work is
inspired by this study where we also research why static analysis tools are used and how
they can be improved, but focusing solely on JavaScript.

A similar study was conducted by Christakis and Bird [74] who also investigate how de-
velopers perceive ASATs, specifically which barriers they face in the adoption of these tools
and how these tools should be created so that developers will take advantage of them. For
this purpose they surveyed a random sample of 375 Microsoft developers. What was con-
sidered to be the largest obstacle in using these tools was the fact that some unwanted rules
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are turned on by default in the tools’ configurations. Proposed solutions to this problem are
to have a subset of rules enabled instead of all rules being enabled by default, or to make
the configuration process easy for developers. This idea is similar to what ESLint does;
there are no default configurations but one can easily enable a preset with a selected subset
of rules that the creators of ESLint think are the most important (eslint:recommended).
Other frequently experienced challenges were bad warning messages, too many false pos-
itives and for the analysis to be too slow. For the functionality that these developers want
ASATs to detect, security issues, best practices and concurrency issues were the most com-
monly requested ones. Issues relating to style were among the least requested features for
such a tool to have. However, the majority of the developers reported that the issues they
encounter that can be caught by ASATs are most commonly best practices violations and
style inconsistencies, opposed to more complex issues such as regarding reliability or con-
currency. The expectations of these developers therefore seem to match with a tool like
ESLint.

3.2 Configurations of Static Analysis Tools

Ayewah et al. [64, 65] studied the usage of FindBugs where they saw that users are generally
interested in fixing warnings from the tool, especially the high priority ones, but which
types of warnings depends on the user’s context. It is therefore deemed valuable to have
configuration options for these different groups of users. Similarly, Jaspan et al. [105]
recognized the importance of customizing and prioritizing rules to make developers more
willing to use an ASAT as it reduces the number of perceived false positives for a project.

Regarding how developers configure these tools, Beller et al. [69] performed a large-
scale study on the prevalence of ASAT usage along with how they are configured. They ex-
amined ASATs for four languages, Java, JavaScript, Python and Ruby, where for JavaScript
they observed JSHint, ESLint, JSCS and JSL [34]. They found that these tools are com-
monly used in OSS software (over half of all analyzed projects) and in particular for JavaScript
projects where JSHint was by far the most widely used linter1. The configurations for these
projects are most often changed from the default settings, but typically only one rule is
added, removed or modified. Furthermore, after a configuration file has been created, they
are rarely modified. For the types of rules that are configured, those that are related to main-
tainability were both more commonly enabled and disabled than those that have to do with
functional defects. They predict that fewer bug-finding rules are enabled as tools are known
to perform poorly in finding defects.

Zampetti et al. [168] further analyzed the usage of ASATs in continuous integration
(CI) pipelines in popular OSS projects. For the 20 analyzed projects, Checkstyle was the
most commonly used ASAT (13), followed by FindBugs (11), where 11 projects used only
one tool while the rest employed multiple tools. Most of these ASATs were configured to
break the build in the CI pipeline, especially in the case of Checkstyle (only one project
solely raised warnings). Most projects (17) manually configured the rules that were acti-
vated in these projects for at least one tool that was used, where Checkstyle was configured

1At the time of analysis in early 2015.
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in every single case. While FindBugs was typically configured to include all available rules,
the percentage of used rules for Checkstyle always remained below 40%. The most com-
monly enabled Checkstyle rules were regarding indentation (Whitespace), unused imports
(Imports), possible defects (Coding) and code blocks (Block checks). The configurations of
the ASATs were not changed often over the projects’ lifetime, in all cases except one less
than 10 times. The percentage of builds that were broken because of the ASATs was often
0% and typically below 10%, as developers are likely to be careful to not break the build by
first running the tools locally or by being careful in writing the code. For warned builds, the
percentage was above 10% in each case and sometimes up to almost 100%, showing that
warnings often remain unfixed in the code. Maintainability issues more commonly caused
builds to fail rather than possible defects in code. When builds fail due to ASAT errors, they
are typically fixed quickly or within 8 hours, by fixing the issue in the source code. Zampetti
et al. recommend developers to configure ASATs to their needs to benefit the most from
using these tools, e.g., to avoid unnecessary build failures.

3.3 Effectiveness of Static Analysis Tools

Several studies have focused on the effectiveness of ASATs to find bugs in software systems.
In a case study, Wagner et al. [163] found that ASATs report on different warnings than
those that are found by testing a software, indicating that it is beneficial to use these two
methods in combination. Furthermore, ASATs find a subset of the issues that are found via
code review, thus if used beforehand, they can some of the time that goes into performing
the manual task. Zheng et al. [169] also found that ASATs are complementary to other
fault-detection techniques but with a limited usability where testing was found to be more
effective.

Wedyan et al. [164] further examined how effective ASATs are in detecting faults and
refactoring opportunities. Studying two software systems, three known ASATs were only
able to detect 3% of the defects that were actually found in the projects’ lifetime. These tools
were however much more successful in identifying the refactorings that were performed in
the project, or around 70%. Similarly, Couto et al. [77] also found that FindBugs was not
able to identify most of the errors that had been fixed in some studied software systems.
However they found some level of correlation between the number of reported warnings
and the number of actual field bugs. So despite the fact that ASATs may not be good at
finding actual field defects, they can serve as good indicators of the level of internal quality
in a software system.

3.4 False Positives in Static Analysis Tools

A common problem with static analysis tools is the high volume of false positives [164, 108,
71, 100]. For example, Wedyan et al. [164] found well known ASATs to produce a false
positive rate above 90% when applying them on several software systems. The presence
of false positives is indeed known to be one of the main barriers of ASAT adoption [108,
74, 139]. Developers will not tolerate a high false positive rate and quickly discard a tool
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if the rate is too high [74, 141]. More specifically, Christakis and Bird [74] found that
most developers do not tolerate a false positive rate of over 20%. They prefer for tools to
identify fewer defects, rather than catching more bugs and having a higher volume of false
positives. Furthermore, Wagner et al. [163] experienced that when ASATs report a high
number of false positives, it can take even more time to shift through them to find the true
defects, than the time that is saved on manual effort by using an ASAT in the first place.

The term false positive can be understood in two different ways, either a wrongly re-
ported warning or a true warning that is not considered by a developer to improve the soft-
ware under analysis [67]. Tool makers have thus experienced that the users decide for
themselves what a false positive is and thus how effective a tool is [141]. Additionally,
when tools identify more intricate issues, the risk increases of users not understanding the
issue and mistaking true positives for false positives [71]. In general when there are many
reported false positives, developers start trusting the tool less and less [71]. With less trust,
even more true positives are thought to be false positives by the developers. Couto et al. [77]
and Jaspan et al. [105] further experienced that developers categorize warnings that are not
of their interest as false positives. They stressed the importance of customizing tools and
prioritizing rules so that only high-priority and relevant warnings are reported. Without
doing so, tools can not become practically usable.

3.5 Static Analysis Tools Used in Industry

An abundance of ASATs have been developed with diverse features and implementations,
where software systems have different requirements for these tools. Many ASATs have been
used by major software companies such as Google, Facebook and Microsoft, both tools that
have been created internally and externally [74]. Bessay et al. [71], the creators of Coverity,
experienced first hand how difficult it can be to create an ASAT that fits for commercial
use of companies with large code bases. The technical requirements of such companies can
vary greatly, e.g., using miscellaneous build processes and developing environments that
can make running the tool different for each particular case. The size and nature of software
projects can also entail different requirements for ASATs, where Google resorted to creating
their own tool as no other available ASAT could handle the size of their codebase [141].

Google have indeed tried and reported from using several ASATs such as FindBugs and
Coverity [66]. Despite some success with adopting these tools, ultimately they were not
frequently used due to the presence of false positives, lack of scalability and inconvenient
workflow integration [141]. Eventually they instead created their own tool, Tricorder [141],
an ASAT with an ecosystem of developers creating and reviewing custom analyzers. They
only display high priority warnings from analyzers that have received good reviews from
other developers, in an attempt to make the developers more willing to use the tool by
eliminating false positives and low priority warnings.

EBay [105] reported on their substantial effort into choosing the most valuable and
appropriate tool set for their projects. They report on a method to evaluate these tools
where eventually the tool FindBugs was integrated to their development process. For their
software it was deemed important that the adopted tool should be extensible (to allow for
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project custom rules) and customizable. They report that customization and prioritization
are important steps in evaluating a tool as it can reduce the false positive rate for a project
and make developers more willing to use the tool.

3.6 Static and Dynamic Analysis for JavaScript

As JavaScript has become more popular it has also attracted more attention in the research
community. The need for more and better tooling for the language has been emphasized
along with the challenges that JavaScript introduces for proper static analysis. Several stud-
ies have therefore focused on techniques for, and the creation of, static analysis tools for
JavaScript [107, 146, 126].

As discussed in Chapter 2, JavaScript is a dynamic language, which e.g., involves dy-
namic typing, dynamic file loading, first-class functions and property access, and in general
code that can be generated during runtime. Richards et al. [138] analyzed the usage of dy-
namic features in JavaScript code in commonly used websites and found that some dynamic
features are indeed frequently used, such as adding and removing properties to objects after
their initialization and using the eval function for various unpredictable purposes. As such,
JavaScript has been described as harsh terrain for static analysis [138, 126, 106, 142]. The
usability of ASATs for JavaScript has thus also been criticized and said to be limited since
these tools can not account for runtime behavior [94]. For this problem, tools have been
created that employ dynamic analysis of program executions [142, 94, 86]. A recent exam-
ple is DLint [94] that, evaluated against JSHint, detected on average 49 new code quality
issues per studied system. Example issues they identified are object properties shadowing
prototype properties, passing too many arguments to a function, accessing the undefined
property, and silent coercion of arithmetic operations to NaN. Some issues were detected by
both DLint and JSHint but with different methods to do so, where DLint increased the total
warnings found by 10%, thus complementing JSHint.

In general, while there have been several proposed static analysis tools and techniques
for JavaScript in previous research, most suffer from being sound but impractical, or the
opposite, practical but unsound [119, 142]. Practical limitations include lack of scalability
and inabilities to analyze library usage. More tools have been developed for specific chal-
lenges of JavaScript, such as the prevalent use of external libraries [63, 126]. Some large
libraries, such as the Browser API and HTML DOM, are written in other languages and do
not provide a JavaScript implementation, thus making static analysis more difficult. Other
common libraries like jQuery are also known to make extensive use of many dynamic lan-
guage features, such as use of eval and computed property names, which also contributes to
the difficulty of static analysis for JavaScript code. Another related challenge is the dynamic
file loading of these libraries where the code is therefore not made available immediately
for analysis. For this problem, researchers have proposed staged analysis [76, 97] which
is applied in two stages, first for all statically available code and later for the remaining
dynamically loaded code. Interestingly, the false positives that have been identified with
static analysis of JavaScript code (by applying the tool SAFE [123]), mostly had to do with
API usage and asynchronous function calls, though also due to dynamic file loading and
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dynamic code generation [132].
Despite the challenges that it brings, automated static analysis can be especially bene-

ficial for languages that do not have strict typing [169]. Type analysis is considered to be
a crucial part to catch representation errors where, for example, numbers can be confused
with strings or functions confused with booleans [107, 133]. Additionally, simple mistakes
such as spelling mistakes can result in surprising consequences at run time, which is mostly
avoided in other languages with static typing [106]. Pradel et al. [133] created a tool, Type-
Devil, to counter against errors that have to do with inconsistent types in JavaScript, using
dynamic analysis where types of variables, properties and functions are observed at runtime.
Moreover, as typing systems have been developed such as TypeScript [72] , Gao et al. [89]
studied the effects of dynamic typing on errors in JavaScript applications and examined
whether typing systems could prevent them. They added type annotations to code that had
caused errors in software systems and examined whether using TypeScript or Flow on that
code would surface the previously encountered errors. They saw that applying these static
type systems would detect many errors (15% in this study) that otherwise can go unnoticed
into production code.

Lastly, code smells in JavaScript have recently been studied where Fard et al. [86] de-
veloped a tool, JSNose, to detect potential smells. Saboury et al. [140] later analyzed the
prevalence and impact of several code smells and surveyed developers on their perceptions
of those smells. The studied code smells were derived from literature and online style
guides, including recommendations from ESLint and from the Airbnb preset. They found
that JavaScript files that are affected with code smells tend to be more error-prone than
those without any smells. Moreover, Variable Re-assign and Assignment in Conditional
Statements were among the most dangerous smells. Additionally, when surveying a large
sample of JavaScript developers, Nested Callbacks, Variable Re-assign and Long Parame-
ter List were perceived to be the most hazardous smells affecting the maintainability and
reliability of JavaScript applications.
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Chapter 4

Developers’ Perceptions of Linters

This chapter was conditionally accepted as a paper in the proceedings of Automated Soft-
ware Engineering (ASE) in 2017 [159].

For this chapter, we aimed at understanding how and why developers use JavaScript linters
in real world applications. More specifically, we investigate the motivation behind using a
linter, namely ESLint, and what methods developers apply to configure the tool. To that
goal, we used a qualitative research method inspired by Grounded Theory [93, 62] to con-
duct and analyze interviews with 15 developers from reputable open source software (OSS)
projects. By doing so, we obtain valuable insight into real world usage of these tools and in-
crease our understanding on how they can be used. Our main results from this study consist
of in-depth knowledge and actual use cases that can benefit other developers, tool makers
and researchers. We describe the different benefits that JavaScript developers obtain when
using a linter and with that demonstrate to other developers why using a linter can be valu-
able for them, as well as helping tool makers to understand the important parts of such tools
according to their users. Furthermore, we gather various methods regarding how developers
decide on which rules to include in configurations for a project, thus helping other devel-
opers with using a linter and creating a suitable configuration for their projects. Lastly, we
collect several challenges that developers face when using a linter which helps tool makers
to improve future versions of linters and provides researchers with opportunities for further
research.

4.1 Research Questions

Following the main ideas of Grounded Theory, the purpose of these interviews was not
to test any detailed preconceived hypotheses or research questions, but rather to let the
different views and ideas emerge. Nonetheless, general objectives were established in order
to perform somewhat structured and efficient interviews. More specifically, the goal of the
interviews was to examine:

RQ1 Why do developers use linters?
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RQ2 How are rules selected for a project?

RQ3 What are the challenges in using a linter?

While we do post these as research questions, their intention was more in the direction of
guiding the interviews. We therefore do not post any more detailed questions here, as will
be done in later chapters.

4.2 Methodology

We followed a qualitative research approach [78], inspired by many concepts of Grounded
Theory [93, 62] where the aim is to discover new ideas emerging from data instead of
testing any preconceived research questions. With an open mind we wanted to understand
why and how developers use a linter for JavaScript. For that purpose we collected data by
conducting 15 interviews with developers from reputable JavaScript projects on GitHub. In
the following sections we explain the process of designing and conducting these interviews,
along with how the data was analyzed.

4.2.1 Interview Design

The first task was to design the interview and decide on which questions to ask. The first
questions were written to be best aligned with the previously stated research goals. Further
inspiration for questions was received by browsing through ESLint configuration files of
popular JavaScript projects on GitHub where some common patterns were noticed but also
the diversity of the different configurations. This was an iterative process where many
possible questions were constructed which were finally narrowed down to a shorter list of
13 questions. It was intended to keep the interview as short as possible (e.g., around 20
minutes) to make it more appealing for developers to participate in them, but still for it to
be possible to extract valuable information.

Each interview was designed to start off with broad questions in order to open up a
discussion early where the participant could express his or her experience with linters in a
rather free and hopefully honest way, without being directed to any particular path. These
questions include Why do you use a linter in your project? and How do you create your
configuration file and maintain it?. More specific questions were then asked later on in the
interviews, such as Do you experience false positives? if so, which?. The complete list of
questions is available in Appendix A.

Some helper material was created to make it easier for the participants to answer some
of the more challenging questions. More specifically, we wanted to know which individual
rules the participants consider to be the most important ones, but soon realized that coming
up with an answer to this might be difficult. Participants might not have a preconceived
answer to this question and as there are 236 available rules from ESLint, developers might
not recognize all of them and going through each and every one in the interview would take
too much time. To make this question a realistic possibility, it was attempted to improve
the visualization of looking through the available rules. A document was therefore created
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for each participant where the available rules were split up in a separate table for each of
the seven ESLint categories. Each table had two columns, one for rules that were in use by
the participant’s project and the other for the rules that were not in use. Furthermore, the
rules were colored based on their setting: red for rules that were enabled as errors, orange
for rules that were enabled as warnings and green for rules that were turned off. Moreover,
the rules that are included in the recommended settings by ESLint were written in bold.
This setup was intended to make it easier for the participants to identify which rules they
might think are important, based on their presence in the project’s configuration files and
in the recommended settings by ESLint. An example of this visualization can be found
online [155]. On a similar note, we wanted to know which rules were the least important
ones, which would most likely be an even more difficult question for the participants. For
this purpose it was decided to simply ask instead if there were any specific reasons for not
choosing some rules.

4.2.2 Interview Procedure

The interviews were conducted in a semi-structured fashion as it is commonly done in soft-
ware engineering research [99]. With this method, specific questions are combined with
open-ended questions to also allow for unexpected information in responses [143]. Hove
and Anda [99] describe their experience of performing interviews in software engineering
research and encourage interviewers to talk freely, to ask relevant and insightful questions
and to follow up and explore interesting topics. These guidelines were followed while con-
ducting the interviews. The interviews were dynamic in nature where follow up questions
were asked based on the participants’ replies, often resulting in interesting discussions.

To facilitate the interviews, participants were asked to take part in an online video or
audio call on Google Hangouts [32]. These sessions lasted from 16 to 60 minutes, with
an average duration of 35 minutes. Each interview began with a quick introduction of the
project and of the author, after which the participants were asked for their permission for
the call to be recorded and for them to be possibly quoted in the thesis or in a published
article (for which all replied positively). The interview itself could then begin as shown
in Appendix A, where the participants were also provided with the previously mentioned
helper material. Three out of the 15 interviewees were not able to participate in an online
call and instead received a list of questions via email and gave written responses.

4.2.3 Data Analysis

Continuously after each interview, memoing was done to note down ideas and to identify
possible categories in the data. The interview recordings were then ultimately manually
transcribed. As parts of the interviews included casual chat about the topic, some irrelevant
information along with repetitions were left out and some parts were summarized.

First, open coding was performed where the transcripts were broken up into parts that
related to the topic of each question in the interviews, also including the different follow-up
questions. Secondly, selective coding was done where more detailed categories were iden-
tified within the three main themes, which then became the more detailed topics that are

25



4. DEVELOPERS’ PERCEPTIONS OF LINTERS

presented later as results. In this process we took advantage of the memos that had been
written over the course of conducting the interviews. Too keep the coding document effi-
cient and organized, direct quotes were not included but only references to the interviewees.
It was then easy to look up the relevant quote in the document that was first discussed. The
complete list of codes and the corresponding references can be found online [151].

4.2.4 Participants

In order to find potential participants for the interviews we examined the most popular
JavaScript projects on GitHub, according to their number of stars in December, 20161. It
was considered that by observing the top projects on GitHub, one can obtain an insight
into active and reputable projects with many contributors, providing more interesting and
relevant information about the usage of linters. We detected those who 1) use ESLint,
2) have some custom configurations and 3) where one or two contributors could be identified
that have been more involved than others in editing the configuration file. The second
criteria was used to find respondents that would have more to say than perhaps to only
shortly explain why they use one particular preset. An email was then sent to one or two
main contributors of the ESLint configuration file of the corresponding project, asking for
a short interview. This email was carefully written to be as concise as possible but also
friendly and inviting, in an attempt to make the receiver more likely to read the content
and respond positively. The purpose of the email was explicitly stated in the beginning,
followed with a short description of the interview purpose and some information about the
author, and again ending with a request to participate in a short interview. These requests
were sent out in batches of 5-10 emails (starting with the most popular projects) as it was
difficult to predict how many positive replies we would receive. Batches were sent out until
we had received a sufficient number of positive replies back, where the goal was to perform
at least 10 interviews, or until we were satisfied with the amount of information we had
collected.

A number of 120 projects were eventually examined where 37 requests were sent out.
These resulted in 15 interviews being performed, thus with a response rate of 40%. The
information from these 15 interviews was considered enough to provide us with theoretical
saturation [93]. Table 4.1 shows the developers who participated in the interviews where,
in order to keep the participants’ anonymity, they are given names starting with the letter
P and followed with a number from 1 to 15. The number of months for which each cor-
responding project had used ESLint is also displayed2, where most projects had migrated
from using another linter such as JSHint. The table furthermore shows the placement of the
projects in the top 120 JavaScript projects on GitHub within a range of 10 projects each,
also to maintain the participants’ anonymity. A summary of the participants’ experience is
shown in Table 4.2 where the average experience as a professional software developer was

1The most popular projects are ordered by the number of stars they receive from other GitHub users.
The purpose of starring a project is to keep track of projects that a user finds interesting or simply to show
appreciation to the repository [90]. The most starred JavaScript projects on GitHub can be found online [92].

2As of February 2017.
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Code Months Placement
P1 25 11-20
P2 22 11-20
P3 5 21-30
P4 14 21-30
P5 8 31-40
P6 7 41-50
P7 1 61-70
P8 23 71-80
P9 5 81-90
P10 3 81-90
P11 4 91-100
P12 16 91-100
P13 15 111-120
P14 24 111-120
P15 22 111-120

Table 4.1: All participants’ codename, number of months using ESLint in the corresponding
OSS project and the range for the project placement in the top 120 JavaScript projects on
GitHub

Low High Average
Years as developer 3.5 27 11.8
Years as JS developer 1.3 20 8.9
Years in project 0.6 5 2.7
Project age 1 8 5.1

Table 4.2: Experience of participants, showing the lowest and highest answers along with
the average of all answers

.

11.8 years. Among the 15 participants, four are founders of the project, seven identified
themselves as lead or core developers and four are project maintainers.

4.2.5 Limitations

In the following we address the possible limitations of this analysis.

4.2.5.1 Interview Design

We attempted to make a particularly complex question to be easier to answer by provid-
ing the participants with a different visualization of the available rules from ESLint. The
ordering and emphasizing of the rules in this document could possibly have affected their
answers to this question more than intended, where they might have stressed more on those
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rules that they noticed first, thus possibly threatening the construct validity of this analysis.
This visualization method was however considered to be crucial to be able to ask this par-
ticular question and receive accurate answers in a short time. However ultimately, this part
of the interviews did not become a key part of the analysis.

4.2.5.2 Interview Procedure

While most interviews were performed via live video or audio calls, three out of the 15
participants answered the questions in writing. The nature of the interviews was rather
different in these cases where no further discussions could emerge as no follow-up questions
could be asked. The written answers were generally much shorter than the verbal answers,
although concise and to the point. While this makes the data somewhat different, it is not
considered to compromise the quality of the answers. They were not as elaborate as the
verbal ones but accurate enough to also provide valuable information.

Both when asking the developers via email to participate in the interview and when
starting each interview, the goal and purpose of the research was described. It is therefore
possible that the participants were biased to express either a positive or negative experience
after being told this information, perhaps resulting in some level of hypothesis guessing
[166]. It was attempted to minimize the risk of this by providing as little information be-
forehand as possible.

4.2.5.3 Data Analysis

The coding of qualitative data can be a delicate process. In this case it was conducted
by one person which can involve risks of experimenter expectancies [166]. It is possible
that someone else would have coded the data differently and perhaps resulting in different
conclusions. This was mitigated to some extent by focusing on not having any preconceived
ideas before processing the data and thus not trying to fit the data to any existing theories.
Furthermore, the derived codes are available online for inspection [151].

4.2.5.4 Participants

The external validity is threatened by the sample size of participants as it is not large and
thus may not represent all OSS development. Moreover, as we only talk to developers
from OSS projects, the results may not represent industry software. We tried to mitigate
this fact by interviewing experienced developers from popular and reputable projects that
furthermore have expertise on the topic of using linters for JavaScript. However, that se-
lection of the sample creates another bias in the study where the results might be different
if smaller projects were examined along with projects having fewer configurations. Only
projects were selected that had somewhat extensive configurations as they would have more
input on how rules are selected for a project, thus being able to report on what methods they
use for the task. These findings therefore might not reflect smaller projects with minimal
configurations. In the next chapter we examine the configurations of a much larger sample
which includes JavaScript projects of all sizes. Then in Chapter 6 we survey another large
sample of JavaScript developers where we challenge the findings from this analysis. The
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final results and conclusions are based on all three analyses, thus minimizing the effect of
this sampling bias.

Regarding the internal validity of this chapter, possible variables that effect the results
relate to the previous knowledge of the participants. It is likely that we interviewed people
who already feel strongly about linters as they are frequent users of the tool. We can not
know for sure if their opinions are based on their own experiences with using the tool or
if it is based on external information such as literature that they have read. Because of
this concern, we tried to address the questions to relate specifically to the participants’ own
opinions and experience with working on the particular project. However, in some cases, the
participants had other and even more experience in working with a linter on other projects,
for which they also based their answers on.

4.3 Results

In the following we present our results on why and how JavaScript developers use linters,
along with the challenges that they face.

4.3.1 RQ1 Reasons for Using a Linter

Multiple reasons were reported by the participants as to why they use a linter, which are
discussed in the following sections.

4.3.1.1 Prevent Errors

Using a dynamic language such as JavaScript is not free of risks: “Without a linter [Java-
Script] is a very dangerous language. It’s very easy to make a very big problem and then
spend 30 minutes to find it.” (P7). The majority of the participants reported that the number
one reason as to why they use a linter is to catch possible errors in their code: “There are
things which are easy mistakes to make and are obvious errors and I think those provide
the highest value. Because you have a one to one correspondence between times that a
rule catches something and bugs that you’ve prevented.” (P4). More explicitly, when asked
about the most important category of warnings in ESLint, 10 participants answered that
Possible Errors was the most important one (P1, P2, P3, P4, P5, P7, P8, P9, P11, P12):
“Possible Errors is the #1 most important, the biggest reason to use a linter is to catch
errors the programmer missed, before they become a runtime bug.” (P9). So not only does
it catch many bugs but it also does so early in the development process: “If you can get
some bugs away from your code so early as when you write it, it’s great.” (P12).

These rules can also be especially useful for bugs that are hard to find and to debug:
“It is nice that you have that kind of safety net because often times these are things that the
average developers are aware of and if you do hit those cases it could be a nightmare to
debug.” (P15). An example of this situation is using two equal marks when three should
have been applied, which can cause substantial unpredicted problems but the cause can be
very difficult to find (P8).
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A special category of bugs in JavaScript has to do with the declaration of variables
because of the dynamic nature of the language. Indeed, there is a specific category in ES-
Lint that only contains rules that have to do with variable declarations and errors regarding
variables (appropriately named Variables): “Possible Errors will catch a lot of unintended
behavior, and Variables will catch a good deal more.” (P5). Two participants reported
that Variables was the most important category (P10, P15). For example, when a developer
mistypes a variable or uses the wrong variable name, the linter can catch it and warn the
developer: “It’s very easy to write JavaScript code that has errors, you might use a vari-
able that hasn’t been declared or you might have a typo in your variable name and because
JavaScript is often not compiled, you’ll only discover that much later when you run the
code.” (P1). More specifically, nine participants (P1, P3, P4, P5, P8, P10, P12, P13, P15)
mentioned the importance of the rule no-unused-vars (identifies variables that have been
declared but never used) and five (P1, P3, P5, P13, P15) mentioned no-undef (identifies
variables that have not been defined) which are both useful to detect mistyped variables.
Other examples of errors that can be avoided with ESLint is detecting duplicate keys in
objects (no-dupe-keys) and duplicate names in function parameters (no-dupe-args) (P3,
P4, P8, P15). The presence of these duplicates can cause unexpected behavior in an appli-
cation: “When I added ESLint to my project, these rules found real problems in my code.”
(P8).

An interesting case was when a participant originally started contributing to the OSS
project solely to make ESLint prevent a specific bug from occurring. More specifically,
participant P13 noticed that there was a bug in the project that caused his test suite in another
project to crash. He knew that this bug could be avoided by applying a certain rule from
ESLint. Therefore, to make sure that this particular error would not occur again, he started
to contribute to the project by enabling ESLint and by creating a configuration file where
this rule was included.

4.3.1.2 Augment Test Suites

While linters are being used to catch errors in code, there is another popular and widely
accepted method to catch bugs which is to write unit tests. It is therefore interesting to
know how these two methods are combined for this purpose. Some participants mentioned
that they use a linter on top of unit testing as a complementary approach to the regular tests
(P1, P3, P8). P1 and P8 pointed out that unit tests commonly do not cover all code which
can result in problems being easily missed: “You need to seek all possible cases for unit
tests, but sometimes it’s very hard, and of course in all projects, unit tests don’t cover all
possible cases. So this is why a linter is a second protection line.” (P8). In some cases a
developer might have written tests for new code but then makes a final refactoring or clean
up and forgets to update the tests as well: “Definitely I’ve done that before and the linter
has helped me catch those errors beforehand.” (P3). Furthermore, the tests can also take
substantial time to run and thus the linter can be seen as a much faster version of smaller
subtests (P1).

On the other hand, participant P4 believes that unit tests and manual tests can usually
cover all errors, so even though ESLint would not be used, the errors would eventually be
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caught by the various tests that are applied. However he says that the linter can catch them
earlier in the process and is also better at identifying code that is ambiguous.

4.3.1.3 Avoid Ambiguous and Complex Code

It can be difficult to understand code correctly where the intention is not perfectly clear. The
category Best Practices tries to tackle this problem where, according to its documentation,
it contains rules that relate to better ways of doing things to help developers avoid problems.
While only one participant recognized the category to be the most important one (P6), others
identified it as the second most important (P4, P8, P13, P15). Some of these rules try to
prevent code from being misunderstood: “It helps enforce code which says what it does, so
that it’s easy to understand.” (P4). In some cases code is actually doing something else than
it appears to and a linter can help to detect these situations (P2, P4, P6). One example of this
is restricting the usage of switch statements by forbidding the use of ”fall throughs”3. This
is done because the intention of switch statements can be easily misunderstood when that
feature is used (P4). Another example is where the linter identifies code that is unreachable
(rule no-unreachable). According to P2, not only can it catch possibles mistakes by a
developer but it can also help with removing a lot of unnecessary code that otherwise makes
the codebase more difficult to understand and where the intent of the code can be unclear.
Moreover, four other participants mentioned that this is indeed an important rule to use (P1,
P3, P6, P15): “Having code in your app that’s never going to run sounds like the worst idea
ever.” (P1).

4.3.1.4 Maintain Code Consistency

Every single participant mentioned that one of the reasons why they use a linter is to main-
tain code consistency. Having a consistent code style in a project is beneficial for many
reasons, one being that it improves the readability and understandability of the code. As
an example, P10 reported that inconsistent code, such as having different spaces and semi-
colons, makes the code very difficult to read and understand since in those cases these
inconsistencies consume all his attention. This might even be especially relevant in the case
of JavaScript since it is a language where the developer has substantial freedom in how to
write the code (P12, P14): “With JavaScript you can write code in many ways, and it can be
hard to read other people’s code if you write it in a different way.” (P12). This problem was
also compared to the broken windows theory [165] which says that if a window in a build-
ing is left broken, all other windows will soon be broken as well: “There’s a huge amount
of value in having consistency in code, it’s the whole broken windows thing, people take
a higher quality care of the code if they’re expected to meet a certain level of consistency,
from my experience at least.” (P6). The theory further explains that these broken windows
can then lead to more small crimes which can eventually lead to more serious crimes. Main-
taining rules of a consistent code style could therefore lead to better overall quality of the
code.

3A ”fall through” occurs when all statements after a matching case are executed until a break statement is
reached, regardless if the subsequent cases match the expression or not.
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This topic relates mostly to the category Stylistic Issues where there are many differ-
ent rules available to enforce specific code styles. Even though every single participant
mentioned this matter in the interviews, it does not seem to be of high priority for them.
When participants were asked which category of rules they thought were the most and least
important ones, two considered Stylistic Issues to be the most important category while
10 thought it to be the least important one. Some participants were bothered by the fact
that choosing which style to follow is a very subjective decision and developers generally
have very different opinions on how code should be written (P1, P3, P5): “Stylistic Issues -
they’re all opinion based.” (P5). On the other hand, four participants explained that Stylis-
tic Issues was indeed the least important category simply because other categories can catch
bugs which is far more important (P2, P4, P9, P13). This category thus still provides a lot
of value and they would not want to omit it: “They make [the code] harder to read but they
just don’t cause issues as much.” (P13).

4.3.1.5 Faster Code Review

In order to uphold code consistency, project maintainers can monitor and review new code
that is proposed. GitHub projects commonly make use of pull requests to submit new code
where other developers can review the changes and write comments on them. There are
several aspects to consider when reviewing pull requests, such as functionality and code
style. Several participants mentioned that they use the linter to avoid having to manually
review the code style in pull requests (P1, P2, P3, P4, P8, P11, P14, P15): “Any software
project wants to maintain some bar of quality and many of the ways that we assess that are
going to need human intervention, but there are a subset of those problems that a piece of
software has which can be done by a computer and as engineers I think we are apt to try to
use computers to solve human problems where possible. You can free up human time to do
more interesting things.” (P4). The time that would be spent on reviewing the code style
can be long and developers would like to use that time for other more important things:
“You spend a lot of time to fix code style problems and this is the second reason why I love
linter tools, because they make this work for me.” (P8). Furthermore, it saves time for the
contributor of the pull request since he or she receives much faster feedback from a linter
than from a person that would conduct a review (P4).

Maintaining code consistency with a linter can also make pull requests much easier to
review. When there is a set of stylistic rules in a project to which everyone has to conform,
all pull requests have minimal stylistic changes. If there are no rules, there can be multiple
code changes of e.g., only whitespaces or line formatting which might be caused by different
editors being used. This can make it difficult to see the actual changes that were done in the
contribution since they are hidden by these formatting changes (P3, P12).

4.3.1.6 Spare Developers’ Feelings

Developers can sometimes be sensitive to criticism when receiving comments during a code
review (P2, P8, P11). This can particularly be the case for new developers: “If you tell to
a new developer that he or she made a mistake, it will be very sensitive. He may feel very
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uncomfortable because somebody found a mistake in his work. But if a linter tells you
about a mistake, it is not a problem, because it’s not personal.” (P8). A new developer
might also look up to the person that is conducting the code review which can make the
criticism especially dispiriting (P2). Having a linter doing this job can also contribute to
people feeling more equal in a project if there is no senior person telling others to do things
differently (P11).

4.3.1.7 Save Discussion Time

Having a set of rules regarding code style can also save time that is spent on discussing dif-
ferent styles and opinions (P2, P4, P5, P6, P7, P10). In big projects with many contributors
there can be many pull requests in circuit and discussions can occur where developers dis-
agree on a certain style that is used. P2 explains that discussing code styles is not worth the
effort when there are other more important things to discuss. He further describes that com-
ments regarding code style on pull requests can be different depending on which developer
is conducting the review. In some cases, contributors can therefore receive contradictory
advice if no rules exist that everyone goes by.

The discussions about code style that can occur in pull requests or in issues can also
even lead to arguments between people since developers have very different opinions on the
matter (P2, P3, P5, P7). All this can be avoided by deciding upon a set of rules to begin with:
“It’s almost like a code contract. There may be things that each of you have assumed and
you don’t know what your own assumptions are, and what could possibly lead to conflict
down the road, so you have a written contract to try to address everything up front.” (P7).

4.3.1.8 Learn About JavaScript

ESLint can be used to learn about new JavaScript features or new syntax. P12 used ESLint
to help him to learn the new syntax of ECMAScript 6 (ES6): “When I switched to ES6, I
used it as an educational tool. It’s so easy to continue to use var for variable declarations.
I used ESLint very strictly to enforce ES6 syntax, otherwise I would probably still use ES5
when I write code. But with the help of the linter it forces you to switch to ES6, which
is a good habit.” (P12). In a similar fashion, he used a custom rule set for React [49]
(a JavaScript library for building user interfaces) when using the library for the first time.
He was notified by ESLint how the React code could be written in a better way, not just
regarding formatting but also so that it would be better for execution. With that he learned
how to write both correct and efficient React code.

Even though linters can be beneficial to all JavaScript developers, they can be especially
helpful for new developers, either those who are new to a project or those who are new to
programming in general (P6, P7, P9, P13, P14). Contributors in OSS projects usually have
different levels of experience and using a linter can help with “leveling the playing field
and helping people to understand what’s actually going on” (P13). This particular example
came from a developer that had been working with students who were accustomed to getting
errors from the Java compiler, telling them what they can and can not do. However when
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using JavaScript, one can run code that includes various coding mistakes and not get notified
about it (P13).

Some features of JavaScript can also be used in clever ways with enough knowledge
of the language. However, P7 explains that, without sufficient knowledge, those features
can be used in the wrong way and lead to unwanted behavior. For example, experienced
developers can use a double equality with perfect intentions, but a newcomer in JavaScript
might use it by accident, not knowing that a triple equality should have been used instead
(P7). ESLint indeed has a rule that warns developers about the usage of two equal marks
(rule eqeqeq).

Having non ambiguous code and a consistent style can also be even more helpful for
new developers (P6, P9). Having consistent code can make it easier for new developers to
read the codebase and get up to speed quickly. Using a linter “makes sure it’s the same
throughout so that when other people come in and want to add a feature, they’re not really
confused for what they should be doing. It’s easy to follow.” (P6).

RQ1 Why do developers use linters?
The most common reasons for using a linter are to maintain code consistency and to
prevent errors. Other reasons for using a linter are to augment test suites, avoid ambigu-
ous and complex code, perform faster code reviews, spare developers’ feelings during
code reviews, save time on discussing code styles and to learn about the JavaScript
language.

4.3.2 RQ2 Configuring Linters

In the following we present the various methods that were reported for which developers
use to configure linters.

4.3.2.1 Use an Existing Preset

There are many publicly available presets that anyone can use in a project instead of creating
a custom configuration, or use as a part of a custom configuration. These presets have been
carefully constructed by their creators and have been changed attentively over time: “They
thought about the code standard quite extensively and put a lot of thought in it.” (P12).
Several participants like to use a preset as a part of their configuration file (P1, P6, P10,
P12, P13, P15) and one normally tries to solely use the preset as is (P8).

One specific reason for using a preset was mentioned by P13 where he does so to hide
the settings from other developers so that they will not change them: “Developers will try
to change the settings if they disagree with anything, so using [ESLint] recommended or a
preset stylesheet prevents that.”.

4.3.2.2 Project Fit

It is important that the stylistic and best practice rules fit the existing code when the rules
are chosen (P3, P4, P6, P12): “I wanted them to fit the code as it was, I wanted the linting in
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place with as little mess as possible.” (P12). P4 explained that if something is already being
done in a project, it is rather straightforward to enable a rule that ensures that it will continue
to be done the same way in the future. Furthermore, if there is already some sense of style in
the existing code, it is not very sensible to change it to something else since it would create
more work than necessary when setting up a linter. As an example, P4 mentioned that if a
preset contains a rule that enforces either spaces or tabs and the setting is opposite to what
has commonly been done in the project, the particular rule will be overwritten to fit better
to the project. Otherwise, multiple stylistic changes would need to be done to conform to
the rule.

4.3.2.3 Automatically Generated

Extending the last approach, ESLint provides an automatic method to insure that a configu-
ration fits well to a specific project. The source code is inspected to detect a common code
style and the user is asked a few questions, and from this a suitable configuration is created.
Two interviewees used this method to create their configuration file (P11, P14). P11 then
looked over the generated rules and the errors in the output to see if he agreed with them. He
does not consider it to be wise to use a preset since linter configurations are generally very
project dependent: “I didn’t even consider Airbnb or Google because I think every project
is a little different.” (P11).

4.3.2.4 Pull Request Discussions

Three participants (P2, P4, P10) reported that when something is discussed in a pull request
that can be enforced with a rule, they use the opportunity to enable the corresponding rule.
Since the topic surfaced in the pull request then there was obviously a need to make a deci-
sion on the matter being discussed, whether it is a code style or a best practice. Furthermore,
that way the topic will not surface again and time will not be spent on discussing it, as it
will be already decided on in the configuration file (P2).

4.3.2.5 Minimal Configurations

Some prefer to keep the configurations as simple and minimalistic as possible (P1, P5, P8,
P14, P15): “We don’t want people to feel like they have to jump through unnecessary hoops
to get their PR’s in, so turning on every single thing wouldn’t be great.” (P1). Furthermore,
P8 thinks that if too many rules are enabled in a project, people will not trust the configu-
rations: “They will think that it is a bureaucracy and that it’s not important.” (P8). In any
case, both P1 and P8 prefer to only enable rules that can prevent errors. P14 further ex-
plained that it is simply easier to maintain a smaller configuration file compared to a larger
one.

4.3.2.6 Effort of Enforcing a Rule

Participant P15 described that he commonly enables a set of rules, e.g., a known preset, and
then sees how it works out for the project. If some of the rules are starting to be bothersome
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for the project, e.g., needing to be disabled with inline comments or if too much refactoring
is required to fit the rule, it is permanently disabled: “Just start to use it and see how much
pain it causes, where it’s beneficial. But usually it’s turning things off when it’s apparent
that it’s creating more effort than it really helps.” (P15). He describes the process as a
feedback cycle where it is important that contributors agree on the rules that are used: “The
disagreement between people is very important, you have to get everyone on the same page.”
(P15).

For rules that relate to possible errors, P4 discussed a similar approach where he con-
siders whether a particular rule will be useful for the project or if they will need to disable
it in multiple locations in the code. If it needs to be disabled frequently, it is not worth it to
enforce it.

4.3.2.7 Most Voted Style

Participant P7 reported that in a new project he would most likely go with the code style that
is the most common one amongst the developers in the team, consequently adding rules that
enforce that style. Generally when working with a new team, the first discussion he often
has with them is regarding which code style people are used to.

4.3.2.8 Consistent Rules

Lastly, some developers do not care all that much about which rules are actually enabled
(P2, P6, P10): “I almost don’t even care what the rules are, I have some opinions, but
I’m much more interested in there just being consistent rules, than having a point of view
about any particular rule.” (P10). There just has to be some fixed set of rules to enforce
consistency and to prevent unnecessary time being spent on discussions: “Having a linter
forces us to make choices, even if it’s arbitrary choices in some situations.” (P2).

RQ2 How are rules selected for a project?
The methods that developers use to configure ESLint are to use an existing preset,
choose rules that fit the project’s style, have the linter automatically generate a set of
rules, enable rules that come up in discussions during code review, have minimalistic
configurations, choose rules that involve the least effort to follow and to go with the
most common style within the development team.

4.3.3 RQ3 Challenges of Using a Linter

While the interviewees were generally happy with ESLint and its capabilities, they de-
scribed some challenges with using the tool which are discussed here.

4.3.3.1 Create and Maintain Configurations

Several participants mentioned that it was challenging to create the initial configuration or
to keep it updated (P1, P3, P5, P8, P12). Only two participants reported that they had
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examined all available rules when they originally created the configuration file (P3, P9).
This involves evaluating a set of 236 rules that ESLint has available which can be a tedious
process: “Most of it was read through every rule, it was kind of a very painful process to
set it up.” (P3). Another participant used very similar wording when it came to setting up
the tool: “Sometimes a pain to set up in your editor with the right configuration.” (P5).
Meanwhile, the other participant that manually created the configuration file claimed that it
was actually quite easy to set up (P9).

Others have been frustrated with keeping their configurations up to date after they have
been created, especially when using presets (P1, P8, P12). When the presets are updated,
there are often new rules that are enabled or older rules that are changed which can cause a
high volume of new warnings or errors (P12). P12 explained that these changes are some-
times beneficial and he happily fixes the warnings, but at other times the changes are not
useful and the rule settings have to be overwritten. Moreover, P1 discussed that it can be
frustrating when the presets update very frequently and the code has to be changed often be-
cause of it. However he also likes that the presets keep him updated of new rules regarding
new JavaScript features.

4.3.3.2 Enable Rules in Existing Projects

Six participants (P1, P3, P4, P7, P10, P13) mentioned that it can be difficult to start using
a linter or to enable new rules in an existing codebase. If the rules that are enabled cause
many warnings or errors to occur, substantial effort is needed to go over all existing code
to fix every reported instance. There can even be such a large volume of existing code that
it would simply take too much time to review: “The problem with [the project] is that it’s
really old and big, so for that we don’t have the luxury of turning on whatever rules we want
to because we’re never going to be able to update a lot of our code to support them.” (P1).

Even if it is possible to fix all warnings, it can be risky to change old code to conform to
these rules since it is easy to introduce new bugs in the meantime (P3, P7, P10). Knowing
the original intent of the code can be very difficult and can take considerable time to try to
understand (P7). P7 discussed an example where there were many instances of two equal
marks being used in the code instead of three, which resulted in many errors from the linter.
In these cases it could have been intentionally written so or by accident, which would need
to be carefully verified and tested. The risk and effort of going back and changing the old
code might therefore not be worth it: “Cleaning up for just clean up, just to enable it, I think
is risky. I’ve been bitten by that a couple of times.” (P3). Enabling a linter in a project to
begin with can be a lot easier: “A linter is great if you start with that and you enforce all
those rules and the idea is that you will never run into ambiguous code.” (P7). However
with older projects it can be more difficult and even dangerous (P7).

It can also be challenging to choose which rules to go by for an existing project. A
common method is to use a preset and then modify it slightly based on the project style. In
a large existing codebase the code style can however be very evolved and too different to
the available known presets such as the popular Airbnb (P10). It is a different case with new
projects where the developers can choose one style from the beginning and always follow
it.
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In large existing projects with many collaborators it can also cause conflicts and frus-
tration when new rules are enabled (P4, P13). P4 was working at a company with 60-70
developers, all working on the same code every day. Usually there are multiple pull requests
open at the same time and there will be many merge conflicts when a new rule is suddenly
enabled, since it will likely affect code everywhere in the project. Furthermore, in P13’s
project it caused frustration with people to enable many rules all at once since the develop-
ers were not accustomed to them before. Instead, it was decided to do it slowly by enabling
only one rule at a time to give developers a chance to get used to the new rules.

4.3.3.3 Agree on Rules in an Industrial Setting

In an open source project it is relatively easy to build consensus around what people want to
do (P4, P15). If someone wants a new rule to be enabled, then only a few main contributors
need to say yes and it is decided upon. Other maintainers usually follow what the project
leaders propose (P4, P15). In a business environment it can be a very different case where
everyone in the team has a say in the matter: “There are 60 people with their own opinion
about how code should be written.” (P4). P4 further explains that it can be especially
difficult to introduce rules on stylistic issues since it is not considered to be important and it
can be hard to justify why you would inconvenience people to adhere to new rules: “It may
create more tension than it does actually solve problems.” (P4).

However, the power of the lead developers in open source projects can also be a negative
factor. If a contributor wants to enable a new rule, it often only needs one reviewer to say
no, so that it will not be accepted (P2). In that case the pull request might get rejected or
it has to go through the core technical team for a discussion which might not be worth the
trouble, only to enable a new rule (P2).

4.3.3.4 Enforce Developers to Follow the Rules

When a rule is configured in ESLint it can be enabled as an error, disabled or set as a warn-
ing. As explained before, having a rule enabled as an error will break the build when ESLint
is a part of the build process. The majority of the participants used only or mostly errors
and rarely warnings. These settings are used by the participants for different purposes, such
as indicating the criticality of a rule (P15) or by using warnings as an adaptation period
when enabling new rules (P4, P7, P13). Other participants liked to use warnings in the de-
velopment process so that their build would not be interrupted when working on unfinished
features (P9, P12, P15). The possibility of having warnings is a nice feature that allows
for enforcing rules but without breaking the build. There is however a problem with using
warnings: multiple participants claimed to use only errors since warnings would simply be
ignored by developers (P2, P3, P4, P13). In addition, according to these participants, when
warnings live for a long time in the codebase, people will start to devalue them and leave
them behind. Developers do not feel any responsibility for the warnings and might think
“there were some warnings when I checked it out, not my job to fix it, I’m going to check it
back in with warnings.” (P4). P4 further explains that especially in the presence of many
warnings, developers will not even read them and simply leave them behind. To enforce
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removal of the warnings, they therefore have to be set as errors that actually cause a build
to fail.

4.3.3.5 Dynamic Features of JavaScript

JavaScript has been described as harsh terrain for static analysis because of its dynamic
nature [138]. Static analysis for JavaScript has thus been criticized and said to be limited
since it can not account for runtime behavior [94]. The majority of the participants would
indeed like ESLint to be able to do more, but they however think that the current version
is very acceptable since they choose themselves to work with a dynamic language (P2, P5,
P6, P7, P8, P9, P10, P11, P15). When P9 was asked whether he misses dynamic analysis
from the linter he replied: “Of course, but I don’t particularly think that is ESLint’s fault, so
much as a language defect. Due to the dynamic nature of JavaScript, static analysis ranges
from extremely difficult to impossible. I don’t expect ESLint to be able to fix that.” (P9).
Regarding type checking, there are trade-offs in choosing JavaScript as a programming
language and there is a reason why some languages are not strictly typed (P2, P15). If static
typing is something that a developer wants, he or she should rather use TypeScript or some
statically typed language (P2, P10, P15): “Each developer has to make a decision on if they
want to work in a typed language or in an untyped language and the trade-offs of that kind
of lead you to the path of what tools can provide.” (P15). The majority is therefore quite
satisfied with what the linter can do and do not expect it to be able to detect more of the
dynamic parts of the language.

Other participants were more bothered by the fact that a linter can not analyze the dy-
namic parts of the language, where the problem was mostly centered around JavaScript’s
weak typing (P3, P4, P13, P14). P3 reports that he has spent substantial time on testing
various mix-ups with strings and numbers, for which he would either like ESLint to warn
about types that change or would like to switch from using regular JavaScript to TypeScript.

4.3.3.6 The Presence of False Positives

A common problem with static analysis tools is the high volume of false positives [164,
108, 71, 100]. Studying the usage of ASATs, Johnson et al. [108] found that the presence
of false positives is indeed one of the largest barriers in using such tools. Opposed to
previous literature, the majority of the interviewees reported that they do not in general
experience false positives while using ESLint (P5, P6, P9, P10, P11, P12, P14, P15). Three
participants mentioned that they had experienced some false positives in the past which
have now all been fixed (P5, P12, P14). Moreover, P14 only experienced a false positive
once where he then reported the issue which was fixed in a matter of a few hours. Two
participants claimed to experience somewhat frequent false positives (P10, P13). However,
in both cases they blame it on other elements than ESLint itself, such as their code editor.
In fact, P13 migrated from JSLint and JSHint to ESLint because he perceived much fewer
false positives with ESLint.

Furthermore, the term false positive can be understood in two different ways, either
a wrongly reported warning or a true warning that is not considered by a developer to
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improve the software under analysis [67]. Some participants discussed this type of false
positive, which is when the linter flags a certain instance but the developer thought it was
appropriate to break the rule in that particular case (P3, P6, P7, P9, P11). Participants
P9 and P11 however considered it to be positive to receive a warning in these cases. P9
explained that it makes him think about whether breaking the rule is actually a good idea
or not: “That is OK, the linter is there to make sure we are being thoughtful about our
choices.” (P9). Furthermore, the presence of comments that disable rules can be useful
for other developers to know the intention of the code: “That’s helpful because now other
people reading the code will know this is definitely intentional. So I think it’s useful for the
reader and ESLint is great that it’s flexible like that.” (P11). These comments can therefore
serve as documentation of some sort to help others understand the intention of the code.

RQ3 What are the challenges in using a linter?
The main challenges that developers face are to create and maintain configurations,
enable rules in an existing codebase, agree on which rules to use in an industrial setting
and to enforce developers to follow rules without breaking the build. They are generally
not concerned with the lack of dynamic analysis and generally do not experience false
positives.

4.4 Discussion

4.4.1 Reasons for Using a Linter

The interviewees provided multiple reasons as to why they use a linter in their JavaScript
projects. The most commonly mentioned reason was to maintain code consistency, where
every single participant claimed to use the tool for that purpose. However, when asked
about the importance of this aspect, it was rated low compared to other types of rules than
these stylistic ones. The reason that was mentioned by the majority of the participants to
be the most critical one was to prevent errors, and especially errors that have to do with the
dynamic typing of JavaScript. So even though it was thought to be important to enforce
a consistent code style, it is not highly prioritized as catching possible bugs in the code is
far more important. In general, the interviewees discussed the importance of four ESLint
categories: Possible Errors, Best Practices, Variables and Stylistic Issues, appearing to be
the main ones of interest.

4.4.2 Configuring Linters

Developers use various methods to choose the rules to include in configurations. Commonly
used methods are to use a preset and to choose rules that fit the already existing style of a
project. In this section we saw the methods that developers use to choose rules but not which
types of rules they actually enable. Meanwhile, in the previous section we saw the reasons
as to why developers use a linter and the types of rules they find to be important. During the
interviews it was evident that these two topics are very much connected in the way that their
motivation in using a linter is what, amongst other things, guides them in choosing the rules
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that they include in their configurations. If a developer’s main reason for using a linter is to
prevent errors, he or she will try to enable rules that can catch critical errors. On the other
hand, if a developer uses a linter to maintain consistent code, he or she will try to enable
rules that enforce a specific code style. Throughout these discussions with the participants
they gave examples of rules that they consider to be important, as well as being explicitly
asked to mention a few rules that they find important to include in configurations. The rules
that were most commonly mentioned by the interviewees are displayed in Table 4.3, where
the top ones have already been discussed in the above analysis. The top five most commonly
mentioned rules all come from the Variables and Possible Errors categories while the rest
also includes rules from Best Practices and Stylistic Issues. Furthermore, Table 4.4 shows
the number of unique rules that were mentioned for each of the seven categories, where
Possible Errors was the most commonly referenced one.

Rule Category Frequency
no-unused-vars Variables 9
no-undef Variables 5
no-unreachable Possible Errors 5
no-console Possible Errors 4
no-dupe-keys Possible Errors 4
eqeqeq Best Practices 3
max-len Stylistic Issues 3
semi Stylistic Issues 3
coma-dangle Stylistic Issues 2
indent Stylistic Issues 2
no-dupe-args Possible Errors 2
no-fallthrough Best Practices 2

Table 4.3: Most important rules according to interview participants

Category Total mentions Unique rules
Possible Errors 19 8
Variables 15 3
Stylistic Issues 14 7
Best Practices 10 7
Strict 1 1
ECMAScript 6 1 1
Node.js & CommonJS 1 1

Table 4.4: Important rules mentioned per category

41



4. DEVELOPERS’ PERCEPTIONS OF LINTERS

4.4.3 Challenges of Using a Linter

Despite the positive attitude towards ESLint, there are some challenges that developers face.
The most commonly mentioned challenges were to enable rules in an existing codebase and
to create and maintain configurations for a project.

Other challenges that have been studied in the literature, namely the lack of dynamic
analysis for JavaScript code and the presence of false positives, do not seem to be very
problematic for these developers. For dynamic analysis, they are aware that several features
are missing from the linter but generally do not seem to be bothered by it. For false positives,
they hardly ever experience them. This difference to previous literature might result from
the relatively simple type of analysis that is performed by ESLint and other JavaScript
linters. By using more complex analysis methods to identify more intricate issues, the risk
of reporting false positive increases, and additionally the risk of users not understanding the
issues and mistaking true positives for false positives [71]. The issues detected by ESLint
are of a more simplistic nature where warnings are typically reported on only a single line
of code, e.g., a variable that is not initialized. This is, for instance, very different from
code smell detection tools for Java; as many code smell definitions are somewhat abstract,
tools rely on heuristics [127] which can lead to false positives. For example, to detect a
God Class, PMD’s heuristic relies on the combination of several metrics, namely Weighted
Method Count, Tight Class Cohesion and Access to Foreign Data metrics [122, 47].

4.5 Conclusion

We interviewed 15 developers about their perceptions of using a linter for JavaScript code.
These developers worked on notable OSS projects on GitHub and were considered to be
experts on using JavaScript linters. We used a qualitative research method inspired by
Grounded Theory where we allowed new ideas to emerge from the data. We explored and
discussed why and how developers use linters along with what challenges they face. While
most developers use a linter to maintain code consistency, it is more important to use it to
prevent possible errors and typing mistakes in code. Using a linter is also beneficial to save
time and effort on manually reviewing code submissions for software projects. Developers
employ various ways to decide on which rules to use in configurations for a linter, including
using a preset and enabling rules that fit the current style of a project. While it is generally
not difficult to use ESLint, it can be challenging to maintain configurations and to enable
new rules in existing projects.
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Chapter 5

Exploring Linter Configurations in
JavaScript Projects

In the previous part we examined in a qualitative way why and how developers use linters.
For this part of the study, a quantitative analysis is performed to know exactly how devel-
opers configure their linters and what the most common configuration patterns are. For this
purpose, we analyzed 9,548 ESLint configuration files from JavaScript projects on GitHub.
To find these projects, a number of 86,366 JavaScript projects were examined in total. We
analyze how much configurations are applied by developers and whether they rely more on
pre-made settings (presets) or their own configurations, which helps ASAT makers to un-
derstand how their tools are used. We further see which types of rules are most commonly
used for these projects, which assists developers in choosing which rules to include in their
projects, along with helping tool makers to see which which type of code analysis to focus
on.

5.1 Research Questions

The overall question that drives this chapter is how do developers configure linters?. For
that purpose we study the prevalence of configurations and see which types of rules are most
commonly used by developers. We look at the data from two different angles: projects that
use a preset and projects that do not use a preset. This distinction is made so that we
can examine the prevalence of rules without the unknown effects of the settings that the
presets entail. Furthermore, when observing projects that do in fact use a preset, we obtain
a different type of insight where it is possible to see what functionality developers think is
important to add to the presets or even to remove from them. The rules that are examined in
this analysis are only the native rules offered by ESLint, and not custom made rules or rules
that belong to external plugins. More specifically we examine:

RQ4 How much do developers configure ESLint?
We examine how much configurations are applied in terms of using pre-made set-
tings (presets) or specifying rules that are chosen specifically for a project. We can
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then evaluate how much developers want and need to maintain their own custom con-
figurations, or whether they prefer to use settings that are recommended by external
parties. For this aspect we focus on the following more detailed questions.

RQ4A How are presets and plugins used?
We analyze the prevalence of using presets and plugins and see which of them
are the most popular ones. More emphasis is put on presets rather than plugins,
since the usage of presets can tell more about how the general set of rules is
prioritized. The usage of plugins however explains more about which JavaScript
libraries are used and require linting.

RQ4B How frequently are rules specified?
We examine the prevalence of rules being specifically specified in configura-
tions and differentiate between rules that are enabled, disabled or set as warn-
ings. We further see how the prevalence of specified rules is different when
presets are used or not.

RQ5 What are the most common configurations for ESLint?
We see which types of rules are most commonly enabled, disabled or set as warnings
in configurations, differentiating between projects that use presets and those that do
not. By doing so, we can see which aspects of linting are the most important to
developers, e.g., whether it is regarding catching bugs or maintaining a specific code
style. For this we ask the following questions.

RQ5A Which are the most commonly used categories from ESLint?
We analyze the prevalence of each category from ESLint and see which are the
most commonly used ones.

RQ5B Which are the most commonly used rules from ESLint?
We see which are the most commonly used rules, both overall and within each
individual category.

5.2 Methodology

A tool was created that receives a list of projects to examine where ESLint configuration
files are first collected and then parsed and analyzed. This tool is called ESLint-config-
analyzer and is available online via GitHub [153]. In the following we describe the imple-
mentation and limitations of these two parts of the tool but first we describe the dataset and
how it was retrieved.

5.2.1 Dataset

To collect projects we chose GitHub as a data source due to the high number of available
JavaScript projects and the ease of retrieving the data [110]. The next section describes how
the final dataset was chosen and retrieved, followed by a description of the main character-
istics of the dataset, such as the sizes of the projects and initial results on the prevalence of
linter usage.
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5.2.1.1 Data Collection

The original data selection consists of all JavaScript projects on GitHub that have at least
10 stars and are not forks1 of other projects. The purpose of starring a project is to keep
track of projects that a user finds interesting or simply to show appreciation to a repository
[90]. By only including projects with at least 10 stars the intention is to only analyze those
repositories that can possibly count as “real” software projects. Kalliamvakou et al. [110]
showed that a large portion of GitHub repositories are not for software development but for
other functions such as for experimental or storage purposes. It is expected that repositories
that were created in some kind of experimentation or testing purposes only, or pet projects
that were started and abandoned, will not receive 10 stars from other users. Furthermore,
forks of other projects were excluded to avoid having duplicate configuration files in the
dataset. This resulted in a number of 86,366 projects being collected to analyze.

To retrieve data on these projects, we used Google BigQuery [4] on the most recent
GHTorrent [96, 31] dataset on GitHub projects from April 1st, 2017. The precise SQL
query that was used to obtain the data can be found in Appendix B.

After retrieving the 86,366 project entries, some additional filtering was performed on
the dataset. First of all, there were examples of duplicate entries in the dataset where they
point to the same GitHub API URL for the project. This can happen when the project name
has been modified or when the owner has been changed for a repository, in which case a
new entry is created in the GHTorrent dataset. Before analyzing the projects, they were
all collected together in one set where duplicates were removed (entries having the same
API URL). The duplicate entry that had a more recent date for its last commit was selected
to be left behind. This filtering resulted in 1,596 projects being removed from the dataset.
Secondly, even though the query includes a statement to not include deleted projects, some
repositories could not be accessed. In seven cases, an HTTP error status code of 451 was
returned when trying to access the repository. That means that the project is unavailable for
legal reasons, more specifically due to possible copyright violations. More commonly, or
in 871 cases, the repository’s URL could not be found, returning an HTTP status code of
404. Most likely these are projects that have been deleted since the dataset was uploaded
on Google BigQuery, but almost eight weeks had passed after the data was uploaded until
the query was executed. Due to this filtering, a number of 878 additional projects could not
be analyzed, resulting in a final number of 83,892 possible projects.

5.2.1.2 Data Characteristics

Besides filtering out forks, duplicates and deleted projects, no additional filters were applied
such as regarding project size or activity. We decided not to filter the projects by a minimum
size, as the intention was to analyze all different types of JavaScript projects; big or small;
collaborative or personal. However it could therefore be the case that the resulting dataset
includes projects that are not suited to ever use a linter, e.g., a repository that is not a software
but simply a collection of scripts or tips for developers. Additionally, these could be projects

1A “fork” is a personal copy of someone else’s project on GitHub.
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that have not been active for several years, and perhaps even not active since ESLint was
created in June 2013.

Consequently, to know more about the dataset, the date of the last commit was collected
from GHTorrent and the GitHub API was used to retrieve the size of every project. The sizes
of the projects are expressed in kilobytes (KB) where the first, second and third quartiles
are the following: 126 KB ; 364 KB ; 1,928 KB. Moreover, 55,9% of the projects are 500
KB or smaller. For the last commit date of the projects, 7.4% of the projects had their last
commit before ESLint was first released (v0.0.2) in June 2013 and 35.4% of the projects
before the first major release (v1.0.0) in July 20152. Thus when analyzing the prevalence of
linter usage in JavaScript projects or even more specifically, ESLint usage, some projects in
the dataset are less likely to have used a linter. There are projects that might not be typical
candidates to use a linter such as programming guides (example at [54], size 618 KB) or
code for tutorials (example at [33], size 129 KB). Other projects have not been active since
ESLint was created and have thus not had an opportunity to use the tool. Nevertheless, these
projects were not filtered out as we wanted to avoid making assumptions about the dataset
and for it to be as broad and general as possible.

As shown in the background chapter, the most popular linter according to the number
of npm installs is ESLint, followed by JSHint. While collecting the configuration files for
the projects that use ESLint, information was gathered about whether these projects use
other linters, and if so, which. How this information was retrieved is explained in the next
section. Table 5.1 shows an estimation of the usage of four linters, namely, ESLint, JSHint,
JSCS and Standard, where ESLint was the most commonly used linter followed by JSHint.
Moreover, in total 24.5% of the analyzed projects used a linter. The tool also analyzed
whether projects use more then one linter, with the results shown in Table 5.2. Only 9.1%
of the projects that use a linter, use two or more linters, where 4.3% use ESLint and another
linter. The total percentage of projects using any of these linters seems to be higher for those
that have more stars. Table 5.3 shows the number of projects that use any of these linters
while observing only the top starred projects, such as the top 10 or top 1,000 projects. The
percentage of projects using a linter steadily decreases when observing more projects, going
from 70.0% for the top 10 projects to 28.5% for the top 30,000 projects.

Linter Projects with linter % of all projects
ESLint 9,548 11.4%
JSHint 9,447 11.3%
Standard 1,651 2.0%
JSCS 1,578 1.9%
Total 20,292 24.2%

Table 5.1: Estimation of the number of projects using ESLint, JSHint, Standard and JSCS

2The exact dates that were used for this comparison were 08:00 June 30th 2013 [17] and 08:00 July 15th
2015 [16].
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Linters used Number of projects % of all projects
1 18,450 22.0%
2 1,753 2.1%
3 88 0.1%
4 1 0.0%
Total 20,292 24.2%

Table 5.2: Estimation of the number of projects using multiple linters

Top projects Projects with linter % of top projects
10 7 70.0%
100 65 65.0%
300 185 61.7%
1,000 535 53.5%
3,000 1,371 45.7%
5,000 2,082 41.6%
10,000 3,675 36.8%
20,000 6,306 31.5%
30,000 8,554 28.5%
Total 20,292 24.2%

Table 5.3: Estimation of the number of projects using a linter

5.2.2 Collecting Configuration Files

In order to analyze the configurations of projects that use ESLint, one first needs to collect
all the configuration files. The following sections describe how the tool accomplishes this
goal and what its limitations are.

5.2.2.1 Implementation

Querying for all projects with at least 10 stars on GitHub resulted in a list of 86,366 JSON
objects with information about each project, including the project’s name and GitHub API
URL. The first step in retrieving the configuration files is trying to access the project’s API
URL. If an error is returned, either the access to the project is restricted or more commonly,
the project does not exist anymore. Additionally before moving forward, duplicate entries
are ignored as explained in the dataset section. If it is possible to access the project, the tool
searches for indications that the tool uses ESLint, JSHint, JSCS or Standard by identifying
configuration files for each linter. If a configuration file is found for ESLint then it is re-
trieved, while for the other linters the tool merely notes down their presence. As a project
can take advantage of multiple linters, the tool searches for the presence all linters in every
project.

More specifically, for each linter the tool searches for a configuration file with a spe-
cific known name and file ending. As an example, the tool searches for ESLint config-
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urations files with the name .eslintrc and one of the following file endings: .js,
.yaml, .yml, .json. Additionally, the ESLint configurations can be present in a project’s
package.json file, leading to all package files being examined as well in search for a key
that contains the configurations. This process is done in a similar fashion for both JSHint
and JSCS. On the other hand, as the Standard linter’s philosophy is to not be bothered with
any configurations, another method had to be used to identify the linter’s usage. In this
case the package.json is parsed to search for a dependency to the Standard npm package.
Finally, the GitHub API is used to retrieve the size of every project. The total running time
of the tool to collect the configuration files for the 86,366 projects was 29 hours and 36
minutes.

5.2.2.2 Limitations

The main limitation of this part of the tool is that it can possibly miss out on some ESLint
configuration files. The configuration file is typically located in the main directory of a
project (as it will then be used for the whole project), so in order to save execution time
and to simplify the tool, it is the only location where the tool searches for the file. It could
however be the case with some projects that they place their configuration file in a sub
directory of the project and pass it to the linter with the command line. This limitation does
however not have any significant effects on the results, since the only real implication is that
the dataset for analyzing the configuration files is smaller than it could have been. A trivial
limitation is that the numbers are skewed about the prevalence of using ESLint, as reported
in the previous section about the dataset’s characteristics. That information is however not
of main interest for this study.

Continuing on the topic of the prevalence of linter usage, there are limitations in ac-
knowledging the presence of other linters as well. As the tool does not check for all linters
that exist, no assumptions can be made about the overall prevalence of linter usage. For
example, the tool does not account for usage of JSLint, but it was decided to disregard that
linter since the usage is less frequent than of the other linters and it was more difficult to
identify its usage. Moreover, for some linters it is not necessary to have a configuration
file in place and it is also possible to specify a configuration file with other names than the
default recognized formats. For these reasons the usage could as well be understated. On
the other hand, the usage in some cases can be overstated. Even though a project has a con-
figuration file for a specific linter, it does not guarantee that the linter is actually used. As
an example, the tool found that one project has four linters enabled, having configuration
files for ESLint, JSHint and JSCS along with having Standard as a dependency [41]. On
closer inspection one can see that only one of them seems to be currently in use (and even
additionally uses TSLint that is intended for TypeScript)3. Further measures could have
been taken to make this analysis more accurate, such as analyzing the dependencies of all
projects along with all its pre-running scripts. That would however still not guarantee true
results and was considered out of scope, as this is not the main purpose of the study. For

3When manually inspecting the history of package.json for the project [42], one can see that the depen-
dencies for ESLint, JSHint and JSCS were removed at one point and also removed from all pre-running scripts.
Instead, solely Standard was enabled.
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these reasons, the prevalence numbers are presented as an estimation of the usage and not
as definite findings.

To increase confidence in the current implementation to identify the usage of ESLint,
JSHint, JSCS and Standard, unit testing was applied. Actual use cases of all covered situa-
tions to detect these linters were used as input to see if the tool identified them correctly.

5.2.3 Parsing Configuration Files

In this part of the tool the configuration files are parsed to retrieve all information that is of
interest. In the following sections the implementation of this will be described along with
its possible limitations.

5.2.3.1 Implementation

From the previous part of the tool, a list of URLs is received as input, each pointing to an
ESLint configuration file of a JavaScript project. These configuration files can be in several
forms, namely a package.json file or an .eslintrc file in any of the formats that are
allowed. Each of these formats are parsed differently to correctly obtain the information
of interest. The tool searches for the presence of the properties that address the presets,
plugins and rules that are used. Special care is taken to not mistake lines such as comments
that include these keywords for lines that are actually of interest.

To differentiate between the different file formats (e.g., .js or .yml), it is not enough
to simply check the file ending of the configuration file because of the old convention of
not having any file ending as explained before in the background chapter. Many of the
projects still use this deprecated format so it was necessary to make a distinction between
all configuration files during the parsing of the files where the patterns of each format is
identified.

To parse the rules that are specified, the tool needs to apply some filtering when iden-
tifying a rule and its settings. There is a fixed amount of rules available from ESLint and
only those are studied. Custom rules and rules from external plugins therefore need to be
recognized and excluded. Moreover, a rule has its name as a property and different kinds of
settings as its value, as described in Chapter 2. Enabling a rule can be done with setting a
value 0 to the rule name but also with a value error. Then there are multiple other settings
that can follow which are different for each rule (e.g., setting which kind of indentation to
enforce). The tool only extracts the value that enables, disables or sets the rule as a warning,
and ignores the rest. Presets and plugins are however mainly parsed without any filtering as
their names are unknown beforehand.

Eventually, two configuration files could not be retrieved as a status code of 503 was
returned when trying to read the files, meaning that the service was temporarily unavailable.
The total running time of analyzing the 9,548 configuration files was 21 minutes and 9
seconds. This second part of the tool is therefore much faster in execution as it does not
need to make any network calls like in the previous part.
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5.2.3.2 Limitations

The parser implementation has some limitations as it may not parse all code writing styles
correctly. The requirements for the tool were set by reading the documentation from ESLint
[84] and examining numerous different configuration files. This was done to try to discover
all possible methods in writing the configurations along with all edge cases that the parser
would need to handle. It is however likely that some specific ways of writing were not
discovered in this process, resulting in the parser perhaps missing out on some elements.
Moreover, even though the parser does handle different types of formatting, it is difficult
to foresee and analyze all formats that can possibly be written by developers. A known
limitation of the parser is that is does not correctly parse code that is not well formatted,
e.g., when no line breaks are made between properties in a file. In these case, the parser
does not recognize the settings as it can not correctly identify the properties of interest,
resulting in fewer rules or presets being reported. Another situation which the parser can
not handle is when code is used as a value for a key in the configurations such as using a
ternary operator to decide on a value. In these (rare) cases, the parser can not differentiate
between the name of an actual preset or a piece of code, which results in the wrong value
being recorded.

To mitigate possible limitations regarding misidentifications of presets, plugins and
rules, the output of the tool was thoroughly examined to detect any discrepancies such as
presets or rules that do not exist. Nearly all cases of these were fixed in the parser but a few
wrong values were left unfixed as described above. Additionally, various known configura-
tion formats are unit tested. Furthermore, several random samples of actual configuration
files were manually tested to see whether all presets, plugins and rules were correctly iden-
tified.

5.3 Results

We present the results of mining all configurations files, in the order as the research ques-
tions were previously presented.

5.3.1 RQ4 Prevalence of Configurations

As stated before, no default configurations come with ESLint. It therefore has to be con-
figured in some way, most commonly by specifying a configuration file. This configuration
can include presets, plugins and/or some rules that are enabled, disabled or set as warn-
ings. We first discuss the prevalence of presets and plugins, followed by an analysis on the
prevalence of individual rules that are specified.

5.3.1.1 Presets and Plugins

Out of the 9,548 projects that were analyzed, 6,413 or 67.2% used a preset in their con-
figurations, with a total of 6,967 presets being used (some projects using more than one
preset). The 10 most popular presets are displayed in Table 5.4. It is evident that only
a handful of presets are extremely popular amongst these projects. Only the five most
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popular presets account for 67.2% of all presets that were used. The recommended set-
tings from ESLint [84] is the most popular preset, followed by the Airbnb preset [13]. It
is interesting that in the top five places, there are two presets by Airbnb: the regular one
(airbnb) and the base one (airbnb-base [12]). These two presets both use the import plu-
gin (eslint-plugin-import [20]) but the difference is that the regular airbnb preset also
uses two plugins for React (eslint-plugin-react [24] and eslint-plugin-jsx-a11y
[22]). If these two presets are counted together, they have a total of 1,723 instances, mak-
ing airbnb and eslint:recommended (2,226) by far the most popular ones (56.7% of all
presets that are used).

Preset Projects % of all presets
eslint:recommended 2,226 32.0%
airbnb 1,166 16.7%
standard 627 9.0%
airbnb-base4 557 8.0%
google 104 1.5%
standard-react 81 1.2%
prettier 58 0.8%
rackt 49 0.7%
react-app 48 0.7%
semistandard 44 0.6%
Total 4,960 71.2%

Table 5.4: The 10 most popular presets, showing the number of projects using each preset
and the percentage of the times the preset is used out of all used presets

The usage of plugins is not as common as for presets, where 2,611 projects included a
plugin in their configurations, or 27.3% of all projects that use ESLint. The total number of
plugins that were used is 3,556, with the 10 most popular plugins being shown in Table 5.5.
It is evident that eslint-plugin-react [24] is by far the most popular plugin, accounting
for 47.0% of all plugins that are used. This plugin includes rules that are specific for the
React library which has become very popular since its release in July 2013 [50], being the
4th most starred JavaScript project on GitHub with more than 68,000 stars and having over
44 million npm downloads [160] 5. It is possible to use plugins in two different ways, either
by specifying each individual rule that should be included from the plugin, or by using it in
whole as a preset. A number of 440 projects used a plugin as a preset, and using in total
561 plugins for this purpose. Table 5.6 displays the plugins that are most commonly used
as presets. Again, the react plugin proves to be the most popular one.

4There were two entries for the Airbnb base configurations, namely airbnb-base and airbnb/base, with
378 and 179 instances, respectively. The latter is however only a deprecated npm entry point for the previous,
so these two were counted as one preset in the analysis.

5Information as of June 5th 2017.
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Plugin Projects % of all plugins
react 1,671 47.0%
import 298 8.4%
babel 294 8.3%
html 174 4.9%
flowtype 166 4.7%
standard 94 2.6%
mocha 91 2.6%
jsx-a11y 87 2.5%
promise 87 2.5%
prettier 64 1.8%
Total 3,026 85.1%

Table 5.5: The 10 most popular plugins, showing the number of projects using each plugin
and the percentage of the times the plugin is used out of all used plugins

Plugin Projects % of all plugins
react/recommended 181 32.3%
import/errors 88 15.7%
import/warnings 56 10.0%
flowtype/recommended 47 8.4%
ember-suave/recommended 45 8.0%
node/recommended 24 4.3%
meteor/recommended 15 2.7%
ava/recommended 14 2.5%
import/recommended 9 1.6%
jasmine-jquery/recommended 4 0.7%
Total 484 86.1%

Table 5.6: The 10 most popular plugins that are used as presets, showing the number of
projects using each plugin as a preset and the percentage of the times the plugin is used out
of all used plugins as presets

RQ4A How are presets and plugins used?
Presets are used by 67% of all ESLint projects where the most popular ones are the
recommended settings from ESLint and a style guide maintained by Airbnb, which
account for over half of all presets that are used. Plugins are used by 27% of all projects
where a plugin for React is by far the most popular one.
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5.3.1.2 Frequency of Specified Rules

Here we examine the frequency of rules that are specified in configurations, for each type of
rule setting and differentiating between projects that use presets and those that do not. The
quantity of rules that are configured are displayed in Table 5.7. More specifically, Table 5.7a
shows the quantity of enabled rules, Table 5.7b the quantity of rules that are set as warnings,
Table 5.7c the quantity of rules that are disabled and lastly Table 5.7d shows together all
rules that are specified. Each table is divided in three groups: 1) projects that use a preset,
2) projects that do not use a preset and 3) all projects.

First of all, it is evident that warnings are in general used the least, where there are three
warnings used on average per project. There are more than twice as many rules that are
turned off, or on average seven per project. Rules are however most frequently turned on,
or on average 17 times per project. It is also visible that projects that do not use presets,
specify more rules in general than projects that use a preset. More specifically, 95% of
the projects that do not use a preset, use at least one rule and specify 58 rules on average
in their configurations (the 5% that do not have any rules are reviewed in the discussion).
Furthermore, 70% of the projects that do use a preset have at least one rule specified, and
use 10 rules on average. For these projects, the same percentage of projects enable and
disable at least one rule (53%) but more rules are used on average (seven rules enabled and
three rules disabled).

RQ4B How frequently are rules specified?
Projects that do not use presets specify a high number of 58 rules on average. Those
that do use presets specify 10 rules on average where 70% of these projects include at
least one rule. For all projects it is most common to enable rules as errors and rare to
set rules as warnings.

5.3.2 RQ5 Common Configurations

ESLint provides a basic rule set that is grouped into seven different categories, as explained
in the background chapter. We examine which categories are most commonly enabled or
disabled, divided between projects that use presets and those that do not. Similarly we
examine which individual rules within each category are most commonly used.

5.3.2.1 Common Categories

Tables 5.8 and 5.9 show the average number of rules that are enabled and disabled, respec-
tively, from each category per project along with how many projects use at least one rule
from each category.

Enabled Categories. For projects that do not use presets, four categories are enabled
in more than 50% of all projects: Possible Errors, Best Practices, Variables and Stylistic
Issues (Table 5.8). The category Stylistic Issues is by far the most commonly enabled
one, where 82% of all projects that do not use a preset, enable at least one rule. The next
category in line is Best Practices where 62% of projects without a preset enabled at least one

53



5. EXPLORING LINTER CONFIGURATIONS IN JAVASCRIPT PROJECTS

Total rules Average # projects % projects
Projects with a preset 43,340 7 3,389 53%
Project without a preset 115,500 37 2,735 87%
All projects 158,840 17 6,124 64%

(a) Enabled rules
Total rules Average # projects % projects

Projects with a preset 5,159 1 1,125 18%
Project without a preset 20,122 6 1,601 51%
All projects 25,281 3 2,726 29%

(b) Warned rules
Total rules Average # projects % projects

Projects with a preset 17,263 3 3,395 53%
Project without a preset 45,024 14 2,344 75%
All projects 62,287 7 5,739 60%

(c) Disabled rules
Total rules Average # projects % projects

Projects with a preset 65,762 10 4,465 70%
Project without a preset 180,646 58 2,979 95%
All projects 246,408 26 7,444 78%

(d) All rules

Table 5.7: All used rules, divided into the different settings: enabled, disabled and warned
rules. Each shows the total number of used rules, the average number of rules used per
project, the number of projects that use at least one rule and finally the percentage of projects
that use at least one rule.

rule. Furthermore, most rules are enabled on average per project for these two categories.
However since these two categories also include the highest number of available rules (81
and 69), they are not the most commonly used categories in proportion with the amount of
available rules. In that sense, Possible Errors is the most commonly used category with 24%
of available rules being used on average per project, whereas with Stylistic Issues and Best
Practices the ratio is 13% and 19%, respectively. The other three categories, Strict Mode,
Node.js & CommonJS and ECMAScript 6, all have a similar number of projects with at
least one rule, or around 28-29%.

The story is fairly similar when it comes to projects that do not use a preset. Much fewer
rules are generally enabled as shown in the previous analysis on configuration prevalence,
but the most popular categories remain the same. Stylistic Issues continues to be the most
commonly used category, and even more so in this case where it is now proportionally
more popular than the other categories, than it was when analyzing projects that do not
use presets. Almost half of all projects that use a preset, or 47%, add at least one stylistic
rule, and three rules are enabled on average per project. The second most commonly used
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Category Average % available rules # projects % projects
Possible Errors 7.5 24.2% 1,631 52.1%
Best Practices 13.1 19.0% 1,929 61.6%
Strict Mode6 0.3 30.0% 895 28.6%
Variables 2.7 22.5% 1,882 60.1%
Node.js & CommonJS 0.9 9.0% 917 29.3%
Stylistic Issues 10.6 13.1% 2,562 81.9%
ECMAScript 6 1.8 5.6% 897 28.7%

(a) Enabled rules per category for projects that do not use a preset
Category Average % available rules # projects % projects
Possible Errors 0.4 1.3% 777 12.1%
Best Practices 2.1 3.0% 1,171 18.3%
Strict Mode 0.1 10% 448 7.0%
Variables 0.4 3.3% 1,043 16.3%
Node.js & CommonJS 0.2 2.0% 279 4.4%
Stylistic Issues 3.0 3.7% 3,020 47.1%
ECMAScript 6 0.6 1.9% 799 12.5%

(b) Enabled rules per category for projects that do use a preset

Table 5.8: Enabled rules per category, showing the average number of rules used per
project, the average percentage of rules used per project out of all available rules in the
category, the number of projects with at least one rule and the percentage of projects with
at least one rule out of all projects. Categories are listed in the order as they are mentioned
in the ESLint documentation [85].

category is again Best Practices, with 18% of projects specifying at least one rule and where
two rules are used on average per project. An interesting aspect is that the distribution of
the three less commonly used categories is notably different now than for projects that do
not use presets. Before, more or less the same number of projects enabled a rule from
these three categories, whereas now Node.js & CommonJS is by far the least used category
with 4% and ECMAScript 6 having as many projects enabling a rule as Possible Errors, or
around 12%.

Disabled Categories. When observing disabled categories for projects that do not use
a preset, it is evident that the same two categories still remain the most commonly men-
tioned ones (Table 5.9). Stylistic Issues is the most commonly disabled category with 67%
of projects disabling at least one rule and seven rules being disabled on average. The runner
up is again Best Practices, with 54% of projects disabling a rule and with four rules being
disabled on average. Interestingly, all other categories except for ECMAScript 6 have a

6The category Strict Mode is a special case in this analysis since it is the only category that includes only
one rule (others have 10 or more rules). For that reason, it is less appropriate to report values for this category
on the average percentage of used rule out of all available rules, as that percentage will always be relatively high
compared to other categories. To maintain consistency, the values are reported in this table and in the following
tables, but are not specifically analyzed in the text.
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Category Average % available rules # projects % projects
Possible Errors 1.0 3.2% 1,180 37.7%
Best Practices 3.7 5.4% 1,687 53.9%
Strict Mode 0.3 30.0% 980 31.3%
Variables 0.8 6.7% 1,111 35.5%
Node.js & CommonJS 1.0 10.0% 886 28.3%
Stylistic Issues 6.8 8.4% 2,096 67.0%
ECMAScript 6 0.9 2.8% 532 17.0%

(a) Disabled rules per category for projects that do not use a preset
Category Average % available rules # projects % projects
Possible Errors 0.3 1.0% 1,569 24.5%
Best Practices 0.6 0.9% 1,505 23.5%
Strict Mode 0.1 10.0% 394 6.1%
Variables 0.2 1.7% 709 11.1%
Node.js & CommonJS 0.1 1.0% 404 6.3%
Stylistic Issues 1.2 1.5% 2,087 32.5%
ECMAScript 6 0.3 0.9% 975 15.2%

(b) Disabled rules per category for projects that do use a preset

Table 5.9: Disabled rules per category, showing the average number of rules used per
project, the average percentage of rules used per project out of all available rules in the
category, the number of projects with at least one rule and the percentage of projects with
at least one rule

rather similar distribution, with 28-38% of projects disabling a rule. ECMAScript 6 there-
fore stands out with only 17% of projects disabling a rule from this category.

For projects that do use a preset, the distribution of disabled categories is somewhat
different. Stylistic Issues continues to be the most commonly disabled category, with 33%
of projects disabling at least one rule. The second category in this case is Possible Errors
with 25% of projects disabling a rule. A singularity in these results is that the Variables
category is by far the least disabled category out of the four popular ones with only 11% of
projects disabling a rule. Even ECMAScript 6 is disabled more times, and is interestingly
disabled much more now than the other two less commonly used categories, Strict Mode
and Node.js & CommonJS.

RQ5A Which are the most commonly used categories from ESLint?
The category Stylistic Issues is enabled by the highest number of projects, followed by
Best Practices and Variables, where almost half of all projects that use a preset enable
at least one stylistic rule. Stylistic Issues is also the most commonly disabled category,
followed by Best Practices and Possible Errors.
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5.3.2.2 Common Rules

Examining which categories are used gives a good overview of which types of rules are
commonly used and what developers find important. In this part we dive deeper into these
categories and examine which individual rules are enabled and disabled the most often.

Enabled Rules. It is shown in Table 5.10a that the three most commonly enabled rules
for projects without presets, all belong to the Stylistic Issues category. These are format-
ting rules that enforce what kind of quotes should be used (quotes), whether semicolons
should be placed at the end of a line (semi) and what kind of indentation should be used
(indent). The next four rules in line are from the Best Practices category and Variables,
namely eqeqeq which requires the use of the type-safe triple equality operator (=== instead
of ==), no-undef which disallows undeclared variables, no-unused-vars which disal-
lows unused variables and curly that enforces consistent use of curly braces for control
statements. More rules in Best Practices follow, along with rules from the Possible Errors
category and Stylistic Issues. The rule no-dupe-keys prevents errors when two keys in
object literals are identical, no-caller disallows use of callers and callees which can oth-
erwise make several code optimizations impossible and no-unreachable which disallows
unreachable code, e.g., after a return, throw or break statement. In general, all rules in
this list belong to the four popular categories: Possible Errors, Best Practices, Variables and
Stylistic Issues.

Table 5.10b shows the top 20 enabled rules for projects that do not use presets. In-
terestingly, these rules mostly belong to the Stylistic Issues category with 14 out of the
20 rules originating from the category. The same three stylistic rules as before are the
most popular ones, followed by linebreak-style which enforces consistent line end-
ings, comma-dangle which enforces or disallows trailing commas in object literals and
space-before-function-paren which enforces consistent use of spaces before function
parameter parentheses. These rules are followed by some of the few rules from other cate-
gories which were also detailed in the previous list.

Disabled Rules. For rules that are disabled in projects without presets, two rules stand
out as the most disabled ones, as shown in Table 5.11a. The rule no-underscore-dangle
from the Stylistic Issues category is disabled by nearly half of all projects that do not use
a preset, where this rule disallows dangling underscores in identifiers which are commonly
used to indicate a private variable. The other commonly disabled rule is strict, the only
rule in the Strict Mode category, which requires or disallows strict mode directives. These
two rules are followed with seven rules from the Stylistic Issues category, but it is the most
commonly disabled category in this list. Included are rules that disallow ternary opera-
tors (no-ternary), require or disallow named function expressions for debugging purposes
(func-names) and require constructor names to start with a capital letter (new-cap). The
following rules belong to a set of more diverse categories, namely the four popular cat-
egories. These include no-use-before-define which disallows using variables before
they are formally defined and consistent-return which enforces all return statements
to always or never specify a return value.

Table 5.11b shows the most commonly disabled rules for projects that use a preset. The
rule no-console from the Possible Errors category is by far the most commonly disabled
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Rule Category Frequency % projects
1 quotes Stylistic Issues 1,898 60.6%
2 semi Stylistic Issues 1,506 48.1%
3 indent Stylistic Issues 1,356 43.3%
4 eqeqeq Best Practices 1,338 42.7%
5 no-undef Variables 1,270 40.6%
6 no-unused-vars Variables 1,260 40.3%
7 curly Best Practices 1,232 39.4%
8 no-dupe-keys Possible Errors 1,228 39.2%
9 no-caller Best Practices 1,171 37.4%
10 no-unreachable Possible Errors 1,163 37.2%
11 no-eval Best Practices 1,155 36.9%
12 brace-style Stylistic Issues 1,126 36.0%
13 no-with Best Practices 1,123 35.9%
14 wrap-iife Best Practices 1,123 35.9%
15 no-irregular-whitespace Possible Errors 1,090 34.8%
16 comma-style Stylistic Issues 1,089 34.8%
17 no-cond-assign Possible Errors 1,085 34.7%
18 no-func-assign Possible Errors 1,083 34.6%
19 no-redeclare Best Practices 1,083 34.6%
20 no-invalid-regexp Possible Errors 1,079 34.5%

(a) Top 20 enabled rules for projects that do not use a preset
Rule Category Frequency % projects

1 semi Stylistic Issues 1,641 25.6%
2 indent Stylistic Issues 1,567 24.4%
3 quotes Stylistic Issues 1,336 20.8%
4 linebreak-style Stylistic Issues 888 13.8%
5 comma-dangle Stylistic Issues 714 11.1%
6 space-before-function-paren Stylistic Issues 605 9.4%
7 eqeqeq Best Practices 601 9.4%
8 no-unused-vars Variables 595 9.3%
9 curly Best Practices 515 8.0%
10 no-trailing-spaces Stylistic Issues 491 7.7%
11 brace-style Stylistic Issues 482 7.5%
12 strict Strict Mode 451 7.0%
13 space-before-blocks Stylistic Issues 424 6.6%
14 max-len Stylistic Issues 419 6.5%
15 no-use-before-define Variables 419 6.5%
16 keyword-spacing Stylistic Issues 416 6.5%
17 object-curly-spacing Stylistic Issues 396 6.2%
18 eol-last Stylistic Issues 386 6.0%
19 new-cap Stylistic Issues 366 5.7%
20 no-eval Best Practices 365 5.7%

(b) Top 20 enabled rules for projects that do use a preset

Table 5.10: Top 20 enabled rules for projects that use and do not use a preset, showing the
total number of projects using them, along with the percentage of those projects out of all
projects that use or do not use a preset
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rule, with 19% of projects specifying the rule. Logging with the console is mainly used
for debugging purposes which should normally not be present in production code. Addi-
tionally, like before, no-underscore-dangle is also relatively commonly disallowed, or
in 10% of all projects using a preset. Some rules that have not yet been discussed are
no-param-reassign from the Best Practices category which disallows reassigning func-
tion parameters and max-len which enforces a maximum line length. Stylistic Issues is
again the most commonly disabled category with half of the 20 rules belonging to the cate-
gory.

Enabled Rules Per Category. We further examine in more detail the enabled rules in
projects that do not use presets. Table 5.12 shows the 10 most commonly enabled rules for
each of the ESLint categories for projects without presets. In the categories Possible Errors,
Best Practices and Stylistic Issues, all top 10 rules are widely used where they are all enabled
by at least 31% of projects without presets. For the Variables category, only a few rules are
widely used (by more than 30%). For the other three categories, Strict Mode, Node.js &
CommonJS and ECMAScript 6, all rules are used by less than 30% of the projects. As
the categories Node.js & CommonJS and ECMAScript 6 did not make it to the top 20
lists in Table 5.10, none of their rules have been discussed. The most commonly enabled
rule from the Node.js & CommonJS category is handle-callback-err which enforces
handling of errors when using the callback pattern for asynchronous code. The second
most commonly enabled rule is no-new-require which disallows immediate instantiation
of required modules, as a slightly modified syntax of the creation can lead to errors. For
the ECMAScript 6 category, the most commonly enabled rule is no-const-assign which
disallows modifications to variables that are declared using const (instead of let). The
second one is arrow-spacing which is a formatting rule that requires space before or after
arrows in functions.

Rarely Enabled Rules. Lastly, there are several rules that are very rarely enabled in
these 9,548 configuration files that were analyzed. For projects that do not use a preset
(3,135 projects), 10 rules were enabled less than 10 times. These rules are shown in Table
5.13. Seven out of these 10 rules are from the Stylistic Issues category where the rules
sort-keys and capitalized-comments are only used twice each. The former requires
keys in objects to be alphabetically sorted and the latter enforces or disallows capitalization
of the first letter of a comment. At the time of this text being written (June 2017), these
rules have existed for 10 and six months respectively, whereas some of the oldest rules,
such as quotes and semi, have existed for almost three years. Developers have therefore
had less time to notice these newly created rules and furthermore, projects that are no longer
active might never have had the chance to enable these. The creation time of the rules there-
fore plays an important part when analyzing rules that have not been enabled often. There
are however two rules in this list that have existed for over a year which are no-ternary
and sort-imports. In fact, no-ternary has been available for 2.5 years already, giving
developers substantial time to include these in configurations if interested in doing so.
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Rule Category Frequency % projects
1 no-underscore-dangle Stylistic Issues 1,543 49.3%
2 strict Strict Mode 982 31.4%
3 no-ternary Stylistic Issues 686 21.9%
4 func-names Stylistic Issues 681 21.8%
5 new-cap Stylistic Issues 634 20.3%
6 one-var Stylistic Issues 608 19.4%
7 sort-vars Stylistic Issues 597 19.1%
8 padded-blocks Stylistic Issues 582 18.6%
9 no-use-before-define Variables 581 18.6%
10 consistent-return Best Practices 572 18.3%
11 no-console Possible Errors 570 18.2%
12 camelcase Stylistic Issues 565 18.1%
13 no-extra-parens Possible Errors 560 17.9%
14 func-style Stylistic Issues 549 17.5%
15 no-plusplus Stylistic Issues 535 17.1%
16 vars-on-top Best Practices 525 16.8%
17 no-shadow Variables 525 16.8%
18 no-warning-comments Best Practices 514 16.4%
19 valid-jsdoc Possible Errors 499 15.9%
20 wrap-regex Stylistic Issues 495 15.8%

(a) Top 20 disabled rules for projects that do not use a preset
Rule Category Frequency % projects

1 no-console Possible Errors 1,216 19.0%
2 no-underscore-dangle Stylistic Issues 646 10.1%
3 comma-dangle Stylistic Issues 479 7.5%
4 func-names Stylistic Issues 430 6.7%
5 no-param-reassign Best Practices 411 6.4%
6 strict Strict Mode 395 6.2%
7 no-use-before-define Variables 358 5.6%
8 consistent-return Best Practices 356 5.6%
9 max-len Stylistic Issues 315 4.9%
10 padded-blocks Stylistic Issues 305 4.8%
11 arrow-parens ES6 266 4.1%
12 new-cap Stylistic Issues 262 4.1%
13 camelcase Stylistic Issues 259 4.0%
14 global-require Node.js & CommonJS 254 4.0%
15 no-shadow Variables 243 3.8%
16 arrow-body-style ES6 224 3.5%
17 no-plusplus Stylistic Issues 204 3.2%
18 vars-on-top Best Practices 196 3.1%
19 space-before-function-paren Stylistic Issues 194 3.0%
20 id-length Stylistic Issues 193 3.0%

(b) Top 20 disabled rules for projects that do use a preset

Table 5.11: Top 20 disabled rules for projects that use and do not use a preset, showing the
total number of projects using them, along with the percentage of those projects out of all
projects that use or do not use a preset
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Rule Freq. % projects
1 no-dupe-keys 1,228 39.2%
2 no-unreachable 1,163 37.2%
3 no-irregular-whitespace 1,090 34.8%
4 no-cond-assign 1,085 34.7%
5 no-func-assign 1,083 34.6%
6 no-invalid-regexp 1,079 34.5%
7 no-ex-assign 1,070 34.2%
8 use-isnan 1,069 34.2%
9 no-obj-calls 1,050 33.5%
10 valid-typeof 1,034 33.0%

(a) Possible Errors

Rule Freq. % projects
1 eqeqeq 1,338 42.7%
2 curly 1,232 39.4%
3 no-caller 1,171 37.4%
4 no-eval 1,155 36.9%
5 wrap-iife 1,123 35.9%
6 no-with 1,123 35.9%
7 no-redeclare 1,083 34.6%
8 no-extend-native 1,070 34.2%
9 no-implied-eval 1,038 33.2%
10 no-new-wrappers 1,028 32.8%

(b) Best Practices
Rule Freq. % projects

1 no-undef 1,270 40.6%
2 no-unused-vars 1,260 40.3%
3 no-shadow-restricted 1,030 32.9%
4 no-delete-var 929 29.7%
5 no-use-before-define 857 27.4%
6 no-undef-init 809 25.8%
7 no-label-var 804 25.7%
8 no-shadow 638 20.4%
9 no-catch-shadow 576 18.4%
10 no-undefined 281 9.0%

(c) Variables

Rule Freq. % projects
1 handle-callback-err 657 21.0%
2 no-new-require 589 18.8%
3 no-path-concat 501 16.0%
4 no-process-exit 304 9.7%
5 no-mixed-requires 257 8.2%
6 callback-return 192 6.1%
7 no-process-env 139 4.4%
8 no-sync 115 3.7%
9 global-require 115 3.7%
10 no-restricted-modules 66 2.1%

(d) Node.js & CommonJS
Rule Freq. % projects

1 quotes 1,898 60.6%
2 semi 1,506 48.1%
3 indent 1,356 43.3%
4 brace-style 1,126 36.0%
5 comma-style 1,089 34.8%
6 space-before-blocks 1,045 33.4%
7 comma-dangle 1,020 32.6%
8 space-infix-ops 1,018 32.5%
9 eol-last 995 31.8%
10 comma-spacing 969 31.0%

(e) Stylistic Issues

Rule Freq. % projects
1 no-const-assign 477 15.2%
2 arrow-spacing 452 14.4%
3 no-this-before-super 450 14.4%
4 no-class-assign 410 13.1%
5 constructor-super 405 12.9%
6 generator-star-spacing 401 12.8%
7 no-var 401 12.8%
8 no-dupe-class-members 337 10.8%
9 prefer-const 255 8.1%
10 arrow-parens 192 6.1%

(f) ECMAScript 6
Rule Freq. % projects

1 strict 900 28.8%

(g) Strict Mode

Table 5.12: The 10 most commonly enabled rules for all categories and for projects that do
not use a preset. Showing the total number of projects using them and the percentage of all
projects using them.
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Rule Category Frequency % projects
1 sort-keys Stylistic Issues 2 0.1%
2 capitalized-comments Stylistic Issues 2 0.1%
3 prefer-destructuring ES6 3 0.1%
4 max-lines Stylistic Issues 4 0.1%
5 multiline-ternary Stylistic Issues 4 0.1%
6 object-curly-newline Stylistic Issues 5 0.2%
7 line-comment-position Stylistic Issues 6 0.2%
8 require-await Best Practices 8 0.3%
9 no-ternary Stylistic Issues 8 0.3%
10 sort-imports ES6 9 0.3%

Table 5.13: The 10 least commonly enabled rules for projects without a preset

RQ5B Which are the most commonly used rules from ESLint?
The most commonly enabled rules are for code formatting and punctuation, i.e. to
uphold a consistent use of quotes, semicolons and indentation. More stylistic rules are
commonly enabled for projects that use presets. The most commonly disabled rules are
for disallowing the use of logging to the console and the use of dangling underscores
in variable names. A rule that disallows the use of the ternary operator is almost never
enabled.

5.4 Discussion

5.4.1 Prevalence of Configurations

It seems that ESLint is in general configured quite extensively, where 78% of all projects
specify at least one native ESLint rule and where a project uses 26 rules on average. Despite
of this high frequency of configurations, it is also very common to use a preset where 67%
of all projects include at least one.

Presets. The fact that such a high percentage of projects use a preset could indicate that
developers like to take advice from others on which rules to use. Another explanation is that
they try minimize the effort of using a linter by taking little time to create the configurations.
Examining the presets that are used, it is interesting to see that only a few presets and plugins
are by far the most commonly used ones. For the presets, there seems to be a wide agreement
that eslint:recommended, airbnb and standard are suitable to use in JavaScript projects.
It is perhaps possible to gain more insight into these high numbers by examining the types
of rules that these presets include. The recommended settings from ESLint are said to
include rules that report common problems [84] while the airbnb preset includes more
diverse rules. More specifically, the number of rules that are included from each category
for eslint:recommended and airbnb are shown in Table 5.14. The eslint:recommended
mostly includes rules from the Possible Errors category, making it appealing for those that
want to prevent bugs in the system. The airbnb preset is however much more versatile
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where it contains many rules from all categories. That preset might therefore be more
appealing for those that do want to have rules for all these different aspects, but perhaps do
not have the need to manually choose every single rule.

eslint:recommended airbnb
Category # % # %
Possible Errors 26+0 83.9% 27+2 87.1%
Best Practices 8+0 11.6% 59+1 87.0%
Strict Mode 0+0 0.0% 1+0 100.0%
Variables 3+0 25.0% 9+0 75.0%
Node.js & CommonJS 0+0 0.0% 3+0 30.0%
Stylistic Issues 1+0 1.2% 51+1 64.2%
ECMAScript 6 7+0 21.9% 27+0 84.4%

Table 5.14: The number of rules enabled from each category in the two most popular pre-
sets, showing the number of rules in the format ’errors + warnings’ and the percentage of
used rules out of all available rules in category (only includes rules that were available in
January 2017).

Plugins. Despite the fact that the main goal of ESLint was to create a pluggable linter,
plugins are used less frequently than presets. They might however be underrepresented in
this analysis as some presets already include plugins, such as airbnb that includes both
the react and import plugins. In these cases, the plugins do not have to be specified in
the configurations, unless they are to be modified. The most commonly used plugins can
provide information on two different aspects: a) which JavaScript libraries are commonly
used and/or need linting, and b) which features might be lacking from ESLint. Some of the
most popular plugins are specifically written for external JavaScript libraries and tools such
as react, flow [18] and mocha [23]. It is appropriate to keep a distance between ESLint
and these types of plugins as developers use different types of libraries and tools in their
applications. Other plugins however focus on native JavaScript features such as import
[21] and html [19]. The import plugin relates to rules regarding import/export syntax
for ES6 while the html plugin analyzes JavaScript code inside HTML files. The common
usage of these plugins suggests that it might be appropriate to have these functionalities as
a default part of ESLint.

Prevalence of Rules When Using a Preset. Regarding the prevalence of rules when
presets are used, the proportion of projects that also modify individual rules is quite high.
More specifically, 70% of these projects specify at least one native rule and use a number
of 10 rules on average. It is therefore evident that relatively few projects use presets solely
on their own, and instead add some custom configurations that fit better for the projects.
It seems to be the case that developers rather feel that rules are missing from presets than
feeling that some of the rules do not fit for their projects, as more rules are enabled on
average than disabled. These numbers suggest that the presets might be incomplete or that
they are unable to cover the diversity of all projects that apply them. It also suggests that
developers have some personal preferences despite wanting to use a recommended set of
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configurations.
Prevalence of Rules When Not Using a Preset. For the prevalence of rules when

presets are not used, it is curious to see that 95% of projects included at least one rule in
their configurations. One would perhaps expect that ratio to be 100%, otherwise no rules
are executed for the project. After examining a sample of the projects that fall under these
5%, they can be categorized in the following groups, ordered by frequency of occurrences:
a) projects that only use plugins, b) projects that do not have any rule settings, c) projects
with wrongly defined rules and d) projects with badly formatted code. There are several
projects that solely use a plugin, either as a preset or specifying which individual rules form
the plugins to use. These plugins are however not counted as actual presets since for those,
we only examine the set of rules that the linter provides. Some projects do not have any set-
tings at all whether it is rules, presets or plugins. These projects might therefore not actually
be using the tool as no code is being analyzed, either intentionally or by mistake. However
in some of these cases, another configuration file is specified such as via a command line
script. In the third case, it was discovered during manual analysis that some projects define
their rules wrongly, e.g., having invalid settings to rules. Lastly, in rare cases, as described in
the methodology chapter, the parser can miss out on some settings when it can not correctly
parse a configuration file.

In general, a substantial amount of configurations is applied in the projects that are
analyzed. We however only examine rules that are provided be ESLint, and not custom
rules or rules added from plugins, which are instead simply ignored. If these rules would
be analyzed as well, most numbers that have been reported would become somewhat higher
as many projects also specify these custom rules. It is however also worth noting that for
projects that use presets, an enabled rule can be one that was not originally included in the
preset or it can be one that was already present in the preset and the more detailed settings
of the rule are being reconfigured, e.g., changing the indentation setting from being two
spaces to four spaces.

5.4.2 Common Configurations

The categories Possible Errors, Best Practices, Variables and Stylistic Issues continue to
be the main categories of interest. These four categories are most commonly enabled and
disabled, both with and without using a preset.

Enabled Categories. Stylistic Issues is the most commonly enabled category, indi-
cating that a consistent code style is the most important aspect in using a linter. This
category is especially popular when compared to other categories for projects that use a
preset. A reason for this might be that the same stylistic rules do not apply as commonly
for all projects, whereas possible bugs in JavaScript systems might be more similar between
projects. The stylistic rules are in nature more subjective so developers have different opin-
ions on whether they should be turned on or off, and furthermore have different opinions on
their more detailed settings when they are turned on, resulting in these rules being modified
more often. Another possible explanation is the fact that the most commonly used preset,
eslint:recommended mostly focuses on the Possible Errors category and has hardly any
rules from the stylistic category. It might therefore be the case that projects using this preset
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are simply missing these rules from their configurations and thus add them. This reason
would also explain why rules from the Possible Errors category are not commonly enabled
when a preset is used. In general however, it is rather difficult to make assumptions about
usage patterns for the projects that use a preset. Since presets can emphasize on very dif-
ferent types of rules, generalizing about any possible trends in the data becomes a tricky
task.

For the Variables category, it is relatively common to enable at least one rule, but few
rules are enabled on average. This might be purely due to the fact that there are much
fewer available rules in this category compared to the other three popular ones. It could also
mean that only very few rules from this category are thought to be important, but that those
particular rules are in fact very important. Lastly, the category ECMAScript 6 is enabled by
relatively many projects that use a preset. That might mean that presets do not have enough
focus on ES6 or that developers feel that ES6 language features are in particular need of
linting.

Disabled Categories. It is more difficult to make assumptions for categories that are
commonly disabled than those that are enabled. For projects that do not use a preset, it is
possible to explicitly turn off a rule, but not even specifying the rule has the same effect.
There could be different reasons as to why developers choose to include disabled rules,
perhaps for everyone to see which rules are available or possibly to explicitly state that
some specific rules should never be turned on. It is however clear that Stylistic Issues is
the most commonly disabled category, both for projects that use a preset and those that do
not. This makes the category very controversial, as it is also the most commonly enabled
one. That might not come as a surprise as we have seen that developers tend to have very
different opinions regarding style related rules. This controversy in the data applies as well
for the Best Practices category, but to a lesser extent.

Enabled Rules. Upon examination of the most commonly enabled rules, they seem to
mostly have to do with either clear and consistent code (mainly formatting) on one hand,
and possible bugs on the other. Various Stylistic rules are however more common in the
top 20 list of enabled rules for projects that use a preset rather than for projects that do
not. This could indicate that presets are lacking stylistic rules or that the settings to stylistic
rules need more modification. Three rules stand out as being the most commonly enabled
ones for all projects which are quotes, semi and indent, who all have to do with different
code formatting. According to the interviewees, when there are inconsistencies with these
punctuations, the code becomes more difficult to read and can result in the code being
misunderstood. Interestingly, these rules are not included in the eslint:recommended
preset and in fact, 11 of the top 20 rules for projects without presets are not included in the
preset. For projects that do use a preset, only two rules out of the top 20 enabled rules are
present in the eslint:recommended preset. However, all rules in both top 20 enabled lists
are present in the airbnb preset. The airbnb preset therefore seems to capture the rules
that developers find most important to use. However, as we do not know if these rules are
being added on top of the presets or being reconfigured, it might also mean that the detailed
settings to these rules in the airbnb preset are not appropriate for all projects.

On a somewhat different topic, it is also worth examining which rules are seldom en-
abled. We saw that two rules were enabled in only 0.3% of all projects without a preset,

65



5. EXPLORING LINTER CONFIGURATIONS IN JAVASCRIPT PROJECTS

even though they had been available for a substantial time. While it is good to have a wide
variety of rules to choose from, the high number of available rules can also make it more
difficult to configure the tool as there are many rules to shift through and decide on. This list
could therefore be simplified by removing the rules that are hardly ever used by developers,
after being available for a certain amount of time, such as one year.

Disabled Rules. For the most commonly disabled rules, just over half of the top 20
rules for both projects with and without presets, belong to the Stylistic Issues category. In-
terestingly, only four rules originate from the Possible Errors category, thereof only one
rule for projects that use a preset. That particular rule is however by far the most disabled
rule for projects with presets, namely no-console. As reported in some of the interviews,
it can be frustrating to have some rules like no-console turned on when the code is still
in development and to have a build interrupted because of them. However, these instances
might not be wanted in the code when it goes to production. Another rule that stands out
is no-underscore-dangle, which indicates that developers do want to use the tradition
of naming private variables with an underscore as a prefix, or at least to make some kind
of distinction between variables with this naming tradition. Regarding the commonly dis-
abled rules that are enabled in the popular presets, only the rule no-console is included
in the eslint:recommended preset. However for airbnb, 13 out of the top 20 most dis-
abled rules for projects that do not use presets, are present in the configurations, and 19
out of the top disabled rules for projects that do use a preset. Perhaps it would therefore
be better to remove some of these rules from this popular preset, as they are commonly
being disabled. Some rules have however proved to be controversial, in the sense that
they are often both enabled and disabled. These rules include strict, comma-dangle,
space-before-function-paren, max-len, no-use-before-define and new-cap.

5.5 Conclusion

We studied how developers configure ESLint by analyzing the configuration files of 9,548
JavaScript projects on GitHub. A tool was created for this purpose which was made publicly
available. The majority of these projects use a preset in their configurations with a few
rules added, removed or modified. Only a handful of presets and plugins are very popular
amongst the projects. Furthermore, the projects that do not use a preset generally specify
many rules in their configurations. Lastly, it is most common to apply rules that aid in
maintaining code consistency and especially regarding punctuation in code.
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Chapter 6

The Experiences and Perceptions of
the JavaScript Community

The previous two chapters reported on detailed qualitative data on developers’ perceptions
of using ESLint on the one hand, and a large amount of quantitative data about how the tool
is configured on the other. In this chapter we challenge our previous findings to generalize
our original results from conducting interviews and to further explain the results obtained
by mining configuration files on GitHub. To that goal, we surveyed 337 developers from
the JavaScript community about their perceptions and experiences with using linters. The
survey was built upon the previously acquired knowledge where the information is used as
input into both open and closed questions. The topics of this chapter are therefore somewhat
repetitive of previous chapters, but with a completely different approach of obtaining the
data, where the results are used to strengthen our findings and the implications we present
in the final chapter of this thesis. Although the survey is mostly focused on the usage of
ESLint, we also obtain new insights into the usage of other linters. We now had the chance
see why developers use any linter and the challenges that they generally entail. Furthermore,
we present reasons why some linters are considered to be better than others, giving tool
makers valuable information on how to improve linters in the future.

6.1 Research Questions

We further examine the topics that have been discussed in the previous two chapters where
we now analyze the experiences of a large diverse group of JavaScript developers. More
specifically, we examine the following:

RQ6 Why do developers use linters and what are the most important features?
We examine why developers generally want to use a linter and which aspects of the
code they wish to improve. We also study why some developers chose not to use a
linter for their JavaScript projects to see which aspects of linters can be improved.
Furthermore, we see which linters are the most preferred ones and why, and with that
discover which are the most important features for linters to have.
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RQ7 How do developers configure linters?
We investigate what methods JavaScript developers use to choose rules for a project
and further see whether they prefer to apply custom configurations or to use presets.

RQ8 Which types of rules are important to use for a linter?
We collect the opinions of the developers on which types of rules are important to in-
clude in configurations for a linter. We specifically examine which ESLint categories
are the most important ones to use and also which specific rules within the four main
categories.

RQ9 What is challenging about using a linter?
We study the challenges that developers face while using a linter, to learn what can
be improved to make their experience with using a linter better. Additionally, we
specifically examine how developers perceive false positives while using a linter.

6.2 Methodology

There are several aspects to consider when conducting a survey in order to reach the goals
of a study and to obtain valid results. It needs to be carefully designed, tested and reviewed
before being sent out to the public. The participants of the survey then need to be selected
so that they can represent the target population of the study. Finally, the data needs to be
thoroughly analyzed and reported in an appropriate way.

This survey was constructed under guidelines from both social sciences and software
engineering research. The main resources that were used are from Fink [87], De Vaus [81]
and Kitchenham [113], who all provide strategies and advice on conducting surveys. The
tool SurveyGizmo [55] was used to facilitate the survey, since it is a well equipped online
survey tool and was easily accessible to the author. A PDF version of the complete survey
is available online [154]. Before presenting the results of the survey, we describe how the
survey was designed and evaluated along with how sampling was performed and how the
data was analyzed.

6.2.1 Survey Design

Questionnaires need to be carefully designed as it is not easy to change them after they have
been published or to ask participants further questions after they have completed them [81].
It is therefore vital to design the survey in a cautious manner to make sure to (correctly)
obtain all information one seeks after. In the following we describe how the survey and
individual questions were designed.

6.2.1.1 Designing Questions

There are multiple different types of questions that can be used in a questionnaire. Open
questions allow for unanticipated answers but can also be challenging for participants to
complete [87]. Closed questions are easier to answer and can provide more reliable results,
but need to be well thought out so that options are both appropriate and exhaustive [87, 81,
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114]. For this questionnaire, it was decided to mainly take advantage of closed questions
in order to make the survey more reliable and more compelling to participants to complete.
Four types of questions were used in total; open questions, categorical questions (multiple
choice and checklist) and ordinal questions using a Likert scale. Not only did these different
types of questions serve our purpose in the best way, but also provide the participant with
more variety of question formats, thus making the survey more interesting to complete
[81]. To minimize the risk of forcing opinions on participants, each closed question, where
appropriate, contained an option where the user could write his or her own response, along
with having a neutral option in ordinal questions. Moreover, to minimize the risk of bias due
to the order of options in the survey, the options were randomly shuffled for each participant,
wherever appropriate.

To choose the options for the closed questions, input was used from the results of the
previous two chapters. As an example, when asking why developers use a linter, the options
included the seven reasons that were identified in the interviews (Chapter 4), along with
three open options where the participant could enter his or her own reasons. A second
example, when asking which presets developers like to use, the five most commonly used
presets from the repository mining (Chapter 5) were used as options, again also with three
open options.

Questions also need to be carefully written so that their intention is clear to all par-
ticipants [87, 81, 114]. Special care was taken as to make the questions straightforward,
unambiguous and to address only one item at a time. If questions are ambiguous or con-
fusing in any way, participants might understand them differently and provide inconsistent
answers, thus compromising the validity of the survey. It was also taken into considera-
tion to use correct grammar, apply appropriate language and for the questions to not be
too lengthy. Additionally, biasing or leading words were avoided along with any negative
phrasing.

6.2.1.2 Designing the Complete Survey

There are many things to consider when trying to make a survey appealing and interesting
enough for potential participants to both start and complete it. For this purpose, a motiva-
tional cover letter was placed in the beginning of the survey [87, 81, 134, 150]. This short
letter explains the purpose of the study and the possible benefits it can have for developers
and tool makers. Furthermore, it was explained that the results would only be used anony-
mously but that it was also possible to leave behind an email address in order to receive the
results when the study is completed. Lastly, as monetary prizes can increase response rates
[145], it was announced that one lucky participant would receive an Amazon gift card worth
50 dollars.

Another thing to consider is the flow and order of questions. The survey was constructed
so that it started with easy questions, ended with the most time consuming questions and
where relevant questions were grouped together into separate pages [81, 134, 115]. It is
debatable whether demographic questions should be placed in the beginning of a survey
or in the end, but it was decided to start with them in order to have easier questions in
the beginning, hoping to warm up the participants and get them engaged in the survey
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[81, 112]. These demographic questions included the participant’s gender and country of
residence along with years of experience as a developer and the nature of his or her work.
These questions were included to later analyze the diversity of the study sample.

The survey was structured so that it is divided in four different sections which cor-
respond to the four research questions of this chapter, in addition to the first section that
contains the demographical questions about the participant. The sections are mixed with
questions that ask about information received in the interviews on one hand and in the
repository mining on the other. Choosing which options to include in questions was most
often a straight-forward task, where either all reported values from the interviews were used
or the most common configuration patterns that were found with the repository mining.
However for RQ8, where we ask which types of rules are important to use in configurations
for four different categories, a specific method was needed to choose which rules to include
as options as there are too many rules available to ask about. A set of 14 rules was therefore
constructed for each category, except for Variables where there are only 12 available rules.
These sets were created with the following criteria: First we select the five most commonly
enabled rules without using a preset and five with using a preset. Some rules can appear
inn both these sets where additional rules are then chosen. If an even number of additional
rules were needed, one rule was added from each list of commonly enabled rules (e.g., the
sixth top enabled rule without a preset and also the sixth top enabled rule with using a pre-
set). If an odd number of additional rules were needed, the next rule in line which has been
more commonly enabled is added to the set. The same process was repeated with the most
commonly disabled rules, except only four rules were added, consisting of two rules where
a preset is used and two where no preset is used. The point of this system was mainly to see
whether the most commonly used rules are also explicitly considered important by devel-
opers. However, the commonly disabled rules were also included so it would be possible to
see a difference in rating and to evaluate whether the disabled rules are in fact less impor-
tant. Like with many other questions, the order of the rules was randomized, along with the
order of the questions themselves as they appeared for each category. Finally, the scale to
rate the importance was designed as the following: a) Unimportant, b) Slightly important,
c) Neutral/Not applicable, d) Important and e) Very important.

Not all questions were applicable for every single participant. Early on, participants
were asked if they had ever used a linter in a project. If the answer to that question was
negative, they were only presented with two additional questions, asking how important
they consider it to be to use a linter and why they have never used a linter. Other participants
received questions on the usage of linters, including a question asking which linters they had
used. If a participant had not used ESLint in any project, he or she was not presented with
questions that had specifically to do with the rule selection of that linter. Instead they (and
also those that had used ESLint) only received more generic questions about why they use
a linter, what methods they use to configure it and which challenges they have faced.

6.2.2 Survey Evaluation

It is crucial to evaluate the survey before publishing it in order to make sure that everything
works as intended. The purpose of evaluating the survey is to expose its possible weak-
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nesses, such as whether questions can be interpreted in different ways or if participants get
too bored with the survey and therefore do not complete it [81, 116, 112]. The most com-
mon types of evaluation methods for survey instrumentations are focus groups and pilot
studies [124, 116]. In the following sections we describe how the survey was evaluated and
what key improvements were made in the process.

6.2.2.1 Evaluation method

The evaluation approach taken for this survey was to perform pilot studies but rather in
the nature of moderating focus groups. More specifically, six participants with different
characteristics were recruited to take the survey. A session was held with each participant
individually where they were asked to take the survey and describe their thoughts while
doing so. Two sessions were performed in person while the other four were conducted over
a video call on Google Hangouts where the participant shared his screen while taking the
survey. The participants were asked to read each question out loud and to express their
thoughts and understanding of the questions. They were especially encouraged to speak
out if they thought any questions were unclear or vague and to express whether answer
options were appropriate. Moreover, they were asked to be completely honest and to answer
the questions as they would under normal circumstances. This last request was asked to
try to see how a typical participant would experience the survey, instead of a colleague
that might answer the questions with more care as a favor to the researcher. Furthermore,
before answering the questions, they were asked to read the introduction text to evaluate
how appropriate and motivating it was.

A checklist of specific elements to look out for was created before conducting the pilot
tests [87, 81, 112, 116, 124]. The following items were considered in each pilot study,
starting with the elements that relate to the individual questions of the survey:

1. Is the question clear and non ambiguous to the participant?

2. How does the participant understand the question?

3. Why did the participant answer the question in this way?

4. Are the answer options appropriate and exhaustive?

5. Are all terms understood?

6. Does the question seem relevant to the participant?

7. Is the question leading in any way?

For the survey as a whole, the following items were taken into consideration:

1. Is the participant motivated to take the survey?

2. Is the length of the survey appropriate?

3. Is the grouping and order of questions natural and appropriate?
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4. Are the instructions clear and navigation easy?

5. Is the participant bored with the survey?

6. Is the participant overall satisfied with the survey?

It was possible to answer some of these questions based on the participants’ expressions
but in other cases they were explicitly asked about these items. Additionally to these pilot
tests being performed, the instrument was carefully tested by the author to ascertain that it
was working correctly, e.g., displaying correct questions based on previous answers.

The six participants for the pilot tests were friends and colleagues of the author that were
known to have used JavaScript. The intention was to test the complete survey a few times
which required participants that had used ESLint. It was also intended to test all three paths
of the survey, leading to other participants being recruited that had never used a linter and
that had used a linter but not ESLint. Further information about the participants is shown
in Table 6.1. To meet all these requirements, it was necessary to perform at least four tests.
A number of six participants were however recruited to be able to obtain more feedback.
After performing six pilot tests, we were confident that the survey was in a good state to be
published.

Residence Role Experience Main language Used a linter Used ESLint
1 Netherlands Student 3 Yes Yes No
2 Iceland Developer 4 Yes Yes Yes
3 Mexico Team leader 1 Yes Yes Yes
4 Greece Pen tester 1 No No No
5 Netherlands Developer 1 Yes Yes No
6 Sweden Developer 1 Yes Yes Yes

Table 6.1: Participants in the pilot study, in the order of tests performed. The columns show
the participants’ country of residence, their primary role in software development, years of
experience with using JavaScript, whether JavaScript is their main programming language,
whether they have used a linter for JavaScript and whether they have used ESLint.

6.2.2.2 Improvements

The pilot study proved to be extremely useful where several improvements were made based
on the participants’ feedback. After conducting each pilot study, the survey was modified
based on the their comments. Each participant therefore received an improved version of
the survey, allowing them to focus on other aspects than the previous participant. The key
improvements were the following:

• Participant 1
1) The contributions of the study were emphasized in the introduction letter to provide
more motivation for the participant. 2) Explanations were added for the terms preset
and false positive for those that might not recognize them. 3) Three questions were
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rephrased so that it would be obvious for the participants to answer them based on
their previous experience, and not opinions they might agree to.

• Participant 2
1) The neutral options of all Likert scales were moved from the far right to the middle,
in order to make the process of answering more intuitive for the participant. 2) When
asking about presets, explicit instructions were added to not confuse it with the term
plugin. 3) All URLs were complemented with a hyperlink to make it easier for the
participant to access them.

• Participant 3
1) For all questions where participants are asked to rate the importance of ESLint
rules, links to the documentation of each rule were added, to make it easier for the
participant to understand the rules. 2) The same questions were divided into individ-
ual pages in the survey, so that the participant rather feels that he or she is progressing
after finishing each question.

• Participant 4
1) When the participant is asked to enter his or her email address, a sentence was
added to emphasize that the results would be used anonymously and that the email
would not be distributed to any third parties. This was done so that the participant
would feel safer to enter the email address.

• Participant 5
1) For texts that the participant is less likely to read, important keywords were written
in bold to make them more easily noticeable. 2) The options for a question regarding
false positives were changed from a five point Likert scale to a seven point Likert
scale, to better capture the respondents’ experience.

• Participant 6
1) When asking about presets, a distinction was made for those that are available as
both presets and individual tools (such as Standard), to remove possible ambiguity.
2) All links were made to open in new tabs in the browser, to not interrupt the survey
taking. 3) Essay questions were added alongside several closed questions where par-
ticipants could optionally explain their choices, thus providing additional insight for
the researcher.

Additionally, small incremental changes were done to the motivation letter to make it
as appealing but also as concise as possible. Interestingly, there was a wide agreement
with offering a monetary prize where it was considered to be very motivating for possible
respondents. Finally, when all pilot tests were completed, all responses were examined to
identify any further possible problems. One problem was identified in that process where
an essay question, about why developers use a specific linter, was modified since it was not
clear to which linter the responses were referring to. Instructions were therefore added to
the question to explicitly state which linter the participants are discussing.
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6.2.3 Sampling and Responses

When conducting a survey one needs to decide who the target population is and from that
group a representable sample, as it is not possible to survey the whole population [87, 117].
The external validity of the results obtained with a survey much depend on this partici-
pation sample [117, 124]. There are multiple ways to obtain this subset of people with
both probabilistic and non-probabilistic sampling methods. Probabilistic methods are bet-
ter suited to ensure a valid sample for which the results can be generalized for the whole
population. These methods however require a previously known set of possible participants
which is often unknown in software engineering research [150, 80]. For that reason, a com-
mon approach in software engineering research is to apply convenience sampling which
relies on people who are available and interested to take part in the survey, although with
a risk of jeopardizing the generalizability of the results [150, 117, 87]. Since population
sources are often not available, software engineering researchers rely on recruiting partic-
ipants from other resources such as from the web, from conferences or by approaching
colleagues [150, 80].

In this study the target population is all JavaScript developers. The survey is specifically
directed towards those that have used a linter and in particular those that have used ESLint,
as they can answer more of the survey’s questions and have more knowledge on the topic.
Unfortunately there does not exist a list of all JavaScript developers in the world so it is not
possible to apply probabilistic methods to obtain the sample. Instead, convenience sampling
was applied where the survey was advertised in several places on the web where it was likely
to find members of the target population. More specifically, the survey was distributed in
the following four locations (the references point to the direct post where the survey was
promoted):

1. JS.is. An Icelandic JavaScript user group on Facebook with 789 members [156]1.

2. JS reddit. A subreddit about JavaScript on the popular community-driven social
news site reddit.com with 111,649 subscribers [157].

3. Echo JS. A community-driven news site about JavaScript development [7]2.

4. Twitter. A news and social networking site [158].

The survey was originally distributed on JS.is to start off slowly as it is a relatively
small community. It was also intended as the final test of the survey, where the replies were
examined to identify any possible remaining problems (no such problems were detected). A
post was created on the site with a motivational text to take the survey, both in English and
in Icelandic. Similar to the opening letter of the survey, the text was carefully constructed
to appeal to the target audience and to persuade them to participate in the survey. The post
received 27 “likes” and 15 full survey responses3.

1All information about the four resources was collected on June 14th 2017.
2This reference does not contain a direct link to the promotion post as it is not made accessible by the Echo

JS website.
3Here we only report on numbers of full responses, as opposed to partial responses.
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After verifying these first responses, the survey was posted on the popular social news
site Reddit on a special page dedicated to JavaScript. The same motivational text was posted
on this site (now only in English), with the title “Do you want to know how developers use
and configure JS linters? take this survey!”. The post quickly became the most popular one
on the site for a limited time, remaining in first place for at least 5 hours. After the first
24 hours the post declined to the 9th place and finally disappeared from the first page after
two days. The post was viewed by 1,300 readers, received a number of 90 “upvotes” and
several comments such as: “Very nice. Please post the paper and results when finished!”.
The highest number of full responses was collected from this resource, or 268 in total.

The third distribution place was the Echo JS community, where only a link to the survey
was posted without any accompanying text, except for the following title: “Ever used a JS
linter and maybe struggled with the configurations? take this survey!”4. The post peaked in
popularity in the third place where it stayed for around four hours, then declined gradually
down the list and eventually disappeared from the front page after five days. This commu-
nity appears to be much smaller and less active than on Reddit, where the post received
merely four upvotes, no comments and a number of 44 full survey responses.

The last distribution place was the popular social networking site Twitter. A “tweet”
was posted on the author’s personal Twitter account which was then “retweeted” by 13
other individuals. The tweet message was “Ever used a JS linter and maybe struggled
with the configurations? Want to know how others do it? take this survey!”. Even though
five of the “retweeters” had over 1,300 followers (and up to 5,142), the tweet attracted few
engagements as shown in Table 6.2, where only 28 people opened the link to the survey.
Eventually, only 10 full responses were obtained from participants that were directed from
Twitter.

Activity Frequency
Impressions 4,615
Profile clicks 41
Link clicks 28
Detail expands 23
Retweets 13
Likes 9
Follows 1
Total engagements 115

Table 6.2: Engagements in the tweet that was used to promote the survey according to
Twitter

Distributing the survey in these four locations resulted in a total number of 337 com-
pleted responses, as shown in Table 6.3. Furthermore, additional 476 partial responses were
received (with no information available on the different sources), which range from having
no answers to being almost complete. The completion rate is therefore 42.0%. The survey

4It was possible to create a post with a text description, similarly as on Reddit, but as all other then current
posts only referred directly to links, it was decided to follow the dominating trend.
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was first posted on the web on June 1st and eventually closed on June 14th, thus being
available for 14 days.

Location Responses
JS.is 15
JS Reddit 268
Echo JS 44
Twitter 10
Total 337

Table 6.3: Number of full responses from each location where the survey was distributed

6.2.4 Data Analysis

The tool that was used for conducting the survey, SurveyGizmo, offers the functionality of
automatically creating reports out of all or selected responses. The responses can be filtered
based on their status (completed, partial or disqualified in the case for pilot study answers)
or based on answers to selected questions. This report proved to be sufficient to analyze all
closed questions in the survey, as they also provide features to display statistical information
such as the average for nominal responses.

For the open questions, further manual analysis was needed. There are eight questions
in the survey that are completely open (essay questions) but many more that are closed but
additionally contain an open answer possibility to add an extra option. All these answers
need to be analyzed with a qualitative method. Similarly as when processing the interview
in Chapter 4, an inductive method [87] was used where the main themes of each question
were identified as they emerged when processing the answers. Each identified category
received a code and each answer was labeled with at least one code. When needed, the
coding was conducted on different levels of detail, where broad categories were identified
which were then sub-classed into more detailed ones [81]. In cases where answers described
more than one item, e.g., listing several different reasons for something, it was decided to
give multiple codes instead of choosing only one and then possibly disregarding parts of an
answer.

6.2.5 Limitations

6.2.5.1 Survey Design

It is important to consider both the validity and reliability of a survey [87, 81]. The validity
mainly has to do with how well surveys measure what they are intended to measure, while
reliability considers how consistent and true the responses are. To try to ensure that this
survey was both valid and reliable, much consideration went into writing relevant questions
that use direct and appropriate language. All questions were then reviewed and evaluated in
pilot tests with members of the target population. To further evaluate the reliability of the
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survey, the responses were reviewed in separate batches based on the source of the partici-
pants, e.g., a separate batch for all participants that entered the survey via the promotion on
Reddit. No major discrepancies could be identified between the different groups, conform-
ing the inter-rater reliability of the survey.

6.2.5.2 Survey Evaluation

The survey was pilot tested in order to identify possible problems and to make general
improvements. Six participants were recruited who provided extremely valuable feedback
for the survey where some crucial improvements were made. After these six tests, the author
was confident that these improvements were sufficient for the survey to be considered both
valid and reliable. It is however possible that not all problems were detected in these tests
and that more tests would have led to making more improvements. To make the pilot tests as
efficient and effective as possible, several sources of literature were examined to learn about
what aspects to focus on. This preparation played a key part in the resulting confidence that
the author had about the final quality of the survey. Additionally, when examining the final
responses of the survey, no major problems could be identified with the answers.

6.2.5.3 Sampling and Responses

It is important to consider the response rate and the representativeness of a survey’s response
set [118], but it is however difficult to calculate a response rate for this kind of convenience
sampling. For two of the distribution places, JS.is and Echo JS, it is impossible to know how
many individuals viewed the post to estimate a response rate. For JS Reddit, it is known that
the post was opened by 1,300 individuals, resulting in a response rate of 20.6% for complete
responses5. It is however not known how many people saw the post on the front page and
did not decide to take a further look, consequently not having access to the survey link. For
the last location, Twitter, information is provided on how many users were exposed to the
tweet on their timeline (number of impressions in Table 6.2). The tweet reached a number
of 4,615 users but it is difficult to predict how many of those users actually noticed or read
the tweet.

Perhaps more important in this case is the representativeness of the response set. Three
of the locations (JS.is, JS Reddit and Echo JS) are communities that are specifically created
for JavaScript enthusiasts, which is exactly the target group of the study. Furthermore,
as the title and description of the survey refer to linters for JavaScript, it should attract
mostly JavaScript developers that have used a linter in the past. For Twitter, all retweeters
except for one (who does not have a self-description) are either developers or software
engineering professors or researchers. These people most likely have many followers of
related professions where however not all might be involved with JavaScript. All in all,
the response set is considered to be a representative sample. The representativeness can
be evaluated even further in a later section where we analyze the results from the survey

5It is estimated that 378 partial responses were received from Reddit, resulting in a response rate of 49.7%
for all responses.

77



6. THE EXPERIENCES AND PERCEPTIONS OF THE JAVASCRIPT COMMUNITY

which includes information on the participants’ experience in software development and
with JavaScript.

6.2.5.4 Data Analysis

As before in Chapter 4, a possible limitation is regarding the quality of the coding process
for qualitative answers. The codes were created solely by the author, based on her interpre-
tation of the answers and her knowledge on the topic. This interpretation and classification
might however be performed differently by another person. Due to this concern, the author
tried to not over-interpret any answers that were not completely obvious in meaning, and
rather assign fewer codes. To further mitigate this issue, the codes are available for anyone
to review [152]. Additionally, to try to prevent any coding errors [81], all answers and their
accompanying codes were reviewed and verified after completing the coding process.

6.3 Results

As reported before, we obtained a number of 813 responses, with 337 completed and 476
partial responses. In this analysis we only examine the completed responses as 1) the quan-
tity of responses was considered to be sufficiently large and 2) earlier questions such as
demographical questions were more frequently answered in partial responses where the re-
sults of those questions would not represent the sample that answered all other questions.
However, for the completed responses, it was still possible to skip any question. It was un-
common for participants to skip closed questions, but very common with some of the open
ended questions, with some of them being intentionally worded to appear optional. These
particular questions were intended to provide the participants with an opportunity to explain
their choices in the closed questions if they wished.

In the following sections, the results of the survey are reported, starting with background
information on the participants. To make interpretation of the data easier for the reader in
some cases, graphs are displayed that were created with the online survey tool.

6.3.1 Participants

Several demographical attributes were collected about the participants, namely their gender,
country of residence and several items related to their experience with the topics discussed
in this survey. These latter questions were intended to measure the representativeness of the
sample and also to decide which further questions to display to the participants, as explained
earlier.

Nearly all of the survey’s participants are male, or 96.4%, with only four female partic-
ipants, accounting for 1.2%. One participant chose Gender Variant/Non-conforming while
the rest preferred not to answer the question. The respondents’ country of residence covers
53 different countries where more than half of all participants, or 69.7%, come from seven
dominating countries as shown in Figure 6.1, most commonly from the United States.

A large majority of the participants identified their primary role in software development
as a developer, or 86.1%, as shown in Figure 6.2. Other noticeable roles are team leader
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Figure 6.1: The country of residence of participants

(6.3%) and student (4.8%). The experience of the participants in software development and
with JavaScript is shown in Figure 6.3. This was an open question where a number was
required, resulting in many different answers. The average experience of the participants in
software development is 8.0 years, and their average experience in working with JavaScript
is 5.8 years. All participants claimed to have used JavaScript in the last year and 96.1%
reported that it was one of their main programming languages. They were further asked in
which field they regularly work when using JavaScript. The majority regularly works with
commercial software (87.0%) while around half of the participants work with open source
software (50.6%) (some participants chose both options). Finally, 93.7% claimed to have
used a linter in a JavaScript project. The 21 participants that had never used a linter were
not presented with the greater part of the rest of the survey.

Figure 6.2: The primary roles of participants in software development

6.3.2 RQ6 Why Developers Use Linters

In this section we examine why developers use a linter and why a few participants had never
used a linter. Additionally we study which linters the developers have used and see why they
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(a) Experience in software development (b) Experience with using JavaScript

Figure 6.3: Participants’ experience in software development and with JavaScript. Axes
show years of experience and percentage of participants with the corresponding answer.

prefer to use one linter over another.

6.3.2.1 Reasons for Using a Linter

Participants were asked why they had used a linter in their previous experience where they
were presented with seven different reasons which were obtained while conducting the in-
terviews with the 15 experts. Table 6.4 presents the results on how the participants agreed
with the proposed reasons6. It is evident that most participants agree with two reasons,
maintaining code consistency and catching bugs and typing mistakes. There is also a wide
agreement on the reason that it saves time that goes into discussing code style. A general
agreement, but not as definite, is with the reasons of avoiding ambiguous or complex code
and with automating parts of code reviews. The only two reasons that have a significant
amount of disagreement with is avoiding negative comments in code reviews (and thus spar-
ing the developers’ feelings) and learning new JavaScript features or syntax. Still, 26.5%
and 30.7% of the participants, respectively, agree with these two reasons, thus involving
more disharmony with the answers than for the previous reasons.

Additional 38 reasons were provided by the participants with some of them being repe-
titions of previously provided reasons. The most commonly mentioned observation was to
enforce coding standards and especially for a team of developers (7). Six participants stated
to use a linter to prevent bugs, including some specific types of errors such as security bugs,
browser specific bugs and generally “sneaky”, “weird” or “dumb” bugs. The automatic
formatting of code was a motivation for six participants and three others wished to avoid
typing mistakes. Three participants wanted to uphold best practices in code, where one was
not very positive in regards to the language itself: “JavaScript is a dumpster fire of a lan-

6The reasons presented in Table 6.4 are shortened to fit in the table. The longer versions of the reasons are
mentioned in the text and also shown in the survey PDF [154].
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Reason SD D N A SA 25th Median 75th
Catch bugs and mistakes 1.0% 1.6% 4.2% 33.7% 59.5% A SA SA
Avoid ambiguous code 1.9% 10.7% 19.7% 45.6% 22.0% N A A
Maintain code consistency 0.6% 1.0% 1.6% 27.8% 68.9% A SA SA
Automate code review 3.2% 9.1% 23.6% 35.6% 28.5% N A SA
Avoid negative comments 16.8% 22.0% 34.6% 18.1% 8.4% D N A
Save discussion time 2.3% 3.9% 11.9% 37.7% 44.2% A A SA
Learn JavaScript features 13.9% 27.8% 27.5% 23.3% 7.4% D N A

Table 6.4: Level of agreement with reasons as to why the participants have used a
linter. Columns show SD=Strongly Disagree, D=Disagree, N=Neutral, A=Agree and
SA=Strongly Agree. Last three columns present the options of the first (25th%), second
(median, 50%) and third (75%) quartile values.

guage and restricting it severely is the only way to get rid of the “bad parts”.”. Lastly, two
participants claimed to wish to save time by using a linter. Other reasons were not shared
between multiple participants (7), such as avoiding browser incompatibility, improving the
code’s performance and to explicitly display intentional “odd behavior” by using disabling
comments with the linter.

There were 21 participants that had never used a linter in a JavaScript project. These
participants only received two additional questions in the survey, including why they do
not use a linter. Three participants explained that they simply do not need to use a linter,
e.g., as they already use an IDE formatter and rather rely on TypeScript for typing analysis
and on team discipline and code reviews for code quality. Two participants did not find it
beneficial enough to use a linter since it can complicate the build process, configuring can
be demanding and it can increase the cost of the development life cycle. Two others did
not have enough knowledge about linters, one was not in charge of the repository settings
and three simply did not know why they had never used a linter. Other reasons shared by
a single participant each were the following: there is too much effort involved in setting up
a linter in a big project, it is difficult to integrate the linter with some IDEs and that other
tasks have taken precedence before setting up a linter.

Lastly, all participants were asked to evaluate how important they consider it to be to
use a linter in a JavaScript project. Figure 6.4 shows the participants’ ranking, separately for
those who had used a linter and those who had not. For those that had used a linter (Figure
6.4a), 88.8% thought it was important or very important to use one. Interestingly, not a
single participant considered it to be unimportant, which is the only choice that is missing
from the figure. The distribution is completely different for participants that had not used a
linter before (Figure 6.4b). Most participants did not state an opinion (35.0%) while almost
as many considered it to be important or very important (30.0%) as well as unimportant or
slightly important (35.0%).
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(a) Participants that had used a linter before (285 total)

(b) Participants that had not used a linter (20 total)

Figure 6.4: The importance of using a linter in a JavaScript project.

6.3.2.2 Preferred Linter

Regarding which linters the participants had used, they had the option to select all linters
they had ever used out of the options shown in Figure 6.5. ESLint was by far the most
commonly used linter where 87.1% had used it, followed by JSHint with 53.9% of partici-
pants having used it. Almost half of the respondents (49.0%, 124 participants) answered an
“optional” question asking whether they preferred one linter over another, and if so, why.
Out of these, 75.2% stated to prefer ESLint over other linters, most commonly due to its
high level of configurability and extensibility with plugins. More specifically, the following
were the reasons mentioned as to why the participants prefer ESLint over other linters:

1. Very customizable with a high level of configurability (32)

2. Extensible and modular with custom plugins (25)

3. An active community, keeping the linter well documented and maintained (21)

4. Modern in how it supports new JavaScript language features, such as ES6 and JSX
(15)
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5. The presence of useful presets and in particular Airbnb (10)

6. Highly flexible (9)

7. Vast amount of available rules (9)

8. Many features offered (6)

9. Easy to set up and use (5)

10. Is the current de facto standard for JavaScript projects (5)

11. Fast execution (4)

12. Integrates well with other tools (4)

13. The presence of the auto fixing feature (4)

14. Is a single solution for roles that older linters performed separately (3)

15. Good for big projects and organizations (3)

16. Has good default settings (3)

17. Is not opinionated (2)

Some responses (20) could however not be be grouped into any of the above categories as
the participants did not state any specific reasons for their choice, such as the comment:
“ESLint is pretty dope.”. In general, statements about ESLint tended to be extremely posi-
tive, such as the following comments: “ESLint. Up to date, extendable, covers all grounds,
straight up the best.” and “ESLint has everything I could ever ask for as far as features,
extensibility, and support are concerned.”.

For JSHint, JSLint and JSCS, very few reasons were reported. One described JSHint as
“less pedant” and another described JSCS as as very customizable. JSLint was considered
to be a good tool by one participant as it is very strict and does not require configurations,
while another wrote: “JSLint, it no longer makes me cry.”. Several participants preferred
to use TSLint (17) where nearly all (16) gave a very straight-forward explanation in line of
the following comment: “TSLint because, well, Typescript...”. Eight participants favored
Standard where the majority explained their reason to be the fact that one does not have
to configure the tool. Another six participants preferred to use Prettier (added as an extra
option) but mostly without any further explanations. Lastly, two participants mentioned
XO as there are no configurations needed for the tool. Additional nine responses could
not be categorized with any codes as no linter was specified in the answers, in spite of the
instructions to do so. Four others did not claim to prefer any linter over another.

83



6. THE EXPERIENCES AND PERCEPTIONS OF THE JAVASCRIPT COMMUNITY

Figure 6.5: The percentage of participants that had used one of the following linters: ESLint,
JSHint, JSLint, TSLint, JSCS and Standard JS.

RQ6 Why do developers use linters and what are the most important features?
In general, developers find it to be important to use linters in JavaScript projects. They
use a linter most commonly to maintain code consistency and to catch bugs and typing
mistakes. Some developers do not use a linter as they rely on other methods to perform
the linter’s tasks or do not find it worth the effort to use one. ESLint is by far the
most commonly used and liked linter, due to how customizable it is and extensible
with plugins and also for its active community with well documented and up-to-date
features.

6.3.3 RQ7 Configuring Linters

We examined what methods developers use to configure linters and in particular how they
use presets and then which presets they prefer to use.

Participants were asked, based on their previous experience, which methods they had
used to select the rules that are included in a linter configuration file. They were presented
with 11 options as shown in Table 6.5, that were derived from the interviews. Participants
could select all methods they had ever used and also had the chance to add their own meth-
ods to the list. Using a preset is the most common method to use to configure a linter
(70.2%), which will be further analyzed later in this section. More than half of the par-
ticipants choose rules that fit the current style of a project (56.0%) or have used default
configurations (51.1%). Plugins are also commonly used (41.1%), along with enabling
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rules that come up in discussions on a project (37.9%). Some participants do not care about
which rules are enabled (10.4%) but only very few had never configured a linter themselves
(1.3%).

Reason Frequency
Use a preset 70.2%
Choose rules that fit the current style of a project 56.0%
Use default configurations from the linter 51.1%
Use a plugin 41.4%
Enable rules that come up in discussions on a project (e.g. on a pull request or in an issue tracker) 37.9%
Choose the most commonly used style within team 33.0%
Try to have the configuration as minimalistic as possible 21.0%
Choose rules that involve the least effort to follow (e.g. by not having to bypass rules too often) 19.1%
I don’t care which rules are enabled, as long as there is a set of rules present in the project 10.4%
Have the linter automatically generate configurations that fit the project 7.4%
I have never configured a linter 1.3%

Table 6.5: Methods used to configure a linter

A few additional methods were mentioned (15) where three participants claimed to
configure the linter according to their personal preferences while two others said to use dif-
ferent settings based on each project’s characteristics. Three participants use a company
style guide, where one explained that there is a special JavaScript committee at his work-
place who maintain JavaScript coding standards for the whole company. Others reasons
include using the strictest setting possible, choose rules that prevent bugs or having a big
team discussion on which style to use.

We further examined the usage of presets where participants were asked whether they
preferred to use a preset or to manually choose the rules to enable in a project. Figure 6.6
shows that most participants (74.8%) prefer to use a preset with some modifications to it by
adding or removing rules. For the rest, more participants preferred to manually choose the
rules (12.9%) rather than to solely use a preset (10.3%).

They were further asked which presets they like to use, where they could choose one
or more of the following: Airbnb, Google, StandardJS, Prettier or default or recommended
settings from the linter (e.g., eslint:recommended). These options were obtained with
the quantitative analysis in the last chapter but these were the most commonly used presets
amongst the GitHub projects. The Airbnb preset is by far the most popular one where
62.1% of the participants liked to use it in their configurations. Default settings were also
commonly preferred with 43.3% choosing the option. The three remaining presets were
somewhat popular with 10.0 - 19.9% of participants liking them. Additional 24 options
were added where five described custom presets created by them or their associations and
three mentioned a modified version of the Airbnb preset. Four referenced plugins such as
for React, despite the fact that the instructions for the question explicitly stated that only
presets were of interest and not plugins. Other presets mentioned were Formidable [15],
ctrl [14] and Microsoft’s TSLint preset [58].

85



6. THE EXPERIENCES AND PERCEPTIONS OF THE JAVASCRIPT COMMUNITY

Figure 6.6: How participants use presets

RQ7 How do developers configure linters?
Developers most commonly use presets to configure a linter, but also choose rules that
fit a project’s style or use default configurations from a linter. Furthermore, they gen-
erally prefer to use a preset in configurations but not on its own and rather with some
rules added or removed. The preset from Airbnb is the most popular one, followed by
a linters’ default or recommended settings.

6.3.4 RQ8 Important ESLint Categories and Rules

In this part we examine how participants rate the importance of the different categories
from ESLint, and also for specific rules in the four main categories: Possible Errors, Best
Practices, Variables and Stylistic Issues. Only participants that had used ESLint in the past
received the questions that are discussed in this section, as they all relate to specific features
of the tool.

More specifically, participants were asked which ESLint categories they considered im-
portant to include in configurations. Table 6.6 shows that Possible Errors is the most im-
portant category where 92.5% of the participants consider it to be either important or very
important. Possible errors is then followed by ECMAScript 6, Best Practices and Variables,
where over 86% of the participants consider each of them to be either important or very
important. For these four categories, only four participants considered any of them to be
unimportant (one for Possible Errors and three for ECMAScript 6). The three remaining
categories, Strict Mode, Node.js & CommonJS and Stylistic Issues, are all considered to
be important as well, but to a lesser extent than the other categories. Strict Mode is most
commonly considered to be unimportant, or by 11% of the participants.

By mining projects on GitHub we saw that there are four categories that are most com-
monly used in configurations: Possible Errors, Best Practices, Variables and Stylistic Is-
sues. For each of these categories we asked the participants to rate the importance of 14
rules, where the rules were chosen as described in Section 6.2.1.2. The resulting sets and
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Category U SI N I VI 25th Median 75th
Possible Errors 0.4% 1.9% 5.3% 33.0% 59.5% I VI VI
Best Practices 0.0% 3.0% 8.3% 51.1% 37.5% I I VI
Variables 0.0% 2.7% 11.0% 52.7% 33.7% I I VI
Strict Mode 11.0% 7.2% 24.0% 30.8% 27.0% N I VI
Node.js & CommonJS 4.6% 4.2% 28.6% 43.5% 19.1% N I I
Stylistic Issues 1.5% 7.3% 13.0% 52.5% 25.7% N I VI
ECMAScript 6 1.1% 3.0% 9.1% 39.2% 47.5% I I VI

Table 6.6: The importance of each ESLint category. Columns show U=Unimportant,
SI=Slightly Important, N=Neutral, I=Important and VI=Very Important. Last three columns
present the options of the first (25th%), second (median, 50%) and third (75%) quartile val-
ues.

their ranking are shown in Table 6.7 where the column origin describes from which list the
rule was retrieved, according to the criteria explained before. The value 1/e/n stands for the
first (1) rule in the list of the most commonly enabled (e) rules for projects that do not use a
preset (n for no). Similarly, 2/d/y stands for the second (2) rule in the list of the most com-
monly disabled (d) rules for projects that do use a preset (y for yes). If rules were present on
more than one of these sets (e.g., on both top enabled rules with and without a preset), they
take precedence in the following order: 1) enabled rules without a preset, 2) enabled rules
with a preset, 3) disabled rules with a preset and 4) disabled rules without a preset. It is thus
more common to see the label -/e/n in the results as it is prioritized before other origins.
After each of these questions, the participants had the optional opportunity to explain their
choices or to mention additional rules that they deemed particularly important (however not
many used this opportunity).

The rules in the Possible Errors category are shown in Table 6.7a. Using the median
rating value, eight of the 14 rules are thought to be either important or very important. The
rules that originate from the list of enabled rules without using a preset are generally thought
to be the more important ones, where no-dupe-keys is the most important rule, followed
by no-unreachable and no-invalid-regexp. Interestingly, valid-jsdoc is one of the
least important rules in this set, even though it is the most commonly enabled rule when it
comes to projects that also use presets. Moreover, the rule no-console seems to be the most
debatable rule where it is thought to be unimportant by 25.6% of participants but also (very)
important by 35.2% of participants. This rule was commented on by four respondents, say-
ing that it is sometimes not necessary to include the rule on single-person projects and that
most logging should be disallowed except for logging errors. One participant mentioned the
importance of the additional rule no-await-loop due to potential performance problems.
Others claimed that the rules that cause actual bugs are generally the most important ones
(without mentioning any specific rules).

The Best Practices rule set is shown in Table 6.7b. In this case, most rules are thought to
be (very) important or 12 out of the 14 listed rules. The rules eqeqeq and no-eval appear
to be the most important ones where 90.4% and 81.1% consider them to be either impor-
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Rule Origin U SI N I VI 25th Median 75th
no-dupe-keys 1/e/n 1.6% 3.2% 7.1% 37.9% 50.2% I VI VI
no-unreachable 2/e/n 2.0% 5.1% 7.1% 39.4% 46.5% I I VI
no-irregular-whitespace 3/e/n 5.9% 10.7% 13.8% 41.5% 28.1% N I VI
no-func-assign 4/e/n 5.2% 11.6% 16.7% 37.1% 29.5% N I VI
no-invalid-regexp 5/e/n 1.2% 5.9% 11.9% 43.1% 37.9% I I VI
valid-jsdoc 1/e/y 24.2% 16.3% 27.8% 23.0% 8.7% SI N I
no-console 2/e/y 25.6% 18.8% 20.4% 24.0% 11.2% U N I
no-cond-assign 3/e/y 10.7% 8.7% 20.6% 34.4% 25.7% N I VI
no-inner-declarations 4/e/y 23.3% 15.8% 26.9% 26.5% 7.5% SI N I
no-extra-semi 5/e/y 17.5% 12.7% 19.1% 29.9% 20.7% SI I I
no-extra-parens 2/d/y 16.4% 15.6% 24.4% 30.8% 12.8% SI N I
no-empty 5/d/y 9.1% 11.8% 26.0% 37.8% 15.4% N I I
no-constant-condition 6/d/y 13.2% 11.6% 29.2% 33.2% 12.8% N N I
no-extra-boolean-cast 6/d/n 11.5% 16.6% 31.6% 33.6% 6.7% SI N I

(a) Possible Errors
Rule Origin U SI N I VI 25th Median 75th
eqeqeq 1/e/n 1.6% 2.0% 6.0% 32.3% 58.1% I VI. VI
curly 2/e/n 4.0% 8.5% 12.1% 39.9% 35.5% I I VI
no-caller 3/e/n 10.5% 13.4% 28.7% 27.1% 20.2% N I VI
no-eval 4/e/n 4.0% 3.2% 11.6% 24.9% 56.2% I VI VI
no-with 5/e/n 8.1% 11.7% 29.1% 21.1% 30.0% N I VI
no-redeclare 6/e/n 4.9% 9.0% 11.4% 35.5% 39.2% N I VI
wrap-iife 7/e/n 8.9% 10.6% 23.2% 39.4% 17.9% N I I
no-extend-native 8/e/n 10.1% 9.7% 20.6% 28.7% 30.8% N I VI
no-unused-expressions 5/e/y 2.4% 6.5% 11.7% 41.3% 38.1% I I VI
no-multi-spaces 6/e/y 13.7% 12.5% 23.0% 31.9% 19.0% SI I I
no-param-reassign 1/d/y 10.0% 16.9% 18.1% 30.9% 24.1% SI I I
consistent-return 2/d/y 12.9% 14.5% 20.2% 28.2% 24.2% SI I I
vars-on-top 3/d/y 32.9% 15.3% 18.9% 22.1% 10.8% U N I
no-warning-comments 3/d/n 27.6% 16.3% 37.8% 12.6% 5.7% U N N

(b) Best Practices

tant or very important. These are then followed by curly and no-unused-expressions.
Furthermore, the rules vars-on-top and no-warning-comments are notably the least im-
portant ones, which were retrieved from the lists of the most commonly disabled rules. One
participant shared his discontent with the rule no-warning-comments, saying that he did
not know about it previously and that he “would probably flip a table if it broke a CI build”.
Another participant expressed that this rule should only be a part of a specific setup for de-
ployment or production and not for development. A general observation was also shared by
another participant saying that it is good to enforce some rules for production code but that
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Rule Unimp. SI N I VI 25th Median 75th
init-declarations 22.6% 14.0% 38.7% 15.6% 9.1% SI N N
no-catch-shadow 8.6% 9.4% 28.7% 33.6% 19.7% N I I
no-delete-var 18.0% 11.5% 26.2% 25.8% 18.4% SI N I
no-label-var 7.8% 9.5% 28.8% 32.5% 21.4% N I I
no-restricted-globals 8.9% 8.9% 26.8% 32.5% 22.8% N I I
no-shadow 8.6% 10.2% 23.0% 32.4% 25.8% N I VI
no-shadow-restricted-names 4.1% 7.8% 27.9% 32.4% 27.9% N I VI
no-undef 3.2% 4.4% 10.4% 28.5% 53.4% I VI VI
no-undef-init 20.4% 15.9% 25.7% 22.9% 15.1% SI N I
no-undefined 14.3% 9.0% 17.2% 27.0% 32.4% N I VI
no-unused-vars 0.4% 6.0% 6.0% 35.9% 51.6% I VI VI
no-use-before-define 2.8% 5.7% 12.1% 30.4% 49.0% I VI VI

(c) Variables. Origin is not included as there are only 12 rules in this category and thus no need to
use any criteria to choose a subset of the rules.

Rule Origin U SI N I VI 25th Median 75th
quotes 1/e/n 5.8% 9.5% 3.7% 40.3% 40.7% I I VI
semi 2/e/n 5.8% 4.5% 14.9% 30.6% 44.2% I I VI
indent 3/e/n 2.9% 5.4% 5.4% 29.5% 56.8% I VI VI
brace-style 4/e/n 3.7% 4.6% 12.9% 42.3% 36.5% I I VI
comma-style 5/e/n 6.3% 8.8% 10.1% 43.7% 31.1% N I VI
comma-dangle 6/e/n 7.5% 10.9% 15.1% 37.7% 28.9% N I VI
space-before-blocks 7/e/n 7.9% 11.3% 15.8% 39.6% 25.4% N I VI
eol-last 8/e/n 15.0% 13.3% 18.8% 30.4% 22.5% SI I I
linebreak-style 5/e/y 8.3% 6.7% 10.4% 34.2% 40.4% N I VI
space-before-function-paren 6/e/y 11.7% 11.7% 15.5% 36.4% 24.7% N I I
no-underscore-dangle 1/d/y 29.9% 14.1% 28.2% 14.9% 12.9% U N I
func-names 3/d/y 16.3% 15.8% 29.6% 24.6% 13.8% SI N I
max-len 4/d/y 14.9% 22.8% 18.7% 26.1% 17.4% SI N I
no-ternary 3/d/n 63.8% 14.6% 12.1% 7.1% 2.5% U U SI

(d) Stylistic Issues

Table 6.7: The importance of a subset of rules in the categories Possible Errors, Best Prac-
tices, Variables and Stylistic Issues. Columns show U=Unimportant, SI=Slightly Important,
N=Neutral, I=Important and VI=Very Important. Last three columns present the options of
the first (25th%), second (median, 50%) and third (75%) quartile values.

they “should not hinder one’s development style”. The less rated rule vars-on-top was
also said to be unimportant as with ES6 it is possible to have block scope local variables
with let and const (instead of using the var statement which defines a variable regardless
of block scope). Lastly, one respondent discussed the rule no-extend-native and the two
opposing views about extending native objects. Being in favor of the feature, he described
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it as one of the advantages of JavaScript where avoiding it is “akin to leaving the protective
plastic on a couch”.

For the Variables category in Table 6.7c the set simply consists of all available rules as
there are only 12 in the category. Nine out of the 12 rules are considered to be (very) impor-
tant by the participants. Three rules seem to be particularly important, no-unused-vars,
no-undef and no-use-before-define, where 87.5%, 81.9% and 79.4% of the partici-
pants, respectively, consider them to be either important or very important. No specific
comments were made about any of these rules.

The subset of rules for the Stylistic Issues category is shown in Table 6.7d. 10 out of
the 14 rules are considered to be (very) important, but those are exactly the rules that were
retrieved from the lists of the most commonly enabled rules. One rule is considered to be
very important (based on the median value), indent, where 86.3% consider it to be either
important or very important. There are three other rules which over 40% of the participants
consider to be very important: quotes, semi and linebreak-style. On the contrary, the
rule no-ternary is unquestionably the least important rule where 63.8% of participants
consider it to be unimportant and only 9.6% consider it to be (very) important. The rule
no-underscore-dangle is also relatively unpopular amongst the participants as 29.9%
deem it unimportant. Lastly, the rule comma-dangle was mentioned by two participants to
be particularly good to catch errors, where it was described as “unquestionably the source
of most of my lint errors”7. Other participants generally described rules from this category
to be beneficial for code readability within a team and for simple code merging.

RQ8 Which types of rules are important to use for a linter?
Possible Errors is the most important category to include in configurations, where Best
Practices, Variables and ECMAScript 6 are also deemed important. The most important
rules for each of the four main categories are the following:
Possible Errors: no-dupe-keys, no-unreachable and no-invalid-regexp.
Best Practices: eqeqeq and no-eval.
Variables: no-unused-vars, no-undef and no-use-before-define.
Stylistic Issues: indent, quotes and semi.

6.3.5 RQ9 Challenges of Using a Linter

When interviewing the developers we saw that they faced several challenges when using
a linter. Here we examine those challenges and further see whether the participants have
experienced false positives while using a linter.

The participants were asked which challenges they had faced in their previous experi-
ence with using a linter. The options were mostly derived from the interviews and are shown
in Table 6.8. One additional option was provided, namely: too many warnings/errors out-
putted from the linter, as it was suggested by one of the pilot test participants and has been

7The rule comma-dangle was previously a part of the Possible Errors category due to the known errors
these dangling commas could cause in Internet Explorer 8 (and older IE versions). The rule was however
moved to the Stylistic Issues category when older versions of Internet Explorer stopped being supported by
Microsoft, thus making this error less relevant.
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reported in related research to be a common problem with using ASATs [108, 98]. Almost
half of the participants (47.0%) reported to have problems with agreeing on which rules to
use within a team. Another 38.3% agreed that creating or maintaining configurations was a
challenging part of using a linter. Around a third of the participants agreed with the rest of
the reasons, expect for the lack of dynamic analysis which was the least commonly reported
challenge, but still with a quarter (24.5%) of the respondents claiming it to be a problem.
Only 8.4% had not experienced any challenges with using a linter. Participants also had
the opportunity to add other challenges which 15 of them did. Amongst these were three
challenges mentioned by more than one participant:

1. Getting team members to use a linter (3)

2. Integration with IDE or other tools (3)

3. When ESLint, presets or plugins change (2)

This last challenge was described by one participant as: “I detest it if the rules in a preset
change” but this was also mentioned by some of the interview participants. Other reported
challenges included difficulty with writing new linting rules and the fact that using the tool
during development is “obnoxious” but is more beneficial when it comes to the time of
committing code.

Challenge Frequency
Agreeing on which rules to use within a team 47.0%
Creating or maintaining configurations 38.3%
The presence of false positives 33.9%
Enforcing rules in a team 33.6%
Enabling rules in an existing project 33.2%
Too many warnings/errors outputted from the linter 29.2%
The lack of analysis for dynamic features of JavaScript 24.5%
No challenges 8.4%

Table 6.8: The challenges that participants face when using a linter

A third of the participants claimed that the presence of false positives is indeed a chal-
lenging part of using a linter. Participants were further asked about this topic where for
each linter they had used (as answered in one of the earlier questions) they reported how
frequently they had experienced false positives. The participants’ experience with false pos-
itives is shown in Table 6.9. According to the median value, false positives are either rare
or very rare with all the linters except for JSLint. The median value for JSLint is N/A (not
applicable), which was intended as an option when the participants can not evaluate their
experience with false positives for a certain tool, e.g., because too much time has passed
since they used the linter and perhaps do not remember these details. For JSLint, we there-
fore interpret that the median experienced frequency lies somewhere between being rare
and occasional. Generally, very few participants claimed any linter to have frequent false
positives, where only with JSLint and TSLint the percentage went over 10% (12.2% and
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10.4%, respectively). The results are mostly similar for ESLint and StandardJS, which is
expected as StandardJS uses ESLint to function.

Linter N VR R N/A O F VF 25th Median 75th
ESLint 22.8% 27.8% 22.4% 3.1% 19.3% 2.7% 1.9% VR VR N/A
JSHint 14.3% 18.8% 16.9% 20.1% 24.0% 5.2% 0.6% VR R O
JSLint 11.5% 18.3% 19.1% 17.6% 21.4% 7.6% 4.6% VR N/A O
TSLint 20.8% 29.9% 13.0% 5.2% 20.8% 5.2% 5.2% VR VR N/A
JSCS 9.8% 24.4% 17.1% 19.5% 26.8% 2.4% 0.0% VR R O
StandardJS 25.8% 22.6% 16.1% 12.9% 19.4% 3.2% 0.0% N R N/A

Table 6.9: The frequency of experienced false positives when using a linter, ordered by the
most commonly used linters. Columns show N=Never, VR=Very Rare, R=Rare, N/A=Not
Applicable, O=Occasionally, F=Frequently and VF=Very Frequently.

RQ9 What is challenging about using a linter?
The most commonly faced challenges are to agree on which rules to use within a team
and to create or maintain configurations. It is generally rare to experience false positives
with most JavaScript linters.

6.4 Discussion

6.4.1 Participants

Regarding the distribution of the survey, it seems as if Twitter is not the ideal place to pro-
mote this type of questionnaire. Even though it was exposed to a large quantity of people,
it did not attract many responses. It was much more effective to promote the survey in
smaller communities that are known to include members of the target population. Interest-
ingly, the participants directed from the EchoJS community had a higher average experience
than those from the other sources, suggesting it to be a good source for finding experienced
JavaScript developers.

6.4.2 Why Developers Use Linters

ESLint is by far the most popular JavaScript linter out of those that are available today.
The main reasons for its popularity are the various features of the tool, especially in terms
of how customizable it is and how extensible it is with plugins. ESLint is therefore much
more flexible than other available linters, allowing developers to use it exactly as they wish.
Somewhat contrary to this, developers also appreciate the fact that they can use presets such
as Airbnb (and use it frequently), which in theory removes some needs for configurability
by not having to configure all rules that are used. However, developers still tend to add or
remove some rules in addition to using a preset, proving it to be important to at least being
able to tweak the settings that are used so they fit better to a project. Another big factor to
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ESLint’s popularity is the active community around the tool and how well it is maintained
and supported. This goes to show how important it is to have tools well documented and
frequently updated. It is also important that they stay up to date with new features and
trends in the language that they support.

There appear to be several reasons for developers to use a linter in general, but most
importantly to maintain code consistency and to prevent possible errors in code. ESLint
provides rules to perform both of these tasks, whereas other linters such as JSCS and JSHint
rather focus on one role each. It is therefore also important that these tools have a wide
variety of functionality.

6.4.3 Configuring Linters

Just over half, or 51.1%, of the participants had ever used default configurations, which is a
relatively low percentage compared to common usage patterns for ASATs [69]. This might
be due to the fact that the majority of the survey’s participants use ESLint which does not
have any default configurations since version 1.0.0 (July 2015). The most popular method
however to configure a linter is to use a preset or to choose rules that fit the style of the
project. The usage of presets is thus now a well established feature of the linter where peo-
ple heavily rely on guidance from others in choosing which rules to use. Only 12.9% of
the participants preferred to only manually choose the rules and not use any presets. How-
ever, preset-users also prefer to make some modifications to the presets they use, exploiting
ESLint’s range of customizability.

Airbnb is by far the most popular preset amongst the participants. As touched upon
before, the preset includes rules from various categories of ESLint, thus providing an overall
setting to use in a project, e.g., both to maintain a consistent code style and to catch errors.
This wide range of settings might therefore be the reason for its popularity. The second
most popular preset is the default one of the linter, which we made to include ESLint’s
recommended settings. As this preset mostly contains rules that relate to possible errors,
this might be a popular choice for those that do not want a broad setting but instead one that
focuses on discovering possible bugs in the code.

6.4.4 Important ESLint Categories and Rules

According to the participants of this survey, Possible Errors is the most important category
to include in a project’s configuration, where however all other categories were also deemed
to be important. It is interesting that the most commonly reported reason for using a linter
was to maintain code consistency, but still Possible Errors is deemed far more important
than Stylistic Issues and also Best Practices (which could both be considered appropriate
for the goal of upholding code consistency). Even when looking only at the responses from
those that strongly agreed with code consistency as a reason for using a linter, Possible
Errors is still rated more important than these two categories. Catching bugs and typing
mistakes was however the second most common reason for using a linter, which can cor-
respond to the Possible Errors category. This is indeed the same pattern as was discovered
when interviewing developers in Chapter 4: maintaining a consistent code style is the most
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common reason for using a linter but for most it is still more important for a linter to detect
errors.

Some rules were considered to be more important than others, where the highest rated
ones also tended to be commonly enabled in the previously analyzed GitHub projects, thus
complementing each other. From the categories Possible Errors, Best Practices and Vari-
ables, the most important rules are all known to relate to possible bugs which can then be
prevented by enabling said rules. For the last category, Stylistic Issues, the most important
rules all have do to with the use of consistent punctuation in code.

A possible concern with this importance rating is regarding the unknown effects of the
middle option labeled with Neutral/Not applicable. Some might have chosen the option
because they did not recognize the rule (and might not have read the documentation that
followed) or they might just not have a very strong opinion on the particular rule. It was
more common with the Variables category that participants chose the neutral option than
for any other category and there were generally fewer neutral votes for the rules that ended
up being more important than others. It would be possible to conduct the analysis with all
neutral votes excluded, but that was thought to alter the data too much. Regardless, it was
necessary to include this option in the scale to not force any opinions on the participants.

6.4.5 Challenges of Using a Linter

It seems that it is generally challenging to some extent to use a linter, as only 8.4% of the
participants reported that they had not faced any challenges with using such a tool. The
most commonly reported challenge in using a linter was to agree on which rules to use
within a team. This challenge was discovered when performing the interviews where some
interviewees reported this to be the case when working with a team in an industrial setting,
as opposed to working in OSS development. A high majority of the survey’s participants
had indeed worked on commercial software (87.0%) and fewer had developed in the OSS
community (50.6%). It was not included in the wording of the question that this should only
apply to an industrial setting, but with more participants having rather worked in industry,
it is likely the case that it applies in that particular setting.

Even though 33.9% of the participants consider false positives to be a challenging part
of using a JavaScript linter, the participants generally do not experience false positives fre-
quently with any of the discussed linters. For all reported linters, except for JSLint, the
participants’ experience on the frequency of false positives is most commonly either rare or
very rare. JSLint is the oldest JavaScript linter and is still maintained today, but however
does not have an active community around it8. As discussed earlier in Chapter 4, the expe-
rienced frequency of false positives with ESLint does not compare with that of findings in
literature on ASATs in general. We see now that this seems to be the general case within
the JavaScript community and with most available linters.

8This assumptions is based on the fact that 1) Douglas Crockford is the repository’s only maintainer on
GitHub [40] and 2) JSLint’s community on Google+ [39] has only 794 members and very few recent posts.

94



6.4. Discussion

6.4.6 Limitations

It is vital for a survey that the respondents represent the target population of the study. Ear-
lier in Section 6.2.5.3 we discussed the representativeness of the response set, which we
can further evaluate based on the participants’ demographical information. As discussed
before, it was assumed that the sample would indeed be representative of the population
of JavaScript developers as the survey was mostly only promoted in communities specifi-
cally intended for this said target group. However when distributing a survey online, one
can never be sure who actually answers the questionnaire as anyone can have access to it. It
turns out that the sample is in fact full of JavaScript developers where it is the main language
of 96.1% of the participants, with an average experience of 5.8 years with using JavaScript
and where every single respondent had used the language in the last 12 months. Further-
more, 87.0% regularly work in industry and 50.6% with OSS, which allows this analysis to
cover both the commercial and open source sectors. The sample is therefore indeed repre-
sentative of the population, where the members both have a sufficient and a diverse amount
of experience with the language. Additionally, the sample is very diverse regarding the par-
ticipants’ country of residence, leading to the results not representing only one market or
one part of the world. However, there is almost no gender diversity in the sample, which is
in fact a common problem when performing surveys within the software engineering field
[117].

Some participants had never used a linter, but only 6.3% (21) of the survey’s respon-
dents, thus not providing a great deal of feedback regarding why. Even though more feed-
back on this topic would have been interesting and beneficial, the survey was indeed directed
towards those that had used a linter before as most of the questions were about its usage.
As the survey needs to be concise and cohesive for respondents to complete it, the sacrifice
was made to mostly emphasize on why and how the tool is actually used, and not on why it
is not used. Furthermore, many developers out there most likely do not use the tool as they
do not know much about it, but these people were less likely to take the survey as they did
not recognize well its topic. The results regarding why developers do not use a linter are
therefore much less reliable than those regarding why developers do use a linter.

For developers who had used a linter before, only 8.8% considered it to be only slightly
important to use a linter and not a single participant thought it was unimportant. As the
survey was distributed in online communities and not directly to any specific people, it is
likely that those that were previously interested in the topic took the time to answer the
survey. This is indeed a limitation of this distribution method, where the results might be
somewhat different if more participants were less interested in the topic. However, it is
likely that people who are less interested in the topic also know less about it, and thus not
able to provide as accurate information as we seek after in this survey.

When asking about the presence of false positives, there is a possible concern with how
the participants interpret the term false positive. It was discovered in the pilot tests that
some participants were not sure whether the term referred to a wrongly indicated warning
(as intended here) or simply a warning that a developer might not find to be appropriate
in some context and might have intended on breaking a rule in that specific case. This
latter condition is indeed something that the interviewees experienced where in some cases
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they did not think that a rule should apply, even though the tool was technically correct to
report it. To try to prevent this misinterpretation, the following explanation was included
with each mention of false positives in the survey: “A false positive is a wrongly indicated
error/warning. If you intend to break a rule in a specific case, it is not considered as a false
positive”.

6.5 Conclusion

We surveyed 337 developers where we asked them about their experiences with using a
linter for JavaScript projects. The questionnaire was carefully designed and pilot tested
before being promoted on Twitter and in three online JavaScript community groups. It is
clear that developers primarily use linters to maintain code consistency and to catch bugs
and typing mistakes in code. They most commonly use ESLint out of all linters due to
the many features of the tool (e.g., configurable and pluggable) and its active community.
Using a preset appears to be the preferred way of configuring a linter with the possibility
of modifying specific rules. It is however challenging to maintain configurations for a team
and to agree on which rules should be used.
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Chapter 7

Conclusion

In this thesis we have examined why and how developers use linters for JavaScript, along
with the challenges that they face. We applied three research methods to collect data where
we interviewed 15 developers, analyzed over 9,500 configuration files and finally surveyed
more than 300 JavaScript developers. Before discussing the combined results of the whole
study, we first revisit the individual research questions for each of the three main chapters.
Thereafter the results are demonstrated in a broader context where the three chapters are
discussed together with the implications that they offer for developers, tool makers and
researchers. Lastly, we summarize the main topics of this thesis and conclude with some
final words.

7.1 Revisiting the Research Questions

We first revisit all three chapters and their individual research questions.

7.1.1 Developers’ Perceptions of Linters

This study began by interviewing 15 JavaScript linter experts to understand why and how
developers use linters for this notorious language. An abundance of information and expe-
riences was collected where we obtained valuable insights into how these tools are used and
which challenges developers face.

RQ1 Why do developers use linters?
The most common reasons for using a linter are to maintain code consistency and to prevent
errors. Other reasons for using a linter are to augment test suites, avoid ambiguous and
complex code, perform faster code reviews, spare developers’ feelings during code reviews,
save time on discussing code styles and to learn about the JavaScript language.

RQ2 How are rules selected for a project?
The methods that developers use to configure ESLint are to use an existing preset, choose
rules that fit the project’s style, have the linter automatically generate a set of rules, enable
rules that come up in discussions during code review, have minimalistic configurations,
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choose rules that involve the least effort to follow and to go with the most common style
within the development team.

RQ3 What are the challenges in using a linter?
The main challenges that developers face are to create and maintain configurations, enable
rules in an existing codebase, agree on which rules to use in an industrial setting and to
enforce developers to follow rules without breaking the build. Developers are generally not
concerned with the lack of dynamic analysis and generally do not experience false positives.

7.1.2 Exploring Linter Configurations in JavaScript projects

This chapter consisted of an elaborate quantitative analysis on the ESLint configuration files
of 9,548 projects on GitHub. We analyzed the prevalence of these configurations were we
looked into the usage of both presets and individual rules that are specified. We further
examined which types of rules are most commonly used in JavaScript projects.

RQ4A How are presets and plugins used?
Presets are used by 67% of all ESLint projects where the most popular ones are the recom-
mended settings from ESLint and a style guide maintained by Airbnb, which account for
over half of all presets that are used. Plugins are used by 27% of all projects where a plugin
for React is by far the most popular one.

RQ4B How frequently are rules specified?
Projects that do not use presets specify a high number of 58 rules on average. Those that
do use presets specify 10 rules on average where 70% of these projects include at least one
rule. For all projects it is most common to enable rules as errors and rare to set rules as
warnings.

RQ5A Which are the most commonly used categories from ESLint?
The category Stylistic Issues is enabled by the highest number of projects, followed by Best
Practices and Variables, where almost half of all projects that use a preset enable at least
one stylistic rule. Stylistic Issues is also the most commonly disabled category, followed by
Best Practices and Possible Errors.

RQ5B Which are the most commonly used rules from ESLint?
The most commonly enabled rules are for code formatting and punctuation, i.e. to uphold
a consistent use of quotes, semicolons and indentation. More stylistic rules are commonly
enabled for projects that use presets. The most commonly disabled rules are for disallowing
the use of logging to the console and the use of dangling underscores in variable names. A
rule that disallows the use of the ternary operator is almost never enabled.
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7.1.3 The Experiences and Perceptions of the JavaScript Community

For this chapter we surveyed 337 JavaScript developers where we asked various questions
about the usage of linters. The results from the previous two chapters were used as input
to the questionnaire where we could generalize the findings from the interviews and further
examine the results from the repository mining.

RQ6 Why do developers use linters and what are the most important features?
In general, developers find it to be important to use linters in JavaScript projects. They use a
linter most commonly to maintain code consistency and to catch bugs and typing mistakes.
Some developers do not use a linter as they rely on other methods to perform the linter’s
tasks or do not find it worth the effort to use one. ESLint is by far the most commonly used
and liked linter, due to how customizable it is and extensible with plugins and also for its
active community with well documented and up-to-date features.

RQ7 How do developers configure linters?
Developers most commonly use presets to configure a linter, but also choose rules that fit
a project’s style or use default configurations from a linter. Furthermore, they generally
prefer to use a preset in configurations but not on its own and rather with some rules added
or removed. The preset from Airbnb is the most popular one, followed by a linters’ default
or recommended settings.

RQ8 Which types of rules are important to use for a linter?
Possible Errors is the most important category to include in configurations, where Best
Practices, Variables and ECMAScript 6 are also deemed important. The most important
rules for each of the four main categories are the following:
Possible Errors: no-dupe-keys, no-unreachable and no-invalid-regexp.
Best Practices: eqeqeq and no-eval.
Variables: no-unused-vars, no-undef and no-use-before-define.
Stylistic Issues: indent, quotes and semi.

RQ9 What is challenging about using a linter?
The most commonly faced challenges are to agree on which rules to use within a team and
to create or maintain configurations. It is generally rare to experience false positives with
most JavaScript linters.

7.2 Implications

In the following we combine the results from all three chapters to discuss the implications
that they have for developers, ASAT makers and researchers.
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7.2.1 Developers

The results provide motivation for developers to use a linter and also offer advice to make
the usage of linters most beneficial.

7.2.1.1 Motivation to Use a Linter

We have discussed several reasons as to why developers use a linter where the compilation
of all these reasons serves as motivation for other developers to use a linter where they are
exposed to the various benefits that the tool can provide. We have established that using
a linter: a) on top of tests detects more bugs, b) helps avoid ambiguous code, c) helps
maintain consistent code, d) makes code review faster and easier, e) spares newcomers’
feelings when making their first contribution, f) saves time that goes into discussing code
styles and g) helps developers in joining projects and to learn new language syntax and
features. The findings by Beller et al. [69] also suggest that developers need to be made
aware of the benefits of using ASATs.

7.2.1.2 Rules to Choose for Configurations

There are several rules that have been identified by both experts and the JavaScript com-
munity to be particularly important to include in configurations. The same rules and others
have also been proven to be in common use by the OSS community on GitHub. Considering
these three different sources, we conjecture that some of these rules are indeed important
and are sensible to include in configurations for other projects as well. These rules are
shown in Table 7.1, in no particular order except being grouped by category. Thus when de-
velopers find themselves in the position of having to create a configuration file, they should
first look to these rules as they are likely more important to include than others. This list
also serves as a good starting point for teams that face the challenge of agreeing on which
rules to use, where these rules have been shown to be important to many other developers.
Similarly, any developer that currently maintains ESLint configurations should reevaluate
them if some of these rules are missing. As we did not discuss with or ask any of the par-
ticipants about the rules in the categories ECMAScript 6, Node.js & CommonJS and Strict
Mode, we do not make any assumptions or recommendations regarding those.

7.2.1.3 Methods to Configure Linters and Enable Rules

As creating and maintaining configurations can be challenging, developers can find several
ways to choose and prioritize rules. We present different methods to choose the appropriate
rules for a project, such as using presets, fitting the rules to the existing style or using
discussions in pull requests as input. We further report on the presets that developers like to
use, e.g., Airbnb, which can give other developers an incentive to use those as well as they
receive a wide endorsement from the JavaScript community.

Moreover, we recommend developers to include a linter from the beginning of a project
as enabling a linter at a later stage can involve substantial effort and risk. Additionally,

100



7.2. Implications

Rule Category
no-dupe-keys Possible Errors
no-unreachable Possible Errors
no-invalid-regexp Possible Errors
no-irregular-whitespace Possible Errors
no-unused-vars Variables
no-undef Variables
no-shadow-restricted-names Variables
eqeqeq Best Practices
no-eval Best Practices
curly Best Practices
no-caller Best Practices
semi Stylistic Issues
indent Stylistic Issues
quotes Stylistic Issues
comma-dangle Stylistic Issues

Table 7.1: Most important rules to include in configurations

Ayewah et al. [64] also found that FindBugs users are less likely to fix warnings that apply
to older code than to new code.

In existing projects, developers should enable rules carefully and incrementally. This
should be done to minimize the risk of introducing bugs and the risk of creating frustration
within a development team. Furthermore, by incrementally introducing rules and contin-
uously fixing the corresponding warnings, the number of warnings can be kept to a mini-
mum, making developers more likely to examine and fix them. Previous research has also
reported that many ASATs output too many warnings which makes it more difficult to use
these tools [108, 77, 139].

7.2.2 Tool and Preset Makers

The results help ASAT creators to improve future tool editions by understanding the needs
and challenges of developers when using a linter.

7.2.2.1 Languages to Focus On

Linters can be especially useful for dynamic languages as errors can be easily introduced
because of the dynamic typing in JavaScript. Tool creators should therefore focus their
attention on dynamic languages. Furthermore, as JavaScript code can be written so freely
and in many different ways, it can be even more valuable to maintain code consistency.
Beller et al. [69] also found that dynamically typed languages seem to benefit more than
static languages from the usage of ASATs.
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7.2.2.2 Topics to Focus On

We have seen the main reasons as to why developers choose to use linters along with which
categories they find to be the most important ones. Tool creators should therefore place em-
phasis on these topics that developers are most concerned with. Both the interviewees’ and
survey respondents’ main reasons for using linters were to maintain code consistency and to
catch possible bugs in code. While stylistic rules are used the most often in configurations,
developers claim that bug-catching rules are far more important. These two topics should
therefore be of main interest for tool makers when deciding on what type of functionality to
implement.

7.2.2.3 Rules to Focus On

Table 7.1 displays the rules that are deemed the most important based on this study’s results.
This list of rules can be of guidance to both preset makers and tool makers. As these rules
seem to be the most important ones, preset makers should make sure to enable them in
their configurations. The creators of ESLint should also consider to include them in their
recommended settings (nine out of the 15 rules are not yet included).

This list of rules could be further expanded and ordered based on the rules’ importance,
which could be used by ESLint to assign a priority to all available rules. It has been shown
in this study that it can be difficult to configure a linter, especially when one needs to go
through all available rules to choose from. Partly for that reason, the majority of developers
choose to use a preset in their configurations, while also making some modifications to
their settings. The process of going through all 236 ESLint rules could be made easier by
assigning them with an importance rating which could be based on this study’s results, i.e.
on the importance reported by the JavaScript community and the frequency of the rules
being enabled in GitHub projects.

On a similar note, we can also identify some rules that are rarely used or commonly dis-
abled and are not thought to be important by the JavaScript community. These rules include
no-ternary (Stylistic Issues), no-underscore-dangle (Stylistic Issues) and vars-on-top
(Best Practices). Preset creators should make sure to not enable these rules as most devel-
opers do not want them to be used. Perhaps ESLint should even consider removing these
unpopular rules, as while the great amount of rules is one of the tool’s best qualities, it can
also make the process of configuring the tool all the more confusing.

In general, preset makers should be careful to not update the rule selection too often.
Developers that use the presets can get frustrated when they have to do frequent changes to
their code due to the presets being updated.

7.2.2.4 Features to Focus On

We have reported several reasons why developers prefer to use one specific linter over an-
other, where they most commonly prefer using ESLint. These reasons describe the features
of the tool that are important to the users, such as for the tool to be configurable, pluggable,
well supported and up-to-date with new language features. Creators of other ASATs should
look to these reasons to see what makes a tool well appreciated by the public, to then include
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in their own tools as well. For the maintainers of ESLint, they should continue to focus on
having these features available and well implemented.

It is very common to use a preset in configurations for ESLint, making it an established
part of configuring a linter. Other linting tools and general ASATs should therefore consider
offering this method for configuring these tools. Most developers also manually specify or
change some rules, again showing how important it is to be able to customize linters. This
is especially relevant for rules that relate to stylistic issues where developers have diverse
opinions on code styles. It should therefore be an industry standard to be able to have
custom configurations for an ASAT.

The creators of ESLint should also keep track of the popularity of commonly used
plugins and consider whether they should be included as default rules to be provided by the
tool. ESLint already contains rules for Node.js which are specific to a particular developing
environment for JavaScript. It is apparent that the plugin for React is by far the most popular
one, providing ESLint with a reason to create a new category for these rules. Doing so would
simplify dependencies for ESLint users as this plugin would already be included in the tool.

Another feature that would simplify the development process would be to have a built-
in feature which enables developers to have separate configurations for development and
production. The configurations that are intended for production code could then be applied
when pushing code to a specific branch in a project’s repository and be stricter than the
configurations for work-in-process code. As an example, developers could then log freely
with the console during development and debugging but be sure that no log statements
would slip into production code.

Furthermore, as it can be difficult to enforce linting rules without making them break the
build, other methods would be beneficial to encourage developers to fix warnings. Sadowski
et al. [141] had a similar experience when introducing ASATs at Google, where developers
would ignore warnings that did not cause the build to fail. Tool creators should therefore find
and employ other ways to make developers feel responsible to fix them. For example, this
could be done by linking the output of the tool to the project repository, to make a somewhat
more personal connection to the developers that are responsible. A warning could perhaps
be marked with the name of the developer who introduced it, which could motivate him or
her to fix the warning.

Lastly, tool makers should not put excessive effort into dynamic analysis for JavaScript.
Most of the participants in this study were not bothered with the fact that linters are not
able to handle the dynamic features of JavaScript and do not see it as a challenge with using
these tools.

7.2.3 Researchers

The results offer ample opportunities for further research into these findings. Example
research directions are listed below.
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7.2.3.1 The Effects of Using Linters During Code Review

Balachandran [68] conducted a study where ASATs were applied on code changes that
were subject to code review, and asked developers whether they agreed with the warnings
reported by the tool. Similarly, Panichella et al. [131] studied whether warnings were being
removed in code reviews, both in projects that use ASATs and for some that do not. Both
results indicated that code reviews would benefit from using ASATs by automating some of
the work that developers perform, which is what was also claimed by our study participants.
More research needs to be conducted to understand the effects of linters during review of
JavaScript code to further evaluate how beneficial it is to apply them. Results could also
show which warnings developers more often remove from source code, which could provide
us with further insight into which rules are important for developers.

7.2.3.2 Onboarding Newcomers

Steinmacher et al. [147] studied the barriers that newcomers face when making their first
contribution in an OSS project. Social barriers that were discovered include late responses
and negative or even impolite feedback. Technical barriers include bad code quality, code
complexity and lack of code standards. Research should be conducted to see whether new-
comers face less of these barriers in projects that use a linter, as the linter performs part of
the code review with a non subjective feedback and also helps with maintaining better code
quality.

7.2.3.3 Differences in Configurations

Beller et al. [69] studied in large scale the configurations of ASATs and how those con-
figurations change over time. Since several participants claim that it is difficult to enable
linters for existing code, it would be intriguing to further research how configuration files
in projects that enable a linter early on differ from those in projects that enable a linter at
a later stage. Furthermore, many participants explained that they try to create the configu-
ration so that it fits the project in the best way possible. It would be valuable to know how
thoroughly projects follow these configurations, providing insight into how well the config-
uration reflects the project style and how much developers care about upholding these code
standards.

7.2.3.4 Custom Rules

We reported that JavaScript developers find it important for linters to be extensible which
makes it possible to enable custom rules and for anyone to create them. However, Beller
et al. [69] showed that custom rules are rarely applied, accounting for only 5% of specified
rules in configurations. Furthermore, Christakis and Bird [74] found that most developers
do not use or do not care about this functionality. It would be intriguing to study if, and then
why, JavaScript developers write and use more custom rules than for ASAT users of other
programming languages.
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7.2.3.5 False Positives

Developers very rarely experience false positives when using ESLint, and also rarely when
using other known linters. These findings are opposite to what previous literature reports on
general ASAT usage [164, 108, 71, 100]. As previously discussed, this might be due to the
relatively simplistic analysis methods that are applied in linters and the non-complex issues
they identify. However, we have also seen that an important factor for choosing ESLint
as a linting tool is the customizability it offers. This feature is indeed used as all projects
apply configurations to some extent, resulting in more relevant rules being reported for a
project. The fact that developers tend to categorize irrelevant warnings as false positives [67,
141] might contribute to the low number of experienced false positives while using ESLint.
More research should be invested in how developers perceive false positives and whether
customizability is indeed a major factor in facilitating a good user experience with ASATs.

7.2.3.6 Reasons for Not Using a Linter

Similarly to Johnson et al. [108], we have studied the challenges in using a linter by inter-
viewing active users of such a tool. Furthermore, much like Christakis and Bird [74], we
surveyed linter users and asked which challenges they face. In our survey, most participants
had used a linter but we do not know how actively they used one or if they continued using
a linter. As the main focus of our survey was to explore the experiences of linter users, we
did not ask many questions to the few participants that had never used one. It would be
informative to specifically target developers that do not use a linter or those that previously
used a linter but have ceased using one. These developers might provide different insights
into the challenging parts of using such a tool.

7.2.3.7 Compare to Other ASATs

The main contribution of this thesis is that it increases our knowledge on why and how
JavaScript developers use linters. These results should be further used to make a thorough
comparison between how developers use these tools for JavaScript and how they use ASATs
for other languages, e.g., statically typed languages such as Java. Doing so would provide
the research community with even more value to understand the general requirements for
ASATs in the real world.

7.3 Final Conclusion

In this study we have applied three research methods where we first interviewed 15 experts
on using ESLint, then analyzed over 9,500 ESLint configuration files from GitHub projects
and finally surveyed more than 300 JavaScript developers about their experiences with using
a linter, using the findings from the previous two analyses. The results from the three corre-
sponding chapters complement each other, where the original results were further explained
and verified in the last chapter.

With all three research methods we see that most developers use a linter to maintain
code consistency. Nevertheless, both interview and survey participants claim that rules that
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relate to possible errors are far more important than those that relate to stylistic issues.
Regarding how developers configure linters, they generally prefer to use a preset rather
than to manually choose every rule that is used for a project. However, most developers
additionally apply some configurations that are specific to a project or a team, especially
rules that relate to stylistic issues. While it is important to be able to identify errors early
in the development process by using a linter, even more developers feel the need to have
consistent formatting where everyone taking part in a project uses quotes, semicolons and
indentation in the same way. However, upholding these configurations can be a challenging
task where it can be difficult to agree with teammates on which rules should be used for
a project. Other aspects that have been reported in literature to be problematic with using
linters and ASATs in general, namely the presence of false positives and the lack of dynamic
analysis, do not appear to be perceived as challenges by most JavaScript developers.

The results of this study produced valuable implications for developers, tool makers and
researchers, who can use the information to make better use of linters, to improve future
versions of linters and to further research this important aspect of software development.
The results and implications only directly apply for ESLint which is currently the most
commonly used JavaScript linter. Nevertheless, a large part of the results can also be put
into use for other linters to understand the general needs and motivation behind using a
linter for JavaScript, and even for using a static analysis tool for other languages as well.
Finally, as has been requested by many of the study’s participants, we intend to summarize
the findings and display them to the JavaScript community. With that we hope to receive
feedback on our work along with providing the community with this valuable information
and advice on using and developing linters for JavaScript.
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Appendix A

Interview Questions

The following is the list of questions that was asked in each interview.

A.1 Participant Information

1. How many years/months of experience do you have as a professional developer?

2. How many years/months of experience do you have developing in JavaScript?

3. For how many years/months have you been a contributor to the X project?

4. What is your role in the X project? (e.g. Founder, Lead Developer (core team),
Maintainer/Developer, Tester, Documenter, Translator..)

A.2 Linter Usage

1. Why do you use a linter in your project?

2. How do you create your .eslintrc configuration file and maintain it? that is, how
do you choose and prioritize the rules?

3. Given the rule categories from ESLint, which categories do you consider to be the
most important and why?

4. Given the same categories, which categories do you consider to be the least important
and why?

5. Which individual rules (within any category) do you consider to be the most important
and why? (e.g., top five rules)

6. Do you have any particular reasons for not choosing some of the rules for the config-
uration file in your project?

7. Do you use warnings and errors for different purposes?
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A. INTERVIEW QUESTIONS

8. Why are some files ignored in the .eslintignore file?

9. Are there any specific challenges about using a linter?

10. Do you experience false positives? if so, which?

11. With JavaScript being a dynamic language, do you feel that some features are missing
in a static analysis tool such as ESLint?

12. If ESLint rules were to be prioritized in some manner, e.g., to create a top 20 list of
“must-have rules”, which (if any) method(s) would you consider to be useful?

a) Common configs from projects

b) Developers’ opinions of importance

c) Most commonly eliminated errors

d) The effects of the warnings/errors on change- and defect-proneness of files

13. Anything else about linters you would like to add?
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Appendix B

Data Collection Query

B.1 Query

Listing B.1 shows the SQL query that was used to retrieve the dataset for mining configura-
tion files in Chapter 5. The query was executed on May 24th, 2017 using Google BigQuery,
on the GHTorrent dataset for GitHub projects from April 1st, 2017. The actual query used
to retrieve the data differs slightly since Google BigQuery does not allow to download result
files that are above a certain limit in size. Therefore the dataset was queried in batches of
15,000 entries.

1 SELECT p.name , p.url, c.created_at , COUNT(w.user_id) AS stars , u.login
2 FROM [ghtorrent -bq:ght_2017_04_01.projects] AS p
3 INNER JOIN (SELECT project_id , MAX(created_at) AS last_commit
4 FROM [ghtorrent -bq:ght_2017_04_01.commits] GROUP BY project_id) AS x
5 ON p.id = x.project_id
6 INNER JOIN [ghtorrent -bq:ght_2017_04_01.commits] c
7 ON x.project_id = c.project_id AND x.last_commit = c.created_at
8 INNER JOIN [ghtorrent -bq:ght_2017_04_01.watchers] AS w
9 ON p.id = w.repo_id

10 INNER JOIN [ghtorrent -bq:ght_2017_04_01.users] AS u
11 ON p.owner_id = u.id
12 WHERE p.language=’JavaScript’ AND p.deleted is false AND p.forked_from

is null
13 GROUP BY u.login , p.name , p.url, c.created_at
14 HAVING stars >= 10
15 ORDER BY stars DESC

Listing B.1: SQL query for retrieving projects

123


	Preface
	Contents
	List of Figures
	Introduction
	Background
	JavaScript
	History of JavaScript
	JavaScript's Ecosystem
	JavaScript's Nature and Language Features

	JavaScript Linters
	Available Linters
	ESLint


	Related Work
	Perceptions of Static Analysis Tools
	Configurations of Static Analysis Tools
	Effectiveness of Static Analysis Tools
	False Positives in Static Analysis Tools
	Static Analysis Tools Used in Industry
	Static and Dynamic Analysis for JavaScript

	Developers' Perceptions of Linters
	Research Questions
	Methodology
	Interview Design
	Interview Procedure
	Data Analysis
	Participants
	Limitations

	Results
	RQ1 Reasons for Using a Linter
	RQ2 Configuring Linters
	RQ3 Challenges of Using a Linter

	Discussion
	Reasons for Using a Linter
	Configuring Linters
	Challenges of Using a Linter

	Conclusion

	Exploring Linter Configurations in JavaScript Projects
	Research Questions
	Methodology
	Dataset
	Collecting Configuration Files
	Parsing Configuration Files

	Results
	RQ4 Prevalence of Configurations
	RQ5 Common Configurations

	Discussion
	Prevalence of Configurations
	Common Configurations

	Conclusion

	The Experiences and Perceptions of the JavaScript Community
	Research Questions
	Methodology
	Survey Design
	Survey Evaluation
	Sampling and Responses
	Data Analysis
	Limitations

	Results
	Participants
	RQ6 Why Developers Use Linters
	RQ7 Configuring Linters
	RQ8 Important ESLint Categories and Rules
	RQ9 Challenges of Using a Linter

	Discussion
	Participants
	Why Developers Use Linters
	Configuring Linters
	Important ESLint Categories and Rules
	Challenges of Using a Linter
	Limitations

	Conclusion

	Conclusion
	Revisiting the Research Questions
	Developers' Perceptions of Linters
	Exploring Linter Configurations in JavaScript projects
	The Experiences and Perceptions of the JavaScript Community

	Implications
	Developers
	Tool and Preset Makers
	Researchers

	Final Conclusion

	Bibliography
	Interview Questions
	Participant Information
	Linter Usage

	Data Collection Query
	Query


