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Abstract

Targeted anticancer medicine holds much promise, but determining the optimal treatment
for a given patient is often difficult. In order to improve treatment selection, research has
focused on the identification of genomic markers of drug sensitivity, often guided by statistical
methods that identify relations between characteristics of a tumour’s DNA and drug response.
However, these statistical methods often result in many spuriously identified relations, which
confound the discovery of genomic markers in follow-up experiments. We propose to reduce
the amount of spuriously identified relations by using Multi-task Learning, a machine learn-
ing technique that identifies relations between DNA and drug response simultaneously for
multiple drugs. We show that using Multi-task Learning, the number of identified relations
between DNA and drug response can be strongly reduced, while retaining similar prediction
performance.

1 Introduction

There are many genetic aberrations that can lead to the development of cancer [15]. A single therapy
that effectively treats all these forms of cancer is unlikely. Instead, there has recently been a focus
on cancer drugs that selectively inhibit specific aberrant proteins [24]. While this approach has been
successful in subsets of patients, the overall clinical response to appropriately selected cancer drugs varies
greatly [5,17]. It seems that drug response cannot be fully explained by just the drug target, but instead
depends on a complex interplay of various genetic factors. As the mechanisms of this interplay are
yet poorly understood, current research focuses on identifying the genetic aberrations involved in this
interplay. This should lead to the discovery of genomic markers of drug sensitivity, which can be used
to improve the selection of treatment for a given patient.

Numerous studies have used cell lines to study the relation between genetic abberations and drug
sensitivity [2, 3, 6, 12, 13, 19, 20, 27–29, 31]. Even though these cell lines lack the complex inter-cellular
interactions present in vivo and can therefore only approximate drug response in humans, they make
excellent model systems for systematic drug sensitivity analysis. Since they divide infinitely, multiple
drugs can be tested individually and in different concentrations on the same cell line, resulting in drug
sensitivity measurements on genomically identical material. By measuring the size of the cell population
that survives in these experiments, the drug response can be quantitatively characterized.

Usually, these studies would be restricted to a specific lineage and a specific subset of anti-cancer drugs.
For example, Solit et al. [27] studied drug response to MEK-inhibitors in cell lines carrying a BRAF-
mutation and Neve et al. [20] studied drug response sensitivity to Herceptin in breast cancer cell lines. In
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two recent studies, Barretina et al. [2] and Garnett et al. [12] have each composed a human tumour cell
line drug sensitivity screen of unprecedented size. In the screen of Garnett et al. 661 tumour cell lines
have been genetically profiled for mutations, copy number variations and gene expression. Furthermore,
for each of these cell lines, they measured the drug response to 139 cancer drugs.

In order to study the relation between the genetic profile and the drug response, Garnett et al. have
fitted a statistical model that identifies which genomic features are most important to predict the drug
sensitivity. The set of selected genomic features can be used in follow-up experiments to determine
genomic markers of drug sensitivity. However, a major problem in this set-up is that the screen is
severely undersampled: there are 12.778 genomic features, but only 661 cell lines in which they were
measured. Due to the undersampled nature, there will be many features whose correlation with the drug
response equals that of genomic features actually causing the drug sensitivity. These features will often
also be selected, resulting in spuriously selected features and confounding the identification of genomic
markers.

In this work, we propose to address the problem of spuriously selected features by using a machine
learning technique called Multi-task Learning [4]. Multi-task Learning was originally proposed to si-
multaneously learn related problems, such as handwriting recognition from different persons [22]. We
propose to use Multi-task Learning to jointly predict the drug response for groups of related drugs. Since
the probability that a genomic feature correlates with multiple drug responses by chance is smaller than
the probability that a feature correlates with a single drug response by chance, Multi-task Learning can
reduce the number of spuriously selected features.

Many algorithms have been proposed for Multi-task Learning. Caruana et al. [4] have proposed a
framework using Artificial Neural Networks. Evgeniou and Pontil [9] propose an SVM with additional
features for each task. Independently, both Obozinski et al [21, 22] and Evgeniou et al. [1, 8] have
proposed to use Group Lasso constraints [32] to tie together the feature selection over various tasks. In
the software package Glmnet [11] a variation of this algorithm is proposed, in which the input data is
the same for all tasks and only the output varies. This seems appropriate for the drug sensitivity screen,
where the genomic measurements are the same between tasks, but the drug sensitivity data does differ.

Figure 1: Each cell line in the drug sensitivity screen has been genetically profiled. The resulting mea-
surements are represented in the matrix X. Furthermore, for each cell line, the drug response
is measured to 139 anti-cancer drugs. These measurements are represented in the matrix Y.
To study the relation between the genomic features and the drug response, a statistical model
is fitted to predict Y from X. Feature selection methods are used to identify which genomic
features contribute most to the prediction. We will show that by using Multi-task Learning, the
number of spuriously selected features can be reduced, as compared to regular feature selection
methods.
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In this work, we discuss four Multi-task Learning techniques, including the commonly used technique
based on the Group Lasso, but we also propose three novel techniques based on the Sparse Group Lasso
and Forward Feature Selection. Using artificial data we show that the Multi-task Learning outperforms
regular learning and results in far fewer spuriously selected features. Finally, we apply Multi-task Learn-
ing to the drug sensitivity screen and we show that the number of genomic features selected by the
statistical model can be greatly reduced, while retaining similar performance.

2 Drug sensitivity screen data

In the drug sensitivity screen of Garnett et al., the relation between p = 12.778 genomic features and
drug response to q = 139 anticancer drugs was studied in n = 661 cell lines. Garnett et al. have fitted a
statistical model for each drug, defining a n×p input matrix X with p genomic features for n cell lines and
a n×1 output vector y with the drug response of all n cell lines to the drug under investigation. For each
drug, this then results in a 1× p mapping β that relates the p measurements in X to the corresponding
drug sensitivity in y. To identify which genomic features contribute most the the prediction of drugs
sensitivity, they have applied a feature selection technique which enforces the mapping β to have only
few non-zero values. The resulting group of selected features could be used in follow-up experiments to
determine genomic markers of drug sensitivity.

In this work, we have investigated whether combining the analyses for groups of similar drugs improves
the statistical power. Using clustering, we show that the screen contains several groups of drugs that
show similar drug response over the cell line panel (Section 4.2.1). We then use Multi-task Learning to
jointly perform the feature selection for these groups of similar drugs, defining each task as a drug. We
will show that by using Multi-task Learning, the number of spuriously selected features can be reduced,
as compared to regular feature selection methods.

3 Methods

We will consider the Group Lasso based technique proposed in [11], as well as novel techniques based
on Forward Feature Selection and the Sparse Group Lasso. In Section 3.1, we will discuss Majority
Vote Meta-task, a very simple Multi-task Learning technique that converts the problem to a regular,
Single-task Learning problem. In Section 3.2 we will discuss the technique based on Forward Feature
Selection, for which we will first introduce Regular Forward Feature Selection in Section 3.2.1 and then
relate it to Multi-task Forward Feature Selection in Section 3.2.2. Similarly, for the Multi-task Learning
based on the Group Lasso and the Sparse Group Lasso discussed in Section 3.3, we first introduce Lasso
in Section 3.3.1, we discuss the Group Lasso and Sparse Group Lasso in Section 3.3.2 and then relate
those concepts to Multi-task Learning in Section 3.3.3.

3.1 Majority Vote Meta-task

The simplest Multi-task Learning technique that we will consider is Majority Vote Meta-task. Given a
n × q output matrix Y, where each column contains the labels for a certain task, this method creates
a single n × 1 meta-task by taking the majority vote over the tasks. This meta-task can then be used
in a regular, single-task feature selection and classification scheme. In this work, we will use Majority
Vote Meta-task with Regular Forward Feature Selection and Logistic Regression, as described in Section
3.2.1.

3.2 Multi-task learning using Forward Feature Selection

3.2.1 Regular Forward Feature Selection

Feature selection is a technique to identify the subset of features which contribute most to the prediction.
Since exhaustive testing of all possible combinations of features is infeasible, heuristics such as Forward
Feature Selection need to be used. In Forward Feature Selection, one starts out with an empty set
of features and then greedily adds features, such that in each round the feature contributing the most
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information to the model is added. There are two common approaches to determine which feature adds
the most information: by wrapper and by filter. Wrappers train a classifier for each feature that can be
added in each round. The resulting classification performance is then used to decide which feature should
be selected in that round. Filters use a proxy measure instead of the performance of the model itself, e.g.
the correlation to the residual. Since the computational complexity of wrappers is prohibitively high, we
will use the filter approach.

When using correlation to the residual, for the first round, this would mean selecting the feature
which has the maximum correlation to the output y. In subsequent rounds, this would be the feature
which is maximally correlated with the residual y − fi−1(X), where fi−1(X) is the output from the
classifier trained using the features selected in previous rounds. In this work, we use logistic regression
(as implemented in LiblineaR [16]) as a classifier f .

Forward Feature Selection results in a ranked list of features, indicating at which point they are added
to the model. To determine which round corresponds to the optimal feature set, techniques such as
cross-validation can be used (Figure 2c). The feature set corresponding to the best performance can
then be used as input in a classifier for future predictions.

A detailed algorithm of Forward Feature Selection is provided below.

• Input: an n× p feature matrix X and an n× 1 output vector y.

• Let Fi be the set of selected features in round i and initialize F0 = {}

• Let fi(X) be the output from a classifier trained on the features in Fi and initialize f0(X) = 0.

• Let π be a p× 1 vector, in which the performance of each fi(X) will be saved.

• For i = 1 : p

– Compute the residual y− fi−1(X).

– Compute the correlation between each feature and the residual and store it in r.

– Let ν be the feature corresponding to the maximum in r.

– Set Fi = Fi−1 ∪ ν.

– Train the classifier fi(X) using the features in Fi.

– Determine the performance of fi(X) and store it in π[i]

• Determine in which round the forward feature selection was optimal, i.e. which i corresponds to
the maximum in π[i].

• Output: the feature set Fi
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(a) (b) (c)

Figure 2: a) In regular forward feature selection, in every round the feature with the maximum correla-
tion to the residual y − fi−1(X) is selected. The vector depicted in panel (a) represents the
correlations between each feature and the residual. b) In Multi-task Forward Feature Selec-
tion, we get such a vector per task, resulting in the matrix depicted in panel (b). In order to
select the feature which has on average maximum correlation to the residuals of the tasks, we
take the row-wise average of this matrix and select the feature corresponding to the maximum
in the resulting vector. c) In order to determine in which round the set of selected features
was optimal, we determine the performance for each number of features, resulting in the above
graph. We can then select the set of features corresponding to the best performance.

3.2.2 Multi-task Forward Feature Selection

Multi-task Forward Feature Selection works in a similar fashion, but with one important difference: since
Multi-task Learning considers multiple outputs simultaneously, the metric to determine which feature
adds the most information needs to be redefined. We define this metric such that in each round the
feature which has on average maximum correlation to the residuals of the different tasks is selected
(Figure 2b). By averaging the correlations over the different tasks, we reduce the susceptibility to
spurious correlations between a feature and a single residual.

In each round and for each task, a separate classifier fij(X) is trained, where i indicates the round
and j indicates the task. Like we did in Regular Forward Feature Selection, we use a logistic regression
classifier as implemented in LiblineaR [16]. The algorithm for Multi-task Forward Feature Selection is
provided below.

• Input: an n× p feature matrix X and an n× q output matrix Y.

• Let Fi be the set of selected features in round i and initialize F0 = {}

• Let fij(X) be the output from a model trained on the features in Fi for the output j. Initialize
f0j(x) = 0 for all i ∈ [1 : q].

• Let π be a p× q matrix, in which the performance of each fij(X) will be saved.

• For i = 1 : p

– Let R be a p×q matrix in which the correlations between features and residuals will be stored.

– For j = 1 : q

∗ Compute the residual for the jth task yj − fi−1,j(X).

∗ Compute the correlation between each feature and the residual and store it in the jth
column of R, i.e. in R∗j .

– Compute the row-wise average of R, resulting in a p × 1 vector r containing per feature the
average correlation to each task.

– Let ν be the feature corresponding to the maximum in r.

– Set Fi = Fi−1 ∪ ν.

– For j = 1 : q
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∗ Train the model fij(X) using the features in Fi.

∗ Determine the performance of fij(X) and store it in πij

• Compute the row-wise average of π, resulting in a p× 1 vector πavg containing the average perfor-
mance per iteration of feature selection.

• Determine in which round the forward feature selection was optimal, i.e. which i corresponds to
the maximum in πavg.

• Output: the feature set Fi

3.3 Multi-task Learning using the Group Lasso and the Sparse Group Lasso

3.3.1 Lasso

Besides Forward Feature Selection, we will consider Lasso [30]: a feature selection heuristic based on
L1-norm regularization. Consider for example L1-regularized logistic regression.

min
β

[
n∑

i=1

log
(

1 + e−yiXi∗β
T
)

+ λ ‖β‖1

]
(1)

Where Xi∗ is the feature vector of the ith sample and yi is the output label of the ith sample. The first
term is a logistic regression loss function, defining a 1 × p mapping β that relates the p features in X
to the corresponding values in y. The second term is an L1-penalty, which enforces β to have only few
non-zero values, ensuring the selection of just a small set of features. Using λ, a trade-off can be made
between the how well β should be fit to the training data and the number of features that should be
selected. In order to determine the optimal value of λ, techniques such as cross-validation can be used.
Using Least Angle Regression [7] the entire regularization path can be computed simultaneously, i.e. the
solutions for all possible λ can be determined in one go, which significantly speeds up the cross-validation.

3.3.2 Group Lasso and Sparse Group Lasso

The Group Lasso [32] is a variation of Lasso in which groups of features are regularized together, such
that sparsity is enforced at group level instead of feature level. This is achieved by nesting an L2-norm
within an L1-norm in the following way. For each group of features g ∈ G, the corresponding group of
coefficients βg ⊆ β is penalized using an L2-norm:

∥∥βg

∥∥
2
. The resulting L2-norms are then inserted

into an L1-norm: ∥∥∥∥∥βg

∥∥
2
,∀g ∈ G

∥∥∥
1

(2)

=
∑
g∈G

∣∣∣∥∥βg

∥∥
2

∣∣∣
=
∑
g∈G

∥∥βg

∥∥
2

Due to the L1-norm, only a few groups βg can be non-zero. For each group of non-zero βg, the L2-norm
will enforce that all β ∈ βg will be non-zero, resulting in the selection of complete groups of features.

We will consider the Group Lasso constraint in a logistic regression.

min
β

 n∑
i=1

log
(

1 + e−yiXi∗β
T
)

+ λ
∑
g∈G

√
pg
∥∥βg

∥∥
2

 (3)

Where the
√
pg accounts for varying group sizes. In order to reduce notational complexity and because

we will only consider groups of equal size, we have omitted the weights
√
pg in all further equations. In

Section 3.3.3 we will discuss how the groups g ∈ G can be defined for application in Multi-task Learning.
A variation on the Group Lasso is the Sparse Group Lasso [10, 26], which combines L1-regularization

and the Group Lasso. While the Group Lasso will enforce the selection of complete groups of features,
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the addition of L1-regularization allows for sparsity within these groups. This enables the method to
select part of the features in a group, instead of strictly forcing the entire group to be selected. Once
again, we will consider this constraint in a logistic regression.

min
β

 n∑
i=1

log
(

1 + e−yiXi∗β
T
)

+ λ1
∑
g∈G

∥∥βg

∥∥
2

+ λ2 ‖β‖1

 (4)

The optimal values of λ1 and λ2 can be determined using cross-validation. For both the Group Lasso
and the Sparse Group Lasso, there also exist algorithms that compute the entire regularization path,
allowing faster cross-validation. In all experiments involving these constraints, we have used the R
package SGL [25], which implements such an algorithm.

3.3.3 Multi-task Group Lasso and Multi-task Sparse Group Lasso

In order to use the Group Lasso or the Sparse Group Lasso for Multi-task Learning, we will define a
joint loss function, in which we optimize over all tasks simultaneously, and we will define the groups of
features g ∈ G such that the feature selection will be performed jointly over all tasks (Figure 3).

Consider a n × q matrix Y as the concatenation of the output vectors from q tasks. Given a n × p
input matrix X, we want to find a q × p matrix β such that:

Y =
1

1 + e−XβT = f
(
XβT

)
(5)

Figure 3: A schematic representation of Multi-task Learning Group Lasso. Consider an input matrix
X with 4 features. In order to tie together the selection of features over the various task, we
construct 4 groups: one per feature. Each feature in each task is then added to its corresponding
group.

To derive this β from X and Y, we define the following joint loss-function:

min
β

q∑
j=1

n∑
i=1

log
(

1 + e−yijXi∗β
T
j∗

)
(6)

Where q is the number of tasks, yij is the output for the ith sample of the jth task, Xi∗ is the feature
vector for the ith sample and βj∗ are the regression coefficients for the jth task. In order to solve this
problem using existing algorithms, we rewrite this to a regular logistic regression problem by defining a
augmented input matrix X∗ as

X∗ =


X 0 . . . 0

0 X
. . .

...
...

. . .
. . . 0

0 . . . 0 X


︸ ︷︷ ︸

q times

(7)

7



And an augmented output vector y∗ as

y∗ =


Y∗1
Y∗2

...
Y∗q

 (8)

Where each Y∗j is the output vector for the jth task. Finally, we define an augmented coefficient vector
β∗ as

β∗ =
[
β1∗ β2∗ . . . βq∗

]
(9)

Where each βj∗ contains the regression coefficient for the jth task. When we insert X∗, y∗ and β∗ in a
logistic regression loss, we can see that it is equal to equation 6.

min
β∗

nq∑
i=1

log
(

1 + e−y
∗
i X

∗
i β

∗T
)

= min
β

q∑
j=1

n∑
i=1

log
(

1 + e−yijXi∗β
T
j∗

)
(10)

However, note that the above optimization does not differ from fitting the coefficients for each task
individually. In order to tie together the different tasks, we will use the Group Lasso. For each feature
in X, we define a group, resulting in p groups: G = [g1...gp]. Then for each task, we add feature 1 to
group 1, feature 2 to group 2, etc. (Figure 4). This results in the following Group Lasso optimization:

min
β∗

 nq∑
i=1

log
(

1 + e−y
∗
i X

∗
i∗β

∗T
)

+ λ
∑
g∈G

∥∥βg

∥∥
2


= min

β

 q∑
j=1

n∑
i=1

log
(

1 + e−yijXi∗β
T
j∗

)
+ λ

∑
g∈G

∥∥βg

∥∥
2

 (11)

As an intuitive interpretation of the optimization above, observe that when it seems beneficial to select
a certain feature for one task, the Group Lasso constraint enforces also selecting the same feature for
other tasks. This results in simultaneous feature selection over the different tasks.

We extend this form of Multi-task Learning by using the Sparse Group Lasso.

min
β∗

 nq∑
i=1

log
(

1 + e−y
∗
i X

∗
i∗β

∗T
)

+ λ1
∑
g∈G

∥∥βg

∥∥
2

+ λ2 ‖β‖1


= min

β

 q∑
j=1

n∑
i=1

log
(

1 + e−yijXi∗β
T
j∗

)
+ λ1

∑
g∈G

∥∥βg

∥∥
2

+ λ2 ‖β‖1

 (12)

The Sparse Group Lasso constraint allows selecting a feature for just part of the tasks. Even though
we expect similar mechanisms underlying related drugs, there may be features which are specific for
just certain tasks. Using the Sparse Group Lasso allows us to deal with such situations, at the cost of
increased complexity.

8



Figure 4: A schematic representation of the augmented representation of Multi-task Learning Group
Lasso using X∗, Y∗ and β∗. Once again, we show the positioning of the 4 group-constraints.

4 Results

4.1 Artificial data experiments

In order to test the performance of Multi-task Learning in a situation where the ground truth is known,
we have constructed an artificial data set with properties similar to those of the cell line panel. Using
this data set, we compare various Multi-task Learning techniques, as well as Single-task Learning.

4.1.1 Construction of the data

We generated an input matrix X using a standard-normal random generator, with n = 500 samples and
p = 13.000 features, similar to the size of the drug sensitivity data set. In order to simulate the multi-
variate character often observed in biological data, we generated an output vector y as a combination
of the first three features in X: yreal = (X∗1 + X∗2 + X∗3) > t. We use a threshold t in order to obtain
a binary output vector, where the value of t is chosen such that the class-balance is 9:1, similar to the
ratio of sensitive vs. resistant cell lines. Of course, if we were to train a feature selection model on X
and yreal, we would expect it to select feature 1, 2 and 3.

Since the clusters of drugs in the cell line panel are usually of two or four, we will turn this into a
Multi-task Learning data set with q = 3 different tasks. To this end, we replicate yreal three times and
store these replicates in the n × q matrix Y, such that each column is identical to the original output
vector yreal. Then, independently for each task, we introduce noise by randomly swapping k% of the
labels, where k is set to 20 unless otherwise mentioned. This results in 3 outputs which are different
from each other, yet still correlated with each other and with the input variables.

We also consider two variations of the above data set. In the first variation, the output of the third
task is defined as y′real = (X∗1 + X∗2 + X∗4) > t, thus introducing a task which depends on a slightly
different set of features. In the second variation, we ensure one of the tasks is completely unrelated by
defining the output of the third task as y′′real = (X∗5 + X∗6 + X∗7) > t.
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4.1.2 Experimental set-up

We will discuss five different methods described in the Methods section, which are summarized in table
1. In order to reduce the running-time of the experiments, we limit the total number of features that
can be selected to 100. For the Forward Feature Selection methods, this means that after 100 features
are added, the method terminates. For the Multi-task Learning based on the (Sparse) Group Lasso,
for each cross-validation fold we perform a pre-selection in which the 100 features with the maximum
average correlation to the outputs are selected.

Method Description
Regular Forward Feature Selection The Single-task version of forward feature se-

lection
Multi-task Forward Feature Selection The Multi-task version of forward feature se-

lection, which averages the correlations to the
residual over tasks in each round

Majority Vote Meta-task A simple Multi-task Learning algorithm,
which creates a meta-task by taking the ma-
jority vote of the output labels and uses reg-
ular, Single-task forward feature selection on
the meta-task

Single-task Lasso A Single-task Learning algorithm using L1-
regularization

Multi-task Group Lasso Multi-task Learning using Group Lasso con-
straints

Multi-task Sparse Group Lasso Multi-task Learning using a combination
of Group Lasso and L1-regularization con-
straints

Table 1: Methods used in artificial data set experiments.

For each experiment, we will report three performance measures. First, we will report the AUC, which
we compute using yreal. Next, we will compare the set of selected features to the set of features used
to define the output of a task. From this, we will report the feature TPs, i.e. the number of correctly
selected features, and the feature FNs, i.e. the number of features that are incorrectly selected. These
numbers can be determined per task. However, we will report the average of these numbers over the
tasks. Finally, for each experiment we repeated the construction and analysis of the data 10 times. From
this we compute the mean and standard deviation, which in the figures are reported as error bars.

4.1.3 Sparse Group Lasso solver yields poor performance in the Lasso-based methods

In Figure 5 we compare the classification performance of all methods at a label noise level of k = 10%.
Unfortunately, the performance for Multi-task Sparse Group Lasso is missing, because the R-package
SGL, which we used to optimize the corresponding Sparse Group Lasso problem, consistently crashed.
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SGL Single−task Lasso

SGL Multi−task Group Lasso

Glmnet Single−task Lasso

Regular Forward Feature Selection

Majority Vote Meta−task

Multi−task Forward Feature Selection

0.00 0.25 0.50 0.75 1.00
AUC

Figure 5: Classification performance of all methods at a label noise level of 10%. The methods for which
SGL was used as a solver perform worst. In the case of Single-task Lasso, replacing SGL with
Glmnet resulted in a significant gain in performance. This made us question the SGL package.

The same package was used on the same data to solve the optimization of the Multi-task Group Lasso
and Single-task Lasso. Surprisingly, the resulting classification performance was lower than all other
methods. This made us question the SGL package, since we would expect these methods to have
performance similar to the methods based on Forward Feature Selection. To rule out an error in our
code, we repeated the Single-task Lasso experiment using Glmnet, a widely used Lasso-solver. Indeed,
this did result in performance similar to Regular Forward Feature Selection, ruling out a mistake in our
implementation.

We suggest that in future work different Group Lasso solvers should be used to test these algorithms,
e.g. SLEP [18]. Unfortunately, in this project there was not enough time left to do such experiments.
Therefore, in the rest of the experiments discussed, we will not consider the Lasso-based methods anymore
and instead we will focus on the methods based on Forward Feature Selection.

4.1.4 Multi-task Learning outperforms Single-task Learning in an undersampled situation

In the second experiment, we investigated how Multi-task Learning performs in increasingly undersam-
pled settings. To this end, we varied the dimensionality of the artificial data set, while keeping all other
parameters fixed. In Figure 6a, we see that the performance of Multi-task Forward Feature Selection and
Majority Vote Meta-task remain above that of the Regular Forward Feature Selection for all settings of
the dimensionality. The reason for this large difference in performance is partly explained by the feature
FPs (Figure 6b): the Multi-task Learning methods barely select any wrong features. On the other end,
Regular Forward Feature Selection selects increasingly more incorrect features as the dimensionality is
increased. Finally, in Figure 6c we see that the Multi-task Learning methods also perform slightly better
on the feature TPs. We reason that Multi-task Learning exploits the similarity between the different
tasks, leading to a better selection of features, which in turn results in a better classification performance.
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Figure 6: Comparison of the influence of the dimensionality, based on: a) the classification performance;
b) the feature FPs: the number of features that are incorrectly selected; and c) the feature
TPs: the number of features that is correctly selected.

We repeated this experiment with the first variation of this data set, in which a slightly different task is
included. The results are very similar, but there is one important difference: Majority Vote Meta-task
performs much better than Multi-task Forward Feature Selection (Figure 7a). In the second variation,
in which a completely unrelated task is included, Majority Vote Meta-task also achieves the highest
classification performance (Figure 7d). However, in terms of feature selection, Multi-task Forward Feature
Selection performs better (Figure 7e and 7f). In these experiments we see that even though a task is
included which lacks similarity to the other tasks, Multi-task Learning can still be beneficial.

12



0.7

0.8

0.9

10 100 1000 10000
p (log)

A
U

C

(a)

−10

0

10

20

30

40

10 100 1000 10000
p (log)

F
ea

tu
re

 F
P

s

(b)

1.5

2.0

2.5

3.0

10 100 1000 10000
p (log)

F
ea

tu
re

 T
P

s

(c)

0.6

0.7

0.8

0.9

10 100 1000 10000
p (log)

A
U

C

(d)

0

25

50

10 100 1000 10000
p (log)

F
ea

tu
re

 F
P

s

(e)

1.0

1.5

2.0

2.5

3.0

10 100 1000 10000
p (log)

F
ea

tu
re

 T
P

s

(f)

Method

Majority Vote Meta−task

Multi−task Forward Feature Selection

Regular Forward Feature Selection

Figure 7: Comparison of the influence of the dimensionality. For the first variation, in which a slightly
different task is included, we show: a) the classification performance; b) the feature FPs; and
c) the feature TPs. Similarly, for the second variation, in which a completely unrelated task
is included, we show: d) the classification performance; e) the feature FPs; and f) the feature
TPs.
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4.1.5 Multi-task Learning successfully exploits similarity between tasks

In this experiment we analyzed how the amount of label noise in each task influences Multi-task Learning,
by varying k (the percentage of labels that are swapped per task), again keeping all other parameters
fixed. In Figure 8a, we see that the two Multi-task Learning methods, namely Multi-task Forward Feature
Selection and Majority Vote Meta-task, consistently outperform Regular Forward Feature Selection. Also
when considering the feature FPs (Figure 8b) and the Feature TPs (Figure 8c), both Multi-task Learning
methods perform slightly better than the Single-task Learning approach. In this experiment, Multi-task
Learning shows it is able to ‘average out’ the label noise by considering multiple tasks simultaneously.
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Figure 8: Comparison of the influence of label noise between the various tasks, based on: a) the classifi-
cation performance; b) the feature FPs: the number of features that are incorrectly selected;
and c) the feature TPs: the number of features that is correctly selected.

When repeating this experiment with the first variation of our data set, we obtain very similar results
(Figure 9a). For the second variation of the data set, the performance of the different methods lies very
close to each other, though Majority Vote Meta-task does achieve slightly better performance than the
rest (Figure 9d). Again, we see here that even when a (slightly) unrelated task is included, Multi-task
Learning can be beneficial.
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Figure 9: Comparison of the influence of label noise between the various tasks. For the first variation, in
which a slightly different task is included, we show: a) the classification performance; b) the
feature FPs; and c) the feature TPs. Similarly, for the second variation, in which a completely
unrelated task is included, we show: d) the classification performance; e) the feature FPs; and
f) the feature TPs.
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4.2 Application to the drug sensitivity screen

4.2.1 Identification of groups of similar drugs

In order to identify groups of similar drugs, we performed cluster analysis on the drug response over the
cell lines in the screen. Prior to the clustering, we selected the drugs for which Regular Forward Feature
Selection resulted in at least an AUC of 0.7. Next, we have used hierarchical clustering as implemented
in R [23]. To determine the distance between all drugs, we used Pearson correlation. As linkage criterion
we have chosen complete linkage, in order to obtain small, compact clusters. In the dendrogram we set
a cut-off at both 1.5 and at 1.7, resulting in 5 and 9 clusters respectively. In Figure 10, the clustering is
shown. For a more detailed overview including a heatmap, we refer to Supplementary Figure S1.

Figure 10: Hierarchical clustering of the drugs in the cell line panel data. The black line and the red line
indicate the different cut-offs used for the dendrogram. The resulting clusters are indicated
in black and red respectively.
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Cluster Drug name Drug target

1 PLX4720 BRAF

1 SB590885 BRAF

2 AZD-0530 SRC, ABL

2 A-770041 SRC-family

3 Dasatanib SRC-family, ABL

3 WH-4-023 SRC, ABL, BMX-pan Y, KIT, PDGFR

4 RDEA119 MEK1/2

4 CI-1040 MEK1/2

5 PD-0325901 MEK1/2

5 AZD6244 MEK1/2

6 RDEA119 MEK1/2

6 CI-1040 MEK1/2

6 PD-0325901 MEK1/2

6 AZD6244 MEK1/2

7 AZD-0530 SRC, ABL

7 A-770041 SRC-family

7 Dasatanib SRC-family, ABL

7 WH-4-023 SRC, ABL, BMX-pan Y, KIT, PDGFR

8 AZD-2281 PARP1/2

8 AG-014699 PARP1/2

9 A-769662 DHFR

9 Methotrexate AMPK

10 Sunitinib KIT, PDGFRA, PDGFRB, KDR, FLT3

10 Midostaurin KIT

11 AP-24534 BCR-ABL

11 Nilotinib BCR-ABL

11 Axitinib AMPK agonist

12 NVP-TAE684 ALK

12 PF-02341066 ALK, MET

13 VX-702 p38 MAPK

13 ATRA Retinoic acid and retinoid X recepter agonist

14 AZD8055 mTORC1/2

14 BI-D1870 RSK1/2/3/5, PLK1, AURKB

Table 2: Clusters identified by the cluster analysis.

Most of the identified clusters share a common drug target, though some notable exceptions are clusters
9, 13, 14 and to some extent cluster 11. We did not further investigate what causes these drugs to cluster
together.

In the following experiments, we have used all of the above clusters to define groups of drugs on which
we perform Multi-task Learning. As most of the clusters are of size two, using Majority Vote Meta-task
would be problematic: for every cell line that is sensitive to one drug in the cluster, but resistant to the
other, it is unclear how the meta-task should be defined. Since Multi-task Forward Feature Selection
achieves similar performance in the artificial data set experiments, we will focus on this method.
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4.2.2 Comparing Multi-task Learning and Single-task Learning

In Figure 11a, both the Single-task Learning and the Multi-task Learning classification performance
is shown for two ALK inhibitors: NV-TAE684 and PF-02341066. From this barplot, it can be seen
that Multi-task Learning and Single-task Learning result in similar performance. However, when we
consider the selected features (Figure 11b), we observe that Multi-task Learning is able to obtain this
performance using a smaller set of features. While Single-task Learning selects 45 features for NVP-
TAE684 and 55 features for PF-02341066, the Multi-task Learning version only selects 22 features. We
argue that since this smaller set of features can equally well explain the drug sensitivity, it might be
a better set of features. This corresponds to the observations in artificial data set experiments, where
Multi-task Learning resulted in fewer spuriously selected features compared to Single-task Learning.

0.00

0.25

0.50

0.75

1.00

NVP−TAE684 PF−02341066

A
U

C

Method

Multi−task Learning

Single−task Learning

(a) (b)

Figure 11: Comparison of Multi-task Learning and single-task learning on the ALK inhibitors NVP-
TAE684 and PF-02341066, based on a) the classification performance and b) a Venn diagram
of the selected features.

When applying Multi-task Learning to the other clusters of drugs, we observe similar results. Figure
12a shows that the classification performance of Multi-task Learning and Single-task Learning is very
similar for each of these clusters. In Figure 12b we observe that the number of selected features is on
average lower for Multi-task Learning than for Single-task Learning.
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(a) (b)

Figure 12: Comparison of Multi-task Learning and Single-task Learning on the various clusters identified
in the panel, using: a) the classification performance; and b) the number of features selected

Even though Multi-task Learning is able to achieve similar performance using a smaller set of features,
it would be interesting to say something about the biological relevance of the features. For future work,
we propose that the selected features are further inspected. For example, it would be interesting to see if
the features selected by Multi-task Learning are more often annotated with certain pathways, specially
those associated with the drug under investigation.

5 Conclusion

In the analysis of drug sensitivity, we are faced with a severely undersampled problem, making statistical
analysis challenging. Due to the undersampled nature of the cell line panel, many features have a corre-
lation with the drug response that equals that of the features which actually cause the drug sensitivity.
This results in spuriously selected features, which in turn confounds the identification of genomic markers
in follow-up experiments.

We have shown that Multi-task Learning can be a useful tool to tackle the problem of spuriously
selected features. By performing the feature selection simultaneously for multiple drugs, Multi-task
Learning is less susceptible to spurious correlations between the genomic features and the drug response.
We have discussed one existing Multi-task Learning technique as well as three novel ones, based on
Group Lasso, Sparse Group Lasso and Forward Feature Selection respectively.

Using artificial data experiments, we have shown that Multi-task Learning leads to higher classifica-
tion performance and a more accurate set of selected features when combining similar tasks. In two
experiments, we varied the amount of label noise between tasks and the dimensionality respectively. In
both cases, the classification performance of Multi-task Learning remained ahead of Single-task Learn-
ing. When varying the dimensionality, Multi-task Learning also resulted in far fewer spuriously selected
features.

In the drug sensitivity screen, we determined 14 groups of drugs using clustering. For these 14 groups,
we observe that Multi-task Learning selects far fewer features, while retaining similar performance. Since
the smaller set of features explains the drug sensitivity equally well, we argue that it could be a better set
of features. This corresponds to our observations in the artificial data set experiments, where Multi-task
Learning reduces the number of spuriously selected features.
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5.1 Future work

We see many opportunities to improve upon this concept in future work. First, we suggest to compare the
sets of selected features by performing ‘enrichment tests’, to check if the selected features have a relation
to known pathways associated with the drug under investigation. This way, the biological relevance of
features selected using Multi-task Learning and Single-task Learning could be quantitatively compared.

Second, we suggest to further investigate the way drugs are clustered. For example, it might be
interesting to apply Multi-task Learning to larger groups of drugs, even if the drugs in these groups will
be less similar to each other. Alternatively, instead of clustering based on the drug response over the cell
line panel, it could be interesting to perform clustering based on chemical properties of the drugs.

Next, we have discussed Multi-task Learning methods based on the (Sparse) Group Lasso, but have
been unable to show their potential, possibly due to an error in the solver used. Therefore, we suggest
that in future work different solvers, such as SLEP [18], are used to test these algorithms.

Finally, we think it could be interesting to use Multi-task Learning to combine the drug sensitivity
screens of Barretina et al. [2] and Garnett et al. [12]. As noted by Haibe-Kains et al. [14], the genomic
measurements in these screens are very similar, but there seem to be discrepancies in the drug sensitivity
data. Multi-task Learning might be used here as a means to handle the possible label noise.
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1 Supplementary methods

1.1 Discretization of drug sensitivity values

In the data set from Garnett et al. [6], drug response is quantitatively expressed using the IC50, the
concentration of the drug at which half of the initial cell population survives. Garnett et al. have fitted a
regression model to predict the exact values of these IC50s. However, for cell lines recessive to the drug
under investigation, the maximum concentration at which the size of the cell population was measured,
was usually lower than their IC50. In those cases, extrapolations had to be used to determine the IC50.
These extrapolations are highly inaccurate, so instead of using regression to fit a model to the exact
value of this inaccurate result, we have discretized the IC50s into two classes: sensitive and resistant.
For the discretization, an outlier detection scheme was used, as proposed by Theo Knijnenburg. This
algorithm was unpublished at the moment of writing.

1.2 Dealing with missing values in cluster analysis of drugs

For most drugs, the drug sensitivity has not been tested in all cell lines. In fact, 30% of the drug response
values are missing, prohibiting techniques like imputation. Alternatively, excluding all cell lines for which
the drug sensitivity to at least one drug is missing is also not an option, since it would leave us with only
107 of the 661 cell lines. Therefore, for the cluster analysis, we have taken the following approach. For
each pair of drugs, we considered the cell lines for which drug response was measured in both drugs and
computed the correlation in drug response over those cell lines. The resulting q×q matrix of correlations
between drugs was used as a similarity matrix, allowing us to apply hierarchical clustering.

1.3 Dealing with missing values in the Group Lasso constraints

Recall that in Multi-task Group Lasso, we defined an augmented matrix X∗, which replicates the input
matrix X for every drug that is considered in the analysis.

X∗ =


X 0 . . . 0

0 X
. . .

...
...

. . .
. . . 0

0 . . . 0 X

 (1)
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However, for most drugs, the drug sensitivity has not been tested in every cell line. Therefore, for each
drug i, we define a matrix X(i) and a vector y(i) which contain only the cell lines in which the drug
sensitivity has been tested. We now redefine X∗ using these X(i)

X∗ =


X(1) 0 . . . 0

0 X(2)

. . .
...

...
. . .

. . . 0
0 . . . 0 X(q)

 (2)

And similarly, we redefine y∗ such that it will contain only the cell lines in which the drug sensitivity
has been tested.

1.4 Cross-validation

1.4.1 Feature selection

In order to get an unbiased estimate of the performance, the feature selection is always performed within
the cross-validation loop. The resulting estimates of performance are then used to select the optimal
value for the hyper-parameters, such as the number of features in Forward Feature Selection and λ in
the Group Lasso. Next, the model is once more fitted on the entire data set to generate a list of features
that would be selected using the optimal hyper-parameter. For the artificial data set experiment, this
list is used to measure feature TPs (correctly selected features) and feature FPs (incorrectly selected
features). For the drug sensitivity screen analysis, this list is used to create the Venn diagrams.

1.4.2 Division into folds

For the Multi-task Learning methods, we make sure that the division into folds is identical over all tasks.
Otherwise a bias would be introduced, as test and train sets would be mixed over the different tasks.
One problem occurs if the drug sensitivity value of a certain cell line is not available for a certain drug.
We decided to simply remove that cell line from the fold for that task, without replacing it. We observe
that the size of the resulting folds remains comparable.

1.4.3 Error bars

For the application of Multi-task Learning to the drug sensitivity screen, cross-validation is repeated 10
times using different random seeds. In each repeat, this results in a different division into folds, resulting
in a slightly different estimate of the performance. We use these repeats to create errors bars for the
determined AUC.
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2 Supplementary images

Figure S1: Hierarchical clustering of the drugs in the cell line panel data. The black line and the red
line indicate the different cut-offs used for the dendrogram. Resulting clusters are indicated
in black and red respectively.
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3 Related work during master thesis

3.1 Network-constrained Regularization

Network-constrained Regularization is a tool that can be used to incorporate prior knowledge on pathways
in a regression. Even though we did not have sufficient time to apply this method to the drug sensitivity
screen, we did include our findings in this thesis, which may be interesting for future work. In Section
3.1.1 we introduce the method as it was originally proposed by Li et al. In Section 3.1.2 we propose
an enhanced version of the algorithm, that is able to deal with negative correlations between features.
Finally, in Section 3.1.3 we discuss how Network-constrained Regularization could be used for Multi-task
Learning, though unfortunately, we found that for Multi-task Learning this method performs rather
poor.

3.1.1 Original algorithm

The number of genomic features measured in the drug sensitivity screen is much larger than the number
of cell lines in which they are measured, leading to an underdetermined problem. Garnett et al. [6] use
the L1- and L2-regularization terms to overcome this problem. However, these regularization terms work
solely on the data measured in the cell line panel and cannot utilize prior biological information, such
as knowledge on pathways or co-expression. We argue that the use of such prior knowledge can increase
predictive performance, reproducibility of the results and interpretability of the selected genotypes.

We propose to incorporate prior knowledge by using Network-constrained Regularization [7]. Given a
network that encodes prior knowledge, this method forces regression coefficients β to be similar if their
corresponding nodes are strongly connected in this network. Network-constrained Regularization differs
from Elastic Net regression in that the L2-penalty ‖β‖2 is replaced by a constraint that models the
network-structure:

min
β

[
‖y−Xβ‖22 + λ1 ‖β‖1 + λ2β

TLβ
]

(3)

Where L is the graph Laplacian. A definition of the graph Laplacian is omitted here, but let it suffice
to state that:

βTLβ =
∑
i>j

wij

(
βi√
di
− βj√

dj

)2

(4)

Where wij indicates the weight on the edge between node i and node j in the biological network; and di
indicates the degree of node i in the biological network. Inserting this into equation 3 results in:

min
β

‖y−Xβ‖22 + λ1 ‖β‖1 + λ2
∑
i>j

wij

(
βi√
di
− βj√

dj

)2
 (5)

The proposed constraint enforces the regression coefficients βi and βj to be similar when wij is large,
i.e. when the corresponding nodes are strongly connected in the biological network. Li et al. have shown
that the resulting optimization problem is convex, as well as that the proposed constraint can replace
the L2-penalty for cases where p� n and when there are groups of highly correlated variables.
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Figure S2: A schematic representation of Network-constrained regularization. On the left, Xβ = y is
expressed in matrix algebra. On the right, a network encoding prior knowledge is shown.
Network-constrained regularization enforces regression coefficients β to be similar if their
corresponding nodes are strongly connected in this network.

In order to efficiently compute the solution for equation 3, we will rewrite it to a Lasso problem, which
can be solved very fast using the LARS algorithm [3]. First we define:

L = UΓUT

S = UΓ1/2

y∗ =

[
y

0p×1

]
X∗ =

1

1 + λ2

[
X√
λ2S

T

]
β∗ =

√
1 + λ2

γ =
λ1√

1 + λ2
(6)

We show that inserting these into a Lasso optimization problem results in a network-regularized opti-

6



mization.

min
β∗

[
‖y∗ −X∗β∗‖22 + γ ‖β∗‖1

]
= min

β

[∥∥∥∥[ y
0p×1

]
− 1

1 + λ2

[
X√
λ2S

T

]√
1 + λ2β

∥∥∥∥2
2

+
λ1√

1 + λ2

∥∥∥√1 + λ2β
∥∥∥
1

]

= min
β

[∥∥∥∥[ y
0p×1

]
−
[

X√
λ2S

T

]
β

∥∥∥∥2
2

+ λ1 ‖β‖1

]

= min
β

[
‖y−Xβ‖22 + λ1 ‖β‖1 +

∥∥∥0p×1 −
√
λ2S

Tβ
∥∥∥2
2

]
= min

β

[
‖y−Xβ‖22 + λ1 ‖β‖1 +

∥∥∥−√λ2STβ
∥∥∥2
2

]
= min

β

[
‖y−Xβ‖22 + λ1 ‖β‖1 + λ2β

TSTSβ
]

= min
β

[
‖y−Xβ‖22 + λ1 ‖β‖1 + λ2β

TLβ
]

(7)

3.1.2 Enhanced algorithm for application to pathway constraints

One problem with the original algorithm proposed by Li et al. occurs when βi and βj are similar to each
other, but have an opposite sign. Such a situation is quite likely to occur in biology, for example when
gene i is a repressor of gene j. As a solution, we propose to change the constraint to

∑
i>j

wij

(
|βi|√
di
− |βj |√

dj

)2

(8)

It can be shown that this constraint is also convex and that it can be rewritten to a Lasso problem,
allowing quick computation. The trick is to split β into a positive part β+ and a negative part β−, such
that β = β+ − β− and |β| = β+ + β−.

Consider X and y as inputs to the model and define:

X∗ =
[
X -X

]
(9)

β∗ =
[
β+ β−

]
(10)

Add the following constraint:

β∗ ≥ 0 (11)

We can map from β∗ to |β| by using

C =


1 0 · · · 0 1 0 · · · 0
0 1 · · · 0 0 1 · · · 0
...

...
. . .

...
...

...
. . .

...
0 0 · · · 1 0 0 · · · 1

 (12)

|β| = CTβ∗ (13)

Now define

L∗ = CTLC (14)
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Using this, we could rewrite the network-constraint to

β∗TL∗β∗ =
∑
i>j

wij

(
(β+

i + β−i )√
di

−
(β+

j + β−j )√
dj

)2

(15)

=
∑
i>j

wij

(
|βi|√
di
− |βj |√

dj

)2

(16)

3.1.3 Proposed algorithm for application to Multi-task Learning

Consider a problem with q different outputs y1 . . .yq. Recall that this can be rewritten from a multi-
output regression problem to a regular regression as follows:

‖y∗ −X∗β‖22 =

∥∥∥∥∥∥∥∥∥∥


y1

y2
...

yq

−


X 0 · · · 0

0 X
. . .

...
...

. . .
. . . 0

0 · · · 0 X

β

∥∥∥∥∥∥∥∥∥∥

2

2

(17)

In order to jointly learn the various outputs, there needs to be some constraint that ties the various
outputs together. Consider the following constraint

λ1 ‖β‖1 + λ2
∑
f∈F

∑
i>j∈T

(
βi,f√
q
− βj,f√

q

)2

(18)

Where F is the set of features, T is the set of tasks and q is the number of tasks. The double-indexing
βi,f refers to the β corresponding to feature f in task i. This constraint can be obtained using a
network-constraint with L the graph Laplacian of a graph with pq × pq adjacency matrix:

G =




1 0 . . . 0

0 1
. . .

...
...

. . .
. . . 0

0 . . . 0 1


1,1

. . .


1 0 . . . 0

0 1
. . .

...
...

. . .
. . . 0

0 . . . 0 1


q,1

...
...

...
1 0 . . . 0

0 1
. . .

...
...

. . .
. . . 0

0 . . . 0 1


1,q

. . .


1 0 . . . 0

0 1
. . .

...
...

. . .
. . . 0

0 . . . 0 1


q,q



(19)

Where each submatrix is a p×p identity matrix. Using this adjacency graph, the network constraint ties
each feature together over the various outputs. At the same time, the L1-constraint allows the model to
select a feature for only a subset of the drugs. Since the problem can be rewritten to a Lasso problem, its
solution can usually be computed much faster than when using the Group Lasso, making it a promising
candidate for a fast Multi-task Learning algorithm.

Recall from Section 3.1.1 that in order to rewrite Network-constrained Regularization to a Lasso
problem, we need to decompose L into U and Γ. For this decomposition, the eigenvalues and the
eigenvectors of L have to be computed. However, since L is of size pq × pq, it is often too large to
calculate naively. Fortunately, there is some structure in L that can be exploited.

L =


S V · · · V

V S
. . .

...
...

. . .
. . . V

V · · · V S

 (20)
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Where both S and V are p× p matrices which are defined as:

S =



q − 1

q
0 · · · 0

0
q − 1

q

. . .
...

...
. . .

. . . 0

0 · · · 0
q − 1

q



V =



−1

q
0 · · · 0

0 −1

q

. . .
...

...
. . .

. . . 0

0 · · · 0 −1

q


(21)

In order to reduce the amount of space required to represent the full version of L, we will simplify this
to

L =




q − 1

q
. . .

q − 1

q


1,1

. . .


−1

q
. . .

−1

q


q,1

...
. . .

...
−1

q
. . .

−1

q


1,q

. . .


q − 1

q
. . .

q − 1

q


q,q



(22)

Recall that we would normally compute the eigenvectors by solving:

Lvi = λivi (23)

Or, in full:


q − 1

q
. . .

q − 1

q


1,1

. . .


−1

q
. . .

−1

q


q,1

...
. . .

...
−1

q
. . .

−1

q


1,q

. . .


q − 1

q
. . .

q − 1

q


q,q





v1i
...
...
vpi
...

v
(q−1)p+1
i

...

...
vqpi



= λi



v1i
...
...
vpi
...

v
(q−1)p+1
i

...

...
vqpi



(24)

Where λi is the i-th eigenvalue, vi is the i-th eigenvector and vji is the j-th element of the i-th eigenvector.
Solving the above equation would result in (q − 1)p eigenvectors corresponding to (q − 1)p eigenvalues.
Note that each eigenvector only depends on entries in L corresponding to a single feature, i.e. eigenvector
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i only depends on L[ind, ind] with ind = [i : p : ((q− 1)p+ i)]. So we could rewrite the decomposition of
L into p decompositions of a q × q matrix.

for i = 1 : q {
ind = [i : p : ((q − 1)p+ i)]

U[ind, ind] = eigenvectors(L[ind, ind])

Γ[ind, ind] = diag(
√

eigenvalues(L[ind, ind]))

}

The naive algorithm runs in O((pq)3), while the above algorithm runs in O(pq3), so a speed-up of p2 is
obtained! We can optimize this even further by realizing that each of the p decompositions of L[ind, ind]
is in fact the same one. This results in:

ind = [1 : p : ((q − 1)p+ 1)]

Lsubset = L[ind, ind]

for i = 1 : q {
ind = [i : p : ((q − 1)p+ i)]

U[ind, ind] = eigenvectors(Lsubset)

Γ[ind, ind] = diag(
√

eigenvalues(Lsubset))

}

This algorithm has a time-complexity of O(q3) and typically finishes within a couple of seconds.
Unfortunately, while this method seemed to have the potential to be a fast Multi-task Learning algo-

rithm, its performance is rather poor. Compared to the Group Lasso, it results in many more spuriously
selected features. This can be explained by comparing the two methods. The Group Lasso enforces spar-
sity between groups. The Sparse Group Lasso extends this, allowing within-group sparsity by adding an
external L1-penalty. Network-constrained regularization works slightly different: when a feature is se-
lected, the network-constraint enforces selection of its neighbors in the group (and thus also its neighbors’
neighbors, etc.), causing a grouping effect. However, this constraint does not enforce sparsity between
groups. Instead, all the sparsity comes from the external L1-penalty. This causes the selection of many
small subsets of groups, resulting in increased susceptibility to spurious correlations between features
and output.
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3.2 Transfer Learning

In a drug sensitivity screen similar to the screen performed by Garnett et al., it was noted by Barretina
et al. [1] that because some aberrations only occur commonly in specific tumor types, lineage may have a
strong influence on predictive analyses. For example, when applied exclusively to melanoma-derived cell
lines, a model trained on melanoma cell lines outperformed a model built on the entire cell line panel.

Even though the case of melanoma illustrates the potential of a lineage-specific model, there are many
tissues that are represented by fewer samples as the melanoma cell lines. A model trained on samples
from those tissues might perform sub-optimally compared to a model trained on the entire cell line pane,
due to the reduced sample size. We argue that lineage-specific models could improve the prediction
of genomic markers of drug sensitivity, if the problem of the reduced sample size could somehow be
circumvented.

Figure S3: A pie-chart overview of the different lineages present in the cell panel. This Figure was
acquired from [6].

We propose to address this issue by using Transfer Learning [8]. This machine learning methodology is
based on the idea that it is easier to learn multiple related tasks together rather than learning each task
from scratch, provided that there is some common information between the different cell lines. If we define
the training of a model for each lineage as a separate task, then Transfer Learning methods can be used to
learn these tasks jointly. Joint learning benefits from similarities across tasks, by transferring knowledge
between them during training. This allows lineage-specific analysis, while retaining the statistical power
of the complete cell line panel, yielding a best-of-both-worlds solution.

There are various approaches on how knowledge should be shared between tasks, for example by
transferring knowledge of instances or by transferring knowledge of parameters. In the following sections,
we will discuss a method from both of these approaches, as well as their potential application to the
identification of genomic markers of drug sensitivity.

3.2.1 Transferring knowledge of instances

When learning a specific task, it is usually not beneficial to use all samples from other tasks, as is
illustrated above. However, learning may benefit from certain parts of the data from other tasks. Trans-
ferring knowledge of instances is about identifying which parts of the data will benefit the learning of
the task at hand.

TraDaBoost [2] is an example of a method that uses this approach. Consider samples from the task at
hand (predicting response in a specific tumor cell line type) as the primary data source and consider all
other samples as the auxiliary data source. TrAdaBoost starts with all samples from both the primary
and auxiliary data sources and then iteratively reweights samples such that the resulting model yields
a good performance on the primary data source. For samples the primary data source this method
works as regular AdaBoost [5], while for samples from auxiliary data sources it tries to retain only those
samples that lead to a good performance on the primary data source. The algorithm can be defined as:

1. Start out with uniform weights on all samples.

2. Draw samples based on their weight.
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(a) (b)

(c)

Figure S4: A schematic representation of two Multi-task Learning techniques. a) Regular Regression,
with Xβ = y expressed in matrix algebra. b) Transferring knowledge of instances. X and y
are divided in multiple tasks and a single vector β is inferred for the task at hand. Samples
from other tasks are used in the regression, but they are weighted based on their relevance to
the task at hand. In the image, these weights are indicated by the brightness of the rows. c)
Transferring knowledge of parameters. X and y are again divided in multiple tasks, but in
this case six regression coefficient vectors are inferred: a common weight vector β0 and task
specific weight vectors Bt, t ∈ [1 · · · 5].

3. Train a model fi on the drawn samples.

4. Test the trained model fi on samples from the primary data source.

5. For each selected sample from the primary data source: if the error is large, increase the sample’s
weight (as in regular AdaBoost).

6. For each selected sample from the auxiliary data source: if the error is large, decrease the sample’s
weight (as apparently it is not useful for the task at hand).

7. If number of iterations i < M , repeat from Step 2.

The parameter M needs to be optimized using cross-validation. For the model fi, logistic regression
could be used.
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3.2.2 Transferring knowledge of parameters

Evgeniou and Pontil [4] have proposed Regularized Multi-task Learning: a method which transfers
knowledge of parameters between tasks. Their method is based on the idea that the parameter β can be
split into two terms for each task: a common term over tasks and a task-specific term. This separation
can be written as:

βt = β0 + bt (25)

Where βt is the resulting weight for task t, β0 is the common weight vector over all tasks and bt describes
task-specific deviations from β0. Though the model is originally proposed for SVMs, it can easily be
rewritten to a logistic regression formulation.

min
β

[
n∑

i=1

log
(
1 + e−yiXi∗β

)
+ λ1 ‖β0‖1 + λ2 ‖β0‖2 + λ3 ‖bt‖1 + λ4 ‖bt‖2

]
(26)
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