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A B S T R A C T

Internet of Drones (IoD) is a framework to set up drones networks that may serve multiple purposes, e.g., data collection. New IoD applications (such as drone assisted internet of vehicles) envision the simultaneous collection of multiple data types. Although authentication may prevent unauthorized users to access the collected data, existing authentication solutions do not distinguish between the different types of data collected by drones. Therefore, authenticated users may receive sensitive data regarding another user incurring hence in a privacy leakage.

In this paper, we propose SETCAP, a novel Service-Based Energy-Efficient Temporal Credential Authentication Protocol for IoD. SETCAP exploits the distinction between data types to prevent information leakage. We formally test SETCAP against the Real-Or-Random (ROR) model and implemented SETCAP in Automated Validation of Internet Security Protocols and Applications (AVISPA) simulation tool. Moreover, we validated SETCAP via non-mathematical security analysis to show its security against many attacks. We assessed the superiority of SETCAP in terms of functionality and security characteristics as well as computation, communication, and energy costs. The communication cost of creating a session in SETCAP is approximately 20% smaller than that of creating a session in the closest state-of-the-art protocol. Furthermore, the framework that we propose requires the creation of a number of sessions that are additive in terms of the number of drones and users, whereas the existing solutions are multiplicative. SETCAP is therefore a secure and scalable solution for resource-constrained devices such as drones.

1. Introduction

IoD is a framework that aims at establishing regulated access to the airspace of drones [1], i.e., unmanned aircraft systems. Drones can be remotely controlled by a pilot, and have numerous applications such as autonomous driving and aerial photography [2]. Drones can hence be organized in networks via the IoD paradigm to collect data generated on the ground by devices such as internet of things nodes or wireless sensor networks [3,4]. The widespread adoption of drones connected in the IoD is supported by the increased wireless connectivity and the technological advancements that led to compact processors and sensor devices. On the other side, drones can cause serious safety and privacy hazards. In fact, thanks to components such as microphones and cameras, drones can be used to steal personal information by hovering inside our private airspace [5].

As drones may collect sensitive information, it is fundamental that only authorized users get access to it. To guarantee this, a cornerstone of IoD security is the authentication of users and drones to the GSS.

The importance of authentication protocols is confirmed by the recent application of IoD in autonomous driving [6]. Without a proper authentication protocol, drone assisted internet of vehicles can easily incur in illegal actions such as unauthorized tracking, surveillance, and terrorist attacks. IoD authentication protocols should also consider the resource-constrained nature of drones. Therefore, they shall be lightweight both in terms of computational complexity and memory demand. This guarantees that the drone does not consume a high amount of energy for cryptographic operations, hence being able to fly for a longer time.

Although there are many proposed protocols for users and drones authentication in IoD [7,8], there is still a security gap that can lead to data leakage. In fact, currently available solutions do not distinguish between the different types of data collected by drones. Such data may include both sensitive and non-sensitive data from a certain geographical zone and may be delivered as a single packet to a user [8].
this case, the user may have access to sensitive information meant for another user. Existing protocols [8] assume that users know and specify the ID of drones from which they want to retrieve data. This is neither a secure nor a practical assumption. Also, almost all existing protocols do not distinguish the type of data read by the drones and that is delivered to users; they treat all read data as one type. Such protocols are not suitable for autonomous driving applications where some types of data read by drones are (temporarily) available to users and other types are (temporarily) not, for security purposes. Furthermore, most existing protocols allow direct access between drones and users [8]. It is more secure to let the interaction between drones and users go through the GSS. This provides better security for drones and gives the GSS a chance to treat data (e.g. applying machine learning algorithms) and to hide sensitive data from users, if necessary. Furthermore, thanks to the GSS, we can offload part of the computations to save energy at the drones’ side.

In this paper, we propose SETCAP (Service-Based Energy-Efficient Temporal Credential Authentication Protocol) for IoD. The proposed protocol is described as “Service-Based” because the authentication process considers the services (in form of necessary data types) that drones provide to ground server stations and that the latter provide to users. SETCAP overcomes the security and privacy drawbacks of existing protocols generated from the aforementioned gaps. The main idea behind SETCAP is that it is fundamental to distinguish between the types of data collected by drones. Thanks to this distinction, we show that it is possible to prevent data leakage and increase the security of IoD authentication protocols. We formally test SETCAP against the well-trusted and known ROR model [9]. We then implement SETCAP in the AVISPA simulation tool. Results confirm the security of the session keys of our protocol SETCAP against replay and man-in-the-middle attacks. Moreover, we validate SETCAP via security analysis to show its security against many potential adversarial attacks. Lastly, we perform a detailed comparative study of SETCAP against recent state-of-the-art techniques, the closest being TCALAS [8]. We assess the superiority of SETCAP in terms of functionality and security characteristics as well as computation, communication, and energy costs. The communication cost of creating a session in SETCAP is approximately 20% smaller than that of creating a session in TCALAS. SETCAP also provides better scalability compared to other solutions [8]. In fact, SETCAP requires the creation of a number of sessions additive in terms of the number of drones and users thanks to the use of the GSS. Other solutions (e.g., TCALAS [8]) are instead multiplicative in these terms. Although the computation cost of creating a session in SETCAP is approximately just 4% smaller than that of creating a session in TCALAS, the high number of sessions required by TCALAS highlights the higher scalability of SETCAP. Therefore, besides preserving the functionality and security characteristics of existing protocols, SETCAP exhibits higher scalability. This paper focuses on drone models suitable for applications of smart cities. Therefore, our following discussions of drone capabilities and limitations are based on models ranging from the PHANTOM 4 RTK1 to the EHang AAV2 models.

Contributions. We summarize our contributions as follows:

1. We propose SETCAP, the Service-Based Energy-Efficient Temporal Credential Authentication Protocol for IoD. SETCAP is the first protocol to perform the authentication process based on the types of drone-collected data. This feature provides higher security against data leakage compared to existing protocols.
2. We show the security of SETCAP by using both a formal security model ROR and the simulation tool AVISPA. Results confirm the security of the session keys of our protocol SETCAP against replay and man-in-the-middle attacks. Moreover, security analysis shows that SETCAP is resilient to many potential adversarial attacks, such as capturing attacks.
3. We show the superiority of SETCAP in terms of computation, communication, and energy costs, as well as functionality and security characteristics. Results show that SETCAP provides higher scalability compared to state-of-the-art solutions. The communication cost of creating a session in SETCAP is approximately 20% smaller than that of creating a session in TCALAS [8]. For connecting n users to m drones, SETCAP creates m × n sessions whereas TCALAS creates n × m sessions. This proves the suitability of our protocol in scenarios with resource-constrained devices, such as the IoD.

Organisation. The rest of the paper is organized as follows. The problem statement is presented in Section 2. We define the problem we address in this paper in Section 2.1. The system and threat models treated in this paper are detailed in Sections 2.2 and 2.3, respectively. Details of SETCAP are introduced in Section 3. The security analysis of SETCAP are shown in Section 4. Section 5 presents detailed results of evaluating SETCAP. Section 6 reviews most relevant state-of-the-art techniques. Section 7 concludes the paper and presents directions of future work.

2. System and threat model

In this section, we present the problem we address with our solution and discuss the system and threat models we assume in our paper. In particular, we first describe the problem in Section 2.1. Then, we provide an overview of the considered scenario and the system model in Section 2.2. Then, we discuss the threat model in Section 2.3, discussing both the reasons behind an attack and the considered attacker model.

2.1. Problem definition

We consider a scenario where users are interested in collecting data generated by sensing and communication-enabled ground level devices (e.g., Internet of Things (IoT) devices, and autonomous cars). In order to access this data, the user subscribes to a data collection service managed by a GSS. In order to collect the user requested data, the GSS exploits multiple swarms of drones, where each swarm is assigned a specific geographical area, and each drone contributes to the task assigned to the swarm it belongs to. Thanks to the use of multiple drones, the GSS is able to collect data from multiple geographical areas that cannot be covered by a single drone. The user may want to collect such data for multiple purposes. For instance, in case of a factory automation scenario, the user may want to remotely assess the correct functioning of the facility thanks to a network of IoT devices. A further example is related to road traffic management, where the user is represented by an authority that needs to retrieve information regarding traffic conditions or roads problems. The connection to the collection service is managed by the GSS, that acts as an intermediary between the users and the sensors. To ease the data collection and to guarantee high flexibility, the GSS uses drones that retrieve data from the ground level devices. We assume that the GSS is able to optimize the deployment of drones, such that each swarm collects data related to multiple users for each swarm deployment. Therefore, drones collect and aggregate data coming from different types of entities in each packet [8].

Thanks to this solution, a user may be able to simultaneously access data that originates from different devices and the GSS may optimize drones deployment for reduced energy consumption. However, this also represents a privacy threat. In fact, due to the fact that a single packet might include multiple types of data or data generated by multiple devices, we must ensure that a user receives only the data for which she/he previously obtained authorization through the GSS. The risk is hence that malicious users subscribed to the data collection service, therefore authorized by the GSS to receive packets, may collect sensitive information belonging to other subscribed users. This represents
locations. In each flying zone, drones can interact with each other and assume that other participants are vulnerable to security threats and reduce the computational burden at either drones’ or users’ side. We work on the subject [11–13]. The GSS is a powerful device able to work on the subject [11–13]. The GSS is a powerful device able to cover the area into \( n \) different and disjoint zones. Each zone is covered by a swarm of drones reading zone-specific data. Drones can read different types of data, and we denote as \( \delta_i \) the \( i \)th data type in the figure. The GSS is controlled from a control room, and controls the location and trajectories of drones. We assume that the GSS runs an optimization algorithm to suitably deploy drones in the different geographical areas and that solves possible conflicts in their trajectories. The design of the optimal control for drones deployment goes beyond the scope of our work, and we hence refer the interested reader to other works on the subject [11–13]. The GSS is a powerful device able to efficiently manage a large number of operations. Therefore, we add it in the middle of the communication between drones and users to reduce the computational burden at either drones’ or users’ side. We assume that other participants are vulnerable to security threats and privacy breaches. The users have no knowledge about drones IDs or locations. In each flying zone, drones can interact with each other and with the GSS. We assume a service that delivers data upon subscription. Therefore, users register to receive certain data types from certain zones. Then the three parties (GSS, drones, and users) establish secret session keys for the secure communication between: (i) drones and GSS from one side, and (ii) the users and GSS from the other side. Users communicate to the GSS via their mobile devices and cannot directly communicate with drones. Therefore, the GSS can hide any sensitive data and can treat or manipulate data on its way to the users. Table 1 shows the notation we use throughout the paper.

The interaction between drones of the same flying zone can present some challenges, especially when the drones do not belong to the same person/organization. This is due to factors such as authentication schemes, trust in information, and communication technologies. Because our model already has a GSS entity, we do not need to assume air traffic control to avoid issues such as collisions and to manage zone access. However, the GSS needs to apply zone/swarm controllers [15–17], and this can be integrated with our proposal in many forms. For instance, a Software-Defined Drone Network (SDDN) such as the collision avoidance scheme introduced in [15] can be applied by the GSS to achieve on-road traffic monitoring and management. Then, the result of this process can be used to decide when to create new drone sessions. This issue is related to the Live Distributed Objects (LDO) problem [18].

We make two fundamental assumptions in our problem. The first is that users have limited knowledge about drones, i.e., they are not aware of drones’ IDs and locations. This is justified by two points: (1) typical users do not care about drones but rather about the types of data they need and the geographical zones of the data, and (2) it is more secure to hide drones details to the users. The other assumption is that users cannot directly access drones data. Rather, we should establish two sessions: one between a drone and GSS, and one between GSS and user. This assumption is justified by the following points: (1) This assumption enables the user to get different types of data from \( m \) drones in one session rather than in \( m \) sessions; (2) This assumption allows the GSS to hide sensitive data if necessary; (3) This assumption enables the GSS to treat data (e.g., by using machine learning techniques) before providing it to users.

The GSS manages all interactions between drones and users go through it. The GSS has bolls of data collected by drones: a boll per each pair of data type and zone. There is a need for an authentication scheme that registers and authorizes users and drones to directly access certain bolls. Hence, conventional authentication and authorization mechanisms do not work in our motivating IoD scenario. However, adapting existing protocols to our case would lead to a scenario in which the GSS has to decide for each data transaction (unfortunately, not even for each session) the types of data that users and/or drones are allowed to access. This traditional solution has two issues. First, it creates the possibility of users obtaining unallowed data types and it does not consider the fact that drones are dynamic objects that need quick responses from the GSS. Second, the limited battery of drones would not allow it to afford these accumulated (with each transaction) delays. The same issues apply to user mobiles. The second issue becomes even more evident if we consider the huge number of data transactions that the GSS has to manage simultaneously.

### 2.2. System model

Fig. 1 shows the scenario we consider in this paper. We partition a geographical area into \( n \) different and disjoint zones. Each zone is covered by a swarm of drones reading zone-specific data. Drones can read different types of data, and we denote as \( \delta_i \) the \( i \)th data type in the figure. The GSS is the only trusted and secure participant is covered by a swarm of drones reading zone-specific data. Drones can interact with each other if they are aware of their IDs and locations: this is justified by two points: (1) This assumption enables the user to get different types of data from \( m \) drones in one session rather than in \( m \) sessions; (2) This assumption allows the GSS to hide sensitive data if necessary; (3) This assumption enables the GSS to treat data (e.g., by using machine learning techniques) before providing it to users.

The GSS manages all interactions between drones and users go through it. The GSS has bolls of data collected by drones: a boll per each pair of data type and zone. There is a need for an authentication scheme that registers and authorizes users and drones to directly access certain bolls. Hence, conventional authentication and authorization mechanisms do not work in our motivating IoD scenario. However, adapting existing protocols to our case would lead to a scenario in which the GSS has to decide for each data transaction (unfortunately, not even for each session) the types of data that users and/or drones are allowed to access. This traditional solution has two issues. First, it creates the possibility of users obtaining unallowed data types and it does not consider the fact that drones are dynamic objects that need quick responses from the GSS. Second, the limited battery of drones would not allow it to afford these accumulated (with each transaction) delays. The same issues apply to user mobiles. The second issue becomes even more evident if we consider the huge number of data transactions that the GSS has to manage simultaneously.

#### 2.3. Threat model

In this section, we first discuss the privacy and security threats associated with the absence of a data-type policy in previous solutions (e.g., [8]). Then, we consider the threat model associated with the presence of an attacker running both active and passive attacks.

As previously discussed, existing solutions do not distinguish between the types of data collected by drones. Therefore, data is collected in batches and, although authentication may be used to prevent unauthorized access to data, still users may get access to sensitive data meant to another user. As a specific example, consider the scenario depicted in Fig. 2, where road traffic is managed via autonomous driving. We assume that cars share data about their driving condition (e.g., speed, location acceleration) to allow for specific services based...
and other drones. Moreover, a user’s mobile may be lost and hence an adversary can extract information that can be used to launch power analysis attacks [21]. In this case, if the adversary manages to extract the secret credentials from the user’s mobile (such as user password and biometrics), the system security may be compromised. In particular, these credentials facilitate many attacks such as man-in-the-middle, impersonation, and privileged-insider.

In this paper, to further strengthen the adversary capabilities considered in the DY model, we consider the Canetti-Krawczyk (CK) model [22]. In addition to the assumption of the DY model, according to the CK model, the adversary can compromise secret credentials (such as secret keys) and session states. Our threat model assumes that the GSS is trusted and hence the adversary cannot compromise it. This is a fair assumption as the GSS can be secured in many ways, e.g., by placing it under a locking system [8,23]. On the other hand, it might be easier for an attacker to cause a denial of service to the GSS compared to the effort needed to cause it to multiple drones. However, this goes beyond the purpose of this paper, and we will address this challenge in future works.

### 3. SETCAP: New proposed authentication protocol

In this section we describe SETCAP, our protocol for IoD authentication. We divide SETCAP into four steps: (i) pre-deployment, (ii) user registration, (iii) user login and authentication and (iv) drone authentication. We assume that users employ mobile devices with passwords and biometrics to access the GSS. In the following subsection, we provide the details of each phase of SETCAP.

#### 3.1. Pre-deployment

The GSS registers each drone for deployment in a specific flying zone. It further provides to each drone the set of data types that the drone needs to collect. These are specified via the binary vector:

\[ V_i^{(\sigma_j, \theta_t)} = [x_1 \ x_2 \ \ldots \ x_{n_t}] , \]

where \( n_t \) is the number of data types captured by drones and \( \sigma_j \) is the \( j \)th flying zone. For example, suppose that \( n_t = 3 \), and

\[ V_i^{(\sigma_j, \theta_t)} = \begin{bmatrix} 1 & 0 & 1 \end{bmatrix} . \]

This means that the drone \( \theta_t \) is registered to provide data type \( \sigma_j \) and type \( \delta_i \) from the flying zone \( \sigma_j \). In the following, we ease the notation by not considering the indexes of the specific drone or geographical area.

The registration proceeds as follows.

---

Table 1: Notation.

<table>
<thead>
<tr>
<th>Notation</th>
<th>Meaning</th>
</tr>
</thead>
<tbody>
<tr>
<td>( \Theta = { \theta</td>
<td>1 \leq i \leq n } )</td>
</tr>
<tr>
<td>( I_\theta = { I_\theta</td>
<td>1 \leq i \leq n } )</td>
</tr>
<tr>
<td>( \Sigma = { \sigma</td>
<td>1 \leq i \leq n } )</td>
</tr>
<tr>
<td>( I_\Sigma = { I_\Sigma</td>
<td>1 \leq i \leq n } )</td>
</tr>
<tr>
<td>( \Delta = { \delta</td>
<td>1 \leq i \leq n } )</td>
</tr>
<tr>
<td>( I_\Delta = { I_\Delta</td>
<td>1 \leq i \leq n } )</td>
</tr>
<tr>
<td>( U = {(u_\mu, m_\mu)</td>
<td>1 \leq \mu \leq n } )</td>
</tr>
<tr>
<td>( I_u \cup m = {(I_u, I_m)</td>
<td>1 \leq \mu \leq n } )</td>
</tr>
<tr>
<td>( ISK_\theta )</td>
<td>The long term secret key of drone ( \theta ).</td>
</tr>
<tr>
<td>( GSS )</td>
<td>The ground station server.</td>
</tr>
<tr>
<td>( ISK_{GSS} )</td>
<td>The long term secret key of GSS.</td>
</tr>
<tr>
<td>( SK_\theta )</td>
<td>Shared secret key between GSS and ( \theta ).</td>
</tr>
<tr>
<td>( h(\cdot) )</td>
<td>A one-way cryptographic collision-resistant hash function.</td>
</tr>
<tr>
<td>( sx_\theta )</td>
<td>Session key between user ( u ) and GSS.</td>
</tr>
<tr>
<td>( gs_\theta )</td>
<td>Session key between GSS and ( \theta ).</td>
</tr>
<tr>
<td>( \text{Gen}(), \text{Rep}() )</td>
<td>Fuzzy extractor functions.</td>
</tr>
<tr>
<td>( \Lambda )</td>
<td>Polynomial time Adversary.</td>
</tr>
<tr>
<td>( (Z_1, Z_2) )</td>
<td>Zipf’s parameters according to [14].</td>
</tr>
</tbody>
</table>
1. For a drone $\theta$ deployed in the flying zone $\sigma$ to capture data of type $\delta_\sigma$, we calculate a data-oriented shared secret key $DSK^\delta_\theta$ between GSS and $\theta$ to deliver data type $\delta_\sigma$ as follows:

$$DSK^\delta_\theta = b(I_\theta \parallel I_\sigma \parallel I_{\delta_\sigma} \parallel lSK_{G_S} \parallel lSK_\theta).$$

We define the vector of keys for each data type

$$SK_\theta = [SK^1_\theta \ldots SK^{n_\theta}_\theta],$$

where

$$SK^i_\theta = \{DSK^\delta_\theta, \text{if } V_i^{(e,\theta)}(k) = 1 \}
\text{, otherwise;}$$

and where $V_i^{(e,\theta)}(k)$ denotes the $k$th element of $V_i^{(e,\theta)}$. We also define the matrix of universal shared secret keys

$$SK_\theta = \begin{bmatrix} SK_1 \\ \vdots \\ SK_n_\theta \end{bmatrix}$$

where row $\theta$ denotes the set of keys assigned to drone $\theta$.

2. Every drone $\theta$ deployed in the flying zone $\sigma$ is pre-loaded with credentials:

$$I_G, I_\sigma, SK_\theta, V_t^{(e,\theta)}, \text{and } h(.).$$

3. The GSS is pre-loaded by the credentials:

$$I_G, I_\sigma, I_{SK_\theta}, I_{V_t^{(e,\theta)}}, \text{and } h(.),$$

where

$$V_t^{(e,\theta)} = \begin{bmatrix} V_{t_1}^{(e,\theta)} \\ \vdots \\ V_{t_n_\theta}^{(e,\theta)} \end{bmatrix}$$

is the matrix whose $\theta$th row reports the data type assigned to drone $\theta$.

According to our assumption that drones have unique IDs, the GSS refuses to register a new drone whose ID is already assigned to another registered drone. Practically, given the typical hexadecimal representation of drone IDs, it is unlikely to have this issue. However, for special applications whose drones are likely to have many duplicated IDs, we assume that each drone is equipped with a Trusted Platform Module (TPM). The TPM can be utilized in several ways such as appending the TPM’s unique RSA key (which is burned to it) to the drone ID to make the IDs unique. Since, according to our system model, drones communicate with users via the GSS, revoking drone access is always possible from the GSS side. Revoking can be applied as a response to security threats. It is worth noting that the shared keys created at time of registration of a drone $\theta$ are to be used in creating a session key for each communication between the drone $\theta$ and the GSS. This is detailed in Algorithms 4 and 5 that create the session key $SeK_\theta$ and that are presented in Section 3.4. The creation of the session key $SeK_\theta$ is necessary to eliminate the possibility of a brute force attack.

### 3.2. User registration

A user $u$ (with mobile device $m$) needs to register with the GSS for obtaining data of certain types from specific flying zones fixed in $M_{\sigma,\epsilon}$. The registration is presented in Algorithm 1, which includes the following operations: Mobile$_1() \xrightarrow{(M_{\sigma,\epsilon}, h(.))} GSS_1() \xrightarrow{MC=(SK, B, TC, h(.)), I_G, I_{SK_\theta}} \text{Mobile}_2().$

The registration request from the GSS is executed by the mobile device $u$. Step 2 generates a random number and allows the user to fix an ID and a password. In Step 3, the user fills the matrix $M_{\sigma,\epsilon}$ to select data types and zones. Then, the procedure uses a cryptographic function $h$ in Steps 4 and 5 to build the registration request. This is then sent out to GSS via a secure channel in Step 6.

Upon receiving the registration request, the GSS executes the procedure $GSS_1()$ which has the following details. Step 2 generates a random number and allows the user to fix an ID and a password. In Step 3, the user fills the matrix $M_{\sigma,\epsilon}$ to select data types and zones. Then, the procedure uses a cryptographic function $h$ in Steps 4 and 5 to build the registration request. This is then sent out to GSS via a secure channel in Step 6.

Upon receiving the response from the GSS, the user mobile executes the procedure $\text{Mobile}_2()$ which has the following actions. In Step 8, the GSS builds a secret key between the user and GSS using the long-term secret key of GSS. Then in Steps 9 to 16, the GSS builds matrices $TC$ and $B$ of the temporal credentials. These matrices have non-zero entries for each data type (in a zone) that the user requested via matrix $M_{\sigma,\epsilon}$. All the necessary credentials and data are grouped in Step 17 and sent in Step 18 via a secure channel back to the user mobile.

Upon receiving the response from the GSS, the user mobile executes the procedure $\text{Mobile}_2()$ which has the following actions. In Step 8, the GSS builds a secret key between the user and GSS using the long-term secret key of GSS. Then in Steps 9 to 16, the GSS builds matrices $TC$ and $B$ of the temporal credentials. These matrices have non-zero entries for each data type (in a zone) that the user requested via matrix $M_{\sigma,\epsilon}$. All the necessary credentials and data are grouped in Step 17 and sent in Step 18 via a secure channel back to the user mobile.

Upon receiving the response from the GSS, the user mobile executes the procedure $\text{Mobile}_2()$ which has the following actions. In Step 8, the GSS builds a secret key between the user and GSS using the long-term secret key of GSS. Then in Steps 9 to 16, the GSS builds matrices $TC$ and $B$ of the temporal credentials. These matrices have non-zero entries for each data type (in a zone) that the user requested via matrix $M_{\sigma,\epsilon}$. All the necessary credentials and data are grouped in Step 17 and sent in Step 18 via a secure channel back to the user mobile.

Upon receiving the response from the GSS, the user mobile executes the procedure $\text{Mobile}_2()$ which has the following actions. In Step 8, the GSS builds a secret key between the user and GSS using the long-term secret key of GSS. Then in Steps 9 to 16, the GSS builds matrices $TC$ and $B$ of the temporal credentials. These matrices have non-zero entries for each data type (in a zone) that the user requested via matrix $M_{\sigma,\epsilon}$. All the necessary credentials and data are grouped in Step 17 and sent in Step 18 via a secure channel back to the user mobile.

Upon receiving the response from the GSS, the user mobile executes the procedure $\text{Mobile}_2()$ which has the following actions. In Step 8, the GSS builds a secret key between the user and GSS using the long-term secret key of GSS. Then in Steps 9 to 16, the GSS builds matrices $TC$ and $B$ of the temporal credentials. These matrices have non-zero entries for each data type (in a zone) that the user requested via matrix $M_{\sigma,\epsilon}$. All the necessary credentials and data are grouped in Step 17 and sent in Step 18 via a secure channel back to the user mobile.

Upon receiving the response from the GSS, the user mobile executes the procedure $\text{Mobile}_2()$ which has the following actions. In Step 8, the GSS builds a secret key between the user and GSS using the long-term secret key of GSS. Then in Steps 9 to 16, the GSS builds matrices $TC$ and $B$ of the temporal credentials. These matrices have non-zero entries for each data type (in a zone) that the user requested via matrix $M_{\sigma,\epsilon}$. All the necessary credentials and data are grouped in Step 17 and sent in Step 18 via a secure channel back to the user mobile.
3.3. User login and authentication

The user login and authentication are presented in Algorithms 2 and 3. They include the following set of operations: $\text{Mobile}_1$($S^1, S^2, S^3, S^4, T_1, GSS_1$) $\rightarrow$ $\text{Mobile}_2$($S^5, S^6, T_2$). Fig. 3 shows all the interactions between users and GSS.

During the login phase, the user logs in to receive specific data types from specific zones and specifies them via $M_{ij}$. This phase, the GSS verifies that the required data (of specified zones) are among the ones that the user has already registered for. This is done over a public channel. Upon receiving the login request from the user, the GSS challenges the legitimacy of the user. This is done using the credential matrices built in the registration phase for different data types and zones. One advantage of SETCAP in this phase over related work is that we do not assume any knowledge about the IDs of flying drones at the user’s side.

**Algorithm 2 User Login and Authentication (1)**

**Input:** The id, $\mathcal{I}_m$, the password, pw, and the bio, $\text{Bio}_i$, of a user $u$ (with mobile device m) needs to login to get data from GSS according to the matrix $M_{ij}$.

**Steps:**
1. procedure $\text{Mobile}_1$($j$) if $M_{ij} \leq M_{ij}$ then $\text{Rep}(\text{Bio}_i, \mathcal{I}_m)$ 3. $\mathcal{I}_m \leftarrow B(\mathcal{I}_m)$ 4. $b \leftarrow L_{\mathcal{I}_m} \oplus h[\mathcal{I}_m] \oplus I_u \oplus p_w$ 5. $h \leftarrow h(\mathcal{I}_m \oplus b)$ 6. $h' \leftarrow h(p_w \oplus b)$ 7. $SK = SK' \oplus h(b)h[i] \oplus h[P][r'j]$ 8. Choose randomly $i \in \{1, \ldots, n\}$ and $j \in \{1, \ldots, n\}$ such that $M_{ij}(i, j) \neq 0$ 9. $I_u \leftarrow B(i, j) \oplus h[\mathcal{I}_m]$ 10. $TC(i, j) \leftarrow h(I_u) \oplus I_u \oplus I_u$ 11. $TC(i, j) \leftarrow h(SK || TC(i, j)) \oplus b || r'j$ 12. if $TC(i, j) = TC(i, j)$ then $\mathcal{I}_m \leftarrow \text{Time Stamp}()$ 13. $S_j \leftarrow h[i] \oplus h(T_1) \oplus I_u$ 14. $S_j \leftarrow h(I_u) \oplus h(SK || I_u)$ 15. $S_j \leftarrow h[I_u] \oplus h(SK || I_u)$ 16. $S_j \leftarrow h[h[i] \oplus h(SK || TC(i, j) || I_u]$ 17. $S_j \leftarrow h[h[i] \oplus h(SK || TC(i, j) || I_u]$ 18. Transmit $M_{ij}, S_1, S_2, S_3, S_4, S_5$ and $T_2$ to the GSS over a public channel 19. else Rejct Login; 20. else Rejct Login; 21. Rejct Login; 22. Rejct Login; 23. Rejct Login; 24. procedure $\text{GSS}_2$($M_{ij}, S^1, S^2, S^3, S^4, S^5, T_1$) if $M_{ij}$ is confirmed then $\mathcal{I}_m \leftarrow B(\mathcal{I}_m)$ 3. $I_u \leftarrow B(\mathcal{I}_m) \oplus h[I_u]$ 4. $I_u \leftarrow B(\mathcal{I}_m) \oplus h(SK || I_u)$ 5. $TC(i, j) = h(I_u) \oplus I_u \oplus I_u$ 6. $S_j \leftarrow h[h[i] \oplus h(SK || TC(i, j) || I_u]$ 7. $S_j \leftarrow h[h[i] \oplus h(SK || TC(i, j) || I_u]$ 8. $S_j \leftarrow h[h[i] \oplus h(SK || TC(i, j) || I_u]$ 9. if $S_j = h[i] \oplus h(SK || TC(i, j) || I_u]$ then 10. $T_2 \leftarrow \text{Time Stamp}()$ 11. $\mathcal{I}_m \leftarrow B(\mathcal{I}_m)$ 12. $S_j \leftarrow h[h[i] \oplus h(SK || TC(i, j) || I_u]$ 13. $S_j \leftarrow h[h[i] \oplus h(SK || TC(i, j) || I_u]$ 14. $S_j \leftarrow h[h[i] \oplus h(SK || TC(i, j) || I_u]$ 15. Transmit $S^1, S^2$ and $T_2$ to the Mobile$_2$ over a public channel 16. else Rejct login and report reply attack; 17. else Rejct login and report reply attack; 18. else Rejct login and report reply attack; 19. else Rejct login and report reply attack; 20. else Rejct login and report reply attack; 21. else Rejct login and report reply attack; 22. else Rejct login and report reply attack; 23. else Rejct login and report reply attack; 24. else Rejct login and report reply attack; 25. else Rejct login and report reply attack; 26. else Rejct login and report reply attack; 27. else Rejct login and report reply attack; 28. else Rejct login and report reply attack; 29. else Rejct login and report reply attack; 30. else Rejct login and report reply attack;

The procedure $\text{Mobile}_1$($j$) starts in Step 2 by comparing the two matrices $M_{ij}$ and $M_{ij}$ to verify that the user has already registered for the data that she is asking to get. If the verification is unsuccessful, the procedure and the phase are terminated. In Steps, 3–7 the procedure calculates the credential $SK$. Then, in Step 8, a data type is chosen randomly from the ones that the user is logging in to obtain. In Step 9 the IDs of the data type and its zone are extracted from the credential $B$. In Steps 10 and 11, the algorithm calculates the credential $TC$ of the randomly chosen data type using the data extracted from the previous steps. This credential is then compared in Step 12 against the stored one. If they are not identical, then the procedure and the phase are terminated. Otherwise, the procedure gets the current timestamp in Step 13 and creates five messages $S^1, S^2, S^3, S^4, S^5$ in Steps 14–18 to include all the relevant data. Finally, the matrix $M_{ij}$, the time stamp, and messages are transmitted to the GSS over a public channel, in Step 16.
3.4. Drone authentication

The drone authentication is done by executing the following sequence of procedures whose details are in Algorithms 4 and 5.

In this phase, the drone is authenticated to submit certain data types specified for it at the deployment time. If the verification is successful, the drone is delivering the data is OK for collection and there are no security restrictions on collecting the data. Then in Step 15 the GSS checks the freshness of the message. In Steps 16–19, the GSS extracts and calculates all the parameters needed to calculate message \( D^5 \). Then in Step 20 the computed version of \( D^5 \) is compared against the received one. If they are not identical, then the procedure and the phase are terminated. Otherwise, the GSS calculates a random number \( R \) and gets the current timestamp in Step 21. The GSS then creates two messages \( D^6 \) and \( D^7 \) in Steps 23–25 to include the session key \( S \). Finally, the vector \( v_{Ψ}^{t,θ}_{Ψ} \), the timestamp, and messages are transmitted to the drone over a public channel in Step 26.

Algorithm 5 Drone Authentication (2)

| Input: The ID \( I_d \) of a drone \( θ \) needs authentication to provide submitting data to GSS according to the vector \( v_{Ψ}^{t,θ}_{Ψ} \). |
| Steps: |
| 1: procedure Drone\(_5(D^6, D^7, T_1)\) |
| 2: if \( |T_1^0 - T_2| \leq 4T \) then |
| 3: \( R' \leftarrow D^6 @ b \text{DSK}^k || I_d || I_\theta || I_\theta || I_\theta || T_1; \) |
| 4: \( S_\theta K_\theta \leftarrow h(R' || \text{DSK}^k || I_d || I_\theta || I_\theta || I_\theta || T_1); \) |
| 5: if \( D^7 = h(R' || S_\theta K_\theta || I_d || I_\theta || I_\theta || I_\theta || T_1) \) then |
| 6: Authenticate the drone; |
| 7: else |
| 8: Reject and report reply attack; |

Upon receiving the messages from the GSS, the drone executes the procedure Drone\(_5\), which starts in Step 2 by verifying the freshness of the message. In Step 3, the random number of the message \( D^6 \) is extracted. Then in Step 4 a new version of the session key \( S_\theta K_\theta \) is calculated. These are the parameters needed to calculate the message \( D^7 \). Then in Step 5 the computed version of \( D^7 \) is compared against the received one. If they are not identical, then the drone is authenticated and the session is created.

SETCAP is flexible enough to adopt common key/credentials management protocols. We assume that the user credentials, established at the registration phase, have a lifetime that is fixed by the GSS according to the nature of the application. Users have to register again to obtain new credentials when close to the expiration time of the old ones. The use of random numbers at the registration stage guarantees the generation of new credentials. Sessions that are active at the expiration time are immediately canceled. Furthermore, it is a common practice for the GSS to assume and apply early expiration of credentials, in response to certain suspicious activities.

4. Security analysis

In this section, we present a detailed security analysis of SETCAP. We consider both active and passive adversaries to prove the security of SETCAP. We exploit the Burrows–Abadi–Needham (BAN) logic [25] to prove the mutual authentication between the communicating entities. To verify the security of session keys \( S_\theta K_\theta \) and \( S_\theta K_\theta \) for SETCAP, we exploit the ROR model [9].

Applied to our problem, in the ROR model the adversary \( A \) interacts with instances of executing participants. We assume three instances: (i) a user instance \( u^i \), (ii) a GSS instance \( G S S^i \), and (iii) a drone instance \( d^i \). The ROR model assumes that the adversary and all participants can access a random oracle of the one-way collision-resistant hash function Hash. To simulate real attacks, the ROR model uses the following queries.

1. Dispatch: denotes the action of the adversary of dispatching a message to communicate with participants.
2. AccessedMob: denotes the action of the adversary of accessing credentials of a user from a lost mobile device.
4. Communicate: denotes the action of the adversary of communicating with an entity to obtain a session key. The entity replies probabilistically according to a coin toss process.
5. Eavesdrop: denotes the action of the adversary of eavesdropping messages.
6. Catch: denotes the action of the adversary of retrieving session keys SeK_A and SeK_B.

We prove in Theorem 1 the security of the session keys of SETCAP.

Theorem 1. Suppose that:
1. At time t, A runs against SETCAP.
2. N_d and N_b denote the number of dispatch and hash queries, respectively.
3. N'_d and N'_b denote the range space of h(·) and the length of the biometric secret key, respectively.

The average advantage of A in cracking the semantic security of SETCAP to obtain the session key SeK_A and SeK_B is bounded by

\[ \frac{N_d^2}{N_b} + \max \left( Z_1, \frac{N_d}{2N_b} \right) \]  \tag{1} \]

Proof. The proof relies on a sequence of four games, \{G_i \mid 1 \leq i \leq 4\}. Let S_i denote the event of A succeeding in correctly predicting the random bit b of the session keys in G_i. We denote the probability of event S_i by P(S_i). Let W(G_i) denote the advantage of A winning G_i. Therefore \(W(G_i) = P(S_i)\).

G_1. In the first game the attack is done in the ROR model. The attack is done by randomly choosing bit b at the begin of the game. Therefore, we have

\[ W(t, SeK_B) = W(t, SeK_B) = |2(W(G_1) - 1)| = |2(P(S_1)) - 1|. \]  \tag{2} \]

G_2. This game treats the case of an eavesdropping attack. In this attack, A captures the messages exchanged between the communicating parties. In particular, A captures

1. \(M_{\ell_1}, S^1, S^2, S^3, S^4, S^5\) and \(T_1\) from \(u^{i_1}\) to \(GSS^1\).
2. \(S^3, S^4, S^5\) and \(T_2\) from \(GSS^1\) to \(u^{i_1}\).
3. \(v^{e,\theta_1}, D^1, D^2, D^3, D^4, D^5, D^6\) and \(T_1\) from \(v^{e,\theta_1}\) to \(GSS^5\).
4. \(D^6, D^7\) and \(T_1\) from \(GSS^5\) to \(\theta^{i_1}\).

This is done by executing SETCAP using Eavesdrop query. Then A checks the correctness of the derived session keys using the Catch and Communicate queries. The calculations of session keys SeK_A and SeK_B involve random numbers and long-term secret keys that are not known by A. Hence eavesdropping the exchanged messages increase the success chance of this game. Hence

\[ W(G_1) = W(G_2). \]  \tag{3} \]

G_3. This game models an active attack using the Dispatch and Hash queries. The collision-resistant hash function h(·) safeguards the messages \(S^1, S^2, S^3, S^4, S^5, D^1, D^2, D^3, D^4, D^5, D^6, D^7\). These messages are built using items including timestamps, nonce, secret credentials, and identities. Therefore, the applied queries will not end up causing a collision. Hence, this game is similar to the previous one except for the use of a different set of queries. By applying the birthday paradox, we get:

\[ |W(G_2) - W(G_3)| \leq \frac{N_d^2}{2N_b}. \]  \tag{4} \]

G_4. This game adds to the previous one the AccessedMob and AccessedDrone queries. These allow A to know the mobile user's credentials

\[ SK', B, TC', h(\cdot), L, h(\cdot), I_G, M_{\ell_2}, Gen(\cdot), Rep(\cdot), \tau_i, \theta_i \text{ credentials:} \]

\[ I_G, I_A, SK_B, v^{e,\theta_1} \text{ and } h(\cdot). \]

Executing the Communicate query is sufficient for A to predict the bit b and win the game. Therefore

\[ W(G_4) = 0.5. \]  \tag{5} \]

Since drones are not using passwords, for the session key SeK_B,

\[ |W(G_5)| = |W(G_4)|. \]  \tag{6} \]

The following discussion concerns the session key SeK_A. A can verify the guessed user's passwords using the stolen mobile data and Zipf's law on passwords. Considering only the robust guessing attacks in case \(N_d = 10^8\), the advantage of A exceeds 0.5 [14]. However, utilizing personal data of user causes the required number of Dispatch queries to be less than or equal to \(10^9\) [26]. Using a fuzzy extractor with the ability to extract at most \(N_d^2\) random bits, the probability of the biometric key \(\tau_j \in [0,1]^{N_d^2}\) is \(1/2N_d^2\) [10]. This game and the previous one only differ from the use of the AccessedMob query in the former. Considering a system that allows a limited attempts of wrong passwords and according to Zipf's law of passwords [14]:

\[ |W(G_6)| = |W(G_5)| + |W(G_4)| \leq \frac{N_d^2}{2N_b} + |W(G_4)|, \]

where \(z_1\) and \(z_2\) are Zipf's parameters [14]. Therefore, we have

\[ \frac{1}{2} W(t, SeK_B) = |W(G_6)| - |W(G_5)|, \]

(7) By substitution, we obtain

\[ \frac{1}{2} W(t, SeK_B) = |W(G_6)| - |W(G_5)|, \]

(10) Finally,

\[ W(t, SeK_B) \leq \frac{N_d^2}{2N_b}. \]  \tag{11} \]
We prove the untraceability, anonymity, and the resilience against many attacks of SETCAP via the following theorems.

Theorem 2.

1. SETCAP is resilient to replay attack.
2. SETCAP withstands man-in-the-middle attack.
3. Mutual authentication among communicating parties is guaranteed in SETCAP.

Proof.

1. To test a replay attack, suppose that $A$ manages to get any of the following messages:
   
   (a) $M_{i,j}^{t_1}, S_1, S_2, S_3, S_4, S_5$, and $T_1$ from $u^i \rightarrow GSS_1$.
   
   (b) $S_6, S_7$, and $T_1$ from $GSS_1 \rightarrow u^i$.
   
   (c) $V_{i^2}^{e_{\theta^3}}, D_1, D_2, D_3, D_4, D_5$, and $T_2$ from $\theta^i \rightarrow GSS_1$.
   
   (d) $D_6, D_7$, and $T_1$ from $GSS_1 \rightarrow \theta^i$.

   The adversary’s goal is to replay these messages to the receiver. However, these messages include random numbers and timestamps. Besides, when a participant receives any of these messages, it immediately compares the received timestamp against its current one. The receiver also verifies the received messages. Therefore, SETCAP is resistant to replay attacks.

2. Suppose that $A$ tries to catch and change the communicated messages between $u^i \rightarrow GSS_1$, and $\theta^i$. Suppose that $A$ tries to modify $M_{i,j}^{t_1}, S_1, S_2, S_3, S_4, S_5$, and $T_1$ sent from $u^i \rightarrow GSS_1$. This requires the attacker to know the credentials $SK, hI, b$, and $TC$. Therefore, the attempt will fail. Similarly modifying other messages exchanged between different entities is impossible. Hence, SETCAP is resilient against man-in-the-middle attacks.

3. SETCAP requests $u^i$ and $GSS_1$ to mutually authenticate. The same is required for $\theta^i$ and $GSS_1$. This is done as follows:
   
   (a) When receiving $M_{i,j}^{t_1}, S_1, S_2, S_3, S_4, S_5$, and $T_1$ from $u^i$, $GSS_1$ checks $S_6$ to authenticate $u^i$.
   
   (b) When receiving $S_6, S_7$, and $T_2$ from $GSS_1 \rightarrow u^i$, $u^i$ checks $S_7$ to authenticate $GSS_1$.
   
   (c) When receiving $V_{i^2}^{e_{\theta^3}}, D_1, D_2, D_3, D_4, D_5$, and $T_2$ from $\theta^i$, $GSS_1$ checks $D_6$ to authenticate $\theta^i$.
   
   (d) When receiving $D_6, D_7$, and $T_1$ from $GSS_1 \rightarrow \theta^i$, $\theta^i$ checks $D_7$ to authenticate $GSS_1$.

Theorem 3.

1. SETCAP is secure against attacks resulting from stolen mobile device.
2. SETCAP guarantees user anonymity and untraceability.
3. SETCAP is resistant against polynomial-time impersonation attacks.

Proof.

1. This attack assumes that an adversary has either found a lost mobile device or stolen one. Therefore, the adversary may be able to extract:

   $SK_1, B, TC_1, h(\cdot), L, h(\cdot), I_{O}, M_{i,j}, {Gen}(\cdot), {Rep}(\cdot)$, and $t_2$

   from the device’s memory. The adversary is unable to extract the user ID $I_{O}$ from $hI$ without knowing the nonce $b$ because $hI$ is protected with cryptographic map $h(\cdot)$. Therefore, SETCAP is resilient towards identity extraction attacks. It is also not possible to extract the password because this would require the knowledge of the secret credentials stored at $GSS_1$.

   2. Ensuring the anonymity results from Theorem 3.1. In SETCAP, we use different nonces and contemporary time stamps in building different messages between different entities. This makes the messages dynamic in their structures. Hence it is difficult to trace users and activities over many sessions. Therefore, SETCAP ensures untraceability.

3. In line with our threat model we assume that $A$ can capture $M_{i,j}^{t_1}, S_1, S_2, S_3, S_4, S_5$, and $T_1$ sent from $u^i \rightarrow GSS_1$. Moreover, $A$ impersonates an authentic $u^i$. However, $A$ will fail to respond correctly to $GSS_1$ on behalf of $u^i$. This is because $A$ does not know necessary credentials such as $I_{O}, b$, and $SK$. Therefore $A$ will fail to impersonate a user in polynomial time. Similar justifications show that $A$ will fail to impersonate a $\theta^1$ and $GSS_1$ in polynomial time.

Theorem 4.

1. SETCAP is resilient against the Ephemeral Secret Leakage attack [27].
2. SETCAP withstands remote-drone capturing attack.

Proof.

1. This attack investigates the ability of $A$ in retrieving long term secret keys and temporary secrets stored in insecure memory. Suppose that $A$ captures the ephemeral nonces $i, j, b$ and $R$. However, $A$ cannot access long-term secrets such as $HI$ and $iSK_1$, and hence fails in creating the session keys. On the other hand, if we assume that $A$ captures long-term secrets, the absence of nonces will hinder $A$ from building the session keys. Hence, to build session keys, it is necessary for $A$ to capture nonces and long-term secrets. This is not possible for $A$. Moreover, compromising a session key does not help in compromising any other future or past session keys. Hence, SETCAP achieves forward and backward secrecy for session keys. In conclusion, SETCAP is resilient against E3L attacks.

2. According to our threat model, it is possible that $A$ physically holds a remote drone and retrieves the information stored in it including $SK_1$. However, the identities of data types collected by $\theta^i$, the ID of the drone zone, are the drone ID are used in building $SK_1$. Therefore, $SK_1$ is not the same for all drones. Also, the uniqueness of $SK_1$ does not allow $A$ to use the information of the compromised drone to affect the session established between $GSS_1$ and other drones. Hence, SETCAP is resilient against attacks including capturing remote drones.

5. Evaluation

In this section, we present the results obtained by evaluating SETCAP. We consider two evaluation directions, namely the protocol simulation and the performance comparisons against the state-of-the-art techniques.

5.1. SETCAP simulation

Our experiments are based on AVISPA [28], a broadly used security verification tool. AVISPA is an automated tool to verify security of Internet applications and protocols. In particular, we use AVISPA to verify that SETCAP is secure against passive and active adversaries. Protocols and security properties are expressed in AVISPA using a modular formal language. AVISPA is enriched with back-ends (SATMC, OFMC, TA4SP, and CL-AtSe) applying many modern analysis techniques. Scyther [29] and ProVerif [30], selected AVISPA for the following reasons. ProVerif utilizes pi calculus and Horn clauses to prove security and authentication of session keys. This is done by applying over-approximations [31]. Rather than approximation, Scyther employs symbolic backwards search [31]. The performance of the three tools, AVISPA, ProVerif, and Scyther, was compared by authors in [31]. The comparisons showed that although AVISPA is not the fastest tool, the
The communication cost of SETCAP, users, and drones. We do this by functionality attributes, computation cost, and energy costs. We hence use the CL-AtSe backend to test SETCAP. CL-AtSe also implements XOR and bitwise operations.

We performed the experiments on a Dell (Vostro) Intel(R) Core(TM) i7-3612 QM CPU @ 2.10 GHz, 8.00 GB RAM on Windows 10 (64-bits) OS. On a virtual box, we employed the broadly acceptable tool SPAN, Security Protocol ANimator for AVISPA [32] to simulate SETCAP on random (realistic) networks. It is worth noting that our protocol SETCAP does not assume specific model of controllers and communication shields in drones. Therefore, SETCAP is compatible with common models [33].

The implementation in AVISPA of SETCAP includes the following steps:

1. Implementing SETCAP in the role-oriented language HLPSL, High-Level Protocol Specification Language [34]. This involves specifying the roles of all the participants: GSS, drones, and users. In this step, we also specify the composite role determining different scenarios.
2. Transform the HLPSL representation of SETCAP into Intermediate Format (IF).
3. Lastly, give the IF format to the back-end as input for determining whether the protocol is secure.

AVISPA tool gives the adversary session information along with authorized participants. The tool uses the DY model to verify the feasibility of a man-in-the-middle attack. Fig. 4 shows the results we obtained for SETCAP. The report emphasizes that SETCAP is resilient against man-in-the-middle and replay attacks.

5.2. Performance comparison

In this section, we compare the performance of SETCAP to those of the most relevant state-of-the-art protocols like [8,35–37]. We compare these protocols considering three aspects: communication costs, functionality attributes, computation cost, and energy costs.

To evaluate the efficiency of SETCAP, we calculate and compare the communication cost of GSS, users, and drones. We do this by calculating the number of bits of the messages exchanged between the participants. Our calculations are based on the message sizes shown in Table 2, which considers common values from the literature [8].

The 80 bit for the cryptographic symmetric key, such as that used in the Double Data Encryption Standard, is as secure as the 160 and 1024 bits of ECC and RSA, respectively [38]. The following are the sizes of different messages communicated in SETCAP.

1. The size of the message \( M_1^{\text{user}}, S_1^1, S_1^2, S_2^1, S_2^2, T_1 \), sent from user to GSS, is \( 32 + 5 \times 160 + 32 = 864 \) bits.
2. The size of the message \( S_1^0, S_2^0, T_2 \), sent from GSS to user, is \( 2 \times 160 + 32 = 352 \) bits.
3. The size of the message \( V_{1,1}^{x,P,F}, D_1^1, D_2^1, D_3^1, D_3^2, T_3 \), sent from drone to GSS, is \( 32 + 5 \times 160 + 32 = 864 \) bits.
4. The size of the message \( D_0^5, D_1^2, D_2^1, T_3 \), sent from GSS to drone, is \( 2 \times 160 + 32 = 352 \) bits.

Therefore, the total size of messages in SETCAP for creating a session between the GSS and a user or between the GSS and a drone is 1216 bits. Hence, the creation of a pair of session keys between the three parties of our problem requires 2432 bits. The communication cost of creating a session in SETCAP, TCALAS [8], [36], [37], and [35], are 1216, 1536, 1696, 2528, and 2560 bits, respectively [8]. Fig. 5 shows the comparison between SETCAP and the comparison protocols. From the figure, it is evident that SETCAP has the smallest communication costs. Recalling that the problem treated by SETCAP is more complicated than those treated by the comparison protocols, SETCAP provides a reasonable communication cost compared to existing protocols. Hence the message sizes calculated above at points 3 and 4 parametrize the capacity of messages necessary for starting authenticated communications at both GSS and drones sides.

We compare the main security and functionality characteristics of SETCAP against relevant state-of-art protocols [8,35–37] in Table 3. It is clear from the table that while SETCAP preserves the main

![Fig. 4. Results of Analyzing SETCAP using CL-AtSe backend of SPAN animator of AVISPA.](image)

![Fig. 5. Comparing communication cost of session creation in SETCAP against the state-of-the-art protocols.](image)

### Table 2

<table>
<thead>
<tr>
<th>Data type</th>
<th>Bit-size</th>
</tr>
</thead>
<tbody>
<tr>
<td>data type identity</td>
<td>32</td>
</tr>
<tr>
<td>zone identity</td>
<td>32</td>
</tr>
<tr>
<td>drone vectors ( V_{i,j}^{x,P,F} )</td>
<td>32</td>
</tr>
<tr>
<td>user matrices ( M_i )</td>
<td>32</td>
</tr>
<tr>
<td>timestamp</td>
<td>32</td>
</tr>
<tr>
<td>symmetric cryptographic key size</td>
<td>80</td>
</tr>
<tr>
<td>random number</td>
<td>160</td>
</tr>
<tr>
<td>elliptic curve point</td>
<td>320</td>
</tr>
<tr>
<td>hash output (SHA-1)</td>
<td>160</td>
</tr>
<tr>
<td>user and drone identities</td>
<td>160</td>
</tr>
</tbody>
</table>

security attributes, it also fills the gap of data-type-oriented and zone-oriented registration and login. SETCAP also fills the gap of allowing the GSS to control and manipulate the data collected by the drones before delivering to users. Therefore, SETCAP allows for higher privacy guarantees.

Following the same style of the related work [8], we compare the computational costs of SETCAP against state-of-the-art protocols based on the following rough times of the various used operations [8,23,39]:

1. The execution time of the hash function \( t_h \) is approximately 0.00032 s.
2. The execution time of the biometric-fuzzy extractor operation \( t_e \) is approximately 0.0171 s.

The following are the rough times needed by the different parties of SETCAP:

1. Users: the required time is approximately 15 \( \times t_h + t_e \) = 0.0219 s.
2. Drone: the required time is approximately 8 \( \times t_h \) = 0.00256 s.
3. GSS (interacting with users): the required time is approximately 11 \( \times t_h \) = 0.00352 s.
4. GSS (interacting with drones): the required time is approximately 9 \( \times t_h \) = 0.00288 s.

We recall that the authentication between GSS and a user can take place in parallel with that between GSS and a drone. This is not the case for related work we compared against, where the three participants act in a sequence. Hence the total time of SETCAP is calculated using the following formula:

\[
\text{max}(\text{user time, drone time}) + \text{max}((\text{GSS time for interacting with drone and user}));
\]

where \( \text{max}(\text{user time, drone time}) = 0.0219 \), and \( \text{max}((\text{GSS time for interacting with drone and user})) = 0.00352 \). Hence, the total time of SETCAP is 0.02190 + 0.00352 = 0.02542 s.

Table 4 compares the approximated times required by SETCAP against the time needed by the state-of-the-art techniques as reported in [8]. The second row of the table parameterizes the computational cost necessary from the drone side for starting authenticated communications.

We notice that the computational cost of drones in SETCAP is lower than that in [35,36] and close to that in [8]. Although [37] needs a lower computational cost for drones, it is less secure than SETCAP as clarified in Table 3. Similar arguments prove the advantage of SETCAP for users and GSS against the state-of-the-art. This confirms the efficiency and practicability of SETCAP. The advantage of SETCAP can be further appreciated by recalling that it treats more complicated problems than those treated by the protocols in the literature.

We now consider \( n_u \) users \((u_1, \ldots, u_{n_u})\), each with a mobile device, authenticating with the GSS to obtain specific data types from specific flying zones. For a user \( u \), the details on the required data are specified in the binary matrix \( M^u_{z,t} \):

\[
M^u_{z,t} = \begin{bmatrix}
    x^u_{11} & x^u_{12} & \ldots & x^u_{1n_t} \\
    x^u_{21} & x^u_{22} & \ldots & x^u_{2n_t} \\
    \vdots & \vdots & \ddots & \vdots \\
    x^u_{n_z,1} & x^u_{n_z,2} & \ldots & x^u_{n_z,n_t}
\end{bmatrix}
\]

(12)

where \( n_z \) and \( n_t \) are the number of flying zones and number of data types captured by drones, respectively.

The number of drones in different zones are specified in matrix \( D_n \),

\[
D_n = \begin{bmatrix}
    y_1 \\
    y_2 \\
    \vdots \\
    y_{n_z}
\end{bmatrix}
\]

(13)

where \( y_i \) denotes the number of drones in the \( i \)th flying zone. For user \( u \), we consider only drones located in the areas providing data for which the user subscribed. The total number of drones that report data for user \( u \) is given by

\[
D^u_S = \sum_{j=1}^{n_z} y_j \ x^u_{ji} = 1, \ for \ 1 \leq i \leq n_t.
\]

(14)

For the authentication, SETCAP needs to create \( n_u \) sessions between \( n_u \) users and GSS and \( \max_{u \neq u'} D^u_n \) sessions between drones and GSS. We here focus on the comparison with TCALAS [8], as it represents the closest solution to our proposal. TCALAS needs to create \( \sum_{i=1}^{n_z} D^u_n \) sessions between users and drones. We assume 10 zones each having 10 drones and we assume all users ask for data from all zones.

Table 5 presents the equations for calculating the communication and computational costs for SETCAP and TCALAS for this scenario. Fig. 6 shows the comparison in terms of communications and computations costs between SETCAP and TCALAS, respectively, for a varying number of users. Results show that SETCAP is more efficient and practical than TCALAS. Therefore, for our system model, while TCALAS requires a number of sessions multiplicative in the number of users and drones, for SETCAP the number of sessions is additive. It is worth noting that
this performance advantage of SETCAP over TCALAS is not affected by the fact that all traffic goes through the GSS. This is so as the GSS is a ground station server whose capabilities (especially, compared to those of drones and users) are more than enough for managing this traffic.

The energy consumption $E$ of SETCAP on different entities of our system model is a function $f$ of many parameters. Frequency of session establishing procedures ($P_1$), communication costs ($P_2$), computational costs ($P_3$), and system functionalities ($P_4$) are the main parameters. Therefore: $E = f(P_1, P_2, P_3, P_4, ...)$.

Comparing related work in terms of criteria most related to the motivation of our paper (1).

<table>
<thead>
<tr>
<th>Protocol</th>
<th>Type of information collected</th>
<th>Applied technique</th>
<th>Credentials types</th>
</tr>
</thead>
<tbody>
<tr>
<td>Amin et al. [40]</td>
<td>Smart card data, IDs, and passwords.</td>
<td>Bio-hashing and one-way cryptographic hash function.</td>
<td>User password, biometrics, and smart card.</td>
</tr>
<tr>
<td>Challa et al. [37]</td>
<td>Smart card data, IDs, and passwords.</td>
<td>One-way cryptographic hash function and elliptic curve cryptography.</td>
<td>User password, biometrics, and smart card.</td>
</tr>
<tr>
<td>Farash et al. [41]</td>
<td>User and device IDs and passwords.</td>
<td>One-way cryptographic hash function.</td>
<td>Smart card and user password.</td>
</tr>
<tr>
<td>Srinivas et al. [8]</td>
<td>Drone IDs, smart card data, IDs, and passwords.</td>
<td>Fuzzy extractor and one-way cryptographic hash function.</td>
<td>User password, biometrics, and smart card.</td>
</tr>
<tr>
<td>Tai et al. [35]</td>
<td>User and device IDs and passwords.</td>
<td>One-way cryptographic hash function.</td>
<td>Smart card and user password.</td>
</tr>
<tr>
<td>Turkanovic et al. [42]</td>
<td>IDs of users and devices and passwords.</td>
<td>One-way cryptographic hash function.</td>
<td>Smart card and user password.</td>
</tr>
<tr>
<td>Our proposed technique-SETCAP</td>
<td>Required data types, IDs, users biometrics, and passwords.</td>
<td>Fuzzy extractor and one-way cryptographic hash function.</td>
<td>User password, biometrics, and smart card.</td>
</tr>
</tbody>
</table>

6. Related work

In this section, we review existing literature works that are related to our proposed protocol SETCAP. We review both authentication protocols proposed for the IoT and IoD. This is motivated by the fact that IoD is a particularization of IoT to drone devices. Furthermore, we review existing works on data gathering via drones and their authenticated access. The idea of using passwords to remotely authenticate participants was firstly introduced in 1981 by Lamport [43].

To improve location privacy, Kang et al. in [47] presented a drone authentication protocol for LTE networks. Although considering the location privacy of drones, the work of Kang et al. does not consider the data types collected by drones. This may represent a privacy threat, as multiple data types may be aggregated and delivered to a non-legitimate user. Alqassem et al. presented in [48] a review of...
IoT protocols targeting security issues. This review confirms that IoT networks have mainly two types of devices: (i) devices acting gateways for data collection, and (ii) devices interacting with the environment and humans.

Zhang et al. in [49] presented a communication protocol based on intelligent drones for secure vehicles interaction under adversary circumstances. Focusing on 5G/5G vehicular ad-hoc networks, they presented a drone-assisted key agreement and anonymous authentication protocol. Jiang et al. in [50] showed that Amin et al.’s work [40] is insecure and hence presented a three-factor lightweight authentication protocol. Cabuk et al. in [51] presented a mutual context-aware authentication scheme for drone groups. In the case of network separation, the scheme helps to recover network swarms. The scheme is independent of the network topology, channel security, and storage. For hierarchical IoT systems, in [52] Wazid et al. proposed a secure lightweight user authentication protocol. The protocol utilizes many factors (biometrics, password, and smart card). In [37] Chall et al. presented a protocol for user authentication in IoT applications. The protocol utilizes ElGamal-type digital signature and Elliptic Curve Cryptography. Compared to non-ECC protocols, this protocol has higher communication and computation costs. Roy et al. [24] proposed a protocol for user authentication in crowdsourcing IoT systems.

For IoD systems, Srinivas et al. in [8] proposed TCalAS, a protocol that enables users to access real-time data from certain drones of a certain geographical area. However, TCalAS assumes that the user knows the drone’s ID, which is neither a secure or practical assumption. Furthermore, TCalAS does not distinguish data types that users can get from flying zones. This is not secure as it may lead to delivering both sensitive and nonsensitive data in a single packet. TCalAS does not allow ground station servers to treat data before delivering it to users, which can have security breaches consequences. Tables 6 and 7 compare the related work in terms of the criteria most related to the motivation of our paper.

The problem we address in this paper is similar to that of cloud-based data sharing. In fact, the GSS is similar to a cloud-server that collects and re-distributes data collected by drones. In this context, users upload data to the cloud server, and an external entity provides authorization and session keys for both parties [53]. Several variants of this scheme have been proposed in the literature, focusing on guaranteeing both the security of data and the privacy of users [54–56]. However, these schemes do not envision the possibility of collecting ad-hoc data via drones by suitably deploying them in specific geographical areas. Hence, they also usually do not need to account for the management of the geographical areas or the type of data that can be collected.

The limits and security drawbacks of existing literature motivate us to propose this paper to strengthen the security in IoD. For this reason, we present a new secure and lightweight user authentication scheme for IoD systems. Our proposed protocol, SETCAP, allows users to register for accessing specific data types collected by drones in specific geographical areas. To the best of our knowledge, this is a problem that has never been treated by the existing literature. In SETCAP we exploit a fuzzy extractor for verifying the user’s local biometric and hash functions methods. Rather than the classical DY model, in SETCAP we consider the CK-adversary model to show its advanced security features.

7. Conclusion and future work

In this paper, we proposed a novel Service-Based Energy-Efficient Temporal Credential Authentication Protocol for IoD, SETCAP that overcomes the drawbacks of the existing authentication protocols. These drawbacks include: (a) assuming that users know the IDs of drones, (b) not distinguishing the types of data read by the drones and treating all read data as one type, and (c) allowing users to directly access drones without going through a ground station server, given the superior capabilities of GSS as a ground server compared to that of drones and users. We formally tested SETCAP against the ROR model and implemented SETCAP in AVISPA simulation tool. The experiments confirmed the security of SETCAP against replay and man-in-the-middle attacks. We also showed that SETCAP is secure against many potential adversary attacks. We also presented a comparative study of SETCAP against TCalAS, a recent state-of-the-art technique. Overall, results show that SETCAP is secure and provides lower communication and computation overhead compared to other state-of-the-art protocols. This guarantees its applicability on resource-constrained devices such as drones.

An interesting direction of future work is to investigate whether authentication protocols of IoD can benefit from modern deep learning algorithms. In fact, thanks to machine learning, we can design predictive methods to reduce the number of authentication procedures required in multiple data gathering rounds. Additionally, we plan to develop an authentication protocol that creates one session for multiple drones collaborating and exchanging certain types of data to complete tasks. The collaboration, in this case, is based on data types. This is a common scenario for drone assisted internet of vehicles. Lastly, we will address some of the limitations of our current proposals. These include (i) removing the assumption of a secure and trusted GSS to extend the applicability of our proposal, and (ii) removing the single point of failure represented by the GSS in favor of a decentralized solution.
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